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# ECMAScript 6入门

《ECMAScript 6入门》是一本开源的JavaScript语言教程，全面介绍ECMAScript 6新引入的语法特性。

[![](data:image/jpeg;base64,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)](images/cover.jpg)

本书力争覆盖ES6与ES5的所有不同之处，对涉及的语法知识给予详细介绍，并给出大量简洁易懂的示例代码。

本书为中级难度，适合已有一定JavaScript语言基础的读者，用来了解这门语言的最新发展；也可当作参考手册，查寻新增的语法点。

网上为预览版，电子工业出版社不久将出版全书。

### 版权许可

本书采用“保持署名—非商用”创意共享4.0许可证。

只要保持原作者署名和非商用，您可以自由地阅读、分享、修改本书。

详细的法律条文请参见[创意共享](http://creativecommons.org/licenses/by-nc/4.0/)网站。

# ECMAScript 6简介

ECMAScript 6（以下简称ES6）是JavaScript语言的下一代标准，正处在快速开发之中，大部分已经完成了，预计将在2014年底正式发布。Mozilla将在这个标准的基础上，推出JavaScript 2.0。

ES6的目标，是使得JavaScript语言可以用来编写大型的复杂的应用程序，成为企业级开发语言。

## ECMAScript和JavaScript的关系

ECMAScript是JavaScript语言的国际标准，JavaScript是ECMAScript的实现。

1996年11月，JavaScript的创造者Netscape公司，决定将JavaScript提交给国际标准化组织ECMA，希望这种语言能够成为国际标准。次年，ECMA发布262号标准文件（ECMA-262）的第一版，规定了浏览器脚本语言的标准，并将这种语言称为ECMAScript。这个版本就是ECMAScript 1.0版。

之所以不叫JavaScript，有两个原因。一是商标，Java是Sun公司的商标，根据授权协议，只有Netscape公司可以合法地使用JavaScript这个名字，且JavaScript本身也已经被Netscape公司注册为商标。二是想体现这门语言的制定者是ECMA，不是Netscape，这样有利于保证这门语言的开放性和中立性。因此，ECMAScript和JavaScript的关系是，前者是后者的规格，后者是前者的一种实现。在日常场合，这两个词是可以互换的。

## ECMAScript的历史

1998年6月，ECMAScript 2.0版发布。

1999年12月，ECMAScript 3.0版发布，成为JavaScript的通行标准，得到了广泛支持。

2007年10月，ECMAScript 4.0版草案发布，对3.0版做了大幅升级，预计次年8月发布正式版本。草案发布后，由于4.0版的目标过于激进，各方对于是否通过这个标准，发生了严重分歧。以Yahoo、Microsoft、Google为首的大公司，反对JavaScript的大幅升级，主张小幅改动；以JavaScript创造者Brendan Eich为首的Mozilla公司，则坚持当前的草案。

2008年7月，由于对于下一个版本应该包括哪些功能，各方分歧太大，争论过于激进，ECMA开会决定，中止ECMAScript 4.0的开发，将其中涉及现有功能改善的一小部分，发布为ECMAScript 3.1，而将其他激进的设想扩大范围，放入以后的版本，由于会议的气氛，该版本的项目代号起名为Harmony（和谐）。会后不久，ECMAScript 3.1就改名为ECMAScript 5。

2009年12月，ECMAScript 5.0版正式发布。Harmony项目则一分为二，一些较为可行的设想定名为Javascript.next继续开发，后来演变成ECMAScript 6；一些不是很成熟的设想，则被视为JavaScript.next.next，在更远的将来再考虑推出。

2011年6月，ECMAscript 5.1版发布，并且成为ISO国际标准（ISO/IEC 16262:2011）。

2013年3月，ECMAScript 6草案冻结，不再添加新功能。新的功能设想将被放到ECMAScript 7。

2013年12月，ECMAScript 6草案发布。然后是12个月的讨论期，听取各方反馈。

2014年12月，ECMAScript 6预计将发布正式版本。

ECMA的第39号技术专家委员会（Technical Committee 39，简称TC39）负责制订ECMAScript标准，成员包括Microsoft、Mozilla、Google等大公司。TC39的总体考虑是，ES5与ES3基本保持兼容，较大的语法修正和新功能加入，将由JavaScript.next完成。当前，JavaScript.next指的是ES6，当第六版发布以后，将指ES7。TC39估计，ES5会在2013年的年中成为JavaScript开发的主流标准，并在今后五年中一直保持这个位置。

## 部署进度

由于ES6还没有定案，有些语法规则还会变动，目前支持ES6的软件和开发环境还不多。各大浏览器的最新版本，对ES6的支持可以查看[kangax.github.io/es5-compat-table/es6/](http://kangax.github.io/es5-compat-table/es6/)。

Google公司的V8引擎已经部署了ES6的部分特性。使用node.js 0.11版，就可以体验这些特性。

node.js的0.11版还不是稳定版本，要使用版本管理工具[nvm](https://github.com/creationix/nvm)切换。下载nvm以后，进入项目目录，运行下面的命令。

source nvm.sh  
nvm use 0.11  
node --harmony

启动命令中的--harmony选项可以打开所有已经部署的ES6功能。使用下面的命令，可以查看所有与ES6有关的单个选项。

$ node --v8-options | grep harmony  
 --harmony\_typeof  
 --harmony\_scoping  
 --harmony\_modules  
 --harmony\_symbols  
 --harmony\_proxies  
 --harmony\_collections  
 --harmony\_observation  
 --harmony\_generators  
 --harmony\_iteration  
 --harmony\_numeric\_literals  
 --harmony\_strings  
 --harmony\_arrays  
 --harmony\_maths  
 --harmony

## Traceur编译器

Google公司的[Traceur](https://github.com/google/traceur-compiler)编译器，可以将ES6代码编译为ES5代码。

它有多种使用方式。

**（1）直接插入网页**

Traceur允许将ES6代码直接插入网页。

首先，必须在网页头部加载Traceur库文件。

<!-- 加载Traceur编译器 -->  
<script src="http://google.github.io/traceur-compiler/bin/traceur.js"  
 type="text/javascript"></script>  
<!-- 将Traceur编译器用于网页 -->  
<script src="http://google.github.io/traceur-compiler/src/bootstrap.js"  
 type="text/javascript"></script>  
<!-- 打开实验选项，否则有些特性可能编译不成功 -->  
<script>  
 traceur.options.experimental = true;  
</script>

接下来，就可以把ES6代码放入上面这些代码的下方。

<script type="module">  
 class Calc {  
 constructor(){  
 console.log('Calc constructor');  
 }  
 add(a, b){  
 return a + b;  
 }  
 }  
  
 var c = new Calc();  
 console.log(c.add(4,5));  
</script>

正常情况下，上面代码会在控制台打印出9。

注意，script标签的type属性的值是module，而不是text/javascript。这是Traceur编译器识别ES6代码的标识，编译器会自动将所有type=module的代码编译为ES5，然后再交给浏览器执行。

如果ES6代码是一个外部文件，也可以用script标签插入网页。

<script type="module" src="calc.js" >  
</script>

**（2）在线转换**

Traceur提供一个[在线编译器](http://google.github.io/traceur-compiler/demo/repl.html)，可以在线将ES6代码转为ES5代码。转换后的代码，可以直接作为ES5代码插入网页运行。

上面的例子转为ES5代码运行，就是下面这个样子。

<script src="http://google.github.io/traceur-compiler/bin/traceur.js"  
 type="text/javascript"></script>  
<script src="http://google.github.io/traceur-compiler/src/bootstrap.js"  
 type="text/javascript"></script>   
<script>  
 traceur.options.experimental = true;  
</script>  
<script>  
$traceurRuntime.ModuleStore.getAnonymousModule(function() {  
 "use strict";  
  
 var Calc = function Calc() {  
 console.log('Calc constructor');  
 };  
  
 ($traceurRuntime.createClass)(Calc, {add: function(a, b) {  
 return a + b;  
 }}, {});  
  
 var c = new Calc();  
 console.log(c.add(4, 5));  
 return {};  
});  
</script>

**（3）命令行转换**

作为命令行工具使用时，Traceur是一个node.js的模块，首先需要用npm安装。

npm install -g traceur

安装成功后，就可以在命令行下使用traceur了。

traceur直接运行es6脚本文件，会在标准输出显示运行结果，以前面的calc.js为例。

$ traceur calc.js  
Calc constructor  
9

如果要将ES6脚本转为ES5，要采用下面的写法

traceur --script calc.es6.js --out calc.es5.js

上面代码的--script选项表示指定输入文件，--out选项表示指定输出文件。

为了防止有些特性编译不成功，最好加上--experimental选项。

traceur --script calc.es6.js --out calc.es5.js --experimental

命令行下转换的文件，就可以放到浏览器中运行。

**（4）Node.js环境的用法**

Traceur的node.js用法如下（假定已安装traceur模块）。

var traceur = require('traceur');  
var fs = require('fs');  
  
// 将ES6脚本转为字符串  
var contents = fs.readFileSync('es6-file.js').toString();  
  
var result = traceur.compile(contents, {  
 filename: 'es6-file.js',  
 sourceMap: true,  
 // 其他设置  
 modules: 'commonjs'  
});  
  
if (result.error)  
 throw result.error;  
  
// result对象的js属性就是转换后的ES5代码   
fs.writeFileSync('out.js', result.js);  
// sourceMap属性对应map文件  
fs.writeFileSync('out.js.map', result.sourceMap);

## ECMAScript 7

2013年3月，ES6的草案封闭，不再接受新功能了。新的功能将被加入ES7。

ES7可能包括的功能有：

（1）**Object.observe**：对象与网页元素的双向绑定，只要其中之一发生变化，就会自动反映在另一者上。

（2）**Multi-Threading**：多线程支持。目前，Intel和Mozilla有一个共同的研究项目RiverTrail，致力于让JavaScript多线程运行。预计这个项目的研究成果会被纳入ECMAScript标准。

（3）**Traits**：它将是“类”功能（class）的一个替代。通过它，不同的对象可以分享同样的特性。

其他可能包括的功能还有：更精确的数值计算、改善的内存回收、增强的跨站点安全、类型化的更贴近硬件的低级别操作、国际化支持（Internationalization Support）、更多的数据结构等等。

# let和const命令

## let命令

ES6新增了let命令，用来声明变量。它的用法类似于var，但是所声明的变量，只在let命令所在的代码块内有效。

{  
 let a = 10;  
 var b = 1;  
}  
  
a // ReferenceError: a is not defined.  
b //1

上面代码在代码块之中，分别用let和var声明了两个变量。然后在代码块之外调用这两个变量，结果let声明的变量报错，var声明的变量返回了正确的值。这表明，let声明的变量只在它所在的代码块有效。

下面的代码如果使用var，最后输出的是9。

var a = [];  
for (var i = 0; i < 10; i++) {  
 var c = i;  
 a[i] = function () {  
 console.log(c);  
 };  
}  
a[6](); // 9

如果使用let，声明的变量仅在块级作用域内有效，最后输出的是6。

var a = [];  
for (var i = 0; i < 10; i++) {  
 let c = i;  
 a[i] = function () {  
 console.log(c);  
 };  
}  
a[6](); // 6

let不像var那样，会发生“变量提升”现象。

function do\_something() {  
 console.log(foo); // ReferenceError  
 let foo = 2;  
}

上面代码在声明foo之前，就使用这个变量，结果会抛出一个错误。

注意，let不允许在相同作用域内，重复声明同一个变量。

// 报错  
{  
 let a = 10;  
 var a = 1;  
}  
  
// 报错  
{  
 let a = 10;  
 let a = 1;  
}

## 块级作用域

let实际上为JavaScript新增了块级作用域。

function f1() {  
 let n = 5;  
 if (true) {  
 let n = 10;  
 }  
 console.log(n); // 5  
}

上面的函数有两个代码块，都声明了变量n，运行后输出5。这表示外层代码块不受内层代码块的影响。如果使用var定义变量n，最后输出的值就是10。

块级作用域的出现，实际上使得获得广泛应用的立即执行匿名函数（IIFE）不再必要了。

// IIFE写法  
(function () {  
 var tmp = ...;  
 ...  
}());  
  
// 块级作用域写法  
{  
 let tmp = ...;  
 ...  
}

另外，ES6也规定，函数本身的作用域，在其所在的块级作用域之内。

function f() { console.log('I am outside!'); }  
(function () {  
 if(false) {  
 // 重复声明一次函数f  
 function f() { console.log('I am inside!'); }  
 }  
  
 f();  
}());

上面代码在ES5中运行，会得到“I am inside!”，但是在ES6中运行，会得到“I am outside!”。

## const命令

const也用来声明变量，但是声明的是常量。一旦声明，常量的值就不能改变。

const PI = 3.1415;  
PI // 3.1415  
  
PI = 3;  
PI // 3.1415  
  
const PI = 3.1;  
PI // 3.1415

上面代码表明改变常量的值是不起作用的。需要注意的是，对常量重新赋值不会报错，只会默默地失败。

const的作用域与let命令相同：只在声明所在的块级作用域内有效。

if (condition) {  
 const MAX = 5;  
}  
  
// 常量MAX在此处不可得

const声明的常量，也与let一样不可重复声明。

var message = "Hello!";  
let age = 25;  
  
// 以下两行都会报错  
const message = "Goodbye!";  
const age = 30;

# 变量的解构赋值

## 数组的解构赋值

ES6允许按照一定模式，从数组和对象中提取值，对变量进行赋值，这被称为解构（Destructuring）。

以前，为变量赋值，只能直接指定值。

var a = 1;  
var b = 2;  
var c = 3;

ES6允许写成下面这样。

var [a, b, c] = [1, 2, 3];

上面代码表示，可以从数组中提取值，按照对应位置，对变量赋值。

本质上，这种写法属于“模式匹配”，只要等号两边的模式相同，左边的变量就会被赋予对应的值。下面是一些使用嵌套数组进行解构的例子。

var [foo, [[bar], baz]] = [1, [[2], 3]];  
foo // 1  
bar // 2  
baz // 3  
  
var [,,third] = ["foo", "bar", "baz"];  
third // "baz"  
  
var [head, ...tail] = [1, 2, 3, 4];  
head // 1  
tail // [2, 3, 4]

如果解构不成功，变量的值就等于undefined。

var [foo] = [];  
var [foo] = 1;  
var [foo] = 'Hello';  
var [foo] = false;  
var [foo] = NaN;

以上几种情况都属于解构不成功，foo的值都会等于undefined。但是，如果对undefined或null进行解构，就会报错。

// 报错  
var [foo] = undefined;  
var [foo] = null;

这是因为解构只能用于数组或对象。其他原始类型的值都可以转为相应的对象，但是，undefined和null不能转为对象，因此报错。

解构赋值允许指定默认值。

var [foo = true] = [];  
foo // true

解构赋值不仅适用于var命令，也适用于let和const命令。

var [v1, v2, ..., vN ] = array;  
let [v1, v2, ..., vN ] = array;  
const [v1, v2, ..., vN ] = array;

## 对象的解构赋值

解构不仅可以用于数组，还可以用于对象。

var { foo, bar } = { foo: "aaa", bar: "bbb" };  
foo // "aaa"  
bar // "bbb"

对象的解构与数组有一个重要的不同。数组的元素是按次序排列的，变量的取值由它的位置决定；而对象的属性没有次序，变量必须与属性同名，才能取到正确的值。

var { bar, foo } = { foo: "aaa", bar: "bbb" };  
foo // "aaa"  
bar // "bbb"  
  
var { baz } = { foo: "aaa", bar: "bbb" };  
baz // undefined

上面代码的第一个例子，等号左边的两个变量的次序，与等号右边两个同名属性的次序不一致，但是对取值完全没有影响。第二个例子的变量没有对应的同名属性，导致取不到值，最后等于undefined。

如果变量名与属性名不一致，必须写成下面这样。

var { foo: baz } = { foo: "aaa", bar: "bbb" };  
baz // "aaa"

和数组一样，解构也可以用于嵌套结构的对象。

var o = {  
 p: [  
 "Hello",  
 { y: "World" }  
 ]  
};  
  
var { p: [x, { y }] } = o;  
x // "Hello"  
y // "World"

对象的解构也可以指定默认值。

var { x = 3 } = {};  
x // 3

如果要将一个已经声明的变量用于解构赋值，必须非常小心。

// 错误的写法  
  
var x;  
{x} = {x:1};  
// SyntaxError: syntax error

上面代码的写法会报错，因为JavaScript引擎会将{x}理解成一个代码块，从而发生语法错误。只有不将大括号写在行首，避免JavaScript将其解释为代码块，才能解决这个问题。

// 正确的写法  
  
({x}) = {x:1};  
// 或者  
({x} = {x:1});

## 用途

变量的解构赋值用途很多。

**（1）交换变量的值**

[x, y] = [y, x];

**（2）从函数返回多个值**

函数只能返回一个值，如果要返回多个值，只能将它们放在数组或对象里返回。有了解构赋值，取出这些值就非常方便。

// 返回一个数组  
  
function example() {  
 return [1, 2, 3];  
}  
var [a, b, c] = example();  
  
// 返回一个对象  
  
function example() {  
 return {  
 foo: 1,  
 bar: 2  
 };  
}  
var { foo, bar } = example();

**（3）函数参数的定义**

function f({x, y, z}) {  
 // ...  
}  
  
f({x:1, y:2, z:3})

这种写法对提取JSON对象中的数据，尤其有用。

**（4）函数参数的默认值**

jQuery.ajax = function (url, {  
 async = true,  
 beforeSend = function () {},  
 cache = true,  
 complete = function () {},  
 crossDomain = false,  
 global = true,  
 // ... more config  
}) {  
 // ... do stuff  
};

指定参数的默认值，就避免了在函数体内部再写var foo = config.foo || 'default foo';这样的语句。

**（5）遍历Map结构**

任何部署了Iterator接口的对象，都可以用for...of循环遍历。Map结构原生支持Iterator接口，配合变量的结构赋值，获取键名和键值就非常方便。

var map = new Map();  
map.set('first', 'hello');  
map.set('second', 'world');  
  
for (let [key, value] of map) {  
 console.log(key + " is " + value);  
}  
// first is hello  
// second is world

如果只想获取键名，或者只想获取键值，可以写成下面这样。

// 获取键名  
for (let [key] of map) {  
 // ...  
}  
  
// 获取键值  
for (let [,value] of map) {  
 // ...  
}

**（6）输入模块的指定方法**

加载模块时，往往需要指定输入那些方法。解构赋值使得输入语句非常清晰。

const { SourceMapConsumer, SourceNode } = require("source-map");

# 字符串的扩展

ES6加强了对Unicode的支持，并且扩展了字符串对象。

## codePointAt方法

JavaScript内部，字符以UTF-16的格式储存，每个字符固定为2个字节。对于那些需要4个字节储存的字符（Unicode编号大于0xFFFF的字符），JavaScript会认为它们是两个字符。

var s = "𠮷";  
  
s.length // 2  
s.charAt(0) // ''  
s.charAt(1) // ''  
s.charCodeAt(0) // 55362   
s.charCodeAt(1) // 57271

上面代码说明，对于4个字节储存的字符，JavaScript不能正确处理。字符串长度会误判为2，而且charAt方法无法读取字符，charCodeAt方法只能分别返回前两个字节和后两个字节的值。

ES6提供了codePointAt方法，能够正确处理4个字节储存的字符，返回一个字符的Unicode编号。

var s = "𠮷a";  
  
s.codePointAt(0) // 134071  
s.codePointAt(1) // 97  
   
s.charCodeAt(2) // 97

codePointAt方法的参数，是字符在字符串中的位置（从0开始）。上面代码表明，它会正确返回四字节的UTF-16字符的Unicode编号。对于那些两个字节储存的常规字符，它的返回结果与charCodeAt方法相同。

codePointAt方法是测试一个字符由两个字节还是由四个字节组成的最简单方法。

function is32Bit(c) {  
 return c.codePointAt(0) > 0xFFFF;  
}  
  
is32Bit("𠮷") // true  
is32Bit("a") // false

## String.fromCodePoint方法

该方法用于从Unicode编号返回对应的字符串，作用与codePointAt正好相反。

String.fromCodePoint(134071) // "𠮷"

注意，fromCodePoint方法定义在String对象上，而codePointAt方法定义在字符串的实例对象上。

## 字符的Unicode表示法

JavaScript允许采用“\uxxxx”形式表示一个字符，其中“xxxx”表示字符的Unicode编号。

"\u0061"  
// "a"

但是，这种表示法只限于\u0000——\uFFFF之间的字符。超出这个范围的字符，必须用两个双字节的形式表达。

"\uD842\uDFB7"  
// "𠮷"  
  
"\u20BB7"  
// " 7"

上面代码表示，如果直接在“\u”后面跟上超过0xFFFF的数值（比如\u20BB7），JavaScript会理解成“\u20BB+7”。

ES6对这一点做出了改进，只要将超过0xFFFF的编号放入大括号，就能正确解读该字符。

"\u{20BB7}"  
// " 7"

## 正则表达式的u修饰符

ES6对正则表达式添加了u修饰符，用来正确处理大于\uFFFF的Unicode字符。

var s = "𠮷";  
  
/^.$/.test(s) // false  
/^.$/u.test(s) // true

上面代码表示，如果不添加u修饰符，正则表达式就会认为字符串为两个字符，从而匹配失败。

利用这一点，可以写出一个正确返回字符串长度的函数。

function codePointLength(text) {  
 var result = text.match(/[\s\S]/gu);  
 return result ? result.length : 0;  
}  
  
var s = "𠮷𠮷";  
  
s.length // 4  
codePointLength(s) // 2

## contains(), startsWith(), endsWith()

传统上，JavaScript只有indexOf方法，可以用来确定一个字符串是否包含在另一个字符串中。ES6又提供了三种新方法。

* **contains()**：返回布尔值，表示是否找到了参数字符串。
* **startsWith()**：返回布尔值，表示参数字符串是否在源字符串的头部。
* **endsWith()**：返回布尔值，表示参数字符串是否在源字符串的尾部。

var s = "Hello world!";  
  
s.startsWith("Hello") // true  
s.endsWith("!") // true  
s.contains("o") // true

这三个方法都支持第二个参数，表示开始搜索的位置。

var s = "Hello world!";  
  
s.startsWith("o", 4) // true  
s.endsWith("o", 8) // true  
s.contains("o", 8) // false

上面代码表示，使用第二个参数n时，endsWith的行为与其他两个方法有所不同。它针对前n个字符，而其他两个方法针对从第n个位置直到字符串结束。

## repeat()

repeat()返回一个新字符串，表示将原字符串重复n次。

"x".repeat(3) // "xxx"  
"hello".repeat(2) // "hellohello"

## 正则表达式的y修饰符

除了u修饰符，ES6还为正则表达式添加了y修饰符，叫做“粘连”（sticky）修饰符。它的作用与g修饰符类似，也是全局匹配，后一次匹配都从上一次匹配成功的下一个位置开始，不同之处在于，g修饰符只确保剩余位置中存在匹配，而y修饰符确保匹配必须从剩余的第一个位置开始，这也就是“粘连”的涵义。

var s = "aaa\_aa\_a";  
var r1 = /a+/g;  
var r2 = /a+/y;  
  
r1.exec(s) // ["aaa"]  
r2.exec(s) // ["aaa"]  
  
r1.exec(s) // ["aa"]  
r2.exec(s) // null

上面代码有两个正则表达式，一个使用g修饰符，另一个使用y修饰符。这两个正则表达式各执行了两次，第一次执行的时候，两者行为相同，剩余字符串都是“*aa*a”。由于g修饰没有位置要求，所以第二次执行会返回结果，而y修饰符要求匹配必须从头部开始，所以返回null。

如果改一下正则表达式，保证每次都能头部匹配，y修饰符就会返回结果了。

var s = "aaa\_aa\_a";  
var r = /a+\_/y;  
  
r.exec(s) // ["aaa\_"]  
r.exec(s) // ["aa\_"]

上面代码每次匹配，都是从剩余字符串的头部开始。

进一步说，y修饰符号隐含了头部匹配的标志ˆ。

/b/y.exec("aba")  
// null

上面代码由于不能保证头部匹配，所以返回null。y修饰符的设计本意，就是让头部匹配的标志ˆ在全局匹配中都有效。

与y修饰符相匹配，ES6的正则对象多了sticky属性，表示是否设置了y修饰符。

var r = /hello\d/y;  
r.sticky // true

## 模板字符串

模板字符串（template string）是增强版的字符串，用反引号（`）标识。它可以当作普通字符串使用，也可以用来定义多行字符串，或者在字符串中嵌入变量。

// 普通字符串  
`In JavaScript '\n' is a line-feed.`  
  
// 多行字符串  
`In JavaScript this is  
 not legal.`  
  
// 字符串中嵌入变量  
var name = "Bob", time = "today";  
`Hello ${name}, how are you ${time}?`  
  
var x = 1;  
var y = 2;  
console.log(`${ x } + ${ y } = ${ x + y}`)   
// "1 + 2 = 3"

上面代码表示，在模板字符串中嵌入变量，需要将变量名写在${}之中。

# 数值的扩展

## 二进制和八进制表示法

ES6提供了二进制和八进制数值的新的写法，分别用前缀0b和0o表示。

0b111110111 === 503 // true  
0o767 === 503 // true

八进制用0o前缀表示的方法，将要取代已经在ES5中被逐步淘汰的加前缀0的写法。

## Number.isFinite(), Number.isNaN()

ES6在Number对象上，新提供了Number.isFinite()和Number.isNaN()两个方法，用来检查Infinite和NaN这两个特殊值。

它们与传统的isFinite()和isNaN()的区别在于，传统方法先调用Number()将非数值的值转为数值，再进行判断，而这两个新方法只对数值有效，非数值一律返回false。

isFinite(25) // true  
isFinite("25") // true  
Number.isFinite(25) // true  
Number.isFinite("25") // false  
  
isNaN(NaN) // true  
isNaN("NaN") // true  
Number.isNaN(NaN) // true  
Number.isNaN("NaN") // false

## Number.parseInt(), Number.parseFloat()

ES6将全局方法parseInt()和parseFloat()，移植到Number对象上面，行为完全保持不变。

这样做的目的，是逐步减少全局性方法，使得语言逐步模块化。

## Number.isInteger()和安全整数

Number.isInteger()用来判断一个值是否为整数。需要注意的是，在JavaScript内部，整数和浮点数是同样的储存方法，所以3和3.0被视为同一个值。

Number.isInteger(25) // true  
Number.isInteger(25.0) // true  
Number.isInteger(25.1) // false

JavaScript能够准确表示的整数范围在-2ˆ53 and 2ˆ53之间。ES6引入了Number.MAX\_SAFE\_INTEGER和Number.MIN\_SAFE\_INTEGER这两个常量，用来表示这个范围的上下限。Number.isSafeInteger()则是用来判断一个整数是否落在这个范围之内。

var inside = Number.MAX\_SAFE\_INTEGER;  
var outside = inside + 1;  
  
Number.isInteger(inside) // true  
Number.isSafeInteger(inside) // true  
  
Number.isInteger(outside) // true  
Number.isSafeInteger(outside) // false

## Math对象的扩展

**（1）Math.trunc()**

Math.trunc方法用于去除一个数的小数部分，返回整数部分。

Math.trunc(4.1) // 4  
Math.trunc(4.9) // 4  
Math.trunc(-4.1) // -4  
Math.trunc(-4.9) // -4

**（2）数学方法**

ES6在Math对象上还提供了许多新的数学方法。

* Math.acosh(x) 返回x的反双曲余弦（inverse hyperbolic cosine）
* Math.asinh(x) 返回x的反双曲正弦（inverse hyperbolic sine）
* Math.atanh(x) 返回x的反双曲正切（inverse hyperbolic tangent）
* Math.cbrt(x) 返回x的立方根
* Math.clz32(x) 返回x的32位二进制整数表示形式的前导0的个数
* Math.cosh(x) 返回x的双曲余弦（hyperbolic cosine）
* Math.expm1(x) 返回eˆx - 1
* Math.fround(x) 返回x的单精度浮点数形式
* Math.hypot(...values) 返回所有参数的平方和的平方根
* Math.imul(x, y) 返回两个参数以32位整数形式相乘的结果
* Math.log1p(x) 返回1 + x的自然对数
* Math.log10(x) 返回以10为底的x的对数
* Math.log2(x) 返回以2为底的x的对数
* Math.sign(x) 如果x为负返回-1，x为0返回0，x为正返回1
* Math.tanh(x) 返回x的双曲正切（hyperbolic tangent）

# 数组的扩展

## Array.from()

Array.from()用于将两类对象转为真正的数组：类似数组的对象（array-like object）和可遍历（iterable）的对象，其中包括ES6新增的Set和Map结构。

let ps = document.querySelectorAll('p');  
  
Array.from(ps).forEach(function (p) {  
 console.log(p);  
});

上面代码中，querySelectorAll方法返回的是一个类似数组的对象，只有将这个对象转为真正的数组，才能使用forEach方法。

Array.from()还可以接受第二个参数，作用类似于数组的map方法，用来对每个元素进行处理。

Array.from(arrayLike, x => x \* x);  
// 等同于  
Array.from(arrayLike).map(x => x \* x);

## Array.of()

Array.of()方法用于将一组值，转换为数组。

Array.of(3, 11, 8) // [3,11,8]  
Array.of(3).length // 1

这个函数的主要目的，是弥补数组构造函数Array()的不足。因为参数个数的不同，会导致Array()的行为有差异。

Array() // []  
Array(3) // [undefined, undefined, undefined]  
Array(3,11,8) // [3, 11, 8]

上面代码说明，只有当参数个数不少于2个，Array()才会返回由参数组成的新数组。

## 数组实例的find()和findIndex()

数组实例的find()用于找出第一个符合条件的数组元素。它的参数是一个回调函数，所有数组元素依次遍历该回调函数，直到找出第一个返回值为true的元素，然后返回该元素，否则返回undefined。

[1, 5, 10, 15].find(function(value, index, arr) {  
 return value > 9;  
}) // 10

从上面代码可以看到，回调函数接受三个参数，依次为当前的值、当前的位置和原数组。

数组实例的findIndex()的用法与find()非常类似，返回第一个符合条件的数组元素的位置，如果所有元素都不符合条件，则返回-1。

[1, 5, 10, 15].findIndex(function(value, index, arr) {  
 return value > 9;  
}) // 2

这两个方法都可以接受第二个参数，用来绑定回调函数的this对象。

另外，这两个方法都可以发现NaN，弥补了IndexOf()的不足。

[NaN].indexOf(NaN)   
// -1  
  
[NaN].findIndex(y => Object.is(NaN, y))  
// 0

## 数组实例的fill()

fill()使用给定值，填充一个数组。

['a', 'b', 'c'].fill(7)  
// [7, 7, 7]  
  
new Array(3).fill(7)  
// [7, 7, 7]

上面代码表明，fill方法用于空数组的初始化非常方便。数组中已有的元素，会被全部抹去。

fill()还可以接受第二个和第三个参数，用于指定填充的起始位置和结束位置。

['a', 'b', 'c'].fill(7, 1, 2)  
// ['a', 7, 'c']

## 数组实例的entries()，keys()和values()

ES6提供三个新的方法——entries()，keys()和values()——用于遍历数组。它们都返回一个遍历器，可以用for...of循环进行遍历，唯一的区别是keys()是对键名的遍历、values()是对键值的遍历，entries()是对键值对的遍历。

for (let index of ['a', 'b'].keys()) {  
 console.log(index);  
}  
// 0  
// 1  
  
for (let elem of ['a', 'b'].values()) {  
 console.log(elem);  
}  
// 'a'  
// 'b'  
  
for (let [index, elem] of ['a', 'b'].entries()) {  
 console.log(index, elem);  
}  
// 0 "a"  
// 1 "b"

## 数组推导

ES6提供简洁写法，允许直接通过现有数组生成新数组，这被称为数组推导（array comprehension）。

var a1 = [1, 2, 3, 4];  
var a2 = [i \* 2 for (i of a1)];  
  
a2 // [2, 4, 6, 8]

上面代码表示，通过for...of结构，数组a2直接在a1的基础上生成。

数组推导可以替代map和filter方法。

[for (i of [1, 2, 3]) i \* i];  
// 等价于  
[1, 2, 3].map(function (i) { return i \* i });  
  
[i for (i of [1,4,2,3,-8]) if (i < 3)];  
// 等价于  
[1,4,2,3,-8].filter(function(i) { return i < 3 });

上面代码说明，模拟map功能只要单纯的for...of循环就行了，模拟filter功能除了for...of循环，还必须加上if语句。

新引入的for...of结构，可以直接跟在表达式的前面或后面，甚至可以在一个数组推导中，使用多个for...of结构。

var a1 = ["x1", "y1"];  
var a2 = ["x2", "y2"];  
var a3 = ["x3", "y3"];  
  
[(console.log(s + w + r)) for (s of a1) for (w of a2) for (r of a3)];  
// x1x2x3  
// x1x2y3  
// x1y2x3  
// x1y2y3  
// y1x2x3  
// y1x2y3  
// y1y2x3  
// y1y2y3

上面代码在一个数组推导之中，使用了三个for...of结构。

需要注意的是，数组推导的方括号构成了一个单独的作用域，在这个方括号中声明的变量类似于使用let语句声明的变量。

由于字符串可以视为数组，因此字符串也可以直接用于数组推导。

[c for (c of 'abcde') if (/[aeiou]/.test(c))].join('') // 'ae'  
  
[c+'0' for (c of 'abcde')].join('') // 'a0b0c0d0e0'

上面代码使用了数组推导，对字符串进行处理。

数组推导需要注意的地方是，新数组会立即在内存中生成。这时，如果原数组是一个很大的数组，将会非常耗费内存。

## Array.observe()，Array.unobserve()

这两个方法用于监听（取消监听）数组的变化，指定回调函数。

它们的用法与Object.observe和Object.unobserve方法完全一致，请参阅《对象的扩展》一章。唯一的区别是，对象可监听的变化一共有六种，而数组只有四种：add、update、delete、splice（数组的length属性发生变化）。

# 对象的扩展

## Object.is()

Object.is()用来比较两个值是否严格相等。它与严格比较运算符（===）的行为基本一致，不同之处只有两个：一是+0不等于-0，二是NaN等于自身。

+0 === -0 //true  
NaN === NaN // false  
  
Object.is(+0, -0) // false  
Object.is(NaN, NaN) // true

## Object.assign()

Object.assign方法用来将源对象（source）的所有可枚举属性，复制到目标对象（target）。它至少需要两个对象作为参数，第一个参数是目标对象，后面的参数都是源对象。只要有一个参数不是对象，就会抛出TypeError错误。

var target = { a: 1 };  
  
var source1 = { b: 2 };  
var source2 = { c: 3 };  
  
Object.assign(target, source1, source2);  
target // {a:1, b:2, c:3}

注意，如果目标对象与源对象有同名属性，或多个源对象有同名属性，则后面的属性会覆盖前面的属性。

var target = { a: 1, b: 1 };  
  
var source1 = { b: 2, c: 2 };  
var source2 = { c: 3 };  
  
Object.assign(target, source1, source2);  
target // {a:1, b:2, c:3}

## **proto**属性，Object.setPrototypeOf()，Object.getPrototypeOf()

**（1）proto属性**

**proto**属性，用来读取或设置当前对象的prototype对象。该属性一度被正式写入ES6草案，但后来又被移除。目前，所有浏览器（包括IE11）都部署了这个属性。

var obj = {  
 \_\_proto\_\_: someOtherObj,  
 method: function() { ... }  
}

有了这个属性，实际上已经不需要通过Object.create()来生成新对象了。

**（2）Object.setPrototypeOf()**

Object.setPrototypeOf方法的作用与\_\_proto\_\_相同，用来设置一个对象的prototype对象。

// 格式  
Object.setPrototypeOf(object, prototype)  
  
// 用法  
var o = Object.setPrototypeOf({}, null);

该方法等同于下面的函数。

function (obj, proto) {  
 obj.\_\_proto\_\_ = proto;  
 return obj;  
}

**（3）Object.getPrototypeOf()**

该方法与setPrototypeOf方法配套，用于读取一个对象的prototype对象。

Object.getPrototypeOf(obj)

## 增强的对象写法

ES6允许直接写入变量和函数，作为对象的属性和方法。这样的书写更加简洁。

var Person = {  
  
 name: '张三',  
  
 //等同于birth: birth  
 birth,  
  
 // 等同于hello: function ()...  
 hello() { console.log('我的名字是', this.name); }  
  
};

这种写法用于函数的返回值，将会非常方便。

function getPoint() {  
 var x = 1;  
 var y = 10;  
  
 return {x, y};  
}  
  
getPoint()  
// {x:1, y:10}

## 属性名表达式

ES6允许定义对象时，用表达式作为对象的属性名。在写法上，要把表达式放在方括号内。

var lastWord = "last word";  
  
var a = {  
 "first word": "hello",  
 [lastWord]: "world"  
};  
  
a["first word"] // "hello"  
a[lastWord] // "world"  
a["last word"] // "world"

上面代码中，对象a的属性名lastWord是一个变量。

下面是一个将字符串的加法表达式作为属性名的例子。

var suffix = " word";  
  
var a = {  
 ["first" + suffix]: "hello",  
 ["last" + suffix]: "world"  
};  
  
a["first word"] // "hello"  
a["last word"] // "world"

## symbols

ES6引入了一种新的原始数据类型symbol。它通过Symbol函数生成。

var mySymbol = Symbol('Test');  
  
mySymbol.name  
// Test  
  
typeof mySymbol  
// "symbol"

上面代码表示，Symbol函数接受一个字符串作为参数，用来指定生成的symbol的名称，可以通过name属性读取。typeof运算符的结果，表明Symbol是一种单独的数据类型。

注意，Symbol函数前不能使用new命令，否则会报错。这是因为生成的symbol是一个原始类型的值，不是对象。

symbol的最大特点，就是每一个symbol都是不相等的，保证产生一个独一无二的值。

let w1 = Symbol();  
let w2 = Symbol();  
let w3 = Symbol();  
  
function f(w) {  
 switch (w) {  
 case w1:  
 ...  
 case w2:  
 ...  
 case w3:  
 ...  
 }  
}

上面代码中，w1、w2、w3三个变量都等于Symbol()，但是它们的值是不相等的。

由于这种特点，Symbol类型适合作为标识符，用于对象的属性名，保证了属性名之间不会发生冲突。如果一个对象由多个模块构成，这样就不会出现同名的属性。

Symbol类型作为属性名，可以被遍历，Object.getOwnPropertySymbols()和Object.getOwnPropertyKeys()都可以获取该属性。

var a = {};  
var mySymbol = Symbol();  
  
a[mySymbol] = 'Hello!';  
  
//另一种写法  
Object.defineProperty(a, mySymbol, { value: 'Hello!' });

上面代码通过点结构和Object.defineProperty两种方法，为对象增加一个属性。

下面的写法为Map结构添加了一个成员，但是该成员永远无法被引用。

let a = Map();  
a.set(Symbol(), 'Noise');  
a.size // 1

如果要在对象内部使用symbol属性名，必须采用属性名表达式。

let specialMethod = Symbol();  
  
let obj = {  
 [specialMethod]: function (arg) {  
 ...  
 }  
};  
  
obj[specialMethod](123);

## Proxy

所谓Proxy，可以理解成在目标对象之前，架设一层“拦截”，外界对该对象的访问，都必须先通过这层拦截，可以被过滤和改写。

ES6原生提供Proxy构造函数，用来生成proxy实例对象。

var proxy = new Proxy({}, {  
 get: function(target, property) {  
 return 35;  
 }  
});  
  
proxy.time // 35  
proxy.name // 35  
proxy.title // 35

上面代码就是Proxy构造函数使用实例，它接受两个参数，第一个所要代理的目标对象（上例是一个空对象），第二个是拦截函数，它有一个get方法，用来拦截对目标对象的访问请求。get方法的两个参数分别是目标对象和所要访问的属性。可以看到，由于拦截函数总是返回35，所以访问任何属性都得到35。

下面是另一个拦截函数的例子。

var person = {  
 name: "张三"  
};  
  
var proxy = new Proxy(person, {  
 get: function(target, property) {  
 if (property in target) {  
 return target[property];  
 } else {  
 throw new ReferenceError("Property \"" + property + "\" does not exist.");  
 }  
 }  
});  
  
proxy.name // "张三"  
proxy.age // 抛出一个错误

上面代码表示，如果访问目标对象不存在的属性，会抛出一个错误。如果没有这个拦截函数，访问不存在的属性，只会返回undefined。

## Object.observe()，Object.unobserve()

Object.observe方法用来监听对象的变化。一旦监听对象发生变化，就会触发回调函数。

var o = {};  
  
function observer(changes){  
 changes.forEach(function(change) {  
 console.log('发生变动的属性：' + change.name);  
 console.log('变动前的值：' + change.oldValue);  
 console.log('变动后的值：' + change.object[change.name]);  
 console.log('变动类型：' + change.type);  
 });  
}  
  
Object.observe(o, observer);

上面代码中，Object.observe方法监听一个空对象o，一旦o发生变化（比如新增或删除一个属性），就会触发回调函数。

Object.observe方法指定的回调函数，接受一个数组（changes）作为参数。该数组的成员与对象的变化一一对应，也就是说，对象发生多少个变化，该数组就有多少个成员。每个成员是一个对象（change），它的name属性表示发生变化源对象的属性名，oldValue属性表示发生变化前的值，object属性指向变动后的源对象，type属性表示变化的种类，目前共支持六种变化：add、update、delete、setPrototype、reconfigure（属性的attributes对象发生变化）、preventExtensions（当一个对象变得不可扩展时，也就不必再观察了）。

Object.observe方法还可以接受第三个参数，用来指定监听的事件种类。

Object.observe(o, observer, ['delete']);

上面的代码表示，只在发生delete事件时，才会调用回调函数。

Object.unobserve方法用来取消监听。

Object.unobserve(o, observer);

注意，Object.observe和Object.unobserve这两个方法不属于ES6，而是属于ES7的一部分，Chrome 36已经开始支持了。

# 函数的扩展

## 函数参数的默认值

ES6允许为函数的参数设置默认值。

function Point(x = 0, y = 0) {  
 this.x = x;  
 this.y = y;  
}  
  
var p = new Point();   
// p = { x:0, y:0 }

任何带有默认值的参数，被视为可选参数。不带默认值的参数，则被视为必需参数。

利用参数默认值，可以指定某一个参数不得省略，如果省略就抛出一个错误。

function throwIfMissing() {  
 throw new Error('Missing parameter');  
 }  
  
function foo(mustBeProvided = throwIfMissing()) {  
 return mustBeProvided;  
}  
  
foo()  
// Error: Missing parameter

上面代码的foo函数，如果调用的时候没有参数，就会调用默认值throwIfMissing函数，从而抛出一个错误。

## rest参数

ES6引入rest参数（...变量名），用于获取函数的多余参数，这样就不需要使用arguments对象了。rest参数搭配的变量是一个数组，该变量将多余的参数放入数组中。

function add(...values) {  
 let sum = 0;  
  
 for (var val of values) {  
 sum += val;  
 }  
  
 return sum;  
}  
  
add(2, 5, 3) // 10

上面代码的add函数是一个求和函数，利用rest参数，可以向该函数传入任意数目的参数。

前面说过，rest参数中的变量代表一个数组，所以数组特有的方法都可以用于这个变量。下面是一个利用rest参数改写数组push方法的例子。

function push(array, ...items) {   
 items.forEach(function(item) {  
 array.push(item);  
 console.log(item);  
 });  
}  
   
var a = [];  
push(a, 1, 2, 3)

注意，rest参数之后不能再有其他参数，否则会报错。

// 报错  
function f(a, ...b, c) {   
 // ...  
}

## 扩展运算符

扩展运算符（spread）是三个点（...）。它好比rest参数的逆运算，将一个数组转为用逗号分隔的参数序列。该运算符主要用于函数调用。

function push(array, ...items) {  
 array.push(...items);  
}  
  
function add(x, y) {  
 return x + y;  
}  
  
var numbers = [4, 38];  
add(...numbers) // 42

扩展运算符可以简化求出一个数组最大元素的写法。

// ES5  
Math.max.apply(null, [14, 3, 77])  
  
// ES6  
Math.max(...[14, 3, 77])  
  
// 等同于  
Math.max(14, 3, 77);

上面代码表示，由于JavaScript不提供求数组最大元素的函数，所以只能套用Math.max函数，将数组转为一个参数序列，然后求最大值。有了扩展运算符以后，就可以直接用Math.max了。

扩展运算符还可以用于数组的赋值。

var a = [1];  
var b = [2, 3, 4];  
var c = [6, 7];  
var d = [0, ...a, ...b, 5, ...c];  
  
d  
// [0, 1, 2, 3, 4, 5, 6, 7]

## 箭头函数

ES6允许使用“箭头”（=>）定义函数。

var f = v => v;

上面的箭头函数等同于：

var f = function(v) {  
 return v;  
};

如果箭头函数不需要参数或需要多个参数，就使用一个圆括号代表参数部分。

var f = () => 5;   
// 等同于  
var f = function (){ return 5 };  
  
var sum = (num1, num2) => num1 + num2;  
// 等同于  
var sum = function(num1, num2) {  
 return num1 + num2;  
};

如果箭头函数的代码块部分多于一条语句，就要使用大括号将它们括起来，并且使用return语句返回。

var sum = (num1, num2) => { return num1 + num2; }

由于大括号被解释为代码块，所以如果箭头函数直接返回一个对象，必须在对象外面加上括号。

var getTempItem = id => ({ id: id, name: "Temp" });

箭头函数的一个用处是简化回调函数。

// 正常函数写法  
[1,2,3].map(function (x) {  
 return x \* x;  
});  
  
// 箭头函数写法  
[1,2,3].map(x => x \* x);

另一个例子是

// 正常函数写法  
var result = values.sort(function(a, b) {  
 return a - b;  
});  
  
// 箭头函数写法  
var result = values.sort((a, b) => a - b);

箭头函数有几个使用注意点。

* 函数体内的this对象，绑定定义时所在的对象，而不是使用时所在的对象。
* 不可以当作构造函数，也就是说，不可以使用new命令，否则会抛出一个错误。
* 不可以使用arguments对象，该对象在函数体内不存在。

关于this对象，下面的代码将它绑定定义时的对象。

var handler = {  
  
 id: "123456",  
  
 init: function() {  
 document.addEventListener("click",  
 event => this.doSomething(event.type), false);  
 },  
  
 doSomething: function(type) {  
 console.log("Handling " + type + " for " + this.id);  
 }  
};

上面代码的init方法中，使用了箭头函数，这导致this绑定handler对象。否则，doSomething方法内部的this对象就指向全局对象，运行时会报错。

由于this在箭头函数中被绑定，所以不能用call()、apply()、bind()这些方法去改变this的指向。

# Set和Map数据结构

## Set

ES6提供了新的数据结构Set。它类似于数组，但是成员的值都是唯一的，没有重复的值。

Set本身是一个构造函数，用来生成Set数据结构。

var s = new Set();  
  
[2,3,5,4,5,2,2].map(x => s.add(x))  
  
for (i of s) {console.log(i)}  
// 2 3 4 5

上面代码通过add方法向Set结构加入成员，结果表明set结构不会添加重复的值。

Set函数接受一个数组作为参数，用来初始化。

var items = new Set([1,2,3,4,5,5,5,5]);  
  
items.size()  
// 5

向Set加入值的时候，不会发生类型转换。这意味在Set中，5和“5”是两个不同的值。

set数据结构有以下方法。

* size()：返回成员总数。
* add(value)：添加某个值。
* delete(value)：删除某个值。
* has(value)：返回一个布尔值，表示该值是否为set的成员。
* clear()：清除所有成员。

下面是这些属性和方法的使用演示。

s.add(1).add(2).add(2);   
// 注意2被加入了两次  
  
s.size() // 2  
  
s.has(1) // true  
s.has(2) // true  
s.has(3) // false  
  
s.delete(2);  
s.has(2) // false

下面是一个对比，看看在判断是否包括一个键上面，对象和Set的写法不同。

// 对象的写法  
  
var properties = {  
 "width": 1,  
 "height": 1  
};  
  
if (properties[someName]) {  
 // do something  
}  
  
// Set的写法  
  
var properties = new Set();  
  
properties.add("width");  
properties.add("height");  
  
if (properties.has(someName)) {  
 // do something  
}

Array.from方法可以将Set结构转为数组。

var items = new Set([1, 2, 3, 4, 5]);  
var array = Array.from(items);

这就提供了一种去除数组中重复元素的方法。

function dedupe(array) {  
 return Array.from(new Set(array));  
}

## Map

**（1）基本用法**

JavaScript的对象，本质上是键值对的集合，但是只能用字符串当作键。这给它的使用带来了很大的限制。

var data = {};  
var element = document.getElementById("myDiv");  
  
data[element] = metadata;

上面代码原意是将一个DOM节点作为对象data的键，但是由于对象只接受字符串作为键名，所以element被自动转为字符串“[Object HTMLDivElement]”。

为了解决这个问题，ES6提供了map数据结构。它类似于对象，也是键值对的集合，但是“键”的范围不限于字符串，对象也可以当作键。

var m = new Map();  
  
o = {p: "Hello World"};  
  
m.set(o, "content")  
  
console.log(m.get(o))  
// "content"

上面代码将对象o当作m的一个键。

Map函数也可以接受一个数组进行初始化。

var map = new Map([ ["name", "张三"], ["title", "Author"]]);  
  
map.size // 2  
map.has("name") // true  
map.get("name") // "张三"  
map.has("title") // true  
map.get("title") // "Author"

注意，只有对同一个对象的引用，Map结构才将其视为同一个键。这一点要非常小心。

var map = new Map();  
  
map.set(['a'], 555);   
map.get(['a']) // undefined

上面代码的set和get方法，表面是针对同一个键，但实际上这是两个值，内存地址是不一样的，因此get方法无法读取该键，返回undefined。

同理，同样的值的两个实例，在Map结构中被视为两个键。

var map = new Map();  
  
var k1 = ['a'];  
var k2 = ['a'];  
  
map.set(k1, 111);  
map.set(k2, 222);  
  
map.get(k1) // 111  
map.get(k2) // 222

上面代码中，变量k1和k2的值是一样的，但是它们在Map结构中被视为两个键。

**（2）属性和方法**

Map数据结构有以下属性和方法。

* size：返回成员总数。
* set(key, value)：设置一个键值对。
* get(key)：读取一个键。
* has(key)：返回一个布尔值，表示某个键是否在Map数据结构中。
* delete(key)：删除某个键。
* clear()：清除所有成员。

下面是一些用法实例。

var m = new Map();   
  
m.set("edition", 6) // 键是字符串  
m.set(262, "standard") // 键是数值  
m.set(undefined, "nah") // 键是undefined  
  
var hello = function() {console.log("hello");}  
m.set(hello, "Hello ES6!") // 键是函数  
  
m.has("edition") // true  
m.has("years") // false  
m.has(262) // true  
m.has(undefined) // true  
m.has(hello) // true  
  
m.delete(undefined)  
m.has(undefined) // false  
  
m.get(hello) // Hello ES6!  
m.get("edition") // 6

**（3）遍历**

Map原生提供三个遍历器。

* keys()：返回键名的遍历器。
* values()：返回键值的遍历器。
* entries()：返回所有成员的遍历器。

下面是使用实例。

for (let key of map.keys()) {  
 console.log("Key: %s", key);  
}  
  
for (let value of map.values()) {  
 console.log("Value: %s", value);  
}  
  
for (let item of map.entries()) {  
 console.log("Key: %s, Value: %s", item[0], item[1]);  
}  
  
// same as using map.entries()  
for (let item of map) {  
 console.log("Key: %s, Value: %s", item[0], item[1]);  
}

此外，Map还有一个forEach方法，与数组的forEach方法类似，也可以实现遍历。

map.forEach(function(value, key, map)) {  
 console.log("Key: %s, Value: %s", key, value);  
};

forEach方法还可以接受第二个参数，用来绑定this。

var reporter = {  
 report: function(key, value) {  
 console.log("Key: %s, Value: %s", key, value);  
 }  
};  
  
map.forEach(function(value, key, map) {  
 this.report(key, value);  
}, reporter);

上面代码中，forEach方法的回调函数的this，就指向reporter。

## WeakMap

WeakMap结构与Map结构基本类似，唯一的区别是它只接受对象作为键名（null除外），不接受原始类型的值作为键名。

WeakMap的设计目的在于，键名是对象的弱引用（垃圾回收机制不将该引用考虑在内），所以其所对应的对象可能会被自动回收。当对象被回收后，WeakMap自动移除对应的键值对。典型应用是，一个对应DOM元素的WeakMap结构，当某个DOM元素被清除，其所对应的WeakMap记录就会自动被移除。基本上，WeakMap的专用场合就是，它的键所对应的对象，可能会在将来消失。WeakMap结构有助于防止内存泄漏。

下面是WeakMap结构的一个例子，可以看到用法上与Map几乎一样。

var map = new WeakMap();  
var element = document.querySelector(".element");  
  
map.set(element, "Original");  
  
var value = map.get(element);  
console.log(value); // "Original"  
  
element.parentNode.removeChild(element);  
element = null;  
  
value = map.get(element);  
console.log(value); // undefined

WeakMap还有has和delete方法，但没有size方法，也无法遍历它的值，这与WeakMap的键不被计入引用、被垃圾回收机制忽略有关。

# Iterator和for...of循环

## Iterator（遍历器）

遍历器（Iterator）是一种协议，任何对象只要部署这个协议，就可以完成遍历操作。在ES6中，遍历操作特指for...of循环。

它的作用主要有两个，一是为遍历对象的属性提供统一的接口，二是为使得对象的属性能够按次序排列。

ES6的遍历器协议规定，部署了next方法的对象，就具备了遍历器功能。next方法必须返回一个包含value和done两个属性的对象。其中，value属性是当前遍历位置的值，done属性是一个布尔值，表示遍历是否结束。

function makeIterator(array){  
 var nextIndex = 0;  
  
 return {  
 next: function(){  
 return nextIndex < array.length ?  
 {value: array[nextIndex++], done: false} :  
 {value: undefined, done: true};  
 }  
 }  
}  
  
var it = makeIterator(['a', 'b']);  
  
it.next().value // 'a'  
it.next().value // 'b'  
it.next().done // true

上面代码定义了一个makeIterator函数，它的作用是返回一个遍历器对象，用来遍历参数数组。请特别注意，next返回值的构造。

下面是一个无限运行的遍历器例子。

function idMaker(){  
 var index = 0;  
   
 return {  
 next: function(){  
 return {value: index++, done: false};  
 }  
 }  
}  
  
var it = idMaker();  
  
it.next().value // '0'  
it.next().value // '1'  
it.next().value // '2'  
// ...

## for...of循环

ES6中，一个对象只要部署了next方法，就被视为具有iterator接口，就可以用for...of循环遍历它的值。下面用上一节的idMaker函数生成的it遍历器作为例子。

for (var n of it) {  
 if (n > 5)  
 break;  
 console.log(n);  
}  
// 0  
// 1  
// 2  
// 3  
// 4  
// 5

上面代码说明，for...of默认从0开始循环。

数组原生具备iterator接口。

const arr = ['red', 'green', 'blue'];  
  
for(let v of arr) {  
 console.log(v);  
}  
// red  
// green  
// blue

JavaScript原有的for...in循环，只能获得对象的键名，不能直接获取键值。ES6提供for...of循环，允许遍历获得键值。

var arr = ["a", "b", "c", "d"];  
for (a in arr) {  
 console.log(a);  
}  
// 0  
// 1  
// 2  
// 3  
  
for (a of arr) {  
 console.log(a);   
}  
// a  
// b  
// c  
// d

上面代码表明，for...in循环读取键名，for...of循环读取键值。

对于Set和Map结构的数据，可以直接使用for...of循环。

var engines = Set(["Gecko", "Trident", "Webkit", "Webkit"]);  
for (var e of engines) {  
 console.log(e);  
}  
// Gecko  
// Trident  
// Webkit  
  
var es6 = new Map();  
es6.set("edition", 6);  
es6.set("committee", "TC39");  
es6.set("standard", "ECMA-262");  
for (var [name, value] of es6) {  
 console.log(name + ": " + value);  
}  
// edition: 6  
// committee: TC39  
// standard: ECMA-262

上面代码演示了如何遍历Set结构和Map结构，后者是同时遍历键名和键值。

对于普通的对象，for...of结构不能直接使用，会报错，必须部署了iterator接口后才能使用。但是，这样情况下，for...in循环依然可以用来遍历键名。

var es6 = {  
 edition: 6,  
 committee: "TC39",  
 standard: "ECMA-262"  
};  
  
for (e in es6) {  
 console.log(e);  
}  
// edition  
// committee  
// standard  
  
for (e of es6) {  
 console.log(e);  
}  
// TypeError: es6 is not iterable

上面代码表示，for...in循环可以遍历键名，for...of循环会报错。

总结一下，for...of循环可以使用的范围包括数组、类似数组的对象（比如arguments对象、DOM NodeList对象）、Set和Map结构、后文的Generator对象，以及字符串。下面是for...of循环用于字符串和DOM NodeList对象的例子。

// 字符串的例子  
  
let str = "hello";  
  
for (let s of str) {  
 console.log(s);  
}  
// h  
// e  
// l  
// l  
// o  
  
// DOM NodeList对象的例子  
  
let paras = document.querySelectorAll("p");  
  
for (let p of paras) {  
 p.classList.add("test");  
}

# Generator 函数

## 含义

所谓Generator，简单说，就是一个内部状态的遍历器，即每调用一次遍历器，内部状态发生一次改变（可以理解成发生某些事件）。ES6引入了generator函数，作用就是可以完全控制内部状态的变化，依次遍历这些状态。

generator函数就是普通函数，但是有两个特征。一是，function关键字后面有一个星号；二是，函数体内部使用yield语句，定义遍历器的每个成员，即不同的内部状态（yield语句在英语里的意思就是“产出”）。

function\* helloWorldGenerator() {  
 yield 'hello';  
 yield 'world';  
}  
  
var hw = helloWorldGenerator();

上面代码定义了一个generator函数helloWorldGenerator，它的遍历器有两个成员“hello”和“world”。调用这个函数，就会得到遍历器。

当调用generator函数的时候，该函数并不执行，而是返回一个遍历器（可以理解成暂停执行）。以后，每次调用这个遍历器的next方法，就从函数体的头部或者上一次停下来的地方开始执行（可以理解成恢复执行），直到遇到下一个yield语句为止。也就是说，next方法就是在遍历yield语句定义的内部状态。

hw.next()   
// { value: 'hello', done: false }  
  
hw.next()  
// { value: 'world', done: false }  
  
hw.next()  
// { value: undefined, done: true }  
  
hw.next()  
// { value: undefined, done: true }

上面代码一共调用了四次next方法。

第一次调用，函数开始执行，直到遇到第一句yield语句为止。next方法返回一个对象，它的value属性就是当前yield语句的值hello，done属性的值false，表示遍历还没有结束。

第二次调用，函数从上次yield语句停下的地方，一直执行到下一个yield语句。next方法返回的对象的value属性就是当前yield语句的值world，done属性的值false，表示遍历还没有结束。

第三次调用，函数从上次yield语句停下的地方，一直执行到函数结束。next方法返回的对象的value属性就是函数最后的返回值，由于上例的函数没有return语句（即没有返回值），所以value属性的值为undefined，done属性的值true，表示遍历已经结束。

第四次调用，此时函数已经运行完毕，next方法返回与前一次一样的值，value属性为undefined，done属性为true。以后再调用next方法，返回的都是这个值。

总结一下，Generator函数使用iterator接口，每次调用next方法的返回值，就是一个标准的iterator返回值：有着value和done两个属性的对象。其中，value是yield语句后面那个表达式的值，done是一个布尔值，表示是否遍历结束。

Generator函数的本质，其实是提供一种可以暂停执行的函数。yield语句就是暂停标志，next方法遇到yield，就会暂停执行后面的操作，并将紧跟在yield后面的那个表达式的值，作为返回对象的value属性的值。当下一次调用next方法时，再继续往下执行，直到遇到下一个yield语句。如果没有再遇到新的yield语句，就一直运行到函数结束，将return语句后面的表达式的值，作为value属性的值，如果该函数没有return语句，则value属性的值为undefined。

由于yield后面的表达式，直到调用next方法时才会执行，因此等于为JavaScript提供了手动的“惰性求值”（Lazy Evaluation）的语法功能。

yield语句与return语句有点像，都能返回紧跟在语句后面的那个表达式的值。区别在于每次遇到yield，函数暂停执行，下一次再从该位置继续向后执行，而return语句不具备位置记忆的功能。

Generator函数可以不用yield语句，这时就变成了一个单纯的暂缓执行函数。

function\* f() {  
 console.log('执行了！')  
}  
  
var generator = f();  
  
setTimeout(function () {  
 generator.next()   
}, 2000);

上面代码中，只有调用next方法时，函数f才会执行。

## next方法的参数

yield语句本身没有返回值，或者说总是返回undefined。next方法可以带一个参数，该参数就会被当作上一个yield语句的返回值。

function\* f() {  
 for(var i=0; true; i++) {  
 var reset = yield i;  
 if(reset) { i = -1; }  
 }  
}  
  
var g = f();  
  
g.next() // { value: 0, done: false }  
g.next() // { value: 1, done: false }  
g.next(true) // { value: 0, done: false }

上面代码先定义了一个可以无限运行的generator函数f，如果next方法没有参数，每次运行到yield语句，变量reset的值总是undefined。当next方法带一个参数true时，当前的变量reset就被重置为这个参数（即true），因此i会等于-1，下一轮循环就会从-1开始递增。

## 异步操作的应用

generator函数的这种暂停执行的效果，意味着可以把异步操作写在yield语句里面，等到调用next方法时再往后执行。这实际上等同于不需要写回调函数了，因为异步操作的后续操作可以放在yield语句下面，反正要等到调用next方法时再执行。所以，generator函数的一个重要实际意义就是用来处理异步操作，改写回调函数。

function\* loadUI() {   
 showLoadingScreen();   
 yield loadUIDataAsynchronously();   
 hideLoadingScreen();   
}   
  
// 加载UI  
loadUI.next()   
  
// 卸载UI  
loadUI.next()

上面代码表示，第一次调用loadUI函数时，该函数不会执行，仅返回一个遍历器。下一次对该遍历器调用next方法，则会显示Loading界面，并且异步加载数据。再一次使用next方法，则会隐藏Loading界面。可以看到，这种写法的好处是所有Loading界面的逻辑，都被封装在一个函数，按部就班非常清晰。

总结一下，如果某个操作非常耗时，可以把它拆成N步。

function\* longRunningTask() {  
 yield step1();  
 yield step2();  
 // ...  
 yield stepN();  
}

然后，使用一个函数，按次序自动执行所有步骤。

scheduler(longRunningTask());  
  
function scheduler(task) {  
 setTimeout(function () {  
 if (!task.next().done) {  
 scheduler(task);  
 }  
 }, 0);  
}

注意，yield语句是同步运行，不是异步运行（否则就失去了取代回调函数的设计目的了）。实际操作中，一般让yield语句返回Promises对象。

var Q = require('q');  
   
function delay(milliseconds) {  
 var deferred = Q.defer();  
 setTimeout(deferred.resolve, milliseconds);  
 return deferred.promise;  
}  
  
function \*f(){  
 yield delay(100);  
};

上面代码使用Promise的函数库Q，yield语句返回的就是一个Promise对象。

## for...of循环

for...of循环可以自动遍历Generator函数，且此时不再需要调用next方法。

下面是一个利用generator函数和for...of循环，实现斐波那契数列的例子。

function\* fibonacci() {  
 let [prev, curr] = [0, 1];  
 for (;;) {  
 [prev, curr] = [curr, prev + curr];  
 yield curr;  
 }  
}  
  
for (n of fibonacci()) {  
 if (n > 1000) break;  
 console.log(n);  
}

从上面代码可见，使用for...of语句时不需要使用next方法。

## yield\*语句

如果yield命令后面跟的是一个遍历器，需要在yield命令后面加上星号，表明它返回的是一个遍历器。这被称为yield\*语句。

let delegatedIterator = (function\* () {  
 yield 'Hello!';  
 yield 'Bye!';  
}());  
  
let delegatingIterator = (function\* () {  
 yield 'Greetings!';  
 yield\* delegatedIterator;  
 yield 'Ok, bye.';  
}());  
  
for(let value of delegatingIterator) {  
 console.log(value);  
}  
// "Greetings!  
// "Hello!"  
// "Bye!"  
// "Ok, bye."

上面代码中，delegatingIterator是代理者，delegatedIterator是被代理者。由于yield\* delegatedIterator语句得到的值，是一个遍历器，所以要用星号表示。

下面是一个稍微复杂的例子，使用yield\*语句遍历完全二叉树。

// 下面是二叉树的构造函数，  
// 三个参数分别是左树、当前节点和右树  
function Tree(left, label, right) {  
 this.left = left;  
 this.label = label;  
 this.right = right;  
}  
  
// 下面是中序（inorder）遍历函数。  
// 由于返回的是一个遍历器，所以要用generator函数。  
// 函数体内采用递归算法，所以左树和右树要用yield\*遍历  
function\* inorder(t) {  
 if (t) {  
 yield\* inorder(t.left);  
 yield t.label;  
 yield\* inorder(t.right);  
 }  
}  
  
// 下面生成二叉树  
function make(array) {  
 // 判断是否为叶节点  
 if (array.length == 1) return new Tree(null, array[0], null);  
 return new Tree(make(array[0]), array[1], make(array[2]));  
}  
let tree = make([[['a'], 'b', ['c']], 'd', [['e'], 'f', ['g']]]);  
  
// 遍历二叉树  
var result = [];  
for (let node of inorder(tree)) {  
 result.push(node);   
}  
  
result  
// ['a', 'b', 'c', 'd', 'e', 'f', 'g']

# Promise对象

## 基本用法

ES6原生提供了Promise对象。所谓Promise对象，就是代表了未来某个将要发生的事件（通常是一个异步操作）。它的好处在于，有了Promise对象，就可以将异步操作以同步操作的流程表达出来，避免了层层嵌套的回调函数。此外，Promise对象还提供了一整套完整的接口，使得可以更加容易地控制异步操作。Promise对象的概念的详细解释，请参考[《JavaScript标准参考教程》](http://javascript.ruanyifeng.com/)。

ES6的Promise对象是一个构造函数，用来生成Promise实例。下面是Promise对象的基本用法。

var promise = new Promise(function(resolve, reject) {  
 if (/\* 异步操作成功 \*/){  
 resolve(value);  
 } else {  
 reject(error);  
 }  
});  
  
promise.then(function(value) {  
 // success  
}, function(value) {  
 // failure  
});

上面代码表示，Promise构造函数接受一个函数作为参数，该函数的两个参数分别是resolve方法和reject方法。如果异步操作成功，则用resolve方法将Promise对象的状态变为“成功”（即从pending变为resolved）；如果异步操作失败，则用reject方法将状态变为“失败”（即从pending变为rejected）。

promise实例生成以后，可以用then方法分别指定resolve方法和reject方法的回调函数。

下面是一个使用Promise对象的简单例子。

function timeout(ms) {  
 return new Promise((resolve) => {  
 setTimeout(resolve, ms);  
 });  
}  
  
timeout(100).then(() => {  
 console.log('done');  
});

上面代码的timeout方法返回一个Promise实例对象，表示一段时间以后改变自身状态，从而触发then方法绑定的回调函数。

下面是一个用Promise对象实现的Ajax操作的例子。

var getJSON = function(url) {  
 var promise = new Promise(function(resolve, reject){  
 var client = new XMLHttpRequest();  
 client.open("GET", url);  
 client.onreadystatechange = handler;  
 client.responseType = "json";  
 client.setRequestHeader("Accept", "application/json");  
 client.send();  
  
 function handler() {  
 if (this.readyState === this.DONE) {  
 if (this.status === 200) {   
 resolve(this.response);   
 } else {   
 reject(this);   
 }  
 }  
 };  
 });  
  
 return promise;  
};  
  
getJSON("/posts.json").then(function(json) {  
 // continue  
}, function(error) {  
 // handle errors  
});

## 链式操作

then方法返回的是一个新的Promise对象，因此可以采用链式写法。

getJSON("/posts.json").then(function(json) {  
 return json.post;  
}).then(function(post) {  
 // proceed  
});

上面的代码使用then方法，依次指定了两个回调函数。第一个回调函数完成以后，会将返回结果作为参数，传入第二个回调函数。

如果前一个回调函数返回的是Promise对象，这时后一个回调函数就会等待该Promise对象有了运行结果，才会进一步调用。

getJSON("/post/1.json").then(function(post) {  
 return getJSON(post.commentURL);  
}).then(function(comments) {  
 // 对comments进行处理  
});

这种设计使得嵌套的异步操作，可以被很容易得改写，从回调函数的“横向发展”改为“向下发展”。

## catch方法：捕捉错误

catch方法是then(null, rejection)的别名，用于指定发生错误时的回调函数。

getJSON("/posts.json").then(function(posts) {  
 // some code  
}).catch(function(error) {  
 // 处理前一个回调函数运行时发生的错误  
 console.log('发生错误！', error);  
});

Promise对象的错误具有“冒泡”性质，会一直向后传递，直到被捕获为止。

getJSON("/post/1.json").then(function(post) {  
 return getJSON(post.commentURL);  
}).then(function(comments) {  
 // some code  
}).catch(function(error) {  
 // 处理前两个回调函数的错误  
});

## Promise.all方法

Promise.all方法用于将多个异步操作（或Promise对象），包装成一个新的Promise对象。当这些异步操作都完成后，新的Promise对象的状态才会变为fulfilled；只要其中一个异步操作失败，新的Promise对象的状态就会变为rejected。

// 生成一个promise对象的数组  
var promises = [2, 3, 5, 7, 11, 13].map(function(id){  
 return getJSON("/post/" + id + ".json");  
});  
  
Promise.all(promises).then(function(posts) {  
 // ...   
}).catch(function(reason){  
 // ...  
});

## Promise.resolve方法

有时需要将现有对象转为Promise对象，Promise.resolve方法就起到这个作用。

var jsPromise = Promise.resolve($.ajax('/whatever.json'));

上面代码将jQuery生成deferred对象，转为一个新的ES6的Promise对象。

如果Promise.resolve方法的参数，不是具有then方法的对象（又称thenable对象），则返回一个新的Promise对象，且它的状态为resolved。

var p = Promise.resolve('Hello');  
  
p.then(function (s){  
 console.log(s)  
});  
// Hello

上面代码生成一个新的Promise对象，它的状态为fulfilled，所以回调函数会立即执行，Promise.resolve方法的参数就是回调函数的参数。

## async函数

async函数是用来取代回调函数的另一种方法。

只要函数名之前加上async关键字，就表明该函数内部有异步操作。该异步操作应该返回一个promise对象，前面用await关键字注明。当函数执行的时候，一旦遇到await就会先返回，等到触发的异步操作完成，再接着执行函数体内后面的语句。

function timeout(ms) {  
 return new Promise((resolve) => {  
 setTimeout(resolve, ms);  
 });  
}  
  
async function asyncValue(value) {  
 await timeout(50);  
 return value;  
}  
  
(async function() {  
 var value = await asyncValue(42);  
 assert.equal(42, value);  
 done();  
})();

上面代码中，asyncValue函数前面有async关键字，表明函数体内有异步操作。执行的时候，遇到await语句就会先返回，等到timeout函数执行完毕，再返回value。后面的匿名函数前也有async关键字，表明该函数也需要暂停，等到await后面的asyncValue(42)得到值以后，再执行后面的语句。

async函数并不属于ES6，而是被列入了ES7，但是traceur编译器已经实现了这个功能。

# Class和Module

## Class

ES6引入了Class（类）这个概念，作为对象的模板。通过class关键字，可以定义类。

//定义类  
class Point {  
  
 constructor(x, y) {  
 this.x = x;  
 this.y = y;  
 }  
  
 toString() {  
 return '('+this.x+', '+this.y+')';  
 }  
  
}  
  
var point = new Point(2,3);  
point.toString() // (2, 3)

上面代码定义了一个class类，可以看到里面有一个constructor函数，这就是构造函数。而this关键字则代表实例对象。

class之间可以通过extends关键字，实现继承。

class ColorPoint extends Point {  
  
 constructor(x, y, color) {  
 super(x, y); // 等同于super.constructor(x, y)  
 this.color = color;  
 }  
  
 toString() {  
 return this.color+' '+super();  
 }  
  
}

上面代码定义了一个ColorPoint类，该类通过extends关键字，继承了Point类的所有属性和方法。在constructor方法内，super就指代父类Point；在toString方法内，super()表示对父类求值，由于此处需要字符串，所以会自动调用父类的toString方法。

## Module的基本用法

**（1）export和import**

ES6实现了模块功能，试图解决JavaScript代码的依赖和部署上的问题，取代现有的CommonJS和AMD规范，成为浏览器和服务器通用的模块解决方案。

模块功能有两个关键字：export和import。export用于用户自定义模块，规定对外接口；import用于输入其他模块提供的功能，同时创造命名空间（namespace），防止函数名冲突。

ES6允许将独立的JS文件作为模块，也就是说，允许一个JavaScript脚本文件调用另一个脚本文件。最简单的模块就是一个JS文件，里面使用export关键字输出变量。

// profile.js  
export var firstName = 'David';  
export var lastName = 'Belle';  
export var year = 1973;

上面是profile.js，ES6将其视为一个模块，里面用export关键字输出了三个变量。其他js文件就可以通过import关键字加载这个模块（文件）。

import {firstName, lastName, year} from './profile';  
  
function setHeader(element) {  
 element.textContent = firstName + ' ' + lastName;  
}

上面代码中import关键字接受一个对象（用大括号表示），里面指定要从其他模块导入的变量。大括号里面的变量名，必须与被导入模块对外接口的名称相同。

如果想为输入的属性或方法重新取一个名字，import语言要写成下面这样。

import { someMethod, another as newName } from './exporter';

**（2）模块的整体加载**

export关键字除了输出变量，还可以输出方法或类（class）。下面是一个circle.js文件，它输出两个方法。

// circle.js  
  
export function area(radius) {  
 return Math.PI \* radius \* radius;  
}  
  
export function circumference(radius) {  
 return 2 \* Math.PI \* radius;  
}

然后，main.js引用这个模块。

// main.js  
  
import { area, circumference } from 'circle';  
  
console.log("圆面积：" + area(4));  
console.log("圆周长：" + circumference(14));

上面写法是逐一指定要导入的方法。另一种写法是使用module关键字，整体导入。

// main.js  
  
module circle from 'circle';  
  
console.log("圆面积：" + circle.area(4));  
console.log("圆周长：" + circle.circumference(14));

module关键字后面跟一个变量，表示导入的模块定义在该变量上。

**（3）export default语句**

如果不想为某个属性或方法，指定输入的名称，可以使用export default语句。

// export-default.js  
  
export default function foo() {  
 console.log('foo');  
}

上面代码中的foo方法，就被称为该模块的默认方法。

在其他模块导入该模块时，import语句可以为默认方法指定任意名字。

// import-default.js  
  
import customName from './export-default';  
  
customName(); // 'foo'

显然，一个模块只能有一个默认方法。

如果要输出默认属性，只需将值跟在export default之后即可。

export default 42;

## 模块的继承

模块之间也可以继承。

假设有一个circleplus模块，继承了circle模块。

// circleplus.js  
  
export \* from 'circle';  
export var e = 2.71828182846;  
export default function(x) {  
 return Math.exp(x);  
}

上面代码中的“export \*”，表示输出circle模块的所有属性和方法，export default命令定义模块的默认方法。

这时，可以为circle中的属性或方法，改名后再输出。

export { area as circleArea } from 'circle';

加载上面模块的写法如下。

// main.js  
  
module math from "circleplus";  
import exp from "circleplus";  
console.log(exp(math.pi));

上面代码中的"import exp"表示，将circleplus模块的默认方法加载为exp方法。