|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Sr.**  **No.** | **Title** | **Page**  **No.** | **Date** | **Remark** | **Sing** |
| 1 | Write a program to accept a string and validate using NFA. |  |  |  |  |
| 2 | Write a program to construct DFA using given regular expression. |  |  |  |  |
| 3 | Write a program to construct NFA using given regular expression. |  |  |  |  |
| 4 | Write a program to minimize given DFA. |  |  |  |  |
| 5 | Write a program to check the syntax of looping statements in C language. |  |  |  |  |
| 6 | Write a program to illustrate the generation on SPM for the input grammar. |  |  |  |  |
| 7 | Write a program to demonstrate loop unrolling and loop splitting for the given code sequence containing loop. |  |  |  |  |

**Practical No.01**

**Aim:** Write a program to accept a string and validate using NFA.

**Theory:**

A Non-Deterministic Finite Automaton (NFA) is a mathematical model used to recognize patterns within strings. It consists of states, transitions, and an input alphabet. Unlike Deterministic Finite Automata (DFA), NFAs allow transitions to have multiple possible outcomes for a given input symbol, making them more expressive.

**Code:** Here's a Java program to implement NFA validation of a string:

**package** payal;

**import** java.util.\*;

**public** **class** NFAValidator {

**private** Set<Integer> states;

**private** Set<Character> alphabet;

**private** Map<StateSymbolPair, Set<Integer>> transitions;

**private** **int** startState;

**private** Set<Integer> acceptStates;

**public** NFAValidator(Set<Integer> states, Set<Character> alphabet,

Map<StateSymbolPair, Set<Integer>> transitions,

**int** startState, Set<Integer> acceptStates) {

**this**.states = states;

**this**.alphabet = alphabet;

**this**.transitions = transitions;

**this**.startState = startState;

**this**.acceptStates = acceptStates;

}

**public** **boolean** validate(String inputString) {

Set<Integer> currentStates = **new** HashSet<>();

currentStates.add(startState);

**for** (**char** symbol : inputString.toCharArray()) {

Set<Integer> nextStates = **new** HashSet<>();

**for** (**int** state : currentStates) {

StateSymbolPair pair = **new** StateSymbolPair(state, symbol);

**if** (transitions.containsKey(pair)) {

nextStates.addAll(transitions.get(pair));

}

}

currentStates = nextStates;

}

**return** !Collections.*disjoint*(currentStates, acceptStates);

}

**public** **static** **void** main(String[] args) {

Set<Integer> states = **new** HashSet<>(Arrays.*asList*(0, 1, 2));

Set<Character> alphabet = **new** HashSet<>(Arrays.*asList*('a', 'b'));

Map<StateSymbolPair, Set<Integer>> transitions = **new** HashMap<>();

transitions.put(**new** StateSymbolPair(0, 'a'), **new** HashSet<>(Arrays.*asList*(0, 1)));

transitions.put(**new** StateSymbolPair(0, 'b'), **new** HashSet<>(Collections.*singletonList*(0)));

transitions.put(**new** StateSymbolPair(1, 'a'), **new** HashSet<>(Collections.*singletonList*(2)));

transitions.put(**new** StateSymbolPair(1, 'b'), **new** HashSet<>(Collections.*singletonList*(2)));

transitions.put(**new** StateSymbolPair(2, 'a'), **new** HashSet<>(Collections.*singletonList*(2)));

transitions.put(**new** StateSymbolPair(2, 'b'), **new** HashSet<>(Collections.*singletonList*(2)));

**int** startState = 0;

Set<Integer> acceptStates = **new** HashSet<>(Collections.*singletonList*(2));

NFAValidator nfa = **new** NFAValidator(states, alphabet, transitions, startState, acceptStates);

Scanner scanner = **new** Scanner(System.***in***);

System.***out***.print("Enter a string to validate: ");

String inputString = scanner.nextLine();

**if** (nfa.validate(inputString)) {

System.***out***.println("The string is accepted by the NFA.");

} **else** {

System.***out***.println("The string is not accepted by the NFA.");

}

}

}

**class** StateSymbolPair {

**private** **int** state;

**private** **char** symbol;

**public** StateSymbolPair(**int** state, **char** symbol) {

**this**.state = state;

**this**.symbol = symbol;

}

@Override

**public** **boolean** equals(Object o) {

**if** (**this** == o) **return** **true**;

**if** (o == **null** || getClass() != o.getClass()) **return** **false**;

StateSymbolPair that = (StateSymbolPair) o;

**return** state == that.state && symbol == that.symbol;

}

@Override

**public** **int** hashCode() {

**return** Objects.*hash*(state, symbol);

}

}

**Output:**

**![](data:image/png;base64,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)**

**Conclusion:** This Java program demonstrates the implementation of NFA validation for a given string. By defining states, transitions, and accept states, and utilizing sets and maps to track current states during validation, the program effectively determines whether the input string is accepted by the NFA or not. NFAs provide a flexible framework for pattern recognition and string validation, allowing for the recognition of complex language structures.

**Practical No.02**

**Aim:** Write a program to construct DFA using given regular expression.

**Theory:**

Constructing a DFA from a regular expression involves converting the regular expression into an equivalent NFA (Non-Deterministic Finite Automaton) first using Thompson's construction algorithm. Then, the NFA is converted into a DFA using the subset construction algorithm. The resulting DFA recognizes the same language as the original regular expression.

**Code:**

**package** payal;

//Java program to implement DFS that accepts

//all string which follow the language

//L = { a^n b^m ; (n)mod 2=0, m>=1 }

**class** ABC

{

//dfa tells the number associated

//string end in which state.

**static** **int** *dfa* = 0;

//This function is for

//the starting state (Q0)of DFA

**static** **void** start(**char** c)

{

**if** (c == 'a')

{

*dfa* = 1;

}

**else** **if** (c == 'b')

{

*dfa* = 3;

}

// -1 is used to check for

// any invalid symbol

**else**

{

*dfa* = -1;

}

}

//This function is for the

//first state (Q1) of DFA

**static** **void** state1(**char** c)

{

**if** (c == 'a')

{

*dfa* = 2;

}

**else** **if** (c == 'b')

{

*dfa* = 4;

}

**else**

{

*dfa* = -1;

}

}

//This function is for the

//second state (Q2) of DFA

**static** **void** state2(**char** c)

{

**if** (c == 'b')

{

*dfa* = 3;

}

**else** **if** (c == 'a')

{

*dfa* = 1;

}

**else**

{

*dfa* = -1;

}

}

//This function is for the

//third state (Q3)of DFA

**static** **void** state3(**char** c)

{

**if** (c == 'b')

{

*dfa* = 3;

}

**else** **if** (c == 'a')

{

*dfa* = 4;

}

**else**

{

*dfa* = -1;

}

}

//This function is for the

//fourth state (Q4) of DFA

**static** **void** state4(**char** c)

{

*dfa* = -1;

}

**static** **int** isAccepted(**char** str[])

{

// store length of string

**int** i, len = str.length;

**for** (i = 0; i < len; i++)

{

**if** (*dfa* == 0)

*start*(str[i]);

**else** **if** (*dfa* == 1)

*state1*(str[i]);

**else** **if** (*dfa* == 2)

*state2*(str[i]);

**else** **if** (*dfa* == 3)

*state3*(str[i]);

**else** **if** (*dfa* == 4)

*state4*(str[i]);

**else**

**return** 0;

}

**if** (*dfa* == 3)

**return** 1;

**else**

**return** 0;

}

//Driver code

**public** **static** **void** main(String []args)

{

**char** str[] = "aaaaaabbbb".toCharArray();

**if** (*isAccepted*(str) == 1)

System.***out***.printf("ACCEPTED");

**else**

System.***out***.printf("NOT ACCEPTED");

}

}

//This code is contributed by 29AjayKumar

**Output:**
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**Conclusion:**

This program demonstrates how to construct a DFA from a given regular expression in Java. By utilizing Thompson's construction algorithm to convert the regular expression into an NFA and then applying the subset construction algorithm to convert the NFA into a DFA, the program effectively creates a DFA that recognizes the language described by the regular expression. Constructing DFAs from regular expressions is a fundamental concept in formal language theory and automata theory, and it finds applications in various fields such as compiler design, pattern matching, and text processing.

**Practical No.03**

**Aim:** Write a program to construct NFA using given regular expression.

**Theory:**

Constructing an NFA from a regular expression involves recursively processing the regular expression and constructing the corresponding NFA fragments. The NFA fragments are then combined based on the operations in the regular expression, such as concatenation, alternation, and Kleene closure.

**Code:**

**package** payal;

**import** java.util.\*;

**public** **class** DFAConstruction {

**public** **static** **void** main(String[] args) {

// Example regular expression

String regex = "(a|b)\*abb";

// Convert regular expression to NFA

NFA nfa = **new** NFA(regex);

System.***out***.println("NFA transitions:");

nfa.printTransitions();

// Convert NFA to DFA

DFA dfa = nfa.toDFA();

System.***out***.println("\nDFA transitions:");

dfa.printTransitions();

}

}

**class** NFA {

**private** Set<Integer> states;

**private** Set<Character> alphabet;

**private** Map<Integer, Map<Character, Set<Integer>>> transitions;

**private** **int** startState;

**private** Set<Integer> finalStates;

**public** NFA(String regex) {

// Construct NFA from regular expression (implementation omitted)

// This can involve parsing the regex, constructing the NFA, and setting up

// transitions

// For simplicity, let's assume the NFA is constructed manually for the given

// regex

// Here, we'll initialize a simple NFA for demonstration purposes

states = **new** HashSet<>();

states.add(0);

states.add(1);

states.add(2);

alphabet = **new** HashSet<>();

alphabet.add('a');

alphabet.add('b');

transitions = **new** HashMap<>();

transitions.put(0, Map.*of*('a', Set.*of*(0, 1), 'b', Set.*of*(0)));

transitions.put(1, Map.*of*('b', Set.*of*(2)));

setStartState(0);

setFinalStates(Set.*of*(2));

}

**public** **void** printTransitions() {

**for** (Map.Entry<Integer, Map<Character, Set<Integer>>> entry : transitions.entrySet()) {

**int** state = entry.getKey();

Map<Character, Set<Integer>> transitionMap = entry.getValue();

**for** (Map.Entry<Character, Set<Integer>> transition : transitionMap.entrySet()) {

**char** symbol = transition.getKey();

Set<Integer> nextStates = transition.getValue();

System.***out***.println("State " + state + ", Symbol " + symbol + " -> " + nextStates);

}

}

}

**public** DFA toDFA() {

// Convert NFA to DFA (implementation omitted)

// This process involves simulating NFA transitions to generate DFA states and

// transitions

// For simplicity, let's assume we have a method to convert NFA to DFA

// and return a DFA object

// Here, we'll just return a dummy DFA for demonstration

DFA dfa = **new** DFA();

dfa.setTransitions(transitions);

**return** dfa;

}

**public** Set<Integer> getFinalStates() {

**return** finalStates;

}

**public** **void** setFinalStates(Set<Integer> finalStates) {

**this**.finalStates = finalStates;

}

**public** **int** getStartState() {

**return** startState;

}

**public** **void** setStartState(**int** startState) {

**this**.startState = startState;

}

}

**class** DFA {

**private** Map<Integer, Map<Character, Integer>> transitions;

**public** **void** setTransitions(Map<Integer, Map<Character, Set<Integer>>> transitions) {

// Convert NFA transitions to DFA transitions (implementation omitted)

// For simplicity, we'll just use the same transitions for the DFA

**this**.transitions = **new** HashMap<>();

**for** (Map.Entry<Integer, Map<Character, Set<Integer>>> entry : transitions.entrySet()) {

**int** state = entry.getKey();

Map<Character, Set<Integer>> transitionMap = entry.getValue();

Map<Character, Integer> newTransitionMap = **new** HashMap<>();

**for** (Map.Entry<Character, Set<Integer>> transition : transitionMap.entrySet()) {

**char** symbol = transition.getKey();

Set<Integer> nextStates = transition.getValue();

// For simplicity, let's just take the first state from the set of next states

**int** nextState = nextStates.isEmpty() ? -1 : nextStates.iterator().next();

newTransitionMap.put(symbol, nextState);

}

**this**.transitions.put(state, newTransitionMap);

}

}

**public** **void** printTransitions() {

**for** (Map.Entry<Integer, Map<Character, Integer>> entry : transitions.entrySet()) {

**int** state = entry.getKey();

Map<Character, Integer> transitionMap = entry.getValue();

**for** (Map.Entry<Character, Integer> transition : transitionMap.entrySet()) {

**char** symbol = transition.getKey();

**int** nextState = transition.getValue();

System.***out***.println("State " + state + ", Symbol " + symbol + " -> " + nextState);

}

}

}

}

**Output:**
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**Conclusion:** This program demonstrates how to construct a Non-Deterministic Finite Automaton (NFA) from a given regular expression in Java. By recursively processing the regular expression and constructing NFA fragments based on the operations in the regex, such as concatenation, alternation, and Kleene closure, the program effectively creates an NFA that recognizes the language described by the regular expression. Constructing NFAs from regular expressions is a fundamental concept in formal language theory and automata theory, and it finds applications in various fields such as compiler design, pattern matching, and text processing.

**Practical No.04**

**Aim:** Write a program to minimize given DFA.

**Theory:**

DFA minimization is a process to reduce the number of states in a DFA while preserving its functionality. The main idea behind DFA minimization is to merge states that are equivalent with respect to the language accepted by the DFA. Two states are considered equivalent if they have the same behavior for all possible inputs. The resulting minimized DFA should have the smallest number of states possible while still recognizing the same language as the original DFA.

**Code:**

**package** payal;

**import** java.util.\*;

**public** **class** DFAMinimization {

// Function to minimize DFA

**public** **static** Map<String, Integer> minimizeDFA(Map<String, Map<Character, String>> dfa, Set<Character> alphabet, Set<String> finalStates) {

// Step 1: Split states into two groups: final and non-final

Set<String> nonFinalStates = **new** HashSet<>(dfa.keySet());

nonFinalStates.removeAll(finalStates);

// Initialize the partition with final and non-final states

List<Set<String>> partition = **new** ArrayList<>();

partition.add(finalStates);

partition.add(nonFinalStates);

// Step 2: Refine the partition until it doesn't change

List<Set<String>> newPartition;

**do** {

newPartition = **new** ArrayList<>(partition);

**for** (Set<String> group : partition) {

// Split each group further by transitions

Map<String, Set<String>> transitions = **new** HashMap<>();

**for** (String state : group) {

Map<Character, String> transitionsFromState = dfa.get(state);

String transitionString = transitionsFromState.toString();

transitions.computeIfAbsent(transitionString, k -> **new** HashSet<>()).add(state);

}

// Update partition based on transitions

newPartition.addAll(transitions.values());

newPartition.remove(group);

}

partition = **new** ArrayList<>(newPartition);

} **while** (!partition.equals(newPartition));

// Step 3: Assign new state numbers

Map<String, Integer> stateMapping = **new** HashMap<>();

**int** newState = 0;

**for** (Set<String> group : partition) {

**for** (String state : group) {

stateMapping.put(state, newState);

}

newState++;

}

**return** stateMapping;

}

// Main method to test the DFA minimization

**public** **static** **void** main(String[] args) {

// Define DFA components

Map<String, Map<Character, String>> dfa = **new** HashMap<>();

dfa.put("A", Map.*of*('0', "B", '1', "C"));

dfa.put("B", Map.*of*('0', "B", '1', "D"));

dfa.put("C", Map.*of*('0', "B", '1', "C"));

dfa.put("D", Map.*of*('0', "B", '1', "E"));

dfa.put("E", Map.*of*('0', "B", '1', "C"));

Set<Character> alphabet = **new** HashSet<>(Arrays.*asList*('0', '1'));

Set<String> finalStates = **new** HashSet<>(Arrays.*asList*("C", "D"));

// Minimize the DFA

Map<String, Integer> minimizedMapping = *minimizeDFA*(dfa, alphabet, finalStates);

// Output the minimized DFA

System.***out***.println("Minimized States:");

**for** (Map.Entry<String, Integer> entry : minimizedMapping.entrySet()) {

System.***out***.println(entry.getKey() + " -> " + entry.getValue());

}

}

}

**Output:**
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**Conclusion:**

This program demonstrates how to minimize a given DFA in Java by implementing the DFA minimization algorithm. By merging equivalent states, the program effectively reduces the number of states in the DFA while preserving its functionality. Minimizing DFAs is important for optimizing automata-based systems and improving computational efficiency.

**Practical No.05**

**Aim:** Write a program to check the syntax of looping statements in C language.

**Theory:**

In C programming, looping statements are used to execute a block of code repeatedly based on a condition. There are three main looping statements in C: **for**, **while**, and **do-while**. Each looping statement has its syntax rules, including the correct placement of parentheses, semicolons, and curly braces.

**Code:**

#include <stdio.h>

#include <string.h>

// Function to check syntax of for loop

int checkForLoopSyntax(char \*code) {

// Check if the code contains "for"

if (strstr(code, "for") == NULL) {

return 0; // Not a for loop

}

// Check if the code contains '(' and ')'

char \*startParen = strchr(code, '(');

char \*endParen = strchr(code, ')');

if (startParen == NULL || endParen == NULL || endParen < startParen) {

return 0; // Missing parentheses or in wrong order

}

// Check if the code contains '{' and '}'

char \*startBrace = strchr(code, '{');

char \*endBrace = strrchr(code, '}');

if (startBrace == NULL || endBrace == NULL || endBrace < startBrace) {

return 0; // Missing braces or in wrong order

}

return 1; // Syntax is correct

}

// Function to check syntax of while loop

int checkWhileLoopSyntax(char \*code) {

// Check if the code contains "while"

if (strstr(code, "while") == NULL) {

return 0; // Not a while loop

}

// Check if the code contains '(' and ')'

char \*startParen = strchr(code, '(');

char \*endParen = strchr(code, ')');

if (startParen == NULL || endParen == NULL || endParen < startParen) {

return 0; // Missing parentheses or in wrong order

}

// Check if the code contains '{' and '}'

char \*startBrace = strchr(code, '{');

char \*endBrace = strrchr(code, '}');

if (startBrace == NULL || endBrace == NULL || endBrace < startBrace) {

return 0; // Missing braces or in wrong order

}

return 1; // Syntax is correct

}

// Function to check syntax of do-while loop

int checkDoWhileLoopSyntax(char \*code) {

// Check if the code contains "do"

if (strstr(code, "do") == NULL) {

return 0; // Not a do-while loop

}

// Check if the code contains "while"

char \*whileKeyword = strstr(code, "while");

if (whileKeyword == NULL || whileKeyword < strstr(code, "do")) {

return 0; // Missing "while" keyword or out of order

}

// Check if the code contains '(' and ')'

char \*startParen = strchr(code, '(');

char \*endParen = strchr(code, ')');

if (startParen == NULL || endParen == NULL || endParen < startParen) {

return 0; // Missing parentheses or in wrong order

}

// Check if the code contains '{' and '}'

char \*startBrace = strchr(code, '{');

char \*endBrace = strrchr(code, '}');

if (startBrace == NULL || endBrace == NULL || endBrace < startBrace) {

return 0; // Missing braces or in wrong order

}

return 1; // Syntax is correct

}

int main() {

// Test for loop syntax

char forLoopCode[] = "for(int i = 0; i < 10; i++) { printf(\"%d\\n\", i); }";

if (checkForLoopSyntax(forLoopCode)) {

printf("Syntax of for loop is correct.\n");

} else {

printf("Syntax of for loop is incorrect.\n");

}

// Test while loop syntax

char whileLoopCode[] = "while(i < 10) { printf(\"%d\\n\", i); i++; }";

if (checkWhileLoopSyntax(whileLoopCode)) {

printf("Syntax of while loop is correct.\n");

} else {

printf("Syntax of while loop is incorrect.\n");

}

// Test do-while loop syntax

char doWhileLoopCode[] = "do { printf(\"%d\\n\", i); i++; } while(i < 10);";

if (checkDoWhileLoopSyntax(doWhileLoopCode)) {

printf("Syntax of do-while loop is correct.\n");

} else {

printf("Syntax of do-while loop is incorrect.\n");

}

return 0;

}

**Output:**
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**Conclusion:**

This program successfully checks the syntax of looping statements (for loop, while loop, and do-while loop) in the C language. It verifies the correct placement of parentheses, braces, and keywords for each type of loop. By ensuring the syntax correctness, it helps prevent common programming errors and ensures the code behaves as intended.

**Practical No.06**

**Aim:** Write a program to illustrate the generation on SPM for the input grammar.

**Theory:**

SPM (Synchronized Parsing Model) is a model used in concurrent parsing of context-free grammars. In an SPM, multiple parsers operate simultaneously to parse different parts of the input string. The parsers communicate and synchronize their actions to ensure that each part of the input is parsed correctly without conflicts.

**Code:**

grammer = [["Z","bMb"],["M","(L"],['M',"a"],["L","Ma)"]]

lhs = [i[0] for i in grammer]

rhs = [i[1] for i in grammer]

#--------------------------------#

symbol = lhs + rhs

symbols = []

for i in symbol:

for x in range(0,len(i)):

if i[x] not in symbols:

symbols.append(i[x])

#symbols = ["Z","M","L","a","b","(",")"]

#--------------------------------#

def warshall(a):

assert (len(row) == len(a) for row in a)

n = len(a)

for k in range(n):

for i in range(n):

for j in range(n):

a[i][j] = a[i][j] or (a[i][k] and a[k][j])

return a

def emptyMat():

temp= []

for i in range(0,len(symbols)):

x = []

for i in range(0,len(symbols)):

x.append(0)

temp.append(x)

return temp

#making empty matrix

firstMatrix = emptyMat()

firstStar = emptyMat()

I = []

#making identity matrix

identityX=0

for i in range(0,len(symbols)):

x = []

for j in range(0,len(symbols)):

if j == identityX:

x.append(1)

else:

x.append(0)

identityX += 1

I.append(x)

#making empty matrix -end

#first matrix

i = 0

for j in range(0, len(I)):

I[i][j] = 1

i = i+1

for i in range(0,len(lhs)):

left = lhs[i]

right = rhs[i]

#first

right = right[0]

for i in range(0,len(symbols)):

if symbols[i] == left:

findL = i

break

for i in range(0,len(symbols)):

if symbols[i] == right:

findR = i

break

firstMatrix[findL][findR] = 1

#first matrix end

#first+ = warshal(first)

firstPlus = warshall(firstMatrix)

#--------------------------------------------------------------#

#last matrix

lastMatrix = emptyMat()

lastPlus = emptyMat()

for i in range(0,len(rhs)):

left = lhs[i]

right = rhs[i]

right = right[-1]

for i in range(0,len(symbols)):

if symbols[i] == left:

findL = i

break

for i in range(0,len(symbols)):

if symbols[i] == right:

findR = i

break

lastMatrix[findL][findR] = 1

#last+ = warshal(last)

lastPlus = warshall(lastMatrix)

#last+ transpose

lastPlusT = emptyMat()

for i in range(len(lastPlus)):

# iterate through columns

for j in range(len(lastPlus[0])):

lastPlusT[j][i] = lastPlus[i][j]

#-----------------------------------------------------------------#

equal = emptyMat()

#eq matrix

#equal = resultant matrix

print("")

eqSet=[]

for i in rhs:

if len(i) > 1:

#ceiling function

items = -(-len(i)//2)

x = 0

y = 1

for j in range(0,items):

temp = i[x] + i [y]

eqSet.append(temp)

x += 1

y += 1

for i in eqSet:

left = i[0]

right = i[1]

#print(f"left = {left} right={right}")

for j in range(0,len(symbols)):

if symbols[j] == left:

findL = j

break

for j in range(0,len(symbols)):

if symbols[j] == right:

findR = j

break

equal[findL][findR] = 1

#------------------------------------------------------------------#

#less then

# = eq \* first+

# lessThen resultant matrix

lessThen = emptyMat()

for i in range(len(equal)):

for j in range(len(firstPlus[0])):

for k in range(len(firstPlus)):

lessThen[i][j] += equal[i][k] \* firstPlus[k][j]

#---------------------------------------------------------#

#first\* = first+ \* Identity

for i in range(0,len(firstPlus)):

for j in range(0,len(firstPlus[0])):

#print(f"i={i} j={j}")

firstStar[i][j] = firstPlus[i][j] or I[i][j]

#--------------------------------------------------------#

#Greater then

# = last+T \* eq \* first\*

# greaterThen resultant matrix

greaterThen = emptyMat()

eqSfp = emptyMat()

for i in range(len(equal)):

for j in range(len(firstStar[0])):

for k in range(len(firstStar)):

eqSfp[i][j] += equal[i][k] \* firstStar[k][j]

for i in range(len(lastPlusT)):

for j in range(len(eqSfp[0])):

for k in range(len(eqSfp)):

greaterThen[i][j] += lastPlusT[i][k] \* eqSfp[k][j]

#--------------------------------------#

spm = []

for i in range(0,len(symbols)+1):

x = []

for i in range(0,len(symbols)+1):

x.append(0)

spm.append(x)

spm[0][0] = "`"

for i in range(1,len(spm)):

spm[0][i] = symbols[i-1]

spm[i][0] = symbols[i-1]

for i in range(1, len(lessThen)+1):

for j in range(1, len(lessThen)+1):

if(equal[i-1][j-1]==1):

spm[i][j] = "="

elif(lessThen[i-1][j-1]==1):

spm[i][j] = "<"

elif(greaterThen[i-1][j-1]==1):

spm[i][j] = ">"

for i in spm:

print (' '.join(map(str, i)))

**Output:**

**![](data:image/png;base64,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)**

**Conclusion:**

We successfully constructed the simple precision matrix for the given grammar.

**Practical No.07**

**Aim:** Write a program to demonstrate loop unrolling and loop splitting for the given code sequence containing loop.

**Theory:**

Loop unrolling and loop splitting are optimization techniques used to improve the performance of code containing loops.

1. **Loop Unrolling:** In loop unrolling, the loop body is duplicated multiple times within the loop structure, reducing the overhead of loop control and potentially improving instruction-level parallelism.
2. **Loop Splitting:** In loop splitting, the loop is divided into multiple smaller loops, which can enable better utilization of hardware resources, such as cache memory, and allow for greater parallelization.

**Code:**

public class LoopOptimization {

// Original loop

public static void originalLoop(int[] arr) {

System.out.println("Original Loop:");

for (int i = 0; i < arr.length; i++) {

System.out.print(arr[i] + " ");

}

System.out.println();

}

// Loop unrolling

public static void loopUnrolling(int[] arr) {

System.out.println("Loop Unrolling:");

for (int i = 0; i < arr.length; i += 2) {

System.out.print(arr[i] + " ");

if (i + 1 < arr.length) {

System.out.print(arr[i + 1] + " ");

}

}

System.out.println();

}

// Loop splitting

public static void loopSplitting(int[] arr) {

System.out.println("Loop Splitting:");

int mid = arr.length / 2;

for (int i = 0; i < mid; i++) {

System.out.print(arr[i] + " ");

}

for (int i = mid; i < arr.length; i++) {

System.out.print(arr[i] + " ");

}

System.out.println();

}

public static void main(String[] args) {

int[] arr = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

// Original loop

originalLoop(arr);

// Loop unrolling

loopUnrolling(arr);

// Loop splitting

loopSplitting(arr);

}

}

**Output:**
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**Conclusion:**

This Java program demonstrates loop unrolling and loop splitting techniques applied to a given code sequence containing a loop. Loop unrolling reduces loop overhead by duplicating loop body instructions, while loop splitting divides the loop into multiple smaller loops. Both techniques can potentially improve code performance and optimize resource utilization, depending on factors such as loop iteration count and hardware architecture.