**Java Utils**

封装了一些常用Java操作方法,便于重复开发利用. 另外希望身为Java牛牛的你们一起测试和完善 一起封装和完成常用的Java代码。 节约撸码时间以方便有更多的时间去把妹子～

**开发环境**

Win7x64 && ubuntu14

JDK1.7

IDEA14

# 通用的工具类

## CharsetUtil

编码相关的封装类

## ChinesUtil

中文相关的一些工具类

## ClassUtil

Class与反射相关的一些工具类

## ConvertUtil

常用类型的转换

## FileUtil

文件相关的操作封装

## ProUtil

属性相关的一些封装

## RandomUtil

随机数相关的操作

## RegUtil

正则相关的一些操作

## SecUtil

一些安全相关的方法

## StreamUtil

流相关的操作方法

## StringUtil

字符串相关的一些操作方法

## SysUtil

系统相关的一些操作方法

## ValidUtil

提供些对象有效性的判断

## ZIPUtil

Zip压缩相关的属性

# 时间相关的工具类

DateUtil提供了些时间相关的操作方法。该类中默认的为时间定义了如下通用的格式

*//日期时间类型格式***private static** String *DATETIME\_FORMAT* = **"yyyy-MM-dd HH:mm:ss"**;  
  
*//日期类型格式***private static** String *DATE\_FORMAT* = **"yyyy-MM-dd"**;  
  
*//时间类型的格式***private static** String *TIME\_FORMAT* = **"HH:mm:ss"**;

因为JDK提供的SimpleDateFormat是非线程安全的，因此此处采用线程局部变量技术：

*//注意SimpleDateFormat不是线程安全的***private static** ThreadLocal<SimpleDateFormat> *ThreadDateTime* = **new** ThreadLocal<SimpleDateFormat>();  
**private static** ThreadLocal<SimpleDateFormat> *ThreadDate* = **new** ThreadLocal<SimpleDateFormat>();  
**private static** ThreadLocal<SimpleDateFormat> *ThreadTime* = **new** ThreadLocal<SimpleDateFormat>();  
  
**private static** SimpleDateFormat DateTimeInstance() {  
 SimpleDateFormat df = *ThreadDateTime*.get();  
 **if** (df == **null**) {  
 df = **new** SimpleDateFormat(*DATETIME\_FORMAT*);  
 *ThreadDateTime*.set(df);  
 }  
 **return** df;  
}  
  
**private static** SimpleDateFormat DateInstance() {  
 SimpleDateFormat df = *ThreadDate*.get();  
 **if** (df == **null**) {  
 df = **new** SimpleDateFormat(*DATE\_FORMAT*);  
 *ThreadDate*.set(df);  
 }  
 **return** df;  
}  
  
**private static** SimpleDateFormat TimeInstance() {  
 SimpleDateFormat df = *ThreadTime*.get();  
 **if** (df == **null**) {  
 df = **new** SimpleDateFormat(*TIME\_FORMAT*);  
 *ThreadTime*.set(df);  
 }  
 **return** df;  
}

该工具类提供了一些常用的方法和一些特色方法，具体的方法请查阅相关的API文档。例如

**public static** String DateTime() //获取当前时间的字符串形式

**public static** String DateTime(Date date) //将指定的时间格式化

**public static** Date DateTime(String datestr) //将指定的字符串解析为时间类型

**public static** Date year(**int** year)// 在当前时间的基础上加或减去year年

**public static** Date year(Date date, **int** year)// 在指定的时间上加或减去几年

**public static long** Subtract(Date date1, Date date2)// *时间date1和date2的时间差-单位秒*

**public static long** Subtract(String date1, String date2)// *时间date1和date2的时间差-单位秒*

一些特色方法，例如判断常用的计算工资时间和工作时长的方法

// *返回俩个时间在时间段(例如每天的08:00-18:00)的时长-单位秒*

**public static long** subtimeBurst(String startDate, String endDate, String timeBurst)

//*时间Date在时间段(例如每天的08:00-18:00)上增加或减去second秒*

**public static** Date calculate(String date, **int** second, String timeBurst)

例如(假如你们的工作时间为**08:00-21:00**)loader在早上**2015-01-29 08:32:00**将一件工作交由你做,证件工作的时长为14个小时，那么意味着你必须在**2015-01-30 09:32:00**完成这项工作（）

DateUtil.*DateTime*(DateUtil.*calculate*(**"2015-01-29 08:32:00"**, 3600 \* 14, **"08:00-21:00"**));

//算法验证

**2015-01-29 08:32:00**

**2015-01-29 21:00:00**

**=12:28**

**2015-01-30 08:00:00**

**+1:32**

**2015-01-30 09:32:00**

同样可以直接计算俩个时间之间的工作时长

DateUtil.*subtimeBurst*(**"2015-06-24 08:00:00"**, **"2015-06-23 20:24:00"**, **"08:00-21:00"**)

# 集合相关的工具类

集合相关的工具类CollectionUtil提供了如下一些方法以便于操作，因为Java对集合的操作都是引用型的传递，为了不降低影响，该工具类不会修改原集合的引用关系。

1.使用指定的Filter过滤集合

static <T> java.util.List<T> Filter(java.util.List<T> list, ListFilter filter)

static <K,V> java.util.Map Filter(java.util.Map<K,V> map, MapFilter filter)

static <T> java.util.Queue Filter(java.util.Queue<T> queue, QueueFilter filter)

static <T> java.util.Set<T> Filter(java.util.Set<T> set, SetFilter filter)

例如可以直接使用下面的方式进行调用

List<String> filter = CollectionUtil.*Filter*(list1, **new** ListFilter() {  
 @Override  
 **public boolean** filter(Object o) {  
 **return "AAA"**.equals((String) o);  
 }  
});

测试结果如下：

![](data:image/png;base64,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)

2. 求俩个集合的交集

static <T> java.util.List<T> intersection(java.util.List<T> list1, java.util.List<T> list2)

static <K,V> java.util.Map<K,V> intersection(java.util.Map<K,V> map1, java.util.Map<K,V> map2)

static <T> java.util.Queue<T> intersection(java.util.Queue<T> queue1, java.util.Queue<T> queue2)

static <T> java.util.Set<T> intersection(java.util.Set<T> set1, java.util.Set<T> set2)

3. 求俩个集合的差集

static <T> java.util.List<T> subtract(java.util.List<T> list1, java.util.List<T> list2)

static <K,V> java.util.Map<K,V> subtract(java.util.Map<K,V> map1, java.util.Map<K,V> map2)

static <T> java.util.Queue<T> subtract(java.util.Queue<T> queue1, java.util.Queue<T> queue2)

static <T> java.util.Set<T> subtract(java.util.Set<T> set1, java.util.Set<T> set2)

# FTP相关的工具类

FTP常用的操作有文件上传下载等操作。使用该工具类需要在classpath中提供[ftp.properties](ftp://ftp.properties)

配置文件具体的配置信息为：

**FTPTest.host**=**135.224.9.67  
FTPTest.port**=**21  
FTPTest.username**=**ftptest  
FTPTest.password**=**ftptest  
FTPTest.remoteDir**=**./test  
FTPTest.localDir**=**c:/download  
FTPTest.Encoding**=**gbk  
FTPTest.passiveMode**=**true**

之后可以像如下的方式进行使用

|  |
| --- |
| **public static void** main(String[] args) **throws** IOException {  FTPUtil ftp = FTPFactory.*getInstance*(**"FTPTest"**);    String remoteFile = **"test/22.txt"**;  ftp.downLoad(remoteFile);   *//PrintUtil.print(ftp.listFile("./"));* System.***out***.println(**"远程文件是否存在:"** + ftp.isExists(remoteFile));    System.***out***.println(**"获取当前的工作目录:"** + ftp.getWorkDir());  *//ftp.downLoadDir("");* System.***out***.println(**"创建目录:"**+ftp.mkDir(**"test01"**));  System.***out***.println(**"创建目录:"**+ftp.mkDir(**"test02/"**));  System.***out***.println(**"创建目录:"**+ftp.mkDir(**"test03/test1"**));  System.***out***.println(**"创建目录:"**+ftp.mkDir(**"test04/test1/"**));   String uploadFile =**"c:/windows/system.ini"**;  System.***out***.println(**"上传文件:"**+ftp.putFile(uploadFile,**"windows/system.ini"**,**true**));  String deleteFile =**"22.txt"**;  System.***out***.println(**"删除远程文件:"**+ftp.deleteFile(deleteFile));   String deleteDir =**"checkbox"**;  System.***out***.println(**"删除远程目录:"**+ftp.deleteDir(deleteDir));     PrintUtil.*print*(FTPConstant.*REPLYCODE*);  System.***out***.println(**"上传目录:"** + ftp.putDir(**"C:\\Python27"**, **"python27"**));  *//test FTPClient* FTPClient client = ftp.client();   System.***out***.println(client.makeDirectory(**"test"**));  System.***out***.println(client.makeDirectory(**"test1/"**));  System.***out***.println(client.makeDirectory(**"test/test1"**));  System.***out***.println(client.makeDirectory(**"test2/test2"**));    FTPFile[] list = client.listFiles();  System.***out***.println(list);  String[] list1 = client.listNames();  System.***out***.println(list1);   System.***out***.println(**"执行命令/"** + client.sendCommand(**"mkdir testssss"**));  **int** ss = client.sendCommand(**"ls"**);    ftp.destory(); } |

# 加密解密相关的工具类

Base32与Base64

# Bean相关工具类

Bean相关的工具类BeanUtil提供了一些常用Bean相关的工具类。

在国内想如下的编码方式在国内是比较常用见的

业务实体1定义属性：

**private** String **operationName**;  
  
**private** String **operation\_type**;

业务实体2定义属性：

**private** Integer **logId**;  
  
**private** String **logyype**;  
  
**private** String **operationname**;  
  
**private** String **operation\_type**;

因为Java本身区分大小写所以一般的Bean工具类无法通过hasProperty/ getProperty

等方法在业务实体2中获取到**operationname**属性的值。更不用说进行属性对拷了。

例如判断是否有属性。

判断自己定义的而非继承的属性pro是否存在

static boolean hasDeclaredProperty(java.lang.Object bean, java.lang.String pro)

static boolean hasProperty(java.lang.Object bean, java.lang.String pro)

static boolean hasPropertyFilter(java.lang.Object bean, java.lang.String pro, PropertyFilter filter)

static boolean hasPropertyIgnoreCase(java.lang.Object bean, java.lang.String pro)

@Test  
**public void** testHasProperties() {  
 BusinessLog bean = **new** BusinessLog();  
  
 *//Bean类是否有operationName属性  
 assertEquals*(**true**, BeanUtil.*hasProperty*(bean, **"operationName"**));  
  
  
 *//Bean类中是否存在operationName属性(判断将忽略大小写)  
 assertEquals*(**true**, BeanUtil.*hasPropertyIgnoreCase*(bean, **"OperationName"**));  
  
 *//Bean类中是否定义属性logId  
 assertEquals*(**false**, BeanUtil.*hasDeclaredProperty*(bean, **"logId"**));  
  
 *//Bean类中是否存在属性(对属性命执行自定义的过滤函数后比较)  
 assertEquals*(**true**, BeanUtil.*hasPropertyFilter*(bean, **"operationType"**,

**new** PropertyFilter(){  
 @Override  
 **public** String Properties(String pro) {  
 *//忽略属性字段中"\_" 并安装小写比较* **return** StringUtil.*remove*(pro, **"\_"**).toLowerCase();  
 }  
 }));  
  
}

获取属性值

static java.lang.Object getDeclaredProperty(java.lang.Object bean, java.lang.String pro)

获取对象自定义的属性

static java.lang.Object getDeclaredPropertyPeaceful(java.lang.Object bean, java.lang.String pro)

获取对象自定义的属性

static java.lang.Object getProperty(java.lang.Object bean, java.lang.String pro)

获取对象的属性

static java.lang.Object getPropertyFilter(java.lang.Object bean, java.lang.String pro, PropertyFilter filter)

使用自定义的过滤器获取对象的属性获取对象的属性

static java.lang.Object getPropertyFilterPeaceful(java.lang.Object bean, java.lang.String pro, PropertyFilter filter)

使用自定义的过滤器获取对象的属性

static java.lang.Object getPropertyIgnoreCase(java.lang.Object bean, java.lang.String pro)

获取对象的属性(忽略属性名字大小写)

static java.lang.Object getPropertyIgnoreCasePeaceful(java.lang.Object bean, java.lang.String pro)

获取对象的属性(忽略属性名字大小写)

static java.lang.Object getPropertyPeaceful(java.lang.Object bean, java.lang.String pro)

获取对象的属性

@Test  
**public void** testGetProperties() **throws** InvocationTargetException, IllegalAccessException {  
 String value = **"Test BeanUtil getProperties Method"**;  
 BusinessLog bean = **new** BusinessLog();  
 bean.setOperationName(value);  
  
 *assertEquals*(value, BeanUtil.*getProperty*(bean, **"operationName"**));  
  
 *//获取属性(忽略大小写):  
 assertEquals*(value, BeanUtil.*getPropertyIgnoreCase*(bean, **"operationname"**));  
  
 *//平静的获取属性  
 assertEquals*(value, BeanUtil.*getPropertyPeaceful*(bean, **"operationName"**));  
  
 *//获取属性(使用自定的过滤函数):  
 assertEquals*(value, BeanUtil.*getPropertyFilter*(bean, **"operation\_Name"**, **new** PropertyFilter() {  
 @Override  
 **public** String Properties(String pro) {  
 **return** StringUtil.*remove*(pro, **"\_"**).toLowerCase();  
 }  
 }));  
  
 *//获取bean定义的属性  
 //PrintUtil.print(BeanUtil.getDeclaredPropertyPeaceful(bean, "operationName"));  
 //PrintUtil.print(BeanUtil.getPropertyIgnoreCasePeaceful(bean, "operationName"));*}

设置属性

static void setDeclaredProperty(java.lang.Object bean, java.lang.String pro, java.lang.Object value)

设置对象的自定义属性

static void setDeclaredPropertyPeaceful(java.lang.Object bean, java.lang.String pro, java.lang.Object value)

设置对象的自定义属性

static void setProperty(java.lang.Object bean, java.lang.String pro, java.lang.Object value)

设置对象的属性

static void setPropertyFilter(java.lang.Object bean, java.lang.String pro, java.lang.Object value, PropertyFilter filter)

使用自定义的filter进行属性设值

static void setPropertyFilterPeaceful(java.lang.Object bean, java.lang.String pro, java.lang.Object value, PropertyFilter filter)

使用自定义的filter进行属性设值

static void setPropertyIgnoreCase(java.lang.Object bean, java.lang.String pro, java.lang.Object value)

设置对象的属性忽略大小写

static void setPropertyIgnoreCasePeaceful(java.lang.Object bean, java.lang.String pro, java.lang.Object value)

设置对象的属性忽略大小写

static void setPropertyPeaceful(java.lang.Object bean, java.lang.String pro, java.lang.Object value)

设置对象的属性

@Test  
**public void** testSetProperties() **throws** InvocationTargetException, IllegalAccessException {  
 BusinessLog bean = **new** BusinessLog();  
 BeanUtil.*setProperty*(bean, **"operationName"**, **"Properties's value1"**);  
 PrintUtil.*println*(bean);  
 BeanUtil.*setPropertyIgnoreCase*(bean, **"operationname"**, **"Properties's value2"**);  
 PrintUtil.*println*(bean);  
 BeanUtil.*setPropertyFilter*(bean, **"operation\_Name"**, **"Properties's value3"**, **new** PropertyFilter() {  
 @Override  
 **public** String Properties(String pro) {  
 **return** StringUtil.*remove*(pro, **"\_"**).toLowerCase();  
 }  
 });  
 PrintUtil.*println*(bean);  
}

属性对拷

static void copyProperties(java.lang.Object srcBean, java.lang.Object destBean)

复制同名属性

static void copyProperties(java.lang.Object srcBean, java.lang.Object destBean, PropertyFilter filter)

使用自定义的属性过滤函数

static void copyPropertiesIgnoreCase(java.lang.Object srcBean, java.lang.Object destBean)

复制同名属性(忽略大小写)

static void copyProperty(java.lang.Object srcBean, java.lang.Object destBean, java.lang.String[] pros)

拷贝对象指定的属性

static void copyPropertyPeaceful(java.lang.Object srcBean, java.lang.Object destBean, java.lang.String[] pros)

拷贝对象指定的属性

例如：

@Test  
**public void** testCopyProperties() **throws** InvocationTargetException, IllegalAccessException {  
 BusinessLog bean1 = **new** BusinessLog();  
 bean1.setOperationName(**"operationName test"**);  
 bean1.setOperation\_type(**"operationName type"**);  
 bean1.setLogType(**"logTypevalue"**);  
  
 Log2 bean2 = **new** Log2();  
  
 PrintUtil.*print*(**"复制前:"** + bean1);  
 PrintUtil.*print*(**"复制前:"** + bean2);  
 BeanUtil.*copyProperties*(bean1, bean2, **new** PropertyFilter() {  
 @Override  
 **public** String Properties(String pro) {  
 **return** StringUtil.*remove*(pro, **"\_"**).toLowerCase().replaceAll(**"yy"**, **"ty"**);  
 }  
 });  
 PrintUtil.*print*(**"复制后:"** + bean1);  
 PrintUtil.*print*(**"复制后:"** + bean2);  
}

# Web相关的工具类

Web相关的工具类有UrlUtil和WebUtil工具类