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# Введение

## Цели

Разработать Web приложение для сети ресторанов, которое:

1. Имеет UI управления поварами: создание/редактирование/удаление повара. Атрибуты повара: ФИО, аттестации на отделы, и предпочтения-ограничения.

2. Умеет автоматически составлять расписание смен на 1 месяц для каждого ресторана, так чтобы в каждый момент времени все три отдела кухни были бы обеспечены поварами. Т.е. должно быть 3 повара: один с квалификацией Русская кухня, другой – Италия и третий – Япония.

3. Имеет UI отображения составленного расписания.

## Технологическая платформа

Были предложены следующие варианты технологий для реализации компонентов приложения:

• Frontend: HTML/CSS/JavaScript

• Backend (одно из): ASP.NET, Node.js, PHP

• Database (одно из): SQL Server, MySQL, PostgreSQL

Для реализации Backend была выбрана технология Node js в силу большого количества документации и простоты изучения, для базы данных были выбраны средства MySQL как наиболее распространенные.

# Теоретические сведения

## Node.js

Node.js - это серверная JavaScript-nлaтфopмa, предназначенная для создания масштабируемых распределенных сетевых приложений, использующая событийно-ориентированную архитектуру и неблокирующее асинхронное взаимодействие. Она основана на JаvаSсriрt движке V8 и использует этот же JavaScript для создания приложений.

Например, запрос к базе данных в случае синхронно выполняемого кода выглядит следующим образом:

result = query('SELECT \* FROM posts WHERE id = 1');

do\_something\_with(result);

То есть, поток окажется заблокирован в ожидании ответа от базы данных.

Node js предлагает несколько иной способ организации обработки данных, приходящих от сервера:

query\_finished = function(result) {

do\_something\_with(result);

}

query('SELECT \* FROM posts WHERE id = 1', query\_finished);

То есть, при получении ответа от базы данных будет вызываться определенная функция, которая и осуществит обработку результата– в этом случае устраняется необходимость блокирования потока исполнения.

Другая важная концепция JavaScript вообще и Node js в частности – это использование замыканий (closures), которое делает возможным чтение и изменение переменных из внешнего блока внутри какой-либо функции (которая и называется замыканием), определенной внутри этого блока, например:

var clickCount = 0;

document.getElementById('myButton').onclick = function() {

clickCount += 1;

alert("clicked " + clickCount + " times.");

};

Такие действия становятся возможными благодаря тому, что при запуске функция создает объект LexicalEnvironment, записывает туда аргументы, функции и переменные. Процесс инициализации выполняется в том же порядке, что и для глобального объекта, который, вообще говоря, является частным случаем лексического окружения. Объект LexicalEnvironment является внутренним и скрыт от прямого доступа.

Интерпретатор, при доступе к переменной, сначала пытается найти переменную в текущем LexicalEnvironment, а затем, если её нет – ищет во внешнем объекте переменных.

Подобная концепция доступна и в некоторых других языках, в частности, в Java:

public Function<Integer, Integer> make\_fun() {

int n = 0;

return arg -> {

System.out.print(n + " " + arg + ": ");

arg += 1;

// n += arg; // Produces error message

return n + arg;

};

}

Помимо эффектной асинхронной модели работы, неблокирующих процессов, высокой производительности, Node.js делает то, что считалось принципиально невыполнимым, - дает возможность разработчику создавать как server-side/backend-, так и frоntеnd-приложения, пользуясь единой технологией! Теперь на JavaScript можно написать как обработчик httр-запросов, так и настоящий, полнофункциональный веб-сервер. Можно работать с SQL- (и NoSQL-) базами данных, сетью, файловой системой.

Node.js доказала свою состоятельность, и сейчас её «боевое» использование - не экзотика, а нормальная практика, особенно в пресловутых высоконагруженных проектах. Node.js сейчас тем или иным образом используют такие известные участники IТ-рынка, как Groupon, SAP, Linkedln, Microsoft, Yahoo!, Walmart, PayPal.

Платформа Node.js была создана в 2009 rоду Райном Далом (Ryan Dahl) в ходе исследований по созданию событийно-ориентированных серверных систем. Асинхронная модель была по причине низких накладных расходов (по сравнению с мноrопоточной моделью) и высокого быстродействия. Node была (и остается) построена на основе JavaScript-движкa V8 с открытым исходным кодом, разработанного компанией Google в процессе работы над своим браузером Google Chrome. Это была не первая реализация V8 на стороне сервера, но технология оказалась так удачно спроектирована, что сразу же обрела большое число сторонников и энтузиастов и, как следствие, множество модулей, реализующих самый разнообразный функционал. В настоящее время разработка Node.js спонсируется основанной Райном компанией Jоуеnt.

## MySQL

MySQL— свободная реляционная система управления базами данных. Разработку и поддержку MySQL осуществляет корпорация Oracle, получившая права на торговую марку вместе с поглощённой Sun Microsystems, которая ранее приобрела шведскую компанию MySQL AB. Продукт распространяется как под GNU General Public License, так и под собственной коммерческой лицензией. Помимо этого, разработчики создают функциональность по заказу лицензионных пользователей. Именно благодаря такому заказу почти в самых ранних версиях появился механизм репликации.

MySQL является решением для малых и средних приложений. Входит в состав серверов WAMP, AppServ, LAMP и в портативные сборки серверов Денвер, XAMPP, VertrigoServ. Обычно MySQL используется в качестве сервера, к которому обращаются локальные или удалённые клиенты, однако в дистрибутив входит библиотека внутреннего сервера, позволяющая включать MySQL в автономные программы.

Гибкость СУБД MySQL обеспечивается поддержкой большого количества типов таблиц: пользователи могут выбрать как таблицы типа MyISAM, поддерживающие полнотекстовый поиск, так и таблицы InnoDB, поддерживающие транзакции на уровне отдельных записей. Более того, СУБД MySQL поставляется со специальным типом таблиц EXAMPLE, демонстрирующим принципы создания новых типов таблиц. Благодаря открытой архитектуре и GPL-лицензированию, в СУБД MySQL постоянно появляются новые типы таблиц.

# Реализация

## Структура приложения

Проект имеет стандартную для веб-приложения конфигурацию файлов:

![](data:image/png;base64,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)script.js содержит сценарий, выполняющий проверку данных, введенных пользователем, отправку их на сервер, получение данных с сервера и управление их отображением.

modal\_style.css содержит стили модального окна, предназначенного для редактирования характеристик повара.

style.css включает стили для html элементов

index.html содержит разметку страницы приложения

adding\_test\_data.sql содержит набор sql запросов, выполняющих заполнение базы данных тестовыми данными

creating\_db\_scheme.sql содержит sql запрос для создания схемы базы данных, используемой приложением

package.json – файл конфигурации Node.js, в котором объявлены дополнительные модули, используемые приложением

server.js – серверный сценарий Node.js

## Использование HTML/CSS/JavaScript

Что касается frontend, ключевое значение имеют методы, извлекающие необходимые данные из html – формы и отправляющие их на сервер при помощи ajax. Действия, осуществляемые при добавлении нового повара, являются наглядной иллюстрацией применения на практике принципа асинхронного программирования – в качестве одного из свойств создаваемого объекта используется функция, которая будет вызвана в случае успешного выполнения запроса:

$.ajax({

type : "post",

url : "/addnew\_handler",

data : JSON.stringify(getRequestObject("addnew",form)),

dataTpe : "json",

contentType : "application/json",

success : function(data){

loadCooksInfo();

showActionResult(form.elements, data, "Accepted", "New cook added", "New cook wasn't added");

},

});

## Использование Node.js

Для упрощения разработки были использованы дополнительные модули Node js:

* Express для быстрой настройки и запуска сервера
* Body-parser для обмена данными между клиентской и серверной частью
* Mysql для организации работы с базой данных

В свою очередь, сервер Node js ответственен за прием данных, запись (или извлечение) их в базу данных, обработку и предоставление результата. Именно сервер занимается анализом зарегистрированных поваров и составлением корректного графика работы. Ключевую роль здесь играет следующий цикл, предназначенный для расчета всех возможных вариантов и выбора оптимального:

for (var day = 0; day < num\_of\_days; day++){//for each day in month

preferring\_constraint = 1;//firstly try to create schedule, which will be preferred for all

unbusyAll(cooks\_attributes);

clearTimeRestaurants(time\_restaurants);

while(!isAllBusy(time\_restaurants)){// while restaurants is not enough full of cooks

if (isAllCooksBusy(cooks\_attributes)) {

return time\_restaurants;//no way because can't find unbusy cook

}

for (var g = 0; g < num\_of\_kitchens; g++){//for each kitchen

for (var h = 0; h < num\_of\_restaurants; h++){// for each restaurant

if (time\_restaurants[g][h] == 24) continue;// we don't need to check handled restaurants again

broke = false;

for (var i = 0; i < cooks.length; i++){// for each cook

if(cooks\_attributes[i].busy == 1){

if (i == (cooks.length - 1)){

if (preferring\_constraint == 1){

preferring\_constraint = 0;

continue;

}

return time\_restaurants;//no way because can't find required cook

}

continue;// if cook already busy (or get rest today), skip him

}

if (handleWorkCounters(cooks\_attributes[i], 1, 5)) continue;//must we give to this cook a day rest?

if (handleWorkCounters(cooks\_attributes[i], 0, 2)) continue;//must we give to this cook a day rest?

for (var l = 0; l < cooks\_attributes[i].days.length; l++){//for each configure of the day

if ((cooks\_attributes[i].days[l].begin\_hour == time\_restaurants[g][h]) &&// if it is required time at the moment

(cooks\_attributes[i].days[l].preferred >= preferring\_constraint) &&//if it is enough preferred

(((24-cooks\_attributes[i].days[l].end\_hour) >= 4)||

(cooks\_attributes[i].days[l].end\_hour==24))){//if it is correct working day duration at the situation

if ((g==0) && (cooks[i].russian == 1)){

broke = writeCookEntry(day, h, l, cooks[i], cooks\_attributes[i], "russian", time\_restaurants[g], schedule[day][h][g]);

break;

}

if ((g==1) && (cooks[i].italian == 1)){

broke = writeCookEntry(day, h, l, cooks[i], cooks\_attributes[i], "italian", time\_restaurants[g], schedule[day][h][g]);

break;

}

if ((g==2) && (cooks[i].japanese == 1)){

broke = writeCookEntry(day, h, l, cooks[i], cooks\_attributes[i], "japanese", time\_restaurants[g], schedule[day][h][g]);

break;

}

}//large if

}//for each configure of the day

if (broke){

break;

} else if (i == (cooks.length - 1)){

if (preferring\_constraint == 1){

preferring\_constraint = 0;//try to find less preferred shifts

continue;

}

return time\_restaurants;

}

}// for each cook

}// for each restaurant

}// for each kitchen

}// while restaurants isn't filled

}// for each day in month

## Использование MySQL

Схема базы данных формируется запросом

create table cooks(

cookid int not null auto\_increment primary key,

name nvarchar(50) not null,

surname nvarchar(50) not null,

patronymic nvarchar(60) null,

russian boolean not null,

italian boolean not null,

japanese boolean not null,

morningshifts boolean not null,

eveningshifts boolean not null,

necessityshiftstime boolean not null,

dayduration int(2) not null,

necessitydayduration boolean not null,

workingmode\_5\_2 boolean not null,

workingmode\_2\_2 boolean not null

);

Запросы к базе данных формируются непосредственно на сервере при обращении клиента. Например, следующим образом выглядит добавление нового повара в базу данных:

connection.query("INSERT INTO cooks (name, surname, patronymic, russian, italian, japanese, morningshifts, eveningshifts, "+

"necessityshiftstime, dayduration, necessitydayduration, workingmode\_5\_2, workingmode\_2\_2) "+

"VALUES ('"+request.body.name+"', '"+request.body.surname+"', '"+request.body.patronymic+"', "+request.body.russian+", "+request.body.italian+", "+

request.body.japanese+", "+request.body.morningshifts+", "+request.body.eveningshifts+", "+request.body.necessityshiftstime+", "+request.body.dayduration+

", "+request.body.necessitydayduration+", "+request.body.workingmode\_5\_2+", "+request.body.workingmode\_2\_2+");",function(error,result,fields){

if(error) return response.json(error);

});

# Результат

Разработанное web-приложение, принимающее от пользователя данные о поварах – сотрудниках ресторана и генерирующее корректное расписание их работы.

|  |
| --- |
|  |
| Рисунок 1. Главное окно приложения |
| |  | | --- | |  | | Рисунок 2. Вывод приложения при невозможности генерирования расписания | |
|  |
| Рисунок 3. Модальное окно для редактирования данных повара |

|  |
| --- |
|  |
| Рисунок 4. Фрагмент сгенерированного расписания |

# Выводы

* Было разработано веб-приложение, состоящее из трех компонентов – клиентской составляющей (HTML, CSS, JavaScript), серверной составляющей (Node.js) и базы данных (MySQL).
* Был разработан алгоритм для составления расписания выполнения работ с учетом набора ограничений