# 3.7 输入框及表单

Material组件库中提供了输入框组件TextField和表单组件Form。下面我们分别介绍一下。

## 3.7.1 TextField

TextField用于文本输入，它提供了很多属性，我们先简单介绍一下主要属性的作用，然后通过几个示例来演示一下关键属性的用法。

const TextField({  
 ...  
 TextEditingController controller,   
 FocusNode focusNode,  
 InputDecoration decoration = const InputDecoration(),  
 TextInputType keyboardType,  
 TextInputAction textInputAction,  
 TextStyle style,  
 TextAlign textAlign = TextAlign.start,  
 bool autofocus = false,  
 bool obscureText = false,  
 int maxLines = 1,  
 int maxLength,  
 bool maxLengthEnforced = true,  
 ValueChanged<String> onChanged,  
 VoidCallback onEditingComplete,  
 ValueChanged<String> onSubmitted,  
 List<TextInputFormatter> inputFormatters,  
 bool enabled,  
 this.cursorWidth = 2.0,  
 this.cursorRadius,  
 this.cursorColor,  
 ...  
})

* controller：编辑框的控制器，通过它可以设置/获取编辑框的内容、选择编辑内容、监听编辑文本改变事件。大多数情况下我们都需要显式提供一个controller来与文本框交互。如果没有提供controller，则TextField内部会自动创建一个。
* focusNode：用于控制TextField是否占有当前键盘的输入焦点。它是我们和键盘交互的一个句柄（handle）。
* InputDecoration：用于控制TextField的外观显示，如提示文本、背景颜色、边框等。
* keyboardType：用于设置该输入框默认的键盘输入类型，取值如下：

|  |  |
| --- | --- |
| * TextInputType枚举值 | * 含义 |
| * text | * 文本输入键盘 |
| * multiline | * 多行文本，需和maxLines配合使用(设为null或大于1) |
| * number | * 数字；会弹出数字键盘 |
| * phone | * 优化后的电话号码输入键盘；会弹出数字键盘并显示“\* #” |
| * datetime | * 优化后的日期输入键盘；Android上会显示“: -” |
| * emailAddress | * 优化后的电子邮件地址；会显示“@ .” |
| * url | * 优化后的url输入键盘； 会显示“/ .” |

* textInputAction：键盘动作按钮图标(即回车键位图标)，它是一个枚举值，有多个可选值，全部的取值列表读者可以查看API文档，下面是当值为TextInputAction.search时，原生Android系统下键盘样式如图3-24所示：
* 图3-24
* style：正在编辑的文本样式。
* textAlign: 输入框内编辑文本在水平方向的对齐方式。
* autofocus: 是否自动获取焦点。
* obscureText：是否隐藏正在编辑的文本，如用于输入密码的场景等，文本内容会用“•”替换。
* maxLines：输入框的最大行数，默认为1；如果为null，则无行数限制。
* maxLength和maxLengthEnforced ：maxLength代表输入框文本的最大长度，设置后输入框右下角会显示输入的文本计数。maxLengthEnforced决定当输入文本长度超过maxLength时是否阻止输入，为true时会阻止输入，为false时不会阻止输入但输入框会变红。
* onChange：输入框内容改变时的回调函数；注：内容改变事件也可以通过controller来监听。
* onEditingComplete和onSubmitted：这两个回调都是在输入框输入完成时触发，比如按了键盘的完成键（对号图标）或搜索键（🔍图标）。不同的是两个回调签名不同，onSubmitted回调是ValueChanged<String>类型，它接收当前输入内容做为参数，而onEditingComplete不接收参数。
* inputFormatters：用于指定输入格式；当用户输入内容改变时，会根据指定的格式来校验。
* enable：如果为false，则输入框会被禁用，禁用状态不接收输入和事件，同时显示禁用态样式（在其decoration中定义）。
* cursorWidth、cursorRadius和cursorColor：这三个属性是用于自定义输入框光标宽度、圆角和颜色的。

#### 示例：登录输入框

##### 布局

Column(  
 children: <Widget>[  
 TextField(  
 autofocus: true,  
 decoration: InputDecoration(  
 labelText: "用户名",  
 hintText: "用户名或邮箱",  
 prefixIcon: Icon(Icons.person)  
 ),  
 ),  
 TextField(  
 decoration: InputDecoration(  
 labelText: "密码",  
 hintText: "您的登录密码",  
 prefixIcon: Icon(Icons.lock)  
 ),  
 obscureText: true,  
 ),  
 ],  
);

运行后，效果如图3-25所示：

图3-25

##### 获取输入内容

获取输入内容有两种方式：

1. 定义两个变量，用于保存用户名和密码，然后在onChange触发时，各自保存一下输入内容。
2. 通过controller直接获取。

第一种方式比较简单，不在举例，我们来重点看一下第二种方式，我们以用户名输入框举例：

定义一个controller：

//定义一个controller  
TextEditingController \_unameController = TextEditingController();

然后设置输入框controller：

TextField(  
 autofocus: true,  
 controller: \_unameController, //设置controller  
 ...  
)

通过controller获取输入框内容

print(\_unameController.text)

##### 监听文本变化

监听文本变化也有两种方式：

1. 设置onChange回调，如：

* TextField(  
   autofocus: true,  
   onChanged: (v) {  
   print("onChange: $v");  
   }  
  )

1. 通过controller监听，如：

* @override  
  void initState() {  
   //监听输入改变   
   \_unameController.addListener((){  
   print(\_unameController.text);  
   });  
  }

两种方式相比，onChanged是专门用于监听文本变化，而controller的功能却多一些，除了能监听文本变化外，它还可以设置默认值、选择文本，下面我们看一个例子：

创建一个controller:

TextEditingController \_selectionController = TextEditingController();

设置默认值，并从第三个字符开始选中后面的字符

\_selectionController.text="hello world!";  
\_selectionController.selection=TextSelection(  
 baseOffset: 2,  
 extentOffset: \_selectionController.text.length  
);

设置controller:

TextField(  
 controller: \_selectionController,  
)

运行效果如图3-26所示：

图3-26

##### 控制焦点

焦点可以通过FocusNode和FocusScopeNode来控制，默认情况下，焦点由FocusScope来管理，它代表焦点控制范围，可以在这个范围内可以通过FocusScopeNode在输入框之间移动焦点、设置默认焦点等。我们可以通过FocusScope.of(context) 来获取Widget树中默认的FocusScopeNode。下面看一个示例，在此示例中创建两个TextField，第一个自动获取焦点，然后创建两个按钮：

* 点击第一个按钮可以将焦点从第一个TextField挪到第二个TextField。
* 点击第二个按钮可以关闭键盘。

我们要实现的效果如图3-27所示：

图3-27

代码如下：

class FocusTestRoute extends StatefulWidget {  
 @override  
 \_FocusTestRouteState createState() => new \_FocusTestRouteState();  
}  
  
class \_FocusTestRouteState extends State<FocusTestRoute> {  
 FocusNode focusNode1 = new FocusNode();  
 FocusNode focusNode2 = new FocusNode();  
 FocusScopeNode focusScopeNode;  
  
 @override  
 Widget build(BuildContext context) {  
 return Padding(  
 padding: EdgeInsets.all(16.0),  
 child: Column(  
 children: <Widget>[  
 TextField(  
 autofocus: true,   
 focusNode: focusNode1,//关联focusNode1  
 decoration: InputDecoration(  
 labelText: "input1"  
 ),  
 ),  
 TextField(  
 focusNode: focusNode2,//关联focusNode2  
 decoration: InputDecoration(  
 labelText: "input2"  
 ),  
 ),  
 Builder(builder: (ctx) {  
 return Column(  
 children: <Widget>[  
 RaisedButton(  
 child: Text("移动焦点"),  
 onPressed: () {  
 //将焦点从第一个TextField移到第二个TextField  
 // 这是一种写法 FocusScope.of(context).requestFocus(focusNode2);  
 // 这是第二种写法  
 if(null == focusScopeNode){  
 focusScopeNode = FocusScope.of(context);  
 }  
 focusScopeNode.requestFocus(focusNode2);  
 },  
 ),  
 RaisedButton(  
 child: Text("隐藏键盘"),  
 onPressed: () {  
 // 当所有编辑框都失去焦点时键盘就会收起   
 focusNode1.unfocus();  
 focusNode2.unfocus();  
 },  
 ),  
 ],  
 );  
 },  
 ),  
 ],  
 ),  
 );  
 }  
  
}

FocusNode和FocusScopeNode还有一些其它的方法，详情可以查看API文档。

##### 监听焦点状态改变事件

FocusNode继承自ChangeNotifier，通过FocusNode可以监听焦点的改变事件，如：

...  
// 创建 focusNode   
FocusNode focusNode = new FocusNode();  
...  
// focusNode绑定输入框   
TextField(focusNode: focusNode);  
...  
// 监听焦点变化   
focusNode.addListener((){  
 print(focusNode.hasFocus);  
});

获得焦点时focusNode.hasFocus值为true，失去焦点时为false。

##### 自定义样式

虽然我们可以通过decoration属性来定义输入框样式，下面以自定义输入框下划线颜色为例来介绍一下：

TextField(  
 decoration: InputDecoration(  
 labelText: "请输入用户名",  
 prefixIcon: Icon(Icons.person),  
 // 未获得焦点下划线设为灰色  
 enabledBorder: UnderlineInputBorder(  
 borderSide: BorderSide(color: Colors.grey),  
 ),  
 //获得焦点下划线设为蓝色  
 focusedBorder: UnderlineInputBorder(  
 borderSide: BorderSide(color: Colors.blue),  
 ),  
 ),  
),

上面代码我们直接通过InputDecoration的enabledBorder和focusedBorder来分别设置了输入框在未获取焦点和获得焦点后的下划线颜色。另外，我们也可以通过主题来自定义输入框的样式，下面我们探索一下如何在不使用enabledBorder和focusedBorder的情况下来自定义下滑线颜色。

由于TextField在绘制下划线时使用的颜色是主题色里面的hintColor，但提示文本颜色也是用的hintColor， 如果我们直接修改hintColor，那么下划线和提示文本的颜色都会变。值得高兴的是decoration中可以设置hintStyle，它可以覆盖hintColor，并且主题中可以通过inputDecorationTheme来设置输入框默认的decoration。所以我们可以通过主题来自定义，代码如下：

Theme(  
 data: Theme.of(context).copyWith(  
 hintColor: Colors.grey[200], //定义下划线颜色  
 inputDecorationTheme: InputDecorationTheme(  
 labelStyle: TextStyle(color: Colors.grey),//定义label字体样式  
 hintStyle: TextStyle(color: Colors.grey, fontSize: 14.0)//定义提示文本样式  
 )  
 ),  
 child: Column(  
 children: <Widget>[  
 TextField(  
 decoration: InputDecoration(  
 labelText: "用户名",  
 hintText: "用户名或邮箱",  
 prefixIcon: Icon(Icons.person)  
 ),  
 ),  
 TextField(  
 decoration: InputDecoration(  
 prefixIcon: Icon(Icons.lock),  
 labelText: "密码",  
 hintText: "您的登录密码",  
 hintStyle: TextStyle(color: Colors.grey, fontSize: 13.0)  
 ),  
 obscureText: true,  
 )  
 ],  
 )  
)

运行效果如图3-28所示：

图3-28

我们成功的自定义了下划线颜色和提问文字样式，细心的读者可能已经发现，通过这种方式自定义后，输入框在获取焦点时，labelText不会高亮显示了，正如上图中的“用户名”本应该显示蓝色，但现在却显示为灰色，并且我们还是无法定义下划线宽度。另一种灵活的方式是直接隐藏掉TextField本身的下划线，然后通过Container去嵌套定义样式，如:

Container(  
 child: TextField(  
 keyboardType: TextInputType.emailAddress,  
 decoration: InputDecoration(  
 labelText: "Email",  
 hintText: "电子邮件地址",  
 prefixIcon: Icon(Icons.email),  
 border: InputBorder.none //隐藏下划线  
 )  
 ),  
 decoration: BoxDecoration(  
 // 下滑线浅灰色，宽度1像素  
 border: Border(bottom: BorderSide(color: Colors.grey[200], width: 1.0))  
 ),  
)

运行效果：

![image-20180904150511545](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWgAAAA+CAYAAAAGRYGLAAAMJWlDQ1BJQ0MgUHJvZmlsZQAASImVVwdUk8kWnr8kISGhBUKREnoTpUiXGloEAamCjZAEEkoMgSBiBVlUYC2oWLCiqyKKrgWQxYZdWRTsdUFERVlFXWyovEkC6LqvnHfPmZnv3Ln3znennRkAVCM5YnEGqgZApihHEhXsz5yckMgkPQIo0AbKgATGcrjZYr/IyDAAZbj9u7y7CRBZe81OFuuf/f9V1Hn8bC4ASCTEybxsbibEhwHAXbhiSQ4AhF6oN52VI4aYCFkCTQkkCLGZDKcqsJsMJytwmNwmJooFcRIASlQOR5IKgIqMFzOXmwrjqJRBbC/iCUUQN0HszRVweBB/hnh0ZuZMiFWtILZK/i5O6t9iJo/E5HBSR7AiF7koBQizxRmc2f/ndPxvycyQDo9hCgtVIAmJkuUsm7f0maEyTIX4gig5PAJiDYivC3lyexl+IpCGxA7Zf+Bms+CcAQYAKJXHCQiFWB9iE2l6rN8Q9uZI5L7QHk3MF8TEK+KjIsnMqKH4aL4oIzxsKE6ZgM8exlX87MDoYZsUYRAbYriGaIMwhx0zFPNCrjAuHGIViO9np0eHDvk+zxewwkfGkkbJOMM1x0Bm9nAumFmKJChKYY+5CITs8CF9WI4gJkThi03ncuQcdCBO42dPDhvmw+MHBCr4YIV8UewQT6xcnOMfNWS/Q5wROWSPNfEzgmV6E4hbs3Ojh337cuBmU+SCgzTOhEjFuLimOCcyRsENZ4IwwAIBgAmksCSDmSANCFt763vBcE8Q4AAJSAV8YDekGfaIl/eIYB0N8sGfEPFB9oifv7yXD3Kh/suIVlHbgRR5b67cIx08gTgT18O9cU88DNa+sDjibrj7sB9TdXhUYiAxgBhCDCJazxAWSn6IywRcmEEGLBIQCls+zErGQTTM/VscwhNCG+ER4Qahg3AHxIHH0E74jwy/RROO6CaCDhg1aCi75O+zwy0ga2fcH/eC/CF3nIHrATt8HMzED/eBuTlD7bdZ+3fcpcOsyfZklKxN9iVb/WinYqPiPOIjy+17ngpeySOZsEZ6fhyN9V1uPNiG/miJLcEOYeexU9hFrAmrB0zsBNaAtWDHZHhkbzyW743h0aLkfNJhHOGwjX2NfY/95x/G5gyNL5GvP8jh5+XIDg5rpni2RJgqyGH6wduaz2SLuGNGMx3tHeAtKrv7FVfLW4b8TkcYl77pCuYAMP7Q4OBg0zddGLxZjhgAQHn1TWf1Hh5newAuFHClklyFDpdVBEABqvCk6AJDeHdZwYwcgQvwBL4gEEwAESAGJIDpcJ4FIBOyngXmggJQDErBCrAGbABbwHawG+wDB0E9aAKnwDlwGVwFN8A9uFe6wQvQB96BAQRBSAgNoSO6iBFijtgijogb4o0EImFIFJKAJCGpiAiRInORRUgpUo5sQLYh1civyFHkFHIRaUPuIJ1ID/IG+YRiKBXVRA1QC3Qs6ob6oaFoDDoNTUWz0Hy0CF2GrkOr0L1oHXoKvYzeQDvQF2g/BjBljIEZY3aYG8bCIrBELAWTYPOxEqwCq8JqsUa40tewDqwX+4gTcTrOxO3gfg3BY3EunoXPx8vwDfhuvA4/g1/DO/E+/CuBRtAn2BI8CGzCZEIqYRahmFBB2Ek4QjgLz1Q34R2RSGQQLYmu8KwmENOIc4hlxE3E/cSTxDZiF7GfRCLpkmxJXqQIEoeUQyomrSftJZ0gtZO6SR+UlJWMlByVgpQSlURKhUoVSnuUjiu1Kz1VGiCrkc3JHuQIMo88m7ycvIPcSL5C7iYPUNQplhQvSgwljVJAWUeppZyl3Ke8VVZWNlF2V56kLFReqLxO+YDyBeVO5Y9UDaoNlUWdSpVSl1F3UU9S71Df0mg0C5ovLZGWQ1tGq6adpj2kfVChq4xRYavwVBaoVKrUqbSrvFQlq5qr+qlOV81XrVA9pHpFtVeNrGahxlLjqM1Xq1Q7qnZLrV+dru6gHqGeqV6mvkf9ovozDZKGhUagBk+jSGO7xmmNLjpGN6Wz6Fz6IvoO+ll6tyZR01KTrZmmWaq5T7NVs09LQ2ucVpxWnlal1jGtDgbGsGCwGRmM5YyDjJuMT9oG2n7afO2l2rXa7drvdUbp+OrwdUp09uvc0Pmky9QN1E3XXalbr/tAD9ez0ZukN0tvs95Zvd5RmqM8R3FHlYw6OOquPqpvox+lP0d/u36Lfr+BoUGwgdhgvcFpg15DhqGvYZrhasPjhj1GdCNvI6HRaqMTRs+ZWkw/ZgZzHfMMs89Y3zjEWGq8zbjVeMDE0iTWpNBkv8kDU4qpm2mK6WrTZtM+MyOziWZzzWrM7pqTzd3MBeZrzc+bv7ewtIi3WGxRb/HMUseSbZlvWWN534pm5WOVZVVldd2aaO1mnW69yfqqDWrjbCOwqbS5YovautgKbTfZto0mjHYfLRpdNfqWHdXOzy7XrsaucwxjTNiYwjH1Y16ONRubOHbl2PNjv9o722fY77C/56DhMMGh0KHR4Y2jjSPXsdLxuhPNKchpgVOD0+txtuP44zaPu+1Md57ovNi52fmLi6uLxKXWpcfVzDXJdaPrLTdNt0i3MrcL7gR3f/cF7k3uHz1cPHI8Dnq88rTzTPfc4/lsvOV4/vgd47u8TLw4Xtu8OryZ3kneW707fIx9OD5VPo98TX15vjt9n/pZ+6X57fV76W/vL/E/4v+e5cGaxzoZgAUEB5QEtAZqBMYGbgh8GGQSlBpUE9QX7Bw8J/hkCCEkNGRlyC22AZvLrmb3TXCdMG/CmVBqaHTohtBHYTZhkrDGiejECRNXTbwfbh4uCq+PABHsiFURDyItI7Mif5tEnBQ5qXLSkyiHqLlR56Pp0TOi90S/i/GPWR5zL9YqVhrbHKcaNzWuOu59fEB8eXzH5LGT502+nKCXIExoSCQlxiXuTOyfEjhlzZTuqc5Ti6fenGY5LW/axel60zOmH5uhOoMz41ASISk+aU/SZ04Ep4rTn8xO3pjcx2Vx13Jf8Hx5q3k9fC9+Of9pildKecqzVK/UVak9Ah9BhaBXyBJuEL5OC0nbkvY+PSJ9V/pgRnzG/kylzKTMoyINUbrozEzDmXkz28S24mJxR5ZH1pqsPkmoZGc2kj0tuyFHEz6yW6RW0p+knbneuZW5H2bFzTqUp54nymuZbTN76eyn+UH5v8zB53DnNM81nlswt3Oe37xt85H5yfObF5guKFrQvTB44e4CSkF6we+F9oXlhX8til/UWGRQtLCo66fgn2qKVYolxbcWey7esgRfIlzSutRp6fqlX0t4JZdK7UsrSj+Xccsu/ezw87qfB5elLGtd7rJ88wriCtGKmyt9Vu4uVy/PL+9aNXFV3Wrm6pLVf62ZseZixbiKLWspa6VrO9aFrWtYb7Z+xfrPGwQbblT6V+7fqL9x6cb3m3ib2jf7bq7dYrCldMunrcKtt7cFb6ursqiq2E7cnrv9yY64Hed/cfuleqfeztKdX3aJdnXsjtp9ptq1unqP/p7lNWiNtKZn79S9V/cF7Guotavdtp+xv/QAOCA98PzXpF9vHgw92HzI7VDtYfPDG4/Qj5TUIXWz6/rqBfUdDQkNbUcnHG1u9Gw88tuY33Y1GTdVHtM6tvw45XjR8cET+Sf6T4pP9p5KPdXVPKP53unJp6+fmXSm9Wzo2Qvngs6dPu93/sQFrwtNFz0uHr3kdqn+ssvluhbnliO/O/9+pNWlte6K65WGq+5XG9vGtx1v92k/dS3g2rnr7OuXb4TfaLsZe/P2ram3Om7zbj+7k3Hn9d3cuwP3Ft4n3C95oPag4qH+w6o/rP/Y3+HScawzoLPlUfSje13crhePsx9/7i56QntS8dToafUzx2dNPUE9V59Ped79QvxioLf4T/U/N760enn4le+rlr7Jfd2vJa8H35S91X27669xfzX3R/Y/fJf5buB9yQfdD7s/un08/yn+09OBWZ9Jn9d9sf7S+DX06/3BzMFBMUfCkT8FMFjQlBQA3uwCgJYAAP0qfD9MUfzN5IIo/pNyBP4TVvzf5OICQC1sZM9w1kkADsBi6QtjwyJ7jsf4AtTJaaQMSXaKk6MiFhX+cAgfBgffwncMqRGAL5LBwYFNg4NfdkCydwA4maX4E8pE9gfdKo/RzshbCH6QfwEOk3CtyyHjHgAAAAlwSFlzAAAWJQAAFiUBSVIk8AAAAVlpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IlhNUCBDb3JlIDUuNC4wIj4KICAgPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4KICAgICAgPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIKICAgICAgICAgICAgeG1sbnM6dGlmZj0iaHR0cDovL25zLmFkb2JlLmNvbS90aWZmLzEuMC8iPgogICAgICAgICA8dGlmZjpPcmllbnRhdGlvbj4xPC90aWZmOk9yaWVudGF0aW9uPgogICAgICA8L3JkZjpEZXNjcmlwdGlvbj4KICAgPC9yZGY6UkRGPgo8L3g6eG1wbWV0YT4KTMInWQAAFhpJREFUeAHtnXmsVfV2x9cZ7swsyDxXkIoMl4cCiljQVvBVn5FoTbQ2TYc0L8baNk1eatOkMWn/aNq0if7RNraxibGtfT4nijiiCDiACDLKlUFFrsrM5U5n6Pqsc36HfQ/n3ntAe92066fn7L1/w/r99vccPnvd9fvtfRJdXV158eQKuAKugCsQOwWSsRuRD8gVcAVcAVfAFHBA+xfBFXAFXIGYKuCAjukH48NyBVwBV8AB7d8BV8AVcAViqoADOqYfjA/LFXAFXAEHtH8HXAFXwBWIqQIO6Jh+MD4sV8AVcAUc0P4dcAVcAVcgpgr8vwe036UT02+mD8sVcAUkHWcNgGe+AkGTie826mAzoXa4QlXo4rt14K1dAVfAFfgeFIgtoIEm8EzXXniWmYxILicCYKkX5XX5Ma0DgKkHnGv0rNnvVjtZ3WGflydXwBVwBeKkQCwBDVBTSszT+piQ9Z9k5eSZvCQ1I5fLS21dQlZdk5Ihuu1WSONNlzxibWfQVgNsSZTZvm61utTViOz+MifnsiIzxyTlhe0ZWTY9JWOHJCSjeaGdNfY3V8AVcAV+QAXiGYNWmALotm6Rx3bmpKsmIY0K0JpBCRmkrySj1hewTeg2pZeZWn2l8Yz1GA+ZBGxr8cCLdWpSli3n1C7w71bgv3koJ22degEoAr1Qw99dAVfAFfjhFSii7IcfSKURwMz5g0QebE5LnXrMIZ08m5N/+zAj9ZpxXOE6tikhV6s3vPFAVto1bLFwUkqaJyWlS0G8ZkdGDp3OS1ohveKqlMzQeoPqFO612EvIcLXLxcCTK+AKuAJxU0CxFc+kTrTFhQlFvLM/I1sOZWX9voy0nspJRmMVv7UxIw3qQa++Ni2bDufkZxsysnhaSuaOTsrSN7qlQz3k3V/lZN+xvDz4o7RcdUVS/nWbGtN05FhOtmsZXnNWYyD05ckVcAVcgbgpEGsPGkJrFEJaT+alUwPOJ9vzMnloQoaqxyz1CWmekJRRw5IyVaE8SuPUs8am5MSwnPzm7oQcOyOyYGpShmlIZMcXOTmj5Z+2iZztEmlQ77k+G7Ds7nPcvpQ+HlfAFSgo0C+gDWOBZd9BtUuZfGOCr0HjxnfNT0tjI85+YSAAG3h3ajijkHTy0OLLeenSvDrdr1fveuvBnPzTjqz8xsykTBiekLojefPKsVuwVPDSgxXfugKugCsQJwX6BTRYZPItAO1iBx/80+5CdKHq5qHdGQVum3q99fV40Xi/ClUKdT8MitUcHUX7FJ3WsrRCeu/RrDSPTMiyGWnZpiGSQxqvJuGVZ7UNR+3qSV/quZkxf3MFXAFX4H9JgV4BDbSYPGPSba1OtB1ozdvqCNYfV5tSSvcObd88JSk36wTdxZAw9D+hISH//kFGBmlIoyuTlyY9XjQtKXeP0Mm9YgR9aClkkVB4axhEQyAAeM7klPydxqoT67tky6m8jFevOqM28K4bdVzAfGxjwiYQHdLVfqpezxVwBQZKgURvv0lIGIDlauv2ZeW2NeqSntMhKdiEZWt5RRsVekuQj4SXy+uKhHx8R41cOzZpN4dUG+6gi4x6uIQyQne0JYbMmuiUXkGY6KMOKa3H1kbL0lrAcrzO7oLnzZI8Uk2xTk6vFimtw9pnQI8dT66AK+AKxEmBXj3oMMj9xxV+CrWfr0zJi5/l5F90wm1+o3Ja8zoqeNOEik8pUHd15OWPfzkl80eK3L8hKzuO5mXOuIITXS0LgXGdroGuJ6yhAwqXBLuLUPsnVAGQa9IFixxbGz0OZfWsodb2HJPYAuOUVqRtnSoQygo1/N0VcAVcgXgo0C+g6wgj6JK1Zg0XrJyTlsWbM/J7H+HSJmSuLkTWhRWiLBaNFIguL5ZNZ/VAwxHPLUvLr+vk3vst6qJqAJqJO1IBpYX9at4JVZQnIBxu9bZ97ZIUbNOGfBL70fA3+VQHzlTB+Q7tqO/JFXAFXIG4KAB++0zGR4XrP7zbLS1f5+R3l9bIztW18gcTNGyhS9dOKP3GafkeDWV83JaXv7w6JQfvqZWf6M0lwPmft2oFjRtfqpcKUMtfDDgA2PY5ZqeYepSVtS/VCXVDhm9dAVfAFYiZAv0CGk9TNGTwt7pkbfYvuuUfFdQsWfv7O2vlP5enZajGdjfrzSC/OkTk1VU18ue31UiD+uV/9Vq3LHk5I08eVcTrsdmJ2cn7cFwBV8AViLMC/YY4bPAK6YXqBR/TyMbvb8rIKwdy8ieLU7JaveSFE1Oy9XBWbpqRkhF6U8h/78zKX2gY5ANdNTFLV1M0qju7pVOtRF3cKhUJXrdP4FUpmFdzBVyB/1MK9OtBh7M9p46wzsvJvME6YXgiL0te6Ja/XtcttepB37UgLcc1GP2nL3TJqrXdcliBPFdhrQsopN1iJMHKxW3rdHKPV3nKqzvOq5oU6va37c1WpX4q2Yq2D+XkXbgfrdlzP1q3UtuetXselbeNllLmyRVwBS4/Bfr0oM3pLXq+bNSBlpMK3FkK5YSGPX6mjwL9D13V8TvTk/JTfeqc6A0lcxTMHVpPH5lhz3OOxoOrlYe+mNzb3pKzSbyZ4xP2tLrgUdfU1OgkoZZlo9N/xKWLg410RN1K+aFKAFu5Lcppl9a7dDI8gLqYQl44ZstYeJGwl0qldIlf0tqxpQ3lYdyhrjWIvJWXY4eEzfJxRJrZLm2px1ij58s+diqdX7kNP3YFXIF4KdAnoM3vKnO+QCArN0DHbA1hHGkX+emWrEzVlRuNuqpD5w0tXYjKQn5/7zh7STWeUff7z36RsednvPdHddKoIRY4mdJFy2vWrJEpU6bINddcUwJSAG3UPrBqaWkRXettwKROSGG/Vp9H2tDQIFdeeaUBlHwAChBPnjwpGzdulJtuukmamposH9CdOXPG+sUW8Kurr9O/JGoNkNg7cOCAbN++XVauXGl9M476+npZu3atXH311TZ2xgQ8edEn/b355psyatQoufbaa63duXPnbEzffPON7NmzR5YuXWr9Ub8cwq+99poMHTpUrrvuOmvL2LB59OhR+eyzz2TRokXWD/meXAFX4PJQoE9AG2QrkJYs/MU2fRuiQZJRCmpCGefO8+97OfsRCupJOsKOjg6dp9Sn2Cmg03oP98cff2zguuqqq6S9vd1gBYzwIkMCYID2888/N6BSHqAcvFmg+c4771i7hx56SJ8dXVvydPF8eX3yySeyfPlygx229+3bJ0899ZQ0NzcbLD/88EMrX7ZsmUEb27t375bTp0+bvc2bN8vx48flzjvvNMhOmjSpNF7GGDxb+tq/f39pjJzL888/LyNGjJCpU6fK3j175cYbb7Q+GQf9cLOO+tdmD4BPmDCBIkth/FxMGA+A9uQKuAKXlwJ9App//oHPvbGXP/55Fkao19vp91deqR2/onJaf5fqv36+RgbXt+lSPcIVendgZ6eB8+uvvzZQcTx69GhZccsKjVnXWR72AO4tt9xygWnAiAe7fv16GTZsmNx2223S1FjwkCkDytgGbgD0jTfeMFuzZs0yCAPC22//sdrNy8GDBw2iABFvmjYfffSRPPDAAzaOnTt3yvTp080bp/zs2bO2z0Wnrq5Of4BgkF0IGCReen0DT7nWVBwj4+TiMmToEL3BRi+EHe3SerTVPG08/5T+WgFjHjx4sLUvNNZok7ajP8bFhYgULlDU9+QKuALxV6BPQDN8nr0MfZvUU072RulezhMMaOTD2gPxi01phct7p7vktycm5Sd33a0P4NfQg0LnySeftDDAokWLFaAZA94rr7wiWb1vO1F8sH+AEaCKJmD36aefynPPPSfDhw+Xe++9V8aOHSvd3d0GOoD23nvvybFjx2T8+PHmoeMNA2J0mDxpstWr09lLQA4E8eRpj9e7d+9eAyohE0ILhw8flpEjRxrk8aTx/gk7EL6YPHmyLF68WI62HpV9e/eV8mvSNbJw4UKzF7x6xvP8Cy9Y6AR7Dz74oPXDubS1tcmJEyfs4kFIB+/6rbfesosE54MW4S8I9oPXHtXF910BVyB+CvQJaNg6Sif9RJ8C977Nx5ETUjmtQ1k0X/MUCNxbPV6f41y6VzuYqGar7QepZzl48DADC0AENo2Njep9NpkFoIOXGPUMqccrJOpQvmnTJnnppZfknnvukblz55baA9cALmBL/HjGjBny+OOPW11g/OWXX1p9oIfXjnc8b948Gwtt8Y7XrVtn3jzQfPHFF80OsWPq45UvWbJEZs+ebWEb7OR0NjSlQXfOh2OAzLmECwYhlJaWz+Tbb7+1MMUVV1wh27ZtK3ndAc7UJ9zDxQR9CMUwJjTgYvDFF18YuPHauTBFtQoa+dYVcAXipUCfgCbE+Sv60Pu/aU7JMb2Fm5+NKuGXByZFUzgkv7jPplN/Nnv6qKQs1IfrmzcebdPPfkYH0DykVrZt3y0H9m3WuDc3k+ctjNDa2mpeKaAhrEAYgf0AYqBEfgAR+cCPmDChiqlTp8pXX31Vqs9QmGQDjtQFbrzCPl4piWMgh8cKBK+//nrLpxzbeNrTpk2zMsIXAJwUxhG2wJj9XD4nQBePG++b85gzZ45NGL799tsyf/58s1ejT67C296/v0V27dxl4GV81MUWE5Njxoyx+owBSGOfMjx3Yu1MVhKeIR7NBYkxh/HYIP3NFXAFYqVAr4DWf9u21G24rp74w5trqooz93ZmNerIwjeAj91qEzeofNmZlXHjr5Sbb7iZR3qot5m01RBTphRWcQApvEbCCcCThNfIhNsTTzxh0A1wpQxwAeYtW7ZwaAALoHr44Yct7AC0gPupU6cM0qzm4DhAFW+YybsbbrhBWD1x//33G+gYC5OBwJvVGsCzobHBxsWYAjBDvxyHCwC2GQe2SYAZrx3YE0IhlAFg29vPSZP+5YC98rbdGR4deP6c2GdM48aNk7vvvrukD33R1uGMQp5cgfgq0Cugw5DtSZ4KV25SudTE6gu86os1waRYa7sCZuxomTf/R6Xu8VQJP4QQBVAj1hugA5SA2mOPPdYDQniNzzzzjP2JTwiDiboopJhooy2Tb4QWwgoQJgkJESxYsMD6CEAH0CynY5UEQF2uqz1a9rfIps2bLCQBvAlBcFFgbCyXI/b96quvGmzp+4477jBvnnJeePkkJi+Z+GSMgBkt2BK/5uJAvSxXvWKibUN9gx0RagHCJPLpJwCdY0+ugCtweSjQL6ANqvoW/lkHyIbjak5T+XBJKacwmdKk8dT9B+TVdWv02c0sfUsY6PCA8VQBDp4uIAyeocFKIcuqiJDgEm2BL6EHwhkAOQpo4EwCisAXyBN3XrVqlezatcv6o37oh1AHa5a5OBBX5gKQ0D4AKf3gQWOT+kB9w4YNZnPixIm2ygJbjIUtL8IrhCcAMH0TnyaftimFPBeNp59+Wh555BEDLv3QJ/bZEnIBxExyEtMOCT1KL/0ktbdQ5FtXwBWIsQL9AjqMvfyfdPlxqPd9b/UHUGTM6JEaO51oD/vnRhXAiIdJPJVVGniarHoATgGegDEAlx+1ymt8hXbRfNpSP6QASoAYJuuwCWxpC+QCMPHa8YyxR30S5STACWSj65LJx9MmJg18Q6It4RNWd+zYscNscuGYOXOm/cmBTfphDKz6ePTRR+3cCesAYcI1gP+ggp2xMm7+Onj22WdL46GvAGjrd6A+vHCSvnUFXIFLUqBqQF+S9e/YqFvjK5P00Xg/vv3XZMyowQqZQgybO+6YTGOyL5rwMIEUoY8MS+6KIEomdEJOYzTAlXK2pADkqA32gTYAZlUEEGfCkePQjvKtW7faxBzQve+++wphjOLfGdQD3KysYJvUVRq5XOGCgR1SCK+EmDiTfKzH5pzw7kNfgBWPG+gOGaKPDNT0+uuvW9ydePf7779vY1y9erXFq4E2E6i0A9Z41vTBlkR+4aLCxcay/M0VcAViqkCsAZ3U3xccVpvU27w13prtUujqr6foagbAxwQa65TxVnnhibJ8DpgRDy48OaRAoG4t71Iw4oUCSOr3lgAYkMMrZaKR9PLLL1sMmtuoKQd4gBRgEgqhT2ySD1gBeNhSn9BKXle3lF8cqMe48YyZDASiwJMXiTImP/GS2Wc1Bq+3dI0zQKaPFStWlG52AfpHjhyx29uZ2GRNNMvzAHaYRGU8rPYgnILNcCGwDv3NFXAFYqVArAF9+IzIm7q8L6uetIFEgQ1gbr31VgsJACoSZeQT8128hJtXCoAjDyieVVgB70OHDpnnCWhDO9uJvGELCBJi4BkcAB1wvvvuuxaKwDYxb9YSszSOPsgLsGOfkAX55YmwRBhbtIwxkjq71Esvxodpz4UGT53ldlH7hHMAOnlcTLg4MG62hEmYjGTshE2wwyqODz74wPqgf/SjHe09uQKuQHwV6PVHY3/IIStr7Mdct7Vkbdv8S3oDh/62IDyhDE8V0AAkABQ8VvI5psyAXjwJ8vAoASuxZO4c7C3RjhUbxIFZn4wtAAq0gTVeOHbKbdCOFysoKCcuntLnhoTZVcaAd0v4As/7gjHqgKIRB+pzPkCUuhxjn3MN5x8AS35I1CORV2k/lFklf3MFXIFYKxBLQAfF4BvUUg73SAFW5WCKAqlHAz0AssCNRIikr4THDPy4AIQEFOmPfGxVssFkJHcF9lYeDWFExx76KN/2dZ7VtC+358eugCtweSkQa0AXnUEFY2VRA5Ap7Q9Y1K0EvEqWg92ozZAX6kfLQh7bUK9SeV9lURuV9gtaFGZJe5Gj1Ix+ov2HYAvtuIiEMEqpge+4Aq5ALBWINaBjqZgPyhVwBVyBAVLg/CLgAerQu3EFXAFXwBWoTgEHdHU6eS1XwBVwBQZcAQf0gEvuHboCroArUJ0CDujqdPJaroAr4AoMuAIO6AGX3Dt0BVwBV6A6BRzQ1enktVwBV8AVGHAFHNADLrl36Aq4Aq5AdQo4oKvTyWu5Aq6AKzDgCjigB1xy79AVcAVcgeoUSPOISk+ugCvgCrgC8VNAnwEU6yeOxk8xH5Er4Aq4AgOkQK+A5oE6eX3+ckIfNM8Ddizp03Y4JlFm2YUn8FjeBW/FMrMVbFCpYKLQvqzRBXWL5WE8vfZZYRzBVtiaqbJ6PFTIHiAUOc/woKHwcKML2gUbYUsF9knhyUTsF/OChtZX8UFGPWxTtfh40B5jNRPF8fF59DCOee1A/7f80kd0vl6wyVD6SyVbPJWJcUfPo//GNhZ7SJPulb4bxXbRcwpjCv2V99PjO1fFOKK2+xom/dLXBWOrkB/GiL1gv1Ke9RcdY3S/0Pi8jtGysn3ro/A0LDMZtRvtt2CSxpgtfEB2XhyXt9e8MHbq97AT6T9aRxuUxtujfsRWj/xifbMReBD60vGF771mlVL5eKP9BzuV2mGgvG3JaLGs9P2jb/0vaBSt19d+j3PDZrCh52n7EY2jdcN+afy0i9Qt9YlepPBvqw+9CxW1X/1Jp1A95PnWFXAFXAFXIAYK+CRhDD4EH4Ir4Aq4ApUUcEBXUsXzXAFXwBWIgQIO6Bh8CD4EV8AVcAUqKeCArqSK57kCroArEAMF/gekJUGEZ9E3mAAAAABJRU5ErkJggg==)
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通过这种组件组合的方式，也可以定义背景圆角等。一般来说，优先通过decoration来自定义样式，如果decoration实现不了，再用widget组合的方式。

思考题：在这个示例中，下划线颜色是固定的，所以获得焦点后颜色仍然为灰色，如何实现点击后下滑线也变色呢？

## 3.7.2 表单Form

实际业务中，在正式向服务器提交数据前，都会对各个输入框数据进行合法性校验，但是对每一个TextField都分别进行校验将会是一件很麻烦的事。还有，如果用户想清除一组TextField的内容，除了一个一个清除有没有什么更好的办法呢？为此，Flutter提供了一个Form 组件，它可以对输入框进行分组，然后进行一些统一操作，如输入内容校验、输入框重置以及输入内容保存。

#### Form

Form继承自StatefulWidget对象，它对应的状态类为FormState。我们先看看Form类的定义：

Form({  
 @required Widget child,  
 bool autovalidate = false,  
 WillPopCallback onWillPop,  
 VoidCallback onChanged,  
})

* autovalidate：是否自动校验输入内容；当为true时，每一个子FormField内容发生变化时都会自动校验合法性，并直接显示错误信息。否则，需要通过调用FormState.validate()来手动校验。
* onWillPop：决定Form所在的路由是否可以直接返回（如点击返回按钮），该回调返回一个Future对象，如果Future的最终结果是false，则当前路由不会返回；如果为true，则会返回到上一个路由。此属性通常用于拦截返回按钮。
* onChanged：Form的任意一个子FormField内容发生变化时会触发此回调。

#### FormField

Form的子孙元素必须是FormField类型，FormField是一个抽象类，定义几个属性，FormState内部通过它们来完成操作，FormField部分定义如下：

const FormField({  
 ...  
 FormFieldSetter<T> onSaved, //保存回调  
 FormFieldValidator<T> validator, //验证回调  
 T initialValue, //初始值  
 bool autovalidate = false, //是否自动校验。  
})

为了方便使用，Flutter提供了一个TextFormField组件，它继承自FormField类，也是TextField的一个包装类，所以除了FormField定义的属性之外，它还包括TextField的属性。

#### FormState

FormState为Form的State类，可以通过Form.of()或GlobalKey获得。我们可以通过它来对Form的子孙FormField进行统一操作。我们看看其常用的三个方法：

* FormState.validate()：调用此方法后，会调用Form子孙FormField的validate回调，如果有一个校验失败，则返回false，所有校验失败项都会返回用户返回的错误提示。
* FormState.save()：调用此方法后，会调用Form子孙FormField的save回调，用于保存表单内容
* FormState.reset()：调用此方法后，会将子孙FormField的内容清空。

#### 示例

我们修改一下上面用户登录的示例，在提交之前校验：

1. 用户名不能为空，如果为空则提示“用户名不能为空”。
2. 密码不能小于6位，如果小于6为则提示“密码不能少于6位”。

完整代码：

class FormTestRoute extends StatefulWidget {  
 @override  
 \_FormTestRouteState createState() => new \_FormTestRouteState();  
}  
  
class \_FormTestRouteState extends State<FormTestRoute> {  
 TextEditingController \_unameController = new TextEditingController();  
 TextEditingController \_pwdController = new TextEditingController();  
 GlobalKey \_formKey= new GlobalKey<FormState>();  
  
 @override  
 Widget build(BuildContext context) {  
 return Scaffold(  
 appBar: AppBar(  
 title:Text("Form Test"),  
 ),  
 body: Padding(  
 padding: const EdgeInsets.symmetric(vertical: 16.0, horizontal: 24.0),  
 child: Form(  
 key: \_formKey, //设置globalKey，用于后面获取FormState  
 autovalidate: true, //开启自动校验  
 child: Column(  
 children: <Widget>[  
 TextFormField(  
 autofocus: true,  
 controller: \_unameController,  
 decoration: InputDecoration(  
 labelText: "用户名",  
 hintText: "用户名或邮箱",  
 icon: Icon(Icons.person)  
 ),  
 // 校验用户名  
 validator: (v) {  
 return v  
 .trim()  
 .length > 0 ? null : "用户名不能为空";  
 }  
  
 ),  
 TextFormField(  
 controller: \_pwdController,  
 decoration: InputDecoration(  
 labelText: "密码",  
 hintText: "您的登录密码",  
 icon: Icon(Icons.lock)  
 ),  
 obscureText: true,  
 //校验密码  
 validator: (v) {  
 return v  
 .trim()  
 .length > 5 ? null : "密码不能少于6位";  
 }  
 ),  
 // 登录按钮  
 Padding(  
 padding: const EdgeInsets.only(top: 28.0),  
 child: Row(  
 children: <Widget>[  
 Expanded(  
 child: RaisedButton(  
 padding: EdgeInsets.all(15.0),  
 child: Text("登录"),  
 color: Theme  
 .of(context)  
 .primaryColor,  
 textColor: Colors.white,  
 onPressed: () {  
 //在这里不能通过此方式获取FormState，context不对  
 //print(Form.of(context));  
   
 // 通过\_formKey.currentState 获取FormState后，  
 // 调用validate()方法校验用户名密码是否合法，校验  
 // 通过后再提交数据。   
 if((\_formKey.currentState as FormState).validate()){  
 //验证通过提交数据  
 }  
 },  
 ),  
 ),  
 ],  
 ),  
 )  
 ],  
 ),  
 ),  
 ),  
 );  
 }  
}

运行后效果如图3-29所示：

图3-29

注意，登录按钮的onPressed方法中不能通过Form.of(context)来获取，原因是，此处的context为FormTestRoute的context，而Form.of(context)是根据所指定context向根去查找，而FormState是在FormTestRoute的子树中，所以不行。正确的做法是通过Builder来构建登录按钮，Builder会将widget节点的context作为回调参数：

Expanded(  
 // 通过Builder来获取RaisedButton所在widget树的真正context(Element)   
 child:Builder(builder: (context){  
 return RaisedButton(  
 ...  
 onPressed: () {  
 //由于本widget也是Form的子代widget，所以可以通过下面方式获取FormState   
 if(Form.of(context).validate()){  
 //验证通过提交数据  
 }  
 },  
 );  
 })  
)

其实context正是操作Widget所对应的Element的一个接口，由于Widget树对应的Element都是不同的，所以context也都是不同的，有关context的更多内容会在后面高级部分详细讨论。Flutter中有很多“of(context)”这种方法，读者在使用时一定要注意context是否正确。