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# Driver security checklist

This topic provides a driver security checklist for driver developers.

## Driver security overview

Anything an attacker can do that causes a driver to malfunction in such a way that it causes the system to crash or become unusable is a security flaw. In addition, vulnerabilities in driver code can allow an attacker to gain access to kernel creating an avenue to compromise the entire OS. When most developers are working on their driver, their focus is on getting the driver to work properly and not whether a malicious attacker will attempt to exploit holes within their code.

However, after a driver is released, there are attackers who attempt to probe and identify security weaknesses. Developers must consider these issues during the design and implementation phase in order to minimize the likelihood that such vulnerabilities exist. The goal is to eliminate all known security gaps before the driver is released.

Creating secure drivers requires the cooperation of the system architect (consciously thinking of potential threats to the driver), the developer implementing the code (defensively coding common operations that can be the source of exploits), and the test team (pro-actively attempting to find weakness and vulnerabilities). By properly coordinating all of these activities, the security of the driver will be dramatically enhanced.

**Security checklist:** *Complete the security task described in each of these topics.*

[Confirm that a kernel driver is required](#confirmkernel)

[Control access to software only drivers](#controlsoftwareonly)

[Threat analysis and threat model creation](#threatanalysis)

[Driver security code practices](#driversecuritycodepractices)

[Device Guard compatibility](#dgc)

[Technology specific code practices](#technologyspecificcodepractices)

[Managing driver access control](#managingdriveraccesscontrol)

[Code validation tools](#codevalidationtools)

[Use code analysis in Visual Studio to investigate driver security](#use-code-analysis)

[Use Static Driver Verifier to Check for Vulnerabilities](#sdv)

[Use the Device Guard Readiness Tool to evaluate HVCI driver compatibility](#use-the-device-guard-readiness-tool)

[Check code with Binscope Binary Analyzer](#binscope)

[Debugger techniques and extensions](#debugger)

[Enhance device installation security](#enhancedeviceinstallationsecurity)

[Release driver signing](#releasedriversigning)

[Secure coding resources](#securecodingresources)

[Key takeaways](#keytakeaways)

## Confirm that a kernel driver is required

**Security checklist item #1:** *Confirm that a kernel driver is required and that a lower risk approach such as Windows service or app is not a better approach.*

Drivers live in the windows kernel, and having an issue when executing in kernel exposes the entire operating system. If any other option is available, it likley will be lower cost and have less associated risk than a kernel driver.

For more information about the built in Windows drivers, see [Do you need to write a driver?](https://docs.microsoft.com/en-us/windows-hardware/drivers/gettingstarted/do-you-need-to-write-a-driver-).

For information on if you can use the lower risk user mode framework driver (UMDF), see [Choosing a driver model](https://docs.microsoft.com/en-us/windows-hardware/drivers/gettingstarted/choosing-a-driver-model).

For information on using background tasks, see [Support your app with background tasks](https://docs.microsoft.com/windows/uwp/launch-resume/support-your-app-with-background-tasks).

For information on Windows Services, see [Services](https://msdn.microsoft.com/en-us/library/windows/desktop/ms685141(v=vs.85).aspx).

## Control access to software only drivers

**Security checklist item #2:** *If a software only driver is going to be created addtional access control must be implemented.*

Software only kernel drivers may not use PnP to become associated with specific hardware IDs. Software only kernel drivers contain addtional risk and must be limited to run on specific hardware.

Code signed by a trusted SPC (Sofware Publishers Certificate) or WHQL (Windows Hardware Quality Labs) signature must not facilitate bypass of Windows code integrity and security technologies. Before code is signed by a trusted SPC or WHQL signature, first ensure it complies with guidance from both [Device.DevFund.Reliability.BasicSecurity](https://docs.microsoft.com/en-us/windows-hardware/design/compatibility/1703/device-devfund#device.devfund.reliability) and [Creating Reliable Kernel-Mode Drivers](https://docs.microsoft.com/en-us/windows-hardware/drivers/kernel/creating-reliable-kernel-mode-drivers). In addition the code must not contain any dangerous behaviors, described below. For more information about driver signing, see [Release driver signing](#releasedriversigning), later in this topic.

**Examples of dangerous behavior include** - Providing the ability to map arbitrary kernel, physical, or device memory to user mode - Providing the ability to read or write arbitrary kernel, physical or device memory, including Port I/O (inp, outp). - Providing access to storage that bypasses Windows access control - Providing the ability to modify hardware or firmware the driver was not designed to manage.

*Development, testing, and manufacturing kernel driver code*

Kernel driver code that is used for development, testing, or manufacturing might include dangerous capabilities that pose a security risk. This dangerous code should never be signed with a certificate that is trusted by Windows. The correct mechanism for executing dangerous driver code is to disable UEFI Secure Boot, enable the BCD “TESTSIGNING”, and sign the development/test/manufacturing code using an untrusted certificate - generated by makecert.exe for example.

For example, imagine OEM Fabrikam wants to distribute a driver that enables an overclocking utility for their systems. However, if this software only driver were to execute on a system from a different OEM, system instability or damage might result. Fabrikam’s systems should include a unique plug-and-play ID to enable creation of a PnP driver, which is also updatable via Windows Update. If this is not possible, and Fabrikam authors a Legacy driver, that driver should find another method to verify it is executing on a Fabrikam system, for example by examination of the SMBIOS table, prior to enabling any capabilities.

## Threat analysis and threat model creation

**Security checklist item #3:** *Either modify an existing driver threat model or create a custom threat model for your driver.*

In considering security, a common methodology is to create specific threat models that attempt to describe the types of attacks that are possible. This technique is useful when designing a driver because it forces the developer to consider the potential attack vectors against a driver in advance. Having identified potential threats, a driver developer can then consider means of defending against these threats in order to bolster the overall security of the driver component.

This topic provides driver specific guidance for creating a light weight threat model - [Threat modeling for drivers](threat-modeling-for-drivers.md). That topic shows an example driver threat model diagram that can be used as a starting point for your driver.

![](data:image/gif;base64,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)

sample data flow diagram for hypothetical kernel-mode driver

Security Development Lifecycle (SDL) best practices and associated tools can be used by IHVs and OEMs to improve the security of their products. For more information see [SDL recommendations for OEMs](https://msdn.microsoft.com/windows/hardware/drivers/bringup/security-overview#sdl).

## Driver security code practices

**Security checklist item #4:** *Review your code and remove any known code vulnerabilities.*

The core activity of creating secure drivers is identifying areas in the code that need to be changed to avoid known software vulnerabilities. Many of these known software vulnerabilities deal with keeping strict track of the use of memory to avoid issues with others overwriting or otherwise comprising the memory locations that your driver uses.

**Code review**

Seek out knowledgeable code review to look for issues, that you may have missed. A second set of eyes will often see issues that you may have missed.

The [Code Validation Tools](#codevalidationtools) section of this topics describes software tools that can be used to help locate known software vulnerabilities.

**Memory buffers**

Always check the sizes of the input and output buffers to ensure that the buffers can hold all the requested data.

For more information, see [Failure to Check the Size of Buffers](https://msdn.microsoft.com/library/windows/hardware/ff545679)

Properly initialize all output buffers with zeros before returning them to the caller.

For more information, see [Failure to Initialize Output Buffers](https://msdn.microsoft.com/library/windows/hardware/ff545693)

Validate variable-length buffers

For more information, see [Failure to Validate Variable-Length Buffers](https://msdn.microsoft.com/library/windows/hardware/ff545709).

For more information about working with buffers and using [**ProbeForRead**](https://msdn.microsoft.com/library/windows/hardware/ff559876) and [**ProbeForWrite**](https://msdn.microsoft.com/library/windows/hardware/ff559879) to validate the address of a buffer, see [Buffer Handling](https://msdn.microsoft.com/library/windows/hardware/ff539004).

**Use the appropriate method for accessing data buffers with IOCTLs**

One of the primary responsibilities of driver stacks is transferring data between user-mode applications and a system's devices. There are three methods for accessing data buffers.

|  |  |  |
| --- | --- | --- |
| IOCTL Buffer Type | Summary | For more information |
| METHOD\_BUFFERED | Recommended for most situtations | [Using Buffered I/O](https://docs.microsoft.com/windows-hardware/drivers/kernel/using-buffered-i-o) |
| METHOD\_IN\_DIRECT or METHOD\_OUT\_DIRECT | Used in some high speed HW I/O | [Using Direct I/O](https://docs.microsoft.com/windows-hardware/drivers/kernel/using-direct-i-o) |
| METHOD\_NEITHER | Avoid if possible | [Using Neither Buffered Nor Direct I/O](https://docs.microsoft.com/windows-hardware/drivers/kernel/using-neither-buffered-nor-direct-i-o) |

In general buffered I/O is recomended as it provides the most secure buffering methods. But, even when using buffered I/O there are risks such as embedded pointers that must be mitigated.

For more information about the working with buffers in IOCTLs, see [Methods for Accessing Data Buffers](https://docs.microsoft.com/windows-hardware/drivers/kernel/methods-for-accessing-data-buffers)

**Errors in use of IOCTL buffered I/O**

Check the size of IOCTL related buffers. For more information, see [Failure to Check the Size of Buffers](https://msdn.microsoft.com/library/windows/hardware/ff545679).

Properly initialize output buffers. For more information, see [Failure to Initialize Output Buffers](https://msdn.microsoft.com/library/windows/hardware/ff545693).

Properly validate variable-length buffers. For more information, see [Failure to Validate Variable-Length Buffers](https://msdn.microsoft.com/library/windows/hardware/ff545709).

**Errors in IOCTL direct I/O**

Handle zero-length buffers correctly. For more information, see [Errors in Direct I/O](https://msdn.microsoft.com/library/windows/hardware/ff544300).

**Errors in referencing user-space addresses** Pointers embedded in buffered I/O requests must be validated. For more information, see [Errors in Referencing User-Space Addresses](https://msdn.microsoft.com/library/windows/hardware/ff544308).

Validate any address in user space before trying to use it, using APIs such as [**ProbeForRead**](https://msdn.microsoft.com/library/windows/hardware/ff559876) and [**ProbeForWrite**](https://msdn.microsoft.com/library/windows/hardware/ff559879) when appropriate.

**Driver code must make correct use of memory**

All driver pool allocations must be in NX pool. Using non-executable memory pools, it is inherently more secure as compared to executable non-paged (NP) pool, and provides better protection against overflow attacks. For more information about the related device fundamentals test, see [Device.DevFund.Memory.NXPool](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfundmemory).

Device driver must properly handle various user-mode as well as kernel to kernel I/O requests. For more information about the related device fundamentals test, see [Device.DevFund.Reliability.BasicSecurity](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfundreliability).

To allow drivers to support HVCI virtualization, there are additional memory requirements. For more information, see [Device Guard Compatibility](#dgc) later in this topic.

**Handles**

Validate handles passed between user-mode and kernel-mode memory. For more information, see [Handle Management](https://msdn.microsoft.com/library/windows/hardware/ff547382).

Validate object handles. For more information, see [Failure to Validate Object Handles](https://msdn.microsoft.com/library/windows/hardware/ff545703).

**Device objects**

Secure device objects. For more information, see [Securing Device Objects](https://msdn.microsoft.com/library/windows/hardware/ff563688).

Validate device objects. For more information, see [Failure to Validate Device Objects](https://msdn.microsoft.com/library/windows/hardware/ff545700).

**IRP**

**Validate IRP input values**

Validate all values that are associated with an IRP, such as buffer addresses and lengths. The following topics provide information about validating IRP input values.

[DispatchReadWrite Using Buffered I/O](https://msdn.microsoft.com/library/windows/hardware/ff543388)

[Errors in Buffered I/O](https://msdn.microsoft.com/library/windows/hardware/ff544293)

[DispatchReadWrite Using Direct I/O](https://msdn.microsoft.com/library/windows/hardware/ff543393)

[Errors in Direct I/O](https://msdn.microsoft.com/library/windows/hardware/ff544300)

[Security Issues for I/O Control Codes](https://msdn.microsoft.com/library/windows/hardware/ff563700)

[Errors in Referencing User-Space Addresses](https://msdn.microsoft.com/library/windows/hardware/ff544308)

**Handle IRP completion operations properly**

A driver must never complete an IRP with a status value of STATUS\_SUCCESS unless it actually supports and processes the IRP. For information about the correct ways to handle IRP completion operations, see [Completing IRPs](https://msdn.microsoft.com/library/windows/hardware/ff542018).

**Manage driver IRP pending state**

The driver should mark the IRP pending before it saves the IRP and should include both the call to [**IoMarkIrpPending**](https://msdn.microsoft.com/library/windows/hardware/ff549422) and the assignment in an interlocked sequence. For more information, see [Failure to Check a Driver's State](https://msdn.microsoft.com/library/windows/hardware/ff545672).

**Handle IRP cancellation operations properly**

Cancel operations can be difficult to code properly because they typically execute asynchronously. Problems in the code that handles cancel operations can go unnoticed for a long time, because this code is typically not executed frequently in a running system. Be sure to read and understand all of the information supplied under [Canceling IRPs](https://msdn.microsoft.com/library/windows/hardware/ff540748). Pay special attention to [Synchronizing IRP Cancellation](https://msdn.microsoft.com/library/windows/hardware/ff564531) and [Points to Consider When Canceling IRPs](https://msdn.microsoft.com/library/windows/hardware/ff559700).

One way to avoid the synchronization problems that are associated with cancel operations is to implement a [cancel-safe IRP queue](https://msdn.microsoft.com/library/windows/hardware/ff540755).

**Handle IRP cleanup and close operations properly**

Be sure that you understand the difference between [**IRP\_MJ\_CLEANUP**](https://msdn.microsoft.com/library/windows/hardware/ff550718) and [**IRP\_MJ\_CLOSE**](https://msdn.microsoft.com/library/windows/hardware/ff550720) requests. Cleanup requests arrive after an application closes all handles on a file object, but sometimes before all I/O requests have completed. Close requests arrive after all I/O requests for the file object have been completed or canceled. For more information, see the following topics:

[DispatchCreate, DispatchClose, and DispatchCreateClose Routines](https://msdn.microsoft.com/library/windows/hardware/ff543279)

[DispatchCleanup Routines](https://msdn.microsoft.com/library/windows/hardware/ff543242)

[Errors in Handling Cleanup and Close Operations](https://msdn.microsoft.com/library/windows/hardware/ff544304)

For more information about handling IRPs correctly, see [Additional Errors in Handling IRPs](https://msdn.microsoft.com/library/windows/hardware/ff540543).

**Other security issues**

Properly handle the cleanup and close sequence of operations. For more information, see [Errors in Handling Cleanup and Close Operations](https://msdn.microsoft.com/library/windows/hardware/ff544304).

Use a lock or an interlocked sequence to prevent race conditions. For more information, see [Errors in a Multiprocessor Environment](https://msdn.microsoft.com/library/windows/hardware/ff544288).

Device driver must properly handle various user-mode as well as kernel to kernel I/O requests. For more information, see [Device.DevFund.Reliability.BasicSecurity](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfundreliability).

No TDI filters or LSPs are installed by the driver or associated software packages during installation or usage. For more information about the related driver fundamentals test, see [Device.DevFund.Security](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfundsecurity).

**Use safe functions**

* Use safe string functions. For more information, see [Using Safe String Functions](https://msdn.microsoft.com/library/windows/hardware/ff565508).
* Use safe arithmetic functions. For more information, see [Arithmetic Functions](https://msdn.microsoft.com/library/windows/hardware/hh406348) in [Safe Integer Library Routines](https://msdn.microsoft.com/library/windows/hardware/hh406570)
* Use safe conversion functions. For more information, see [Conversion Functions](https://msdn.microsoft.com/library/windows/hardware/hh450942) in [Safe Integer Library Routines](https://msdn.microsoft.com/library/windows/hardware/hh406570)

**Additional code vulnerabilities**

In addition to the possible vulnerabilities covered here, this topic provides additional information about enhancing the security of kernel mode driver code - [Creating Reliable Kernel-Mode Drivers](https://msdn.microsoft.com/library/windows/hardware/ff542904).

For additional information about C and C++ secure coding, see [Secure coding resources](#securecodingresources) and the end of this topic.

## Device Guard compatibility

**Security checklist item #5:** *Validate that your driver uses memory so that is Device Guard Compatible.*

**Memory usage and Device Guard compatibility**

Device Guard uses hardware technology and virtualization to isolate the Code Integrity (CI) decision-making function from the rest of the operating system. When using virtualization-based security to isolate Code Integrity, the only way kernel memory can become executable is through a Code Integrity verification. This means that kernel memory pages can never be Writable and Executable (W+X) and executable code cannot be directly modified.

To implement Device Guard, make sure your driver code does the following.

* Opt-in to NX by default
* Use NX APIs/flags for memory allocation – NonPagedPoolNx
* Do not use sections that are both writable and executable
* Do not attempt to directly modify executable system memory
* Do not use dynamic code in kernel
* Do not load data files as executable
* Section alignment must be a multiple of 0x1000 (PAGE\_SIZE). E.g. DRIVER\_ALIGNMENT=0x1000

The following list of DDIs that are not reserved for system use may be impacted:

|  |
| --- |
| DDI name |
| [**ExAllocatePool**](https://msdn.microsoft.com/library/windows/hardware/ff544501) |
| [**ExAllocatePoolWithQuota**](https://msdn.microsoft.com/library/windows/hardware/ff544506) |
| [**ExAllocatePoolWithQuotaTag**](https://msdn.microsoft.com/library/windows/hardware/ff544513) |
| [**ExAllocatePoolWithTag**](https://msdn.microsoft.com/library/windows/hardware/ff544520) |
| [**ExAllocatePoolWithTagPriority**](https://msdn.microsoft.com/library/windows/hardware/ff544523) |
| [**ExInitializeNPagedLookasideList**](https://msdn.microsoft.com/library/windows/hardware/ff545301) |
| [**ExInitializeLookasideListEx**](https://msdn.microsoft.com/library/windows/hardware/ff545298) |
| [**MmAllocateContiguousMemory**](https://msdn.microsoft.com/library/windows/hardware/ff554460) |
| [**MmAllocateContiguousMemorySpecifyCache**](https://msdn.microsoft.com/library/windows/hardware/ff554464) |
| [**MmAllocateContiguousMemorySpecifyCacheNode**](https://msdn.microsoft.com/library/windows/hardware/ff554469) |
| [**MmAllocateContiguousNodeMemory**](https://msdn.microsoft.com/library/windows/hardware/jj602795) |
| [**MmCopyMemory**](https://msdn.microsoft.com/library/windows/hardware/dn342884) |
| [**MmMapIoSpace**](https://msdn.microsoft.com/library/windows/hardware/ff554618) |
| [**MmMapLockedPages**](https://msdn.microsoft.com/library/windows/hardware/ff554622) |
| [**MmMapLockedPagesSpecifyCache**](https://msdn.microsoft.com/library/windows/hardware/ff554629) |
| [**MmProtectMdlSystemAddress**](https://msdn.microsoft.com/library/windows/hardware/ff554670) |
| [**ZwAllocateVirtualMemory**](https://msdn.microsoft.com/library/windows/hardware/ff566416) |
| [**ZwCreateSection**](https://msdn.microsoft.com/library/windows/hardware/ff566428) |
| [**ZwMapViewOfSection**](https://msdn.microsoft.com/library/windows/hardware/ff566481) |
| [**NtCreateSection**](https://msdn.microsoft.com/library/windows/hardware/ff556473) |
| [**NtMapViewOfSection**](https://msdn.microsoft.com/library/windows/hardware/ff556551) |
| [**ClfsCreateMarshallingArea**](https://msdn.microsoft.com/library/windows/hardware/ff541520) |
| NDIS |
| [**NdisAllocateMemoryWithTagPriority**](https://msdn.microsoft.com/library/windows/hardware/ff561606) |
| Storage |
| [**StorPortGetDataInBufferSystemAddress**](https://msdn.microsoft.com/library/windows/hardware/jj553720) |
| [**StorPortGetSystemAddress**](https://msdn.microsoft.com/library/windows/hardware/ff567100) |
| [**ChangerClassAllocatePool**](https://msdn.microsoft.com/library/windows/hardware/ff551402) |
| Display |
| [*DxgkCbMapMemory*](https://msdn.microsoft.com/library/windows/hardware/ff559533) |
| [**VideoPortAllocatePool**](https://msdn.microsoft.com/library/windows/hardware/ff570180) |
| Audio Miniport |
| [**IMiniportDMus::NewStream**](https://msdn.microsoft.com/library/windows/hardware/ff536701) |
| [**IMiniportMidi::NewStream**](https://msdn.microsoft.com/library/windows/hardware/ff536710) |
| [**IMiniportWaveCyclic::NewStream**](https://msdn.microsoft.com/library/windows/hardware/ff536723) |
| [**IPortWavePci::NewMasterDmaChannel**](https://msdn.microsoft.com/library/windows/hardware/ff536916) |
| [**IMiniportWavePci::NewStream**](https://msdn.microsoft.com/library/windows/hardware/ff536735) |
| Audio Port Class |
| [**PcNewDmaChannel**](https://msdn.microsoft.com/library/windows/hardware/ff537712) |
| [**PcNewResourceList**](https://msdn.microsoft.com/library/windows/hardware/ff537717) |
| [**PcNewResourceSublist**](https://msdn.microsoft.com/library/windows/hardware/ff537718) |
| IFS |
| [**FltAllocatePoolAlignedWithTag**](https://msdn.microsoft.com/library/windows/hardware/ff541762) |
| [**FltAllocateContext**](https://msdn.microsoft.com/library/windows/hardware/ff541710) |
| WDF |
| [**WdfLookasideListCreate**](https://msdn.microsoft.com/library/windows/hardware/ff548694) |
| [**WdfMemoryCreate**](https://msdn.microsoft.com/library/windows/hardware/ff548706) |
| [**WdfDeviceAllocAndQueryProperty**](https://msdn.microsoft.com/library/windows/hardware/ff545882) |
| [**WdfDeviceAllocAndQueryPropertyEx**](https://msdn.microsoft.com/library/windows/hardware/dn265599) |
| [**WdfFdoInitAllocAndQueryProperty**](https://msdn.microsoft.com/library/windows/hardware/ff547239) |
| [**WdfFdoInitAllocAndQueryPropertyEx**](https://msdn.microsoft.com/library/windows/hardware/dn265612) |
| [**WdfIoTargetAllocAndQueryTargetProperty**](https://msdn.microsoft.com/library/windows/hardware/ff548585) |
| [**WdfRegistryQueryMemory**](https://msdn.microsoft.com/library/windows/hardware/ff549920) |

  For more information about using the tool, see [Use the Device Guard Readiness Tool to evaluate HVCI driver compatibility](#use-the-device-guard-readiness-tool) later in this topic.

For more information about the related device fundamentals test, see [Device.DevFund.DeviceGuard](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfunddeviceguard).

For general information about Device Guard, see [Windows 10 Device Guard and Credential Guard Demystified](https://blogs.msdn.microsoft.com/windows_hardware_certification/2015/05/22/driver-compatibility-with-device-guard-in-windows-10/) and [Device Guard deployment guide](https://docs.microsoft.com/en-us/windows/device-security/device-guard/device-guard-deployment-guide)

## Technology specific code practices

**Security checklist item #6:** *Review the following technology specific guidance for your driver.*

*File Systems*

For more information, about file system driver security see the following topics.

[Security Considerations for File Systems](https://msdn.microsoft.com/windows/hardware/drivers/ifs/security-considerations-for-file-systems)

[File System Security Issues](https://msdn.microsoft.com/windows/hardware/drivers/ifs/file-system-security-issues)

[Security Features for File Systems](https://msdn.microsoft.com/windows/hardware/drivers/ifs/security-features-for-file-systems)

[Security Considerations for File System Filter Drivers](https://msdn.microsoft.com/windows/hardware/drivers/ifs/security-considerations-for-file-system-filter-drivers)

*NDIS - Networking*

For about NDIS driver security, see [Security Issues for Network Drivers](https://msdn.microsoft.com/windows/hardware/drivers/network/security-issues-for-network-drivers)

*Display*

For information about display driver security, see <Content Pending>.

*Bluetooth*

For information about Bluetooth driver security, see <Content Pending>.

*Printers*

For information related to printer driver security, see [V4 Printer Driver Security Considerations](https://msdn.microsoft.com/library/windows/hardware/jj863679).

*Security Issues for Windows Image Acquisition (WIA) Drivers*

For information about WIA security, see [Security Issues for Windows Image Acquisition (WIA) Drivers](https://msdn.microsoft.com/windows/hardware/drivers/image/security-issues-for-wia-drivers)

## Managing driver access control

**Security checklist item #7:** *Review your driver to make sure that your are properly controlling access.*

**Managing Driver Access Control**

Drivers must help to prevent users from inappropriately accessing a computer's devices and files. To prevent unauthorized access to devices and files, you must:

* Name device objects only when necessary.
* Provide security descriptors for device objects and interfaces.

For more information, review these topics.

[Controlling Device Access in KMDF Drivers](https://msdn.microsoft.com/windows/hardware/drivers/wdf/controlling-device-access-in-kmdf-drivers)

[SDDL for Device Objects](https://msdn.microsoft.com/library/windows/hardware/ff563667)

[SID Strings](https://msdn.microsoft.com/en-us/library/windows/desktop/aa379602(v=vs.85).aspx)

[Controlling Device Access](https://msdn.microsoft.com/library/windows/hardware/ff542063)

[Controlling Device Namespace Access](https://msdn.microsoft.com/library/windows/hardware/ff542068)

"Names, Security Descriptors and Device Classes " on page 6 of the *January February 2017 The NT Insider Newsletter* published by [OSR](http://www.osr.com).

**Additional general Windows security model information**

[Windows security model: what every driver writer needs to know](windows-security-model--what-every-driver-writer-needs-to-know.md)

[Windows security model scenario: creating a file](windows-security-model-scenario--creating-a-file.md)

## Enhance device installation security

**Security checklist item #8:** *Review driver inf creation and installation guidance to make sure you are following best practices.*

For more information, review these topics.

[Creating Secure Device Installations](https://msdn.microsoft.com/windows/hardware/drivers/install/creating-secure-device-installations)

[Guidelines for Using SetupAPI](https://msdn.microsoft.com/windows/hardware/drivers/install/guidelines-for-using-setupapi)

[Using Device Installation Functions](https://msdn.microsoft.com/windows/hardware/drivers/install/using-device-installation-functions)

[Device and Driver Installation Advanced Topics](https://msdn.microsoft.com/windows/hardware/drivers/install/device-and-driver-installation-advanced-topics) ## Release driver signing

**Security checklist item #9:** *Use the Windows partner portal to sign your driver for distribution.*

Before you release a driver package to the public, we recommend that you submit the package for certification. For more information, see [Test for performance and compatibility](https://msdn.microsoft.com/windows/hardware/commercialize/test/index), [Get started with the Hardware program](https://msdn.microsoft.com/windows/hardware/drivers/dashboard/get-started-with-the-hardware-dashboard), [Hardware Dashboard Services](https://msdn.microsoft.com/windows/hardware/drivers/dashboard/dashboard-services), and [Attestation signing a kernel driver for public release](https://msdn.microsoft.com/windows/hardware/drivers/dashboard/attestation-signing-a-kernel-driver-for-public-release).

## Code validation tools

**Security checklist item #10:** *Use these tools to help validate that your code follows security recommendations and to probe for to look for gaps that were missed in your development process.*

**Code analysis for drivers**

The code analysis feature in Visual Studio to check for security vulnerabilities in your code. The Windows Driver Kit installs rule sets that are designed to check for issues in native driver code.

For more information see [Code Analysis for drivers overview](https://msdn.microsoft.com/library/windows/hardware/hh698231.aspx). For additional background on code analysis see [Visual Studio 2013 Static Code Analysis in depth](https://blogs.msdn.microsoft.com/hkamel/2013/10/24/visual-studio-2013-static-code-analysis-in-depth-what-when-and-how/)

Lastly, see this walkthrough later in this topic: [Use Code Analysis in Visual Studio to Investigate Driver Security](#use-code-analysis)

**Static Driver Verifier**

Static Driver Verifier (SDV) uses a set of interface rules and a model of the operating system to determine if the driver interacts correctly with the Windows operating system. SDV finds defects in driver code that could point to potential bugs in drivers.

For more information [Introducing Static Driver Verifier](https://msdn.microsoft.com/windows/hardware/drivers/devtest/introducing-static-driver-verifier)

See this walkthrough later in this topic, [Use Static Driver Verifier to Check for Vulnerabilities](#sdv)

**Driver Verifier**

Driver Verifier allows for live testing of the driver. Driver Verifier monitors Windows kernel-mode drivers and graphics drivers to detect illegal function calls or actions that might corrupt the system. Driver Verifier can subject the Windows drivers to a variety of stresses and tests to find improper behavior. For more information, see [Driver Verifier](https://msdn.microsoft.com/windows/hardware/drivers/devtest/driver-verifier).

**Device Guard Readiness Tool**

The Device Guard Readiness Tool is used to evaluate HVCI driver compatibility. See this walkthrough later in this topic: [Use the Device Guard Readiness Tool to Evaluate Driver HVCI compatibility](#use-the-device-guard-readiness-tool)

**Hardware compatibility program tests**

The hardware compatibility program tests can be used on the command line to exercise driver code and probe for weakness. The Device Fundamentals tests can be used on the command line to exercise driver code and probe for weakness. For general information about the device fundamentals tests and the hardware compatibility program, see [Hardware Compatibility Specifications for Windows 10, version 1607](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/index).

The following tests are examples of tests that may be useful to check driver code for some behaviors associated with code vulnerabilities.

Device driver must properly handle various user-mode as well as kernel to kernel I/O requests. For more information, see [Device.DevFund.Reliability.BasicSecurity](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfundreliability)

The Device Fundamentals Penetration tests perform various forms of input attacks, which are a critical component of security testing. Attack and Penetration testing can help identify vulnerabilities in software interfaces. Some basic fuzz testing as well as the IoSpy and IoAttack utilities are included. For more information, see [Penetration Tests (Device Fundamentals)](https://msdn.microsoft.com/windows/hardware/drivers/devtest/penetration-tests--device-fundamentals-) and [How to Perform Fuzz Tests with IoSpy and IoAttack](https://msdn.microsoft.com/windows/hardware/drivers/devtest/how-to-perform-fuzz-tests-with-iospy-and-ioattack).

The CHAOS (Concurrent Hardware and Operating System) tests run various PnP driver tests, device driver fuzz tests, and power system tests concurrently. For more information, see [CHAOS Tests (Device Fundamentals)](https://msdn.microsoft.com/windows/hardware/drivers/devtest/chaos-tests--device-fundamentals-).

Device Path Exerciser runs as part of Device.DevFund.Reliability.BasicSecurity. For more information see [Device.DevFund.Reliability](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund).

All driver pool allocations must be in NX pool. Using non-executable memory pools, it is inherently more secure as compared to executable non-paged (NP) pool, and provides better protection against overflow attacks. For more information see [DevFund.Memory.NXPool](https://msdn.microsoft.com/ie/dn932575#device-devfund-memory-nxpool).

Use the [Device.DevFund.DeviceGuard](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#device-devfund-deviceguard) test, along with the other tools described in this topic, to confirm that your driver is device guard compatible.

**BinScope Binary Analyzer**

See this walkthrough later in this topic: [Check code with Binscope Analyzer](#binscope)

For more information, see [New Version of BinScope Binary Analyzer](https://blogs.microsoft.com/microsoftsecure/2014/11/20/new-binscope-released/) and the user and getting started guides that are included with the tool download.

**Custom and domain specific test tools**

Consider the development of custom domain specific security tests. To develop additional tests gather input from the original designers of the software, as well as unrelated development resources familiar with the specific type of driver being developed, and one or more people familiar with security intrusion analysis and prevention.

## Use Static Driver Verifier to check for vulnerabilities

**Security checklist item #11:** *Follow these steps to use Static Driver Verifier (SDV) in Visual Studio to check for vulnerabilities in your driver code.*

For more information, see [Static Driver Verifier](https://msdn.microsoft.com/windows/hardware/drivers/devtest/static-driver-verifier). Note that only certain types of drivers are supported by SDV. For more information about the drivers that SDV can verify, see [Supported Drivers](https://msdn.microsoft.com/windows/hardware/drivers/devtest/supported-drivers).

1. Open the targeted driver solution in Visual Studio.

To become familiar with SDV, you can use one of the sample drivers - for example the featured toaster sample. <https://github.com/Microsoft/Windows-driver-samples/tree/master/general/toaster/toastDrv/kmdf/func/featured>

1. In Visual Studio, change the build type to *Release*. Static driver verifier requires that the build type is release, not debug.
2. In Visual Studio, select Build >> Build Solution.
3. In Visual Studio, select Driver >> Launch Static Driver Verifier.
4. In SDV, on the "Rules" tab select *Default* in the pull down under Rule Sets.

Although the default rules find many common issues, consider running the more extensive *All driver rules* rule set as well.

1. In the "Main" tab of SDV, click *Start*.
2. When SDV is complete, review any warnings in the output. The *Main* tab displays the total number of defects found.
3. Click on each warning to load the SDV Report Page and examine the information associated with the possible code vulnerability. Use the report to investigate the verification result and to identify paths in your driver that fail a SDV verification. For more information, see [Static Driver Verifier Report](https://msdn.microsoft.com/library/windows/hardware/ff552834).

## Use code analysis in Visual Studio to investigate driver security

**Security checklist item #12:** *Follow these steps to use the code analysis feature in Visual Studio to check for vulnerabilities in your driver code.*

For more information, see [How to run Code Analysis for drivers](https://msdn.microsoft.com/windows/hardware/drivers/devtest/how-to-run-code-analysis-for-drivers).

1. Open the driver solution in Visual Studio.

To become familiar with code analysis, you can use one of the sample drivers - for example the featured toaster sample.

<https://github.com/Microsoft/Windows-driver-samples/tree/master/general/toaster/toastDrv/kmdf/func/featured>

1. In Visual Studio, for each project in the solution change the project properties to use the desired rule set. For example: Project >> Properties >> Code Analysis >> General, select *Recommended driver rules*.

In addition to using recommenced driver rules, use the *Recommended native rules* tool set as well.

1. Select Build >> Run Code Analysis on Solution.
2. View warnings in **Error List** tab of build output window in Visual Studio.

Click on the description for each warning to see the problematic area in your code.

Click on the linked warning code to see additional information.

Determine if your code needs to be changed, or if an annotation needs to be added to allow the code analysis engine to properly follow the intent of your code. For more information on code annotation, see [Using SAL Annotations to Reduce C/C++ Code Defects](https://msdn.microsoft.com/library/ms182032.aspx) and [SAL 2.0 Annotations for Windows Drivers](https://msdn.microsoft.com/windows/hardware/drivers/devtest/sal-2-annotations-for-windows-drivers).

## Use the Device Guard Readiness Tool to evaluate HVCI driver compatibility

**Security checklist item #13:** *Follow these steps to use Device Guard Readiness Tool to evaluate HVCI driver compatibility of your driver code.*

**Overview**

The Device Guard Readiness tool is designed to check a number of requirements for creating a PC that supports a variety of security enhancement features. This section describes how to use the tool to evaluate the ability of a driver to run in a Hypervisor Code Integrity (HVCI) environment.

OS and Hardware requirements for testing HVCI driver Device Guard compatibility

1. Windows SKUs: Available only on these Windows SKUs - Enterprise, Server and Enterprise IoT
2. Hardware: Recent hardware that supports virtualization extension with SLAT.

To use the readiness tool to evaluate the additional requirements such as secure boot, refer to the readme.txt file included in the readiness tool download.

For more information about the related device fundamentals test, see [Device.DevFund.DeviceGuard](https://msdn.microsoft.com/windows/hardware/commercialize/design/compatibility/device-devfund#devicedevfunddeviceguard).

**Using the tool**

To use the Device Guard Readiness Tool to evaluate complete the following steps.

* **Prepare the test PC**
* *Enable Virtualization Based Protection of Code Integrity* - Run the System Information app (msinfo32). Look for the following item: “Device Guard Virtualization based security”. It should show: “Running”.
* Alternatively, there is also a WMI interface for checking using management tools that can be used to display information in PowerShell.
* Get-CimInstance –ClassName Win32\_DeviceGuard –Namespace root\Microsoft\Windows\DeviceGuard
* For information on how to interrupt the output displayed, see [Deploy Device Guard: enable virtualization-based security](https://technet.microsoft.com/itpro/windows/keep-secure/deploy-device-guard-enable-virtualization-based-security).
* *Disable Device Guard* - Note that while running the Readiness Tool, Device Guard must be disabled on the PC under test, as Device Guard might prevent the driver from loading, and the driver won’t be available for the Readiness Tool to test.
* *Optionaly Enable Test Signing* - To allow for the installation of unsigned development drivers, you may want to enable test signing using BCDEdit.
* bcdedit /set TESTSIGNING ON
* **Install test drivers**
* Install the desired test driver(s) on the target test PC.
* **Important**  After you have tested the development driver and worked through any code issues, retest the final production driver. In addition use the HLK to test the driver. For more information, see [HyperVisor Code Integrity Readiness Test](https://msdn.microsoft.com/library/windows/hardware/dn955152).
* **Install the Device Guard Readiness Tool**
* **Warning**   As the Device Guard Readiness Tool changes registry values and may impact features such as secure boot, use a test PC that doesn't contain any data or applications. After the tests have been run, you may want to re-install Windows to re-establish your desired security configuration.
* 1. Download the tool from here: [Device Guard and Credential Guard hardware readiness tool](https://www.microsoft.com/download/details.aspx?id=53337)
  2. Unzip the tool on the target test machine.
* **Configure PowerShell to allow for the execution of unsigned scripts.**
* The readiness tool is a PowerShell script. To work with the readiness tool script open an Administrator PowerShell script.
* If Execution-Policy is not already set to allow running script, then you should manually set it as shown here.
* Set-ExecutionPolicy Unrestricted
* **Run the readiness tool to enable HVCI**
  1. In Powershell, move to the directory that you unzipped the readiness tool into.
  2. Run the readiness tool to enable HVCI.
* DG\_Readiness\_Tool.ps1 -Enable HVCI
  1. When directed, reboot the PC.
* **Run the script to evaluate HVCI capability**
  1. Run the readiness tool to evaluate the ability of the drivers to support HVCI.
* DG\_Readiness\_Tool.ps1 -Capable HVCI
* **Evaluate the output**
* The output to the screen is color coded.

|  |  |
| --- | --- |
| * Red - Errors | * Elements are missing or not configured that will prevent enabling and using DG/CG. |
| * Yellow - Warnings | * This device can be used to enable and use DG/CG, but additional security benefits will be absent. |
| * Green - Messages | * This device is fully compliant with DG/CG requirements. |

* In addition to the output to the screen, by default the log file with detailed output is located at C:\DGLogs
* There are five sections in the output of the device guard readiness tool output. Step 1 contains the is the driver compatibility information.
* ====================== Step 1 Driver Compat ======================
* Drivers displayed in green have no identified HVCI compatibility issues. If you are interested in evaluating a specific driver, if the driver name is displayed in green and is active and loaded, it has passed the HVCI compatibility test.
* Locate the "InCompatible HVCI Kernel Driver Modules" section shown below, towards the end of the log.
* InCompatible HVCI Kernel Driver Modules found  
    
  Module: TestDriver1.sys  
   Reason: section alignment failures: 9  
  Module: TestDriver2.sys  
   Reason: execute pool type count: 3
* In the sample shown above, two drivers are identified as incompatible. TestDriver1.sys has a memory section alignment failure and TestDriver2.sys has a pool that is configured to use executable memory area.
* The statistics for the seven types of device driver incompatibilities are also available using the !verifier debugger extension. For more information on the !verifier extension, see [**!verifier**](https://msdn.microsoft.com/library/windows/hardware/ff565591).
* Execute Pool Type Count: 3  
   Execute Page Protection Count: 0  
   Execute Page Mapping Count: 0  
   Execute-Write Section Count: 0  
   Section Alignment Failures: 0  
   Unsupported Relocs Count: 0  
   IAT in Executable Section Count: 0
* Use the following table to interpret the output to determine what driver code changes are needed to fix the different types of HVCI incompatibilities.

Warning

Redemption

Execute Pool Type

The caller specified an executable pool type. Calling a memory allocating function that requests executable memory.

Be sure that all pool types contain a non executable NX flag.

Execute Page Protection

The caller specified an executable page protection.

Specify a "no execute" page protection mask.

Execute Page Mapping

The caller specified an executable memory descriptor list (MDL) mapping.

Make sure that the mask that is used contains MdlMappingNoExecute. For more information, see [MmGetSystemAddressForMdlSafe](https://msdn.microsoft.com/en-us/library/windows/hardware/ff554559.aspx)

Execute-Write Section

The image contains an executable and writable section.

Section Alignment Failures

The image contains a section that is not page aligned.

Section Alignment must be a multiple of 0x1000 (PAGE\_SIZE). E.g. DRIVER\_ALIGNMENT=0x1000

Unsupported Relocs

In Windows 10 version 1507 through version 1607, because of the use of Address Space Layout Randomization (ASLR) an issue can arise with address alignment and memory relocation. The operating system needs to relocate the address from where the linker set its default base address to the actual location that ASLR assigned. This relocation cannot straddle a page boundary. For example, consider a 64-bit address value that starts at offset 0x3FFC in a page. It’s address value overlaps over to the next page at offset 0x0003. This type of overlapping relocs is not supported prior to Windows 10 version 1703.

This situation can occur when a global struct type variable initializer has a misaligned pointer to another global, laid out in such a way that the linker cannot move the variable to avoid the straddling relocation. The linker will attempt to move the variable, but there are situations where it may not be able to do so, for example with large misaligned structs or large arrays of misaligned structs. Where appropriate, modules should be assembled using the [/Gy (COMDAT)](https://docs.microsoft.com/en-us/cpp/build/reference/gy-enable-function-level-linking) option to allow the linker to align module code as much as possible.

#include <pshpack1.h>  
  
typedef struct \_BAD\_STRUCT {  
 USHORT Value;  
 CONST CHAR \*String;  
} BAD\_STRUCT, \* PBAD\_STRUCT;  
  
#include <poppack.h>  
  
#define BAD\_INITIALIZER0 { 0, "BAD\_STRING" },  
#define BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0 \  
 BAD\_INITIALIZER0   
  
#define BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1 \  
 BAD\_INITIALIZER1   
  
#define BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2 \  
 BAD\_INITIALIZER2   
  
#define BAD\_INITIALIZER4 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3 \  
 BAD\_INITIALIZER3   
  
BAD\_STRUCT MayHaveStraddleRelocations[4096] = { // as a global variable  
 BAD\_INITIALIZER4  
};

There are other situations involving the use of assembler code, where this issue can also occur.

IAT in Executable Section

The import address table (IAT), should not be an executable section of memory.

This issue occurs when the IAT, is located in a Read and Execute (RX) only section of memory. This means that the OS will not be able to write to the IAT to set the correct addresses for where the referenced DLL.

One way that this can occur is when using the [/MERGE (Combine Sections)](https://docs.microsoft.com/en-us/cpp/build/reference/merge-combine-sections) option in code linking. For example if .rdata (Read-only initialized data) is merged with .text data (Executable code), it is possible that the IAT may end up in an executable section of memory.

**Script customization**

Below is the list of Regkeys and its values for customization of the script to Device Guard and Credential Guard without UEFI Lock.

For RS1 and RS2 – to enable HVCI and CG without UEFI Lock:  
&#39;REG ADD "HKLM\SYSTEM\CurrentControlSet\Control\DeviceGuard" /v "EnableVirtualizationBasedSecurity" /t REG\_DWORD /d 1 /f&#39;   
&#39;REG ADD "HKLM\SYSTEM\CurrentControlSet\Control\DeviceGuard" /v "RequirePlatformSecurityFeatures" /t REG\_DWORD /d 1 /f&#39;

**Driver Verifier code integrity**

Use the Driver Verifier code integrity option flag (0x02000000) to enable extra checks that validate compliance with this feature. To enable this from the command line, use the following command.

verifier.exe /flags 0x02000000 /driver <driver.sys>

To choose this option if using the verifier GUI, choose Create custom settings (for code developers), choose Next, and then choose *Code integrity checks*.

You can use the verifier command line /query option to display the current driver verifier information.

verifier /query

## Check code with BinScope Binary Analyzer

**Security checklist item #14:** *Follow these steps to use BinScope to double check compile and build options are configured to minimize known security issues.*

Use BinScope to examine application binary files to identify coding and building practices that can potentially render the application vulnerable to attack or to being used as an attack vector.

For more information, see this [BinScope Binary Analyzer TechNet Video](https://technet.microsoft.com/video/binscope-binary-analyzer.aspx) and the word documents available as part of the tool download.

Follow these steps to validate that the code you are shipping has includes common security compile options properly configured.

1. Download BinScope Analyzer and related documents from here: <https://www.microsoft.com/download/details.aspx?id=44995>
2. Review the *BinScope Getting Started Guide* that you downloaded.
3. Use the MSI file to install BinScope on the target test machine that contains the compiled code you wish to validate.
4. Open a command prompt window and execute the following command to examine a compiled driver binary. Update the path to point to your complied driver .sys file.

C:\Program Files\Microsoft BinScope 2014>binscope "C:\Samples\KMDF\_Echo\_Driver\echo.sys" /verbose /html /logfile c:\mylog.htm

1. Use a browser to review the BinScope report to confirm that all checks are marked (PASS).

By default, the HTML report is written to \users\<username>\BinScope\

There are three categories that may be output into a log file:

* Failed checks [Fail]
* Checks that didn’t complete [Error]
* Passed checks [Pass]

Note that passed checks are not written to the log by default and must be enabled by using the /verbose switch.

Results for Microsoft BinScope 2014 run on MyPC at 2017-01-28T00:18:48.3828242Z  
  
Failed Checks  
No failed checks.   
Passed Checks  
  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - ATLVersionCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - ATLVulnCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - CompilerVersionCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - DBCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - DefaultGSCookieCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - ExecutableImportsCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - GSCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - GSFriendlyInitCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - GSFunctionSafeBuffersCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - HighEntropyVACheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - NXCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - RSA32Check (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - SafeSEHCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - SharedSectionCheck (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - VB6Check (PASS)  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys - WXCheck (PASS)  
  
Checks Executed:  
• ATLVersionCheck  
• ATLVulnCheck  
• CompilerVersionCheck  
• DBCheck  
• DefaultGSCookieCheck  
• ExecutableImportsCheck  
• GSCheck  
• GSFriendlyInitCheck  
• GSFunctionSafeBuffersCheck  
• HighEntropyVACheck  
• NXCheck  
• RSA32Check  
• SafeSEHCheck  
• SharedSectionCheck  
• VB6Check  
• WXCheck  
  
All Scanned Items  
  
• C:\Samples\KMDF\_Echo\_Driver\echo.sys

## Debugger techniques and extensions

**Security checklist item #15:** *Review these debugger tools and consider their use in your development debugging workflow.*

**!exploitable Crash Analyzer**

The !exploitable Crash Analyzer is a Windows debugger extensions that parses crash logs looking for unique issues. It also examines the type of crash and tries to determine if the error is something that could be exploited by a malicious hacker.

Microsoft Security Engineering Center (MSEC), created the !exploitable crash analyzer. You can download the from codeplex. <http://msecdbg.codeplex.com/>

For more information, see this blog post: [!Exploitable crash analyzer version 1.6](https://blogs.microsoft.com/microsoftsecure/2013/06/13/exploitable-crash-analyzer-version-1-6/) and this Channel 9 video [!exploitable Crash Analyzer](https://channel9.msdn.com/blogs/pdcnews/bang-exploitable-security-analyzer).

**Security related debugger commands**

The !acl extension formats and displays the contents of an access control list (ACL). For more information, see [Determining the ACL of an Object](https://msdn.microsoft.com/library/windows/hardware/ff541868) and [**!acl**](https://msdn.microsoft.com/library/windows/hardware/ff561510).

The !token extension displays a formatted view of a security token object. For more information, see [**!token**](https://msdn.microsoft.com/library/windows/hardware/ff565477).

The !tokenfields extension displays the names and offsets of the fields within the access token object (the TOKEN structure). For more information, see [**!tokenfields**](https://msdn.microsoft.com/library/windows/hardware/ff565478).

The !sid extension displays the security identifier (SID) at the specified address. For more information, see [**!sid**](https://msdn.microsoft.com/library/windows/hardware/ff565344).

The !sd extension displays the security descriptor at the specified address. For more information, see [**!sd**](https://msdn.microsoft.com/library/windows/hardware/ff564930).

## Secure coding resources

**Security checklist item #16:** *Review these resources to expand your understanding of secure coding best practices that are applicable to driver developers.*

*Review these resources to learn more about driver security*

**Secure kernel-mode driver coding guidelines**

[Creating Reliable Kernel-Mode Drivers](https://msdn.microsoft.com/library/windows/hardware/ff542904.aspx)

**Secure coding organizations**

[Carnegie Mellon University SEI CERT](http://www.cert.org/)

Carnegie Mellon University SEI CERT [C Coding Standard: Rules for Developing Safe, Reliable, and Secure Systems](https://www.securecoding.cert.org/confluence/display/c/SEI+CERT+C+Coding+Standard) (2016 Edition) available as a [PDF download](http://www.sei.cmu.edu/downloads/sei-cert-c-coding-standard-2016-v01.pdf).

CERT - [Secure Coding Professional Certification](https://www.cert.org/go/secure-coding/)

CERT - [Build Security In](https://www.us-cert.gov/bsi)

MITRE - [Weaknesses Addressed by the CERT C Secure Coding Standard](https://cwe.mitre.org/data/definitions/734.html)

**OSR**

[OSR](http://www.osr.com) provides driver development training and consulting services.

[You've Gotta Use Protection -- Inside Driver & Device Security](http://www.osronline.com/article.cfm?article=100)

[Locking Down Drivers - A Survey of Techniques](http://www.osronline.com/article.cfm?article=357)

[Still Feeling Insecure? - IoCreateDeviceSecure( ) for Windows](http://www.osronline.com/article.cfm?article=105)

[Locking Down Drivers - A Survey of Techniques](http://www.osronline.com/article.cfm?article=357)

**Sample Driver Code**

Review these driver samples to review examples of driver projects that illustrate many of the best practices discussed here. Use these samples to become familiar with the code quality tools.

[ELAM - Early Launch Anti-Malware Driver Code Sample](https://github.com/Microsoft/Windows-driver-samples/tree/master/security/elam)

**Books**

*24 deadly sins of software security : programming flaws and how to fix them* by Michael Howard, David LeBlanc and John Viega

*The art of software security assessment : identifying and preventing software vulnerabilities*, Mark Dowd, John McDonald and Justin Schuh

*Writing Secure Software Second Edition*, Michael Howard and David LeBlanc

*Programming the Microsoft Windows Driver Model (2nd Edition)*, Walter Oney

*Developing Drivers with the Windows Driver Foundation (Developer Reference)*, Penny Orwick and Guy Smith

**Training**

Classroom training is available from [OSR](http://www.osr.com) and [Windows Internals](http://www.windows-internals.com/pages/training-services/windows-internals/).

Online training is available from a variety of sources. For example this course is available from coursera. [https://www.coursera.org/learn/software-security](https://www.coursera.org/learn/software-security#faqs)

**Windows 10 Security Feature Updates**

This video from WinHec provides an overview of Windows 10 security features. [Windows 10 - The Safest and Most Secure Version of Windows](https://channel9.msdn.com/Events/WinHEC/WinHEC-December-2016/Windows-10-The-Safest-and-Most-Secure-Version-of-Windows)

## Key takeaways

Driver security is a complex undertaking containing many elements, but here are a few key points to consider.

* Drivers live in the windows kernel, and having an issue when executing in kernel exposes the entire operating system. Because of this, pay close attention to driver security and design with security as top of mind.
* Apply the principle of least privilege:
  1. Use a strict SDDL string to restrict access to the driver
  2. Further restrict individual IOCTL’s
* Create a threat model to identify attack vectors and consider if anything can be restricted further.
* Be careful around embedded pointers being passed in from usermode, they need to be probed, accessed within try except, and they are prone to time of check time of use (ToCToU) issues unless the value of the buffer is captured and compared.
* When not sure use METHOD\_BUFFERED as an IOCTL buffering method.
* Use code scanning utilities to look for known code vulnerabilities and remediate any identified issues.
* Seek out knowledgeable code review to look for issues, that you may have missed.
* Use driver verifier and test your driver with multiple inputs including corner cases.

[Send comments about this topic to Microsoft](mailto:wsddocfb@microsoft.com?subject=Documentation%20feedback%20[hw_design\hw_design]:%20Driver%20security%20checklist%20%20RELEASE:%20%286/16/2017%29&body=%0A%0APRIVACY%20STATEMENT%0A%0AWe%20use%20your%20feedback%20to%20improve%20the%20documentation.%20We%20don't%20use%20your%20email%20address%20for%20any%20other%20purpose,%20and%20we'll%20remove%20your%20email%20address%20from%20our%20system%20after%20the%20issue%20that%20you're%20reporting%20is%20fixed.%20While%20we're%20working%20to%20fix%20this%20issue,%20we%20might%20send%20you%20an%20email%20message%20to%20ask%20for%20more%20info.%20Later,%20we%20might%20also%20send%20you%20an%20email%20message%20to%20let%20you%20know%20that%20we've%20addressed%20your%20feedback.%0A%0AFor%20more%20info%20about%20Microsoft's%20privacy%20policy,%20see%20http://privacy.microsoft.com/default.aspx.)