源程序：

#!/usr/bin/python

# -\*- coding: UTF-8 -\*-

from Tkinter import \* # 导入 Tkinter 库

import os

import tkFileDialog

import sys

name=r""

root = Tk() # 创建窗口对象的背景色

root.title("数据挖掘算法实现")

root.geometry('500x600') #是x 不是\*

root.resizable(width=True, height=True) #宽不可变, 高可变,默认为True

view = Frame(root)

var = StringVar()

e = Entry(view,textvariable = var)

var.set("hello")

e.pack()

def seeview(a):

#此函数为输出窗口

t.insert('0.0',a)

t = Text()

t.pack()

def chooseFile():

#此函数为选择文件

global name

default\_dir = r"C:\Users" # 设置默认打开目录

filename = tkFileDialog.askopenfilename(title=u"选择文件")

if filename != '':

lb.config(text = u"您选择的文件是："+filename);

else:

lb.config(text = u"您没有选择任何文件");

name = filename

filea = open(filename)

lines = filea.readlines()

for line in lines:

seeview(line)

seeview( "\n")

def dealwith():

"""

此函数为aprioria算法的主程序

"""

data\_set = loadDataSet()#载入数据

# seeview(data\_set)

if data\_set==[]:

seeview( u"请选择数据集")

return

L, support\_data = generate\_L(data\_set, k=2, min\_support=0.2)#生成所有的频繁项集。

# seeview(L)

big\_rules\_list = generate\_big\_rules(L, support\_data, min\_conf=0.7)#从大的频繁项集产生的规则集

for Lk in L:#输出生成的频繁项集以及各自的支持度

seeview( "~"\*50),

seeview( "\n")

seeview(str(len(list(Lk)[0])) + "-item\tsupport" + "\t\t频繁项集支持度% ")

seeview( "\n")

for freq\_set in Lk:

seeview(str(support\_data[freq\_set])),

seeview(freq\_set),

seeview( "\n")

seeview( "\n")

seeview(u"计算结果")

seeview( "\n")

for item in big\_rules\_list:#输出找到的强关联规则

seeview(str(item[2])+"\t"),

seeview(str(item[1])+ u"支持度: "+"\t"),

seeview(str(item[0])+ "-------->"+"\t"),

seeview( "\n")

def loadDataSet(): #读取数据（这里只有两个特征）

dataMat = []

labelMat = []

if name=='':

seeview( u"请选择数据集")

return

fr = open(name)

for line in fr.readlines():

lineArr = line.strip().split()

try:

dataMat.append([str(lineArr[0]), str(lineArr[1]),str(lineArr[2])])

except:

dataMat.append([str(lineArr[0]), str(lineArr[1])])

return dataMat

def create\_C1(data\_set):

"""

通过扫描数据集，创建频繁候选对象1-itemset C1

输入:

data\_set: 事务列表。每个事务包含若干项。

输出:

C1:包含所有频繁候选项集的集合

"""

C1 = set()

for t in data\_set:

for item in t:

item\_set = frozenset([item])

C1.add(item\_set)

return C1

"""

判断是否有候选频繁k项集满足Apriori性质。

"""

def is\_apriori(Ck\_item, Lksub1):

"""

输入:

Ck\_item: a frequent candidate k-itemset in Ck which contains all frequent

candidate k-itemsets.

Lksub1: Lk-1, a set which contains all frequent candidate (k-1)-itemsets.

"""

for item in Ck\_item:

sub\_Ck = Ck\_item - frozenset([item])

if sub\_Ck not in Lksub1:

return False

return True

"""

输出:

True: satisfying Apriori property.

False: Not satisfying Apriori property.

"""

"""

创建Ck, 包含所有频繁候选k项集的集合

通过LK-1自己的连接操作。

"""

def create\_Ck(Lksub1, k):

"""

输入:

Lksub1:LK-1，包含所有频繁候选（K-1）项集的集合。

k:频繁项集的项的数量。

"""

Ck = set()

len\_Lksub1 = len(Lksub1)

list\_Lksub1 = list(Lksub1)

for i in range(len\_Lksub1):

for j in range(1, len\_Lksub1):

l1 = list(list\_Lksub1[i])

l2 = list(list\_Lksub1[j])

l1.sort()

l2.sort()

if l1[0:k-2] == l2[0:k-2]: # 修剪

Ck\_item = list\_Lksub1[i] | list\_Lksub1[j]

if is\_apriori(Ck\_item, Lksub1):

Ck.add(Ck\_item)

"""

输出:

Ck:包含所有频繁候选k项集的集合。

"""

return Ck

"""

通过从CK执行删除策略生成LK。

"""

def generate\_Lk\_by\_Ck(data\_set, Ck, min\_support, support\_data):

"""

输入:

data\_set:

Ck:事务列表。每个事务包含若干项。

min\_support:最小支持度。

support\_data:一个字典，关键是频繁项集，值是支持度。

"""

Lk = set()

item\_count = {}

for t in data\_set:

for item in Ck:

if item.issubset(t):

if item not in item\_count:

item\_count[item] = 1

else:

item\_count[item] += 1

t\_num = float(len(data\_set))

for item in item\_count:

if (item\_count[item] / t\_num) >= min\_support:

Lk.add(item)

support\_data[item] = item\_count[item] / t\_num

"""

输出:

Lk:它包含了所有的频繁项集的所有k-项集。

"""

return Lk

"""

生成所有的频繁项集。

"""

def generate\_L(data\_set, k, min\_support):

"""

输入:

data\_set:事务列表。每个事务包含若干项。

k:所有频繁项的最大相数目

min\_support:最小支持度。

"""

support\_data = {}

C1 = create\_C1(data\_set)

L1 = generate\_Lk\_by\_Ck(data\_set, C1, min\_support, support\_data)

Lksub1 = L1.copy()

L = []

L.append(Lksub1)

for i in range(2, k+1):

Ci = create\_Ck(Lksub1, i)

Li = generate\_Lk\_by\_Ck(data\_set, Ci, min\_support, support\_data)

Lksub1 = Li.copy()

L.append(Lksub1)

"""

输出:

L: LK的列表。

support\_data:一个字典，关键是频繁项集，值是支持度。

"""

return L, support\_data

"""

从大的频繁项集产生的规则集。

"""

def generate\_big\_rules(L, support\_data, min\_conf):

"""

输入:

L: LK的列表。

support\_data:一个字典，关键是频繁项集，值是支持度。

min\_conf: 最小置信度

"""

big\_rule\_list = []

sub\_set\_list = []

for i in range(0, len(L)):

for freq\_set in L[i]:

for sub\_set in sub\_set\_list:

if sub\_set.issubset(freq\_set):

conf = support\_data[freq\_set] / support\_data[freq\_set - sub\_set]

big\_rule = (freq\_set - sub\_set, sub\_set, conf)

if conf >= min\_conf and big\_rule not in big\_rule\_list:

# print freq\_set-sub\_set, " => ", sub\_set, "conf: ", conf

big\_rule\_list.append(big\_rule)

sub\_set\_list.append(freq\_set)

"""

输出:

big\_rule\_list: 一个包含所有大规则的列表。每个大的规则表示为2元组。

"""

return big\_rule\_list

lb = Label(root,text = '')

lb.pack()

btn = Button(root,text=u"选择文件",command=chooseFile)

btn.pack()

Button(root, text="处理", command = dealwith).pack()

root.mainloop() # 进入消息循环

程序说明：

程序的可执行文件在dist文件夹下的apshi.exe文件，双击直接运行。

data.txt文件为样例数据集。在选择数据时选择data.txt文件及可。

程序的源代码为dist文件夹下的apshi.py文件。

论文原英文版为此文件夹下：08090317.pdf文件。

论文翻译为此文件夹下：论文翻译.docx文件。

# ****1.********Apriori算法简介****

Apriori算法是经典的挖掘频繁项集和关联规则的数据挖掘算法。A priori在拉丁语中指"来自以前"。当定义问题时，通常会使用先验知识或者假设，这被称作"一个先验"（a priori）。Apriori算法的名字正是基于这样的事实：算法使用频繁项集性质的先验性质，即频繁项集的所有非空子集也一定是频繁的。Apriori算法使用一种称为逐层搜索的迭代方法，其中k项集用于探索(k+1)项集。首先，通过扫描数据库，累计每个项的计数，并收集满足最小支持度的项，找出频繁1项集的集合。该集合记为L1。然后，使用L1找出频繁2项集的集合L2，使用L2找出L3，如此下去，直到不能再找到频繁k项集。每找出一个Lk需要一次数据库的完整扫描。Apriori算法使用频繁项集的先验性质来压缩搜索空间。

# ****2. 基本概念****

****项与项集****：设items是所有项的集合，其中，item\_k(k=1,2,…,m)成为项。项的集合称为项集（items），包含k个项的项集称为k项集(k-items)。

* ****事务与事务集****：一个事务T是一个项集，它是items的一个子集，每个事务均与一个唯一标识符Tid相联系。不同的事务一起组成了事务集D，它构成了关联规则发

****关联规则****：关联规则是形如A=>B的蕴涵式，其中A、B均为itemset的子集且均不为空集，而A交B为空。

****支持度(support)****：关联规则的支持度定义如下：

![IMG_256](data:image/png;base64,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)

其中![IMG_257](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADsAAAATCAMAAAAZBIXaAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAfJQTFRFAAAACgoKCQkJHh4eFBQUGBgYFRUVHBwcGhoaEBAQDQ0NHx8fBAQEExMTKioqLi4uMTExJCQkNTU1JycnKCgoMzMzNDQ0LCwsODg4Pj4+Nzc3LS0tMDAwKSkpSEhIXFxcUlJSTk5OSUlJTExMWFhYUFBQT09PVlZWSkpKV1dXS0tLW1tbQ0NDXV1dWVlZUVFRVVVVWlpaX19fQUFBTU1NXl5eQkJCd3d3Y2Njf39/e3t7cHBweXl5fHx8enp6a2trb29vaWlpaGhoZGRkYmJibGxsZ2dnYGBgYWFhbW1tm5ubkpKSgoKCmJiYh4eHn5+flJSUhoaGg4ODj4+PioqKkZGRhISEkJCQk5OTi4uLiIiIjo6Ol5eXpKSkoKCgp6enoqKirKyso6Ojubm5oaGhq6urqampvr6+pqamvLy8v7+/tra2srKyqqqqtLS0vb29s7OzsLCwrq6u3NzcxMTExsbG1NTU0dHRycnJ0tLSy8vL2NjYzc3NyMjIzMzM19fX1dXV2dnZwsLC1tbWysrK3t7e2traxcXFx8fH6Ojo+fn5+/v75OTk8/Pz4+Pj5+fn8vLy7e3t/Pz84ODg6urq/f39/v7+8fHx6+vr+Pj47+/v7Ozs5eXl4uLi5ubm9vb29PT04eHh+vr68PDw9/f3////coQxKAAAAexJREFUOMtjWEo+YBgkeju7COvpRtbbVewV2wMWKTHvhYj3lWLqKYuLjy0H0gneSHor+OR85BX6ly6doJgIVWehBCInTETWa8lgFSvn2720ks8XoTeBsWppNZPf0qX+1lBlNQwKYAkbMG9SwGQQZcs8ZWkSC5Dpz18G1xvICiTY7Jb2KidD9Qap2E8FUikOYN40pVoQZQ00T5V/OpDl6AfTO0PNemmtk0DJtHj1mRCtdalpGrOAdDBYzdLZmvVAco6gSnq9cwZIIMQJpjeeUUVFK2TK0tlCoRCtDdqNFjrAAJ8k3wTmZ7qAQt+VXVfPrRksEGYF06uvVZE1F0jPE4aEwXx3EXkOA1BkKLSABbItgB5YIOqwdJqhPkRvCEyvmBHEuhni4WA6R6KxVR2kaKpHBFggy2XS0qWVnLlLl3qKgwWMgyB6p+VyQeNrkoUJiFrgkbd0qR73QiAzQ24CSCTSdBrQAJ6qpW3CnuD0wBcP0btAkiFqEURzu9QCIJnPXLl0loZ0EMidFsbxSydE8xYsXTrdQMY8RsVpPkidv9xiqJvn5uZBg3eBkTnI2zmzlk6dMGEWKJIWRKt6yJnlAK2dnj69tmUWWNk81UIs6bla1n8aWkLszyrtRROKscKaFzqKphLOC7OXDGz+BQBNKXWoEGwyUAAAAABJRU5ErkJggg==)表示事务包含集合A和B的并（即包含A和B中的每个项）的概率。注意与P(A or B)区别，后者表示事务包含A或B的概率。

****置信度(confidence)****：关联规则的置信度定义如下：
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****项集的出现频度(support count)****：包含项集的事务数，简称为项集的频度、支持度计数或计数。

****频繁项集(frequent itemset)****：如果项集I的相对支持度满足事先定义好的最小支持度阈值（即I的出现频度大于相应的最小出现频度（支持度计数）阈值），则I是频繁项集。

****强关联规则****：满足最小支持度和最小置信度的关联规则，即待挖掘的关联规则。

# ****3. 实现步骤****

关联规则的挖掘过程：

1找出所有的频繁项集

2由频繁项集产生强关联规则

## ****3.1挖掘频繁项集****

### ****3.1.1********相关定义****

****连接步骤：频繁(k-1)项集Lk-1的自身连接产生候选k项集Ck****

    Apriori算法假定项集中的项按照字典序排序。如果Lk-1中某两个的元素（项集）items1和items2的前(k-2)个项是相同的，则称itemset1和itemset2是可连接的。所以items1与items2连接产生的结果项集是{itemset1[1], items1[2], …, items1[k-1], items[k-1]}。

****剪枝策略****

由于存在先验性质：****任何非频繁的(k-1)项集都不是频繁k项集的子集****。因此，如果一个候选k项集Ck的(k-1)项子集不在Lk-1中，则该候选也不可能是频繁的，从而可以从Ck中删除，获得压缩后的Ck。

****删除策略****

基于压缩后的Ck，扫描所有事务，对Ck中的每个项进行计数，然后删除不满足最小支持度的项，从而获得频繁k项集。

### ****3.1.2 步骤****

每个项都是候选1项集的集合C1的成员。算法扫描所有的事务，获得每个项，生成C1（见下文代码中的create\_C1函数）。然后对每个项进行计数。然后根据最小支持度从C1中删除不满足的项，从而获得频繁1项集L1。

对L1的自身连接生成的集合执行剪枝策略产生候选2项集的集合C2，然后，扫描所有事务，对C2中每个项进行计数。同样的，根据最小支持度从C2中删除不满足的项，从而获得频繁2项集L2。

对L2的自身连接生成的集合执行剪枝策略产生候选3项集的集合C3，然后，扫描所有事务，对C3每个项进行计数。同样的，根据最小支持度从C3中删除不满足的项，从而获得频繁3项集L3。

以此类推，对Lk-1的自身连接生成的集合执行剪枝策略产生候选k项集Ck，然后，扫描所有事务，对Ck中的每个项进行计数。然后根据最小支持度从Ck中删除不满足的项，从而获得频繁k项集。

## ****3.2 由频繁项集产生关联规则****

一旦找出了频繁项集，就可以直接由它们产生强关联规则。产生步骤如下：

对于每个频繁项集itemset，产生itemset的所有非空子集（这些非空子集一定是频繁项集）；
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