[剑指 Offer 03. 数组中重复的数字](https://leetcode-cn.com/problems/shu-zu-zhong-zhong-fu-de-shu-zi-lcof/)

找出数组中重复的数字。

在一个长度为 n 的数组 nums 里的所有数字都在 0～n-1 的范围内。数组中某些数字是重复的，但不知道有几个数字重复了，也不知道每个数字重复了几次。请找出数组中任意一个重复的数字。

**示例 1：**

**输入：**

[2, 3, 1, 0, 2, 5, 3]

**输出：**2 或 3

**限制：**

2 <= n <= 100000

#include <vector>

#include <algorithm>

#include <set>

using namespace std;

class Solution {

public:

    int findRepeatNumber(vector<int>& nums) {

        //1.排序

        sort(nums.begin(), nums.end());

        //2.遍历找出

        for (int i = 0; i < nums.size() - 2; i++) {

            if(nums[i]==nums[i + 1])

            {

                return nums[i];

            }

        }

        return -1;

    }

};

class Solution2 {

public:

    int findRepeatNumber(vector<int>& nums) {

        set<int> myset;

//unordered\_set<int> myset;

//用unordered更快

        for (size\_t i = 0; i < nums.size(); i++) {

            if(!myset.insert(nums[i]).second)

            {

                return nums[i];

            }

        }

        return -1;

    }

};

int main(){

    vector<int> nums;

    int n, temp;

    scanf("%d", &n);

    for(int i = 0; i < n; ++i){

        scanf("%d", &temp);

        nums.push\_back(temp);

    }

    Solution s;

    int res = s.findRepeatNumber(nums);

    printf("res = %d", res);

    getchar();

    getchar();

    return 0;

[剑指 Offer 04. 二维数组中的查找](https://leetcode-cn.com/problems/er-wei-shu-zu-zhong-de-cha-zhao-lcof/)

在一个 n \* m 的二维数组中，每一行都按照从左到右递增的顺序排序，每一列都按照从上到下递增的顺序排序。请完成一个函数，输入这样的一个二维数组和一个整数，判断数组中是否含有该整数。

**示例:**

现有矩阵 matrix 如下：

[

[1, 4, 7, 11, 15],

[2, 5, 8, 12, 19],

[3, 6, 9, 16, 22],

[10, 13, 14, 17, 24],

[18, 21, 23, 26, 30]

]

给定 target = 5，返回 true。

给定 target = 20，返回 false。

class Solution{

public:

    bool findNumberIn2DArray(vector<vector<int>>& matrix, int target){

        int i = matrix.size() - 1;

        int j = 0;

        while(i >= 0 && j < matrix[0].size()){

            if(matrix[i][j] == target)

                return true;

            if(matrix[i][j] > target)

                i--;

            else

                j++;

        }

        return false;

    }

};

// 时间复杂度：O(n+m)。访问到的下标的行最多增加 n 次，列最多减少 m 次，因此循环体最多执行 n + m 次。

// 空间复杂度：O(1)。

int main(){

    vector<vector<int>> matrix = {{1, 4, 7, 11, 15}, {2, 5, 8, 12, 19},

    {3, 6, 9, 16, 22}, {10, 13, 14, 17, 24}, {18, 21, 23, 26, 30}};

    Solution\* s = new Solution();

    printf("%d", s->findNumberIn2DArray(matrix, 5));

    return 0;

}

[剑指 Offer 05. 替换空格](https://leetcode-cn.com/problems/ti-huan-kong-ge-lcof/)

请实现一个函数，把字符串 s 中的每个空格替换成"%20"。

**示例 1：**

**输入：**s = "We are happy."

**输出：**"We%20are%20happy."

**限制：**

0 <= s 的长度 <= 10000

#include <string>

#include <iostream>

#include <windows.h>

using namespace std;

class Solution{

public:

    string replaceSpace(string s){

        string res;

        for(auto c : s){

            if(c == ' ')

                res += "%20";

            else

                res += c;

        }

        return res;

    }

};

// 时间复杂度：O(n)。遍历字符串 s 一遍。

// 空间复杂度：O(n)。额外创建字符数组，长度为 s 的长度的 3 倍

int main(){

    string str;

    Solution s;

    str.resize(100);

    scanf("%[^\n]", &str[0]);

    // getline(cin, str);

    //cin接收输入时，:>> 是会过滤掉不可见字符（如 空格 回车，TAB 等）；从第一个非空白符开始读，知道空白符或文件结束为止

    //可以用getline：

    str = s.replaceSpace(str);

    printf("%s", str.c\_str());

    // cout << s.replaceSpace(str) << endl;

    system("pause");

    return 0;

}

剑指 Offer 06. 从尾到头打印链表

输入一个链表的头节点，从尾到头反过来返回每个节点的值（用数组返回）。

示例 1：

输入：head = [1,3,2]

输出：[2,3,1]

限制：

0 <= 链表长度 <= 10000

struct ListNode

{

    int val;

    ListNode\* next;

    ListNode(int x) : val(x), next(NULL){}

};

// 思路一：反转

class Solution {

public:

    vector<int> reversePrint(ListNode\* head) {

        vector<int> res;

        while (head){

            res.push\_back(head->val);

            head = head->next;

        }

        reverse(res.begin(), res.end());

        return res;

    }

};

// 复杂度分析

// 时间复杂度：O(n)，reverse() 的时间复杂度为O(n)，遍历了一遍数组，复杂度也为O(n)。

// 空间复杂度：O(n)，使用了额外的 res。

// 思路二：递归

class Solution {

public:

    vector<int> res;

    vector<int> reversePrint(ListNode\* head) {

        if (!head) return res;

        reversePrint(head->next);

        res.push\_back(head->val);

        return res;

    }

};

// 复杂度分析

// 时间复杂度：O(n)，递归 n 次，时间间复杂度为O(n)，递归函数中的操作时间复杂度为O(1)，总时间复杂度为 O(n)\times O(1)=O(n)×O(1)=O(n)。

// 空间复杂度：O(n)，递归将占用链表长度的栈空间。

// 思路三：堆栈

class Solution {

public:

    vector<int> res;

    vector<int> reversePrint(ListNode\* head) {

        stack<int> st;

        while(head){// push

            st.push(head->val);

            head = head->next;

        }

        while(!st.empty()){ // pop

            res.push\_back(st.top());

            st.pop();

        }

        return res;

    }

};

// 复杂度分析

// 时间复杂度：O(n)，push 的间复杂度为 O(n)，pop 的间复杂度为O(n)。

// 空间复杂度：O(n)，使用了额外的 res 和 堆栈。

class Solution {

public:

    vector<int> res;

    vector<int> reversePrint(ListNode\* head) {

        //方法4：改变链表结构

        ListNode \*pre = nullptr;

        ListNode \*next = head;

        ListNode \*cur = head;

        while(cur){

            next = cur->next;//保存当前结点的下一个节点

            cur->next = pre;//当前结点指向前一个节点，反向改变指针

            pre = cur;//更新前一个节点

            cur = next;//更新当前结点

        }

        while(pre){//上一个while循环结束后，pre指向新的链表头

            res.push\_back(pre->val);

            pre = pre->next;

        }

        return res;

    }

};

[剑指 Offer 07. 重建二叉树](https://leetcode-cn.com/problems/zhong-jian-er-cha-shu-lcof/)

输入某二叉树的前序遍历和中序遍历的结果，请重建该二叉树。假设输入的前序遍历和中序遍历的结果中都不含重复的数字。

例如，给出

前序遍历 preorder = [3,9,20,15,7]

中序遍历 inorder = [9,3,15,20,7]

返回如下的二叉树：

3

/ \

9 20

/ \

**限制：**

0 <= 节点个数 <= 5000

15 7

struct TreeNode {

     int val;

     TreeNode \*left;

     TreeNode \*right;

     TreeNode(int x) : val(x), left(NULL), right(NULL) {}

};

class Solution {

public:

    vector<int> Preorder ;

    map<int,int> dic;

    TreeNode\* build(int pre\_root, int in\_left, int in\_right){

        //如果左边界大于右边界说明到过了叶子

        if(in\_left > in\_right)

            return NULL;

        //pre\_root 是先序里面的索引 ！！

        TreeNode\* root = new TreeNode(Preorder[pre\_root]);

        //获取先序中的节点在中序中的节点， 即index 左边就是这节点的左子树，index右边就是节点的右子树

        int index = dic[Preorder[pre\_root]];

        //当前节点左树即为先序索引+1 （没了话会在下一次迭代返回NULL）

        //我的理解，节点传入的是前序的节点，而left和right传入的位置则是中序，这是因为根据dic能够通过前序节点的位置找到中序节点的位置，

        //这样我们通过前序来储存节点，而通过中序来定义位置，进行判定；

        root->left = build(pre\_root + 1, in\_left, index - 1);

        //当前节点右树即为 根结点在前序中的索引+左树所有节点数（即节点在中序中的索引）-左边界+1 ，下一次的左边界为根在中序的索引+1

        root->right = build(pre\_root + index - in\_left + 1, index + 1, in\_right);

        return root;

    }

    TreeNode\* buildTree(vector<int>& preorder, vector<int>& inorder) {

        //赋值至外部变量

        Preorder = preorder;

        //使用map映射inorder的值和索引，提高找到索引效率

        for(int i = 0; i < inorder.size(); i++){

            dic[inorder[i]] = i;

        }

        return build(0, 0, preorder.size() - 1);

    }

};

// 时间复杂度：O(n)。对于每个节点都有创建过程以及根据左右子树重建过程。

// 空间复杂度：O(n)。存储整棵树的开销。

//后序+中序重构

//[9, 15, 7, 20 ,3]

//[9, 3, 15, 20, 7]

class Solution{

    vector<int> Postorder;

    map<int, int> mp;

public:

    TreeNode\* build(int post\_root, int left, int right){

        if(left > right)

            return NULL;

        TreeNode\* root = new TreeNode(Postorder[post\_root]);

        int index = mp[Postorder[post\_root]];

        root->right = build(post\_root - 1, index + 1, right);

        root->left = build(post\_root - right + index - 1, left, index - 1);

    }

    TreeNode\* buildTree(vector<int>& postorder, vector<int>& inorder){

        Postorder = postorder;

        for(int i = 0; i < inorder.size(); ++i){

            mp[inorder[i]] = i;

        }

    }

};

[剑指 Offer 09. 用两个栈实现队列](https://leetcode-cn.com/problems/yong-liang-ge-zhan-shi-xian-dui-lie-lcof/)

用两个栈实现一个队列。队列的声明如下，请实现它的两个函数 appendTail 和 deleteHead ，分别完成在队列尾部插入整数和在队列头部删除整数的功能。(若队列中没有元素，deleteHead 操作返回 -1 )

**示例 1：**

**输入：**

["CQueue","appendTail","deleteHead","deleteHead"]

[[],[3],[],[]]

**输出：**[null,null,3,-1]

**示例 2：**

**输入：**

["CQueue","deleteHead","appendTail","appendTail","deleteHead","deleteHead"]

[[],[],[5],[2],[],[]]

**输出：**[null,-1,null,null,5,2]

**提示：**

* 1 <= values <= 10000
* 最多会对 appendTail、deleteHead 进行 10000 次调用

class CQueue {

    stack<int> stack1,stack2;

public:

    CQueue() {

        while (!stack1.empty()) {

            stack1.pop();

        }

        while (!stack2.empty()) {

            stack2.pop();

        }

    }

    void appendTail(int value) {

        stack1.push(value);

    }

 int deleteHead() {

        // 如果第二个栈为空

        if (stack2.empty()) {

            while (!stack1.empty()) {

                stack2.push(stack1.top());

                stack1.pop();

            }

        }

        if (stack2.empty()) {

            return -1;

        } else {

            int deleteItem = stack2.top();

            stack2.pop();

            return deleteItem;

        }

    }

};

/\*\*

 \* Your CQueue object will be instantiated and called as such:

 \* CQueue\* obj = new CQueue();

 \* obj->appendTail(value);

 \* int param\_2 = obj->deleteHead();

 \*/

[剑指 Offer 10- I. 斐波那契数列](https://leetcode-cn.com/problems/fei-bo-na-qi-shu-lie-lcof/)

写一个函数，输入 n ，求斐波那契（Fibonacci）数列的第 n 项。斐波那契数列的定义如下：

F(0) = 0,   F(1) = 1

F(N) = F(N - 1) + F(N - 2), 其中 N > 1.

斐波那契数列由 0 和 1 开始，之后的斐波那契数就是由之前的两数相加而得出。

答案需要取模 1e9+7（1000000007），如计算初始结果为：1000000008，请返回 1。

**示例 1：**

**输入：**n = 2

**输出：**1

**示例 2：**

**输入：**n = 5

**输出：**5

**提示：**

* 0 <= n <= 100

class Solution {

public:

    int fib(int n) {

        if(n==0) return 0;

        std::vector<int> dp(n+1);

        dp[0] = 0;

        dp[1] = 1;

        for(int i=2; i<=n;  i++){

            dp[i] = (dp[i-1] + dp[i-2]) % 1000000007 ;

        }

        return dp[n];

    }

    int fib2(int n){

        int f = 0,  g = 1;

        while(n--){

            g = g + f;

            f = g - f;

        }

        return g;

    }

    //O(n),空间为O(1)

};

[剑指 Offer 10- II. 青蛙跳台阶问题](https://leetcode-cn.com/problems/qing-wa-tiao-tai-jie-wen-ti-lcof/)

一只青蛙一次可以跳上1级台阶，也可以跳上2级台阶。求该青蛙跳上一个 n 级的台阶总共有多少种跳法。

答案需要取模 1e9+7（1000000007），如计算初始结果为：1000000008，请返回 1。

class Solution {

public:

    int numWays(int n) {

        vector<int> dp(n + 1, 1);

        for(int i = 2; i <= n; ++i){

            dp[i] = (dp[i - 1] + dp[i - 2]) % 1000000007;

        }

        return dp[n];

    }

};

[剑指 Offer 11. 旋转数组的最小数字](https://leetcode-cn.com/problems/xuan-zhuan-shu-zu-de-zui-xiao-shu-zi-lcof/)

把一个数组最开始的若干个元素搬到数组的末尾，我们称之为数组的旋转。输入一个递增排序的数组的一个旋转，输出旋转数组的最小元素。例如，数组 [3,4,5,1,2] 为 [1,2,3,4,5] 的一个旋转，该数组的最小值为1。

**示例 1：**

**输入：**[3,4,5,1,2]

**输出：**1

**示例 2：**

**输入：**[2,2,2,0,1]

**输出：**0

//二分法，时间复杂度O(log(n)),空间复杂度O(1);

class Solution{

public:

    int minArray(vector<int> numbers){

        int size = numbers.size();

        int left = 0;

        int right = size-1;

        if(size==0) return 0;

        if(size==1) return numbers[0];

        while(left  <  right){

            int mid = (left + right) >> 1;

            if(numbers[mid] > numbers[right])

                left = mid + 1;

            else if(numbers[mid] == numbers[right])

                right--;

            else

                right = mid;

        }

        return numbers[left];

    }

};

[剑指 Offer 12. 矩阵中的路径](https://leetcode-cn.com/problems/ju-zhen-zhong-de-lu-jing-lcof/)

请设计一个函数，用来判断在一个矩阵中是否存在一条包含某字符串所有字符的路径。路径可以从矩阵中的任意一格开始，每一步可以在矩阵中向左、右、上、下移动一格。如果一条路径经过了矩阵的某一格，那么该路径不能再次进入该格子。例如，在下面的3×4的矩阵中包含一条字符串“bfce”的路径（路径中的字母用加粗标出）。

[["a","**b**","c","e"],  
["s","**f**","**c**","s"],  
["a","d","**e**","e"]]

但矩阵中不包含字符串“abfb”的路径，因为字符串的第一个字符b占据了矩阵中的第一行第二个格子之后，路径不能再次进入这个格子。

**示例 1：**

**输入：**board = [["A","B","C","E"],["S","F","C","S"],["A","D","E","E"]], word = "ABCCED"

**输出：**true

**示例 2：**

**输入：**board = [["a","b"],["c","d"]], word = "abcd"

**输出：**false

**提示：**

* 1 <= board.length <= 200
* 1 <= board[i].length <= 200

class Solution{

public:

    bool exist(vector<vector<char>>& board, string word){

        for(int i = 0; i < board.size(); ++i){

            for(int j = 0; j < board[0].size(); ++j){

                if(dfs(board, word, i, j, 0))

                    return true;

            }

        }

        return false;

    }

    bool dfs(vector<vector<char>>& board, string word, int i, int j, int k){

        if(i >= board.size() || i < 0 || j >= board[0].size() || j < 0 || board[i][j] != word[k])

            return false;

        if(k == word.size() - 1)

            return true;

        char temp = board[i][j];

        board[i][j] = '/';

        bool res = dfs(board, word, i + 1, j, k + 1) || dfs(board, word, i - 1, j, k + 1)

                    || dfs(board, word, i, j + 1, k + 1) || dfs(board, word, i, j - 1, k + 1);

        board[i][j] = temp;

        return res;

    }

};

// 复杂度分析：

// M,N 分别为矩阵行列大小， K 为字符串 word 长度。

// 时间复杂度 O(3^KMN)：最差情况下，需要遍历矩阵中长度为 K 字符串的所有方案，时间复杂度为 O(3^K)

//  矩阵中共有 MN 个起点，时间复杂度为 O(MN) 。

// 方案数计算： 设字符串长度为 K ，搜索中每个字符有上、下、左、右四个方向可以选择，舍弃回头（上个字符）的方向，剩下 33 种选择，因此方案数的复杂度为 O(3^K)

//  ) 。

// 空间复杂度 O(K) ： 搜索过程中的递归深度不超过 K ，因此系统因函数调用累计使用的栈空间占用 O(K)（因为函数返回后，系统调用的栈空间会释放）。最坏情况下 K = MN，递归深度为 MN ，此时系统栈使用 O(MN)的额外空间。

[剑指 Offer 13. 机器人的运动范围](https://leetcode-cn.com/problems/ji-qi-ren-de-yun-dong-fan-wei-lcof/)

地上有一个m行n列的方格，从坐标 [0,0] 到坐标 [m-1,n-1] 。一个机器人从坐标 [0, 0] 的格子开始移动，它每次可以向左、右、上、下移动一格（不能移动到方格外），也不能进入行坐标和列坐标的数位之和大于k的格子。例如，当k为18时，机器人能够进入方格 [35, 37] ，因为3+5+3+7=18。但它不能进入方格 [35, 38]，因为3+5+3+8=19。请问该机器人能够到达多少个格子？

**示例 1：**

**输入：**m = 2, n = 3, k = 1

**输出：**3

**示例 2：**

**输入：**m = 3, n = 1, k = 0

**输出：**1

**提示：**

* 1 <= n,m <= 100
* 0 <= k <= 20

 int digit\_sum(int i){

        int sum = 0;

        while(i>0){

            sum += i%10;

            i/=10;

        }

        return sum;

}

//方法一，深度优先遍历

class Solution {

public:

    int dfsSolver(int i, int j, int m, int n, int k, vector<vector<bool>>& vislted){

        if(i>=m||j>=n||digit\_sum(i)+digit\_sum(j)>k||vislted[i][j]==true) return 0;

        vislted[i][j] = true;

        return 1+dfsSolver(i+1,j,m,n,k,vislted)+dfsSolver(i,j+1,m,n,k,vislted);

    }

    int movingCount(int m, int n, int k) {

        vector<vector<bool>> vislted(m,vector<bool>(n));

        int res = dfsSolver(0,0,m,n,k,vislted);

        return res;

    }

};

// 时间复杂度：O(mn)

// 空间复杂度：O(mn)

// 方法二：广度优先搜索

// 我们将行坐标和列坐标数位之和大于 k 的格子看作障碍物，那么这道题就是一道很传统的搜索题目，我们可以使用广度优先搜索或者深度优先搜索来解决它，本文选择使用广度优先搜索的方法来讲解。

// 那么如何计算一个数的数位之和呢？我们只需要对数 x 每次对 10 取余，就能知道数 x 的个位数是多少，然后再将 x 除 10，这个操作等价于将 x 的十进制数向右移一位，删除个位数（类似于二进制中的 >> 右移运算符），不断重复直到 x 为 0 时结束。

// 同时这道题还有一个隐藏的优化：我们在搜索的过程中搜索方向可以缩减为向右和向下，而不必再向上和向左进行搜索。如下图，我们展示了 16 \* 16 的地图随着限制条件 k 的放大，可行方格的变化趋势，每个格子里的值为行坐标和列坐标的数位之和，蓝色方格代表非障碍方格，即其值小于等于当前的限制条件 k。我们可以发现随着限制条件 k 的增大，(0, 0) 所在的蓝色方格区域内新加入的非障碍方格都可以由上方或左方的格子移动一步得到。而其他不连通的蓝色方格区域会随着 k 的增大而连通，且连通的时候也是由上方或左方的格子移动一步得到，因此我们可以将我们的搜索方向缩减为向右或向下。

class Solution {

public:

    int movingCount(int m, int n, int k) {

        if(k==0) return 1;

        queue<pair<int,int>> Q;

        int dx[2] = {0, 1};

        int dy[2] = {1, 0};

        vector<vector<int>> vis(m, vector<int>(n,0));

        vis[0][0] = 1;

        Q.push(make\_pair(0,0));

        vis[0][0] = 1;

        int res = 1;

        while(!Q.empty()){

            auto [x,y] = Q.front();

            Q.pop();

            for(int i=0;i<2;i++){

                int tx = dx[i] + x;

                int ty = dy[i] + y;

                if(tx >= m || ty>=n || vis[tx][ty] || digit\_sum(tx) + digit\_sum(ty) > k) continue;

                vis[tx][ty] = 1;

                res++;

                Q.push(make\_pair(tx,ty));

            }

        }

        return res;

    }

};

// 时间复杂度：O(mn)，其中 m 为方格的行数，n 为方格的列数。考虑所有格子都能进入，那么搜索的时候一个格子最多会被访问的次数为常数，所以时间复杂度为 O(2mn)=O(mn)。

// 空间复杂度：O(mn)，其中 m 为方格的行数，n 为方格的列数。搜索的时候需要一个大小为 O(mn)的标记结构用来标记每个格子是否被走过。

// 方法三：递推

// 考虑到方法一提到搜索的方向只需要朝下或朝右，我们可以得出一种递推的求解方法。

// 定义 vis[i][j] 为 (i, j) 坐标是否可达，如果可达返回 1，否则返回 0。

// 首先 (i, j) 本身需要可以进入，因此需要先判断 i 和 j 的数位之和是否大于 k ，如果大于的话直接设置 vis[i][j] 为不可达即可。

// 否则，前面提到搜索方向只需朝下或朝右，因此 (i, j) 的格子只会从 (i - 1, j) 或者 (i, j - 1) 两个格子走过来（不考虑边界条件），那么 vis[i][j] 是否可达的状态则可由如下公式计算得到：

// 即只要有一个格子可达，那么 (i, j) 这个格子就是可达的，因此我们只要遍历所有格子，递推计算出它们是否可达然后用变量 ans 记录可达的格子数量即可。

// 初始条件 vis[i][j] = 1 ，递推计算的过程中注意边界的处理。

class Solution {

public:

    int movingCount(int m, int n, int k) {

        if(k==0) return 1;

        vector<vector<int> > vis(m, vector<int>(n, 0));

        int res = 1;

        vis[0][0] = 1;

        for (int i = 0; i < m; ++i) {

            for (int j = 0; j < n; ++j) {

                if ((i == 0 && j == 0) || get(i) + get(j) > k) continue;

                // 边界判断

                if (i - 1 >= 0) vis[i][j] |= vis[i - 1][j];

                if (j - 1 >= 0) vis[i][j] |= vis[i][j - 1];

                res += vis[i][j];

            }

        }

        return res;

}

};

// 时间复杂度：O(mn)，其中 m 为方格的行数， n 为方格的列数。一共有 O(mn)个状态需要计算，每个状态递推计算的时间复杂度为 O(1)，所以总时间复杂度为 O(mn)。

// 空间复杂度：O(mn)，其中 m 为方格的行数，n 为方格的列数。我们需要 O(mn)大小的结构来记录每个位置是否可达。

[剑指 Offer 14- I. 剪绳子](https://leetcode-cn.com/problems/jian-sheng-zi-lcof/)

给你一根长度为 n 的绳子，请把绳子剪成整数长度的 m 段（m、n都是整数，n>1并且m>1），每段绳子的长度记为 k[0],k[1]...k[m-1] 。请问 k[0]\*k[1]\*...\*k[m-1] 可能的最大乘积是多少？例如，当绳子的长度是8时，我们把它剪成长度分别为2、3、3的三段，此时得到的最大乘积是18。

**示例 1：**

**输入:** 2

**输出:** 1

**解释:** 2 = 1 + 1, 1 × 1 = 1

**示例 2:**

**输入:** 10

**输出:** 36

**解释:** 10 = 3 + 3 + 4, 3 × 3 × 4 = 36

**提示：**

* 2 <= n <= 58

class Solution {

public:

    int cuttingRope(int n) {

        if(n<=3) return n-1;

        int a = n/3,b = n%3;

        if(b==0) return pow(3,a);

        if(b==1) return pow(3,a-1)\*4;

        return pow(3,a)\*2;

    }

};

//运用完全背包问题去解

int cuttingRope(int n) {

    vector<int> dp(n+1,0);

    dp[1]=1;

    for(int i=2;i<=n;i++){

        for(int j=1;j<i;j++){

            dp[i] = max(dp[i],dp[j]\*dp[i-j]);

        }

        if(i!=n) dp[i] = max(dp[i],i);

    }

    return dp[n];

}

[剑指 Offer 15. 二进制中1的个数](https://leetcode-cn.com/problems/er-jin-zhi-zhong-1de-ge-shu-lcof/)

请实现一个函数，输入一个整数，输出该数二进制表示中 1 的个数。例如，把 9 表示成二进制是 1001，有 2 位是 1。因此，如果输入 9，则该函数输出 2。

**示例 1：**

**输入：**00000000000000000000000000001011

**输出：**3

**解释：**输入的二进制串 **00000000000000000000000000001011** 中，共有三位为 '1'。

**示例 2：**

**输入：**00000000000000000000000010000000

**输出：**1

**解释：**输入的二进制串 **00000000000000000000000010000000** 中，共有一位为 '1'。

**示例 3：**

**输入：**11111111111111111111111111111101

**输出：**31

**解释：**输入的二进制串 **11111111111111111111111111111101** 中，共有 31 位为 '1'。

按位判断

这是最直观的方式，依次判断整数的每一位是否为 1 。

判断第 1 位：n & 1

判断第 2 位：n & (1 << 1)

......

判断第32位：n & (1 << 31)

class Solution {

public:

    int hammingWeight(uint32\_t n) {

        int ret = 0;

        for (int i = 0; i < 32; i ++)

            if (n & (1 << i))

                ret ++;

        return ret;

    }

};

N & (N - 1)​

使用这个方法，基于这样一个事实：

一个数 n 与一个比它小 1的数（n - 1）进行与运算（&）之后，结果会消除 n 中最低位的 1.

示例1: 7 & 6

00111

      &   =》 00110

00110

示例2: 8 & 7

01000

      &   =》 00000

00111

可以看到，n&(n−1) 得到的结果，就是将 n 最低位 1，换成 0 之后的值。

根据这个，编码思路就是，每次都使用该运算法则消去 1 ，每运算一次计数器+1，直至 n 为 0 .

class Solution2 {

public:

    int hammingWeight(uint32\_t n) {

        int ret = 0;

        while (n != 0) {

            n &= n-1;

            ret ++;

        }

        return ret;

    }

};

[剑指 Offer 16. 数值的整数次方](https://leetcode-cn.com/problems/shu-zhi-de-zheng-shu-ci-fang-lcof/)

实现函数double Power(double base, int exponent)，求base的exponent次方。不得使用库函数，同时不需要考虑大数问题。

**示例 1:**

**输入:** 2.00000, 10

**输出:** 1024.00000

**示例 2:**

**输入:** 2.10000, 3

**输出:** 9.26100

**示例 3:**

**输入:** 2.00000, -2

**输出:** 0.25000

**解释:** 2-2 = 1/22 = 1/4 = 0.25

**说明:**

* -100.0 < *x* < 100.0
* *n* 是 32 位有符号整数，其数值范围是 [−231, 231− 1] 。

所以我们可以考虑比如我们计算 x^8，就是 x^2 \* x^2 \* x^2 \* x^2，当我们计算出来 x^2 之后就可以只进行三次乘法就可以了，相对于之前的 7 次乘法，时间大大减少了。

也就是 x^n 可以分解成若干个 x^i 的乘积

我们这里使用快速幂进行求解。我们看一下 n 的二进制形式一定是若干个 1 和 0 构成，比如 9 = 1001 = 1\*2^3 + 0\*2^2 + 0\*2^1 + 1\*2^0

x^9 = x^[2^0] \* x^[2^1 \* 0] \* x^[2^2 \* 0] \* x^[2^3];

所以我们可以看出来，每次乘的值都是前一个值的2倍，当 n 对应位为0时跳过

负数幂和正数幂相同，因为除以一个数就相当于乘这个数的倒数。

class Solution{

public:

    double myPow(double x, int n){

        if(x == 1 || n == 0)

            return 1;

        double ans = 1;

        long num = n;

        if(n < 0){

            num = -num;

            x = 1 / x;

        }

        while(num){

            if(num & 1)

                ans \*= x;

            x \*= x;

            num >>= 1;

            printf("%f %ld\n", ans, num);

/\*

在printf中%d用于int或者比int小的整数类型。比int小的类型被转型成int。

%ld用于long类型，%lld用于long long类型。

%x标识的数会被当成int进行读取，所以long long类型的数如果超过int的范围会被截断，得不到正确的结果。而且因为它多占了4个字节，还会影响后面的其它标识符的输出。

另外%f标识的数会被当成double读取，即取出8个字节读取。

\*/

        }

        return ans;

    }

};

int main(){

    Solution\* s = new Solution();

    double x;

    int n;

    /\*

    注意scanf函数和printf函数是不同寻常的函数，因为它们都没有将函数的参数限制为固定数量。scanf函数和printf函数又可变长度的参数列表。当调用带可变长度参数列表的函数时，编译器会安排float参数自动转换成为double类型，其结果是printf函数无法区分float型和double型的参数。因此在printf函数调用中%f既可以表示float型又表示double型的参数。

    另一方面，scanf函数是通过指针指向变量的。%f告诉scanf函数在所传地址位置上存储一个float型值，而%lf告诉scanf函数在所传地址位置上存储一个double型值。这里float和double的区别是非常重用的。如果给出了错误的转换说明，那么scanf函数将可能存储错误的字节数量（没有提到的是，float型的为模式可能不同于double型的位模式）。

    \*/

    scanf("%lf %d", &x, &n);

    printf("%f", s->myPow(x, n));

    getchar();

    getchar();

    return 0;

}

[剑指 Offer 17. 打印从1到最大的n位数](https://leetcode-cn.com/problems/da-yin-cong-1dao-zui-da-de-nwei-shu-lcof/)

输入数字 n，按顺序打印出从 1 到最大的 n 位十进制数。比如输入 3，则打印出 1、2、3 一直到最大的 3 位数 999。

**示例 1:**

**输入:** n = 1

**输出:** [1,2,3,4,5,6,7,8,9]

说明：

* 用返回一个整数列表来代替打印
* n 为正整数

 vector<int> printNumbers(int n) {

        vector<int> res;

        if (n == 0) return res;

        for (int i=1,max=pow(10,n);i<max;i++)

            res.push\_back(i);

        return res;

    }

//大数版本

class Solution2{

public:

    void printNumbers(int n, int index, string& str, vector<int>& res){

        if(index == n){

            int num = atoi(str.c\_str());

            if(num != 0)

                res.push\_back(num);

            return;

        }

        for(int i = 0; i < 10; ++i){

            //每一位 从0到9依次排列

            str[index] = i + '0';

            printNumbers(n, index + 1, str, res);

        }

    }

    vector<int> printNumbers(int n){

        vector<int> res;

        string str;

        str.resize(n);

        printNumbers(n, 0, str, res);

        return res;

    }

};

[剑指 Offer 18. 删除链表的节点](https://leetcode-cn.com/problems/shan-chu-lian-biao-de-jie-dian-lcof/)

给定单向链表的头指针和一个要删除的节点的值，定义一个函数删除该节点。

返回删除后的链表的头节点。

**示例 1:**

**输入:** head = [4,5,1,9], val = 5

**输出:** [4,1,9]

**解释:** 给定你链表中值为 5 的第二个节点，那么在调用了你的函数之后，该链表应变为 4 -> 1 -> 9.

**示例 2:**

**输入:** head = [4,5,1,9], val = 1

**输出:** [4,5,9]

**解释:** 给定你链表中值为 1 的第三个节点，那么在调用了你的函数之后，该链表应变为 4 -> 5 -> 9.

struct ListNode

{

    int val;

    ListNode \*next;

    ListNode(int x) : val(x),  next(NULL){}

};

class Solution {

public:

    ListNode\* deleteNode(ListNode\* head, int val) {

        if(head == NULL) return NULL;

        if(head->val == val) return head->next;

        ListNode \*p = head;

        while(p->next){

            if(p->next->val == val){

                p->next = p->next->next;

                break;

            }

            p = p->next;

        }

        return head;

    }

};

[剑指 Offer 19. 正则表达式匹配](https://leetcode-cn.com/problems/zheng-ze-biao-da-shi-pi-pei-lcof/)

请实现一个函数用来匹配包含'. '和'\*'的正则表达式。模式中的字符'.'表示任意一个字符，而'\*'表示它前面的字符可以出现任意次（含0次）。在本题中，匹配是指字符串的所有字符匹配整个模式。例如，字符串"aaa"与模式"a.a"和"ab\*ac\*a"匹配，但与"aa.a"和"ab\*a"均不匹配。

**示例 1:**

**输入:**

s = "aa"

p = "a"

**输出:** false

**解释:** "a" 无法匹配 "aa" 整个字符串。

**示例 2:**

**输入:**

s = "aa"

p = "a\*"

**输出:** true

**解释:** 因为 '\*' 代表可以匹配零个或多个前面的那一个元素, 在这里前面的元素就是 'a'。因此，字符串 "aa" 可被视为 'a' 重复了一次。

**示例 3:**

**输入:**

s = "ab"

p = ".\*"

**输出:** true

**解释:** ".\*" 表示可匹配零个或多个（'\*'）任意字符（'.'）。

**示例 4:**

**输入:**

s = "aab"

p = "c\*a\*b"

**输出:** true

**解释:** 因为 '\*' 表示零个或多个，这里 'c' 为 0 个, 'a' 被重复一次。因此可以匹配字符串 "aab"。

**示例 5:**

**输入:**

s = "mississippi"

p = "mis\*is\*p\*."

**输出:** false

* s 可能为空，且只包含从 a-z 的小写字母。
* p 可能为空，且只包含从 a-z 的小写字母以及字符 . 和 \*，无连续的 '\*'。

    bool isMatch(string s, string p) {

        int n = s.size();

        int m = p.size();

        vector<vector<bool>> f(n + 1, vector<bool>(m + 1, false));

        for(int i = 0; i <= n; ++i){

            for(int j = 0; j <= m; ++j){

                //分成空正则和非空正则两种

                if(j == 0)

                    f[i][j] = i == 0;

                else

                {

                    //非空正则分为两种情况 \* 和 非\*

                    if(p[j - 1] != '\*'){

                        if(i > 0 && (s[i - 1] == p[j - 1] || p[j - 1] == '.'))

                            f[i][j] = f[i - 1][j - 1];

                    }

                    else

                    {   //碰到 \* 了，分为看和不看两种情况

                        //不看

                        if(j >= 2)

                            f[i][j] = f[i][j - 2];//注意这里的f[j]对应的是字符串中第j个元素,从1开始,下面的p[j]中的是下标;

                        //看

                        if(i >= 1 && j >= 2 && (s[i - 1] == p[j - 2] || p[j - 2] == '.'))

                            f[i][j] = f[i - 1][j];

                    }

                }

            }

        }

        return f[n][m];

    }

解题思路

特判，同时也是递归出口，如果p是空串，返回s是否为空串。如果p不为空，保证一定存在p[1]（可能是字符串结尾\0）

假如p[1] == \* 的话，可以尝试两种情况：情况一是递归比较s和p.substr(2)；情况二是当s[0]可以匹配p[0]时, 尝试递归比较s.substr(1)和p，这里没有必要比较s.substr(1) 和 p.substr(2)，因为这种情况已经包含在递归比较s.substr(1)和p当中了

假如p[1] != \*,如果p[0]不匹配s[0]，返回false，否则递归判断s.substr(1)和p.substr(1)

class Solution {

public:

    bool isMatch(string s, string p) {

        if(p.empty()) return s.empty();

        if(p[1] == '\*'){

            return isMatch(s, p.substr(2)) || (!s.empty() && (s[0] == p[0] || p[0] == '.')) && isMatch(s.substr(1), p);

        }

        else{

            return !s.empty() && (s[0] == p[0] || p[0] == '.') && (isMatch(s.substr(1), p.substr(1)));

        }

    }

};

[剑指 Offer 20. 表示数值的字符串](https://leetcode-cn.com/problems/biao-shi-shu-zhi-de-zi-fu-chuan-lcof/)

请实现一个函数用来判断字符串是否表示数值（包括整数和小数）。例如，字符串"+100"、"5e2"、"-123"、"3.1416"、"-1E-16"、"0123"都表示数值，但"12e"、"1a3.14"、"1.2.3"、"+-5"及"12e+5.4"都不是。

class Solution {

private:

    // 整数的格式可以用[+|-]B表示, 其中B为无符号整数

    bool scanInteger(const string s, int& index){

        if(s[index] == '+' || s[index] == '-')

            ++index;

        return scanUnsignedInteger(s, index);

    }

    bool scanUnsignedInteger(const string s, int& index){

        int befor = index;

        while(index != s.size() && s[index] >= '0' && s[index] <= '9')

            index ++;

        return index > befor;

    }

public:

    // 数字的格式可以用A[.[B]][e|EC]或者.B[e|EC]表示，

    // 其中A和C都是整数（可以有正负号，也可以没有），而B是一个无符号整数

    bool isNumber(string s) {

        if(s.size() == 0)

            return false;

        int index = 0;

        //字符串开始有空格，可以返回true

        while(s[index] == ' ')  //书中代码没有该项测试

            ++index;

        bool numeric = scanInteger(s, index);

        // 如果出现'.'，接下来是数字的小数部分

        if(s[index] == '.'){

            ++index;

            // 下面一行代码用||的原因：

            // 1. 小数可以没有整数部分，例如.123等于0.123；

            // 2. 小数点后面可以没有数字，例如233.等于233.0；

            // 3. 当然小数点前面和后面可以有数字，例如233.666

            numeric = scanUnsignedInteger(s, index) || numeric;

        }

        // 如果出现'e'或者'E'，接下来跟着的是数字的指数部分

        if(s[index] == 'e' || s[index] == 'E'){

            ++index;

            // 下面一行代码用&&的原因：

            // 1. 当e或E前面没有数字时，整个字符串不能表示数字，例如.e1、e1；

            // 2. 当e或E后面没有整数时，整个字符串不能表示数字，例如12e、12e+5.4

            numeric = numeric && scanInteger(s ,index);

        }

        //字符串结尾有空格，可以返回true

        while(s[index] == ' ')

            ++index;

        return numeric && index == s.size();

    }

};

[剑指 Offer 21. 调整数组顺序使奇数位于偶数前面](https://leetcode-cn.com/problems/diao-zheng-shu-zu-shun-xu-shi-qi-shu-wei-yu-ou-shu-qian-mian-lcof/)

输入一个整数数组，实现一个函数来调整该数组中数字的顺序，使得所有奇数位于数组的前半部分，所有偶数位于数组的后半部分。

**示例：**

**输入：**nums = [1,2,3,4]

**输出：**[1,3,2,4]

**注：**[3,1,2,4] 也是正确的答案之一。

**提示：**

1. 1 <= nums.length <= 50000
2. 1 <= nums[i] <= 10000

首尾双指针定义头指针 left ，尾指针 right .

left 一直往右移，直到它指向的值为偶数right 一直往左移， 直到它指向的值为奇数

交换 nums[left]和nums[right] .重复上述操作，直到 left == right.

  vector<int> exchange(vector<int>& nums) {

        int left = 0, right = nums.size() - 1;

        while (left < right) {

            if ((nums[left] & 1) != 0) {

                left ++;

                continue;

            }

            if ((nums[right] & 1) != 1) {

                right --;

                continue;

            }

            swap(nums[left++], nums[right--]);

        }

        return nums;

}

// 快慢双指针

// 定义快慢双指针 fast和 low，fast 在前， low在后 .

// fast的作用是向前搜索奇数位置，low的作用是指向下一个奇数应当存放的位置

// fast向前移动，当它搜索到奇数时，将它和 nums[low]交换，此时 low向前移动一个位置 .

// 重复上述操作，直到 fast指向数组末尾

    vector<int> exchange(vector<int>& nums) {

        int low = 0, fast = 0;

        while (fast < nums.size()) {

            if (nums[fast] & 1) {

                swap(nums[low], nums[fast]);

                low ++;

            }

            fast ++;

        }

        return nums;

}

[剑指 Offer 22. 链表中倒数第k个节点](https://leetcode-cn.com/problems/lian-biao-zhong-dao-shu-di-kge-jie-dian-lcof/)

数组与链表

数组，所有元素都连续的存储于一段内存中，且每个元素占用的内存大小相同。这使得数组具备了通过下标快速访问数据的能力。

但连续存储的缺点也很明显，增加容量，增删元素的成本很高，时间复杂度均为 O(n)。

增加数组容量需要先申请一块新的内存，然后复制原有的元素。如果需要的话，可能还要删除原先的内存。

删除元素时需要移动被删除元素之后的所有元素以保证所有元素是连续的。增加元素时需要移动指定位置及之后的所有元素，然后将新增元素插入到指定位置，如果容量不足的话还需要先进行扩容操作。

总结一下数组的优缺点：

优点：可以根据偏移实现快速的随机读写。

缺点：扩容，增删元素极慢。

链表，由若干个结点组成，每个结点包含数据域和指针域。

一般来讲，链表中只会有一个结点的指针域为空，该结点为尾结点，其他结点的指针域都会存储一个结点的内存地址。链表中也只会有一个结点的内存地址没有存储在其他结点的指针域，该结点称为头结点。

链表的存储方式使得它可以高效的在指定位置插入与删除，时间复杂度均为 O(1)。

在结点 p 之后增加一个结点 q 总共分三步：

申请一段内存用以存储 q (可以使用内存池避免频繁申请和销毁内存)。

将 p 的指针域数据复制到 q 的指针域。

更新 p 的指针域为 q 的地址。

删除结点 p 之后的结点 q 总共分两步：

将 q 的指针域复制到 p 的指针域。

释放 q 结点的内存。

面试问题总结

无法高效获取长度，无法根据偏移快速访问元素，是链表的两个劣势。然而面试的时候经常碰见诸如获取倒数第k个元素，获取中间位置的元素，判断链表是否存在环，判断环的长度等和长度与位置有关的问题。这些问题都可以通过灵活运用双指针来解决。

Tips：双指针并不是固定的公式，而是一种思维方式~

先来看"倒数第k个元素的问题"。设有两个指针 p 和 q，初始时均指向头结点。首先，先让 p 沿着 next 移动 k 次。此时，p 指向第 k+1个结点，q 指向头节点，两个指针的距离为 k 。然后，同时移动 p 和 q，直到 p 指向空，此时 p 即指向倒数第 k 个结点。

    ListNode\* getKthFromEnd(ListNode\* head, int k) {

        ListNode \*p = head, \*q = head; //初始化

        while(k--)   //将 p指针移动 k 次

            p = p->next;

        while(p != nullptr) {//同时移动，直到 p == nullptr

            p = p->next;

            q = q->next;

        }

        return q;

}

获取中间元素的问题。设有两个指针 fast 和 slow，初始时指向头节点。每

次移动时，fast向后走两次，slow向后走一次，直到 fast 无法向后走两次。

这使得在每轮移动之后。fast 和 slow 的距离就会增加一。

设链表有 n 个元素，那么最多移动 n/2 轮。当 n 为奇数时，slow 恰好指向中间结点，

当 n 为 偶数时，slow 恰好指向中间两个结点的靠后一个(可以考虑下如何使其指向前一个结点呢？)。

    ListNode\* middleNode(ListNode\* head) {

        ListNode \*p = head, \*q = head;

        while(q != nullptr && q->next != nullptr) {

            p = p->next;

            q = q->next->next;

        }

        return p;

}

是否存在环的问题。如果将尾结点的 next 指针指向其他任意一个结点，那么链表就存在了一个环。

当一个链表有环时，快慢指针都会陷入环中进行无限次移动，然后变成了追及问题。想象一下在操场跑步的场景，只要一直跑下去，快的总会追上慢的。当两个指针都进入环后，每轮移动使得慢指针到快指针的距离增加一，同时快指针到慢指针的距离也减少一，只要一直移动下去，快指针总会追上慢指针。

根据上述表述得出，如果一个链表存在环，那么快慢指针必然会相遇。实现代码如下：

    bool hasCycle(ListNode \*head) {

        ListNode \*slow = head;

        ListNode \*fast = head;

        while(fast != nullptr) {

            fast = fast->next;

            if(fast != nullptr)

                fast = fast->next;

            if(fast == slow)

                return true;

            slow = slow->next;

        }

        return nullptr;

}

最后一个问题，如果存在环，如何判断环的长度呢？方法是，快慢指针相遇后继续移动，直到第二次相遇。两次相遇间的移动次数即为环的长度。

[剑指 Offer 24. 反转链表](https://leetcode-cn.com/problems/fan-zhuan-lian-biao-lcof/)

定义一个函数，输入一个链表的头节点，反转该链表并输出反转后链表的头节点。

**示例:**

**输入:** 1->2->3->4->5->NULL

**输出:** 5->4->3->2->1->NULL

**限制：**

0 <= 节点个数 <= 5000

双指针

class Solution {

public:

    ListNode\* reverseList(ListNode\* head) {

        ListNode\* cur = NULL, \*pre = head;

        while (pre != NULL) {

            ListNode\* t = pre->next;

            pre->next = cur;

            cur = pre;

            pre = t;

        }

        return cur;

    }

};

递归

class Solution {

public:

    ListNode\* reverseList(ListNode\* head) {

        if (head == NULL || head->next == NULL) {

            return head;

        }

        ListNode\* ret = reverseList(head->next);

        head->next->next = head;

        head->next = NULL;

        return ret;

    }

};

[剑指 Offer 25. 合并两个排序的链表](https://leetcode-cn.com/problems/he-bing-liang-ge-pai-xu-de-lian-biao-lcof/)

输入两个递增排序的链表，合并这两个链表并使新链表中的节点仍然是递增排序的。

**示例1：**

**输入：**1->2->4, 1->3->4

**输出：**1->1->2->3->4->4

**限制：**

0 <= 链表长度 <= 1000

    ListNode\* mergeTwoLists(ListNode\* l1, ListNode\* l2) {//迭代

        ListNode\* head = new ListNode(1);

        ListNode\* ret = head;

        while (l1 != NULL && l2 != NULL) {

            if (l1->val < l2->val) {

                head->next = l1;

                l1 = l1->next;

            } else {

                head->next = l2;

                l2 = l2->next;

            }

            head = head->next;

        }

        head->next = l1 == NULL ? l2 : l1;

        return ret->next;}

    ListNode\* mergeTwoLists(ListNode\* l1, ListNode\* l2) {//递归

        if (l1 == NULL) {

            return l2;

        }

        if (l2 == NULL) {

            return l1;

        }

        if (l1->val <= l2->val) {

            l1->next = mergeTwoLists(l1->next, l2);

            return l1;

        }

        l2->next = mergeTwoLists(l1, l2->next);

        return l2;

}

}

[剑指 Offer 26. 树的子结构](https://leetcode-cn.com/problems/shu-de-zi-jie-gou-lcof/)

输入两棵二叉树A和B，判断B是不是A的子结构。(约定空树不是任意一个树的子结构)

B是A的子结构， 即 A中有出现和B相同的结构和节点值。

例如:

给定的树 A:

     3  
    / \  
   4   5  
  / \  
 1   2  
给定的树 B：

   4   
  /  
 1  
返回 true，因为 B 与 A 的一个子树拥有相同的结构和节点值。

**示例 1：**

**输入：**A = [1,2,3], B = [3,1]

**输出：**false

**示例 2：**

**输入：**A = [3,4,5,1,2], B = [4,1]

**输出：**true

**限制：**

0 <= 节点个数 <= 10000

    bool help(TreeNode\* A, TreeNode\* B){

        if(A == NULL || B == NULL){

            return B == NULL;

        }

        if(A->val != B->val)

            return false;

        return help(A->left, B->left) && help(A->right, B->right);

    }

    bool isSubStructure(TreeNode\* A, TreeNode\* B) {

        if(A == NULL || B == NULL)

            return false;

        return help(A, B) || isSubStructure(A->left, B) || isSubStructure(A->right, B);

}

[剑指 Offer 27. 二叉树的镜像](https://leetcode-cn.com/problems/er-cha-shu-de-jing-xiang-lcof/)

请完成一个函数，输入一个二叉树，该函数输出它的镜像。

例如输入：

     4  
   /   \  
  2     7  
 / \   / \  
1   3 6   9  
镜像输出：

     4  
   /   \  
  7     2  
 / \   / \  
9   6 3   1

**示例 1：**

**输入：**root = [4,2,7,1,3,6,9]

**输出：**[4,7,2,9,6,3,1]

**限制：**

0 <= 节点个数 <= 1000

class Solution {//递归，先序遍历

public:

    TreeNode\* mirrorTree(TreeNode\* root) {

        if (root == NULL) {

            return NULL;

        }

        swap(root->left, root->right);

        mirrorTree(root->left);

        mirrorTree(root->right);

        return root;

    }

};

栈模拟

class Solution {

public:

    TreeNode\* mirrorTree(TreeNode\* root) {

        stack<TreeNode\*> s;

        s.push(root);

        while (!s.empty()) {

            TreeNode\* node = s.top();

            s.pop();

            if (node == NULL) {

                continue;

            }

            swap(node->left, node->right);

            s.push(node->left);

            s.push(node->right);

        }

        return root;

    }

};

队列模拟

class Solution {

public:

    TreeNode\* mirrorTree(TreeNode\* root) {

        queue<TreeNode\*> q;

        q.push(root);

        while (!q.empty()) {

            TreeNode\* node = q.front();

            q.pop();

            if (node == NULL) {

                continue;

            }

            swap(node->left, node->right);

            q.push(node->left);

            q.push(node->right);

        }

        return root;

    }

};

[剑指 Offer 28. 对称的二叉树](https://leetcode-cn.com/problems/dui-cheng-de-er-cha-shu-lcof/)

请实现一个函数，用来判断一棵二叉树是不是对称的。如果一棵二叉树和它的镜像一样，那么它是对称的。

例如，二叉树 [1,2,2,3,4,4,3] 是对称的。

    1  
   / \  
  2   2  
 / \ / \  
3  4 4  3  
但是下面这个 [1,2,2,null,3,null,3] 则不是镜像对称的:

    1  
   / \  
  2   2  
   \   \  
   3    3

**示例 1：**

**输入：**root = [1,2,2,3,4,4,3]

**输出：**true

**示例 2：**

**输入：**root = [1,2,2,null,3,null,3]

**输出：**false

**限制：**

0 <= 节点个数 <= 1000

方法一： 递归法

class Solution {

public:

    bool isSymmetric(TreeNode\* root) {

        bool res = true;

        if (root!=NULL)

        {

            res = helper(root->left,root->right);

        }

        return res;

    }

    bool helper(TreeNode\*A, TreeNode\* B)

    {

        // 先写递归终止条件

        if (A==NULL && B==NULL)

            return true;

        // 如果其中之一为空，也不是对称的

        if (A==NULL || B==NULL)

            return false;

        // 走到这里二者一定不为空

        if (A->val != B->val)

            return false;

        // 前序遍历

        return helper(A->left,B->right) && helper(A->right,B->left);

    }

};

时间复杂度：O(n)，其中n是树中结点的总数。

空间复杂度：在最糟糕的情况下，由栈上的递归调用造成的空间复杂度为O(n)。

方法二： 迭代法

class Solution {

public:

    bool isSymmetric(TreeNode\* root) {

        if (root ==NULL)

            return true;

        //用队列保存节点

        queue<TreeNode\*> q;

        //将根节点的左右孩子放到队列中

        q.push(root->left);

        q.push(root->right);

        while(!q.empty())

        {

            //从队列中取出两个节点，再比较这两个节点

            TreeNode\* A = q.front();

            q.pop();

            TreeNode\* B = q.front();

            q.pop();

            //如果两个节点都为空就继续循环，两者有一个为空就返回false

            if (A==NULL && B==NULL)

                continue;

            if (A==NULL || B==NULL)

                return false;

            if (A->val != B->val)

                return false;

            //将左子树的左孩子， 右子树的右孩子放入队列

            q.push(A->left);

            q.push(B->right);

            //将左子树的右孩子，右子树的左孩子放入队列

            q.push(A->right);

            q.push(B->left);

        }

        return true;

    }

};

时间复杂度：O(n)

空间复杂度：O(n)

[剑指 Offer 29. 顺时针打印矩阵](https://leetcode-cn.com/problems/shun-shi-zhen-da-yin-ju-zhen-lcof/)

输入一个矩阵，按照从外向里以顺时针的顺序依次打印出每一个数字。

**示例 1：**

**输入：**matrix = [[1,2,3],[4,5,6],[7,8,9]]

**输出：**[1,2,3,6,9,8,7,4,5]

**示例 2：**

**输入：**matrix = [[1,2,3,4],[5,6,7,8],[9,10,11,12]]

**输出：**[1,2,3,4,8,12,11,10,9,5,6,7]

**限制：**

* 0 <= matrix.length <= 100
* 0 <= matrix[i].length <= 100

    vector<int> spiralOrder(vector<vector<int>>& matrix) {

        if(matrix.size() == 0)

            return {};

        int l = 0, r = matrix[0].size() - 1, t = 0, b = matrix.size() - 1, x = 0;

        vector<int> res((r + 1) \* (b + 1));

        while(1){

            for(int i = l; i <= r; ++i)

                res[x++] = matrix[t][i];

            if(++t > b)

                break;

            for(int i = t; i <= b; ++i)

                res[x++] = matrix[i][r];

            if(--r < l)

                break;

            for(int i = r; i >= l; --i)

                res[x++] = matrix[b][i];

            if(--b < t)

                break;

            for(int i = b; i >= t; --i)

                res[x++] = matrix[i][l];

            if(++l > r)

                break;

        }

        return res;

    }

[剑指 Offer 30. 包含min函数的栈](https://leetcode-cn.com/problems/bao-han-minhan-shu-de-zhan-lcof/)

定义栈的数据结构，请在该类型中实现一个能够得到栈的最小元素的 min 函数在该栈中，调用 min、push 及 pop 的时间复杂度都是 O(1)。

**示例:**

MinStack minStack = new MinStack();

minStack.push(-2);

minStack.push(0);

minStack.push(-3);

minStack.min(); --> 返回 -3.

minStack.pop();

minStack.top(); --> 返回 0.

minStack.min(); --> 返回 -2.

class MinStack {

public:

    MinStack() {

    }

    stack<int>s;

    stack<int>Min;

    void push(int x) {

        s.push(x);

        if(Min.empty()||x<=Min.top())Min.push(x);

    }

    void pop() {

        if(!s.empty()){

            if(s.top()==Min.top())Min.pop();

            s.pop();

        }

    }

    int top() {

        return s.top();

    }

    int getMin() {

        return Min.top();

    }

};

[剑指 Offer 31. 栈的压入、弹出序列](https://leetcode-cn.com/problems/zhan-de-ya-ru-dan-chu-xu-lie-lcof/)

输入两个整数序列，第一个序列表示栈的压入顺序，请判断第二个序列是否为该栈的弹出顺序。假设压入栈的所有数字均不相等。例如，序列 {1,2,3,4,5} 是某栈的压栈序列，序列 {4,5,3,2,1} 是该压栈序列对应的一个弹出序列，但 {4,3,5,1,2} 就不可能是该压栈序列的弹出序列。

**示例 1：**

**输入：**pushed = [1,2,3,4,5], popped = [4,5,3,2,1]

**输出：**true

**示例 2：**

**输入：**pushed = [1,2,3,4,5], popped = [4,3,5,1,2]

**输出：**false **解释：**1 不能在 2 之前弹出。

    bool validateStackSequences(vector<int>& pushed, vector<int>& popped) {

        stack<int> s;

        int n = pushed.size();

        int j = 0;

        for(int i = 0; i < n; ++i){

            s.push(pushed[i]);

            while(!s.empty() && j < n && s.top() == popped[j]){

                s.pop();

                j++;

            }

        }

        return s.empty();

}

[剑指 Offer 32 - I. 从上到下打印二叉树](https://leetcode-cn.com/problems/cong-shang-dao-xia-da-yin-er-cha-shu-lcof/)

从上到下打印出二叉树的每个节点，同一层的节点按照从左到右的顺序打印。

例如:  
给定二叉树: [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

返回：

[3,9,20,15,7]

    vector<int> levelOrder(TreeNode\* root) {

        vector<int>ret;

        queue<TreeNode\*> que;

        que.push(root);

        if(!root)return ret;

        TreeNode\* temp;

        while(!que.empty()){

            temp=que.front();

            que.pop();

            ret.push\_back(temp->val);

            if(temp->left)que.push(temp->left);

            if(temp->right)que.push(temp->right);

        }

        return ret;

}

[剑指 Offer 32 - II. 从上到下打印二叉树 II](https://leetcode-cn.com/problems/cong-shang-dao-xia-da-yin-er-cha-shu-ii-lcof/)

从上到下按层打印二叉树，同一层的节点按从左到右的顺序打印，每一层打印到一行。

例如:  
给定二叉树: [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

返回其层次遍历结果：

[

[3],

[9,20],

[15,7]

]

DFS：

class Solution {

public:

    vector<vector<int>> levelOrder(TreeNode\* root) {

        vector<vector<int>> res;

        dfs(root,res,0);

        return res;

    }

    void dfs(TreeNode\* root,vector<vector<int>>& res,int level)

    {

        if(!root) return;

        if(level>=res.size()) res.emplace\_back(vector<int>());

        res[level].emplace\_back(root->val);

        dfs(root->left,res,level+1);

        dfs(root->right,res,level+1);

    }

};

BFS:

class Solution {

public:

    vector<vector<int>> levelOrder(TreeNode\* root) {

        queue<TreeNode\*> que;

        vector<vector<int>> res;

        if(root == NULL)

            return res;

        vector<int> tmp;

        que.push(root);

        while(!que.empty()){

            int n = que.size();

            tmp.clear();

            for(int i = 0; i < n; ++i){

                TreeNode\* a = que.front();

                que.pop();

                tmp.push\_back(a->val);

                if(a->left) que.push(a->left);

                if(a->right) que.push(a->right);

            }

            if(!tmp.empty())

                res.push\_back(tmp);

        }

        return res;

    }

};

[剑指 Offer 32 - III. 从上到下打印二叉树 III](https://leetcode-cn.com/problems/cong-shang-dao-xia-da-yin-er-cha-shu-iii-lcof/)

请实现一个函数按照之字形顺序打印二叉树，即第一行按照从左到右的顺序打印，第二层按照从右到左的顺序打印，第三行再按照从左到右的顺序打印，其他行以此类推。

例如:  
给定二叉树: [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

返回其层次遍历结果：

[

[3],

[20,9],

[15,7]

]

 vector<vector<int>> levelOrder(TreeNode\* root) {

        deque<TreeNode\*> q; vector<vector<int>> res;

        q.push\_back(root);

        bool flag = true; //从左向右打印为true，从右向左打印为false

        while(!q.empty()){

            int size = q.size();

            vector<int> level;

            for(int i = 0; i < size; ++i){

                if(flag){   // 前取后放：从左向右打印，所以从前边取，后边放入

                    TreeNode\* rt = q.front();

                    q.pop\_front();

                    if(!rt)  continue;

                  level.push\_back(rt->val);

                    if(rt->left) q.push\_back(rt->left); // 下一层顺序存放至尾

                    if(rt->right)  q.push\_back(rt->right);

                }else{  //后取前放： 从右向左，从后边取，前边放入

                    TreeNode\* rt = q.back();

                    q.pop\_back();

                    if(!rt) continue;

                    level.push\_back(rt->val);

                    if(rt->right) q.push\_front(rt->right);// 下一层逆序存放至首

                    if(rt->left)  q.push\_front(rt->left);

                }

            }

            flag = !flag;

            if(!level.empty())

                res.push\_back(level);

        }

        return res;

    }

[剑指 Offer 33. 二叉搜索树的后序遍历序列](https://leetcode-cn.com/problems/er-cha-sou-suo-shu-de-hou-xu-bian-li-xu-lie-lcof/)

输入一个整数数组，判断该数组是不是某二叉搜索树的后序遍历结果。如果是则返回 true，否则返回 false。假设输入的数组的任意两个数字都互不相同。

参考以下这颗二叉搜索树：

5

/ \

2 6

/ \

1 3

**示例 1：**

**输入:** [1,6,3,2,5]

**输出:** false

**示例 2：**

**输入:** [1,3,2,6,5]

**输出:** true

bool verifyPostorder(vector<int>& postorder) {

       return recu(postorder, 0, postorder.size() - 1);

}

 bool recu(vector<int>& postorder, int left, int right){

        bool ans = true;

        if(left >= right)

            return ans;

        int i = left;

        for(;i < right; ++i){

            if(postorder[i] > postorder[right])

                break;

        }

        for(int j = i; j < right; ++j){

            if(postorder[j] < postorder[right])

                return false;

        }

        ans = ans && recu(postorder, left, i - 1);

        ans = ans && recu(postorder, i, right - 1);

        return ans;

}

时间复杂度：O(nlog(n)),最差O(n^2)

空间复杂度：O(log(n)),最差O(n)

[剑指 Offer 34. 二叉树中和为某一值的路径](https://leetcode-cn.com/problems/er-cha-shu-zhong-he-wei-mou-yi-zhi-de-lu-jing-lcof/)

输入一棵二叉树和一个整数，打印出二叉树中节点值的和为输入整数的所有路径。从树的根节点开始往下一直到叶节点所经过的节点形成一条路径。

**示例:**  
给定如下二叉树，以及目标和 sum = 22，

**5**

/ \

**4** **8**

/ / \

**11** 13 **4**

/ \ / \

7 **2** **5** 1

返回:

[

[5,4,11,2],

[5,8,4,5]

]

class Solution {

public:

    vector<vector<int>> res;

    vector<int> nums;

    vector<vector<int>> pathSum(TreeNode\* root, int sum) {

        dfs(root, sum, nums);

        return res;

    }

    void dfs(TreeNode\* root, int sum, vector<int>& nums){

        if(root == NULL)

            return;

        nums.push\_back(root->val);

        if(root->val == sum && root->left == NULL && root->right == NULL){

            res.push\_back(nums);

        }

        dfs(root->left, sum - root->val, nums);

        dfs(root->right, sum - root->val, nums);

        nums.pop\_back();

        return ;

    }

};

[剑指 Offer 35. 复杂链表的复制](https://leetcode-cn.com/problems/fu-za-lian-biao-de-fu-zhi-lcof/)

请实现 copyRandomList 函数，复制一个复杂链表。在复杂链表中，每个节点除了有一个 next 指针指向下一个节点，还有一个 random 指针指向链表中的任意节点或者 null。

**示例 1：**
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**输入：**head = [[7,null],[13,0],[11,4],[10,2],[1,0]]

**输出：**[[7,null],[13,0],[11,4],[10,2],[1,0]]

**示例 2：**
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**输入：**head = [[1,1],[2,1]]

**输出：**[[1,1],[2,1]]

**示例 3：**
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**输入：**head = [[3,null],[3,0],[3,null]]

**输出：**[[3,null],[3,0],[3,null]]

**示例 4：**

**输入：**head = []

**输出：**[]

**解释：**给定的链表为空（空指针），因此返回 null。

class Node {

public:

    int val;

    Node\* next;

    Node\* random;

    Node(int \_val) {

        val = \_val;

        next = NULL;

        random = NULL;

    }

};

算法(迭代)

    Node\* copyRandomList(Node\* head) {

        if (!head) return nullptr;

        unordered\_map<Node\*, Node\*> mp;

        for (Node \*it = head; it; it = it->next) {

            mp[it] = new Node(it->val);

        }

        for (Node \*it = head; it; it = it->next) {

            if (it->next) mp[it]->next = mp[it->next];

            if (it->random) mp[it]->random = mp[it->random];

        }

        return mp[head];

}

算法(dfs)

    Node\* copyRandomList(Node\* head) {

        unordered\_map<Node\*, Node\*> used;

        return dfs(head, used);

    }

    Node\* dfs(Node\* head, unordered\_map<Node\*, Node\*>& used) {

        if (!head) return nullptr;

        if (used.count(head)) return used[head];

        Node \*res = new Node(head->val);

        used[head] = res;

        res->next = dfs(head->next, used);

        res->random = dfs(head->random, used);

        return res;

}

算法(bfs)

    Node\* copyRandomList(Node\* head) {

        return bfs(head);

    }

    Node\* bfs(Node\* head) {

        if (!head) return nullptr;

        unordered\_map<Node\*, Node\*> used;

        used[head] = new Node(head->val);

        queue<Node\*> q;

        q.push(head);

        while (!q.empty()) {

            int siz = q.size();

            for (int i = 0; i < siz; i++) {

                Node \*t = q.front(); q.pop();

                if (t->next) {

                    if (!used[t->next]) {

                        used[t->next] = new Node(t->next->val);

                        q.push(t->next);

                    }

                    used[t]->next = used[t->next];

                }

                if (t->random) {

                    if (!used[t->random]) {

                        used[t->random] = new Node(t->random->val);

                        q.push(t->random);

                    }

                    used[t]->random = used[t->random];

                }

            }

        }

        return used[head];

    }

[剑指 Offer 36. 二叉搜索树与双向链表](https://leetcode-cn.com/problems/er-cha-sou-suo-shu-yu-shuang-xiang-lian-biao-lcof/)

输入一棵二叉搜索树，将该二叉搜索树转换成一个排序的循环双向链表。要求不能创建任何新的节点，只能调整树中节点指针的指向。

为了让您更好地理解问题，以下面的二叉搜索树为例：
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我们希望将这个二叉搜索树转化为双向循环链表。链表中的每个节点都有一个前驱和后继指针。对于双向循环链表，第一个节点的前驱是最后一个节点，最后一个节点的后继是第一个节点。

下图展示了上面的二叉搜索树转化成的链表。“head” 表示指向链表中有最小元素的节点。
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特别地，我们希望可以就地完成转换操作。当转化完成以后，树中节点的左指针需要指向前驱，树中节点的右指针需要指向后继。还需要返回链表中的第一个节点的指针。

class Node{

public:

    int val;

    Node\* left;

    Node\* right;

    Node(){}

    Node(int x){

        val = x;

        left = NULL;

        right = NULL;

    }

    Node(int x, Node\* l, Node\* r){

        val = x;

        left = l;

        right = r;

    }

};

    Node\* treeToDoublyList(Node\* root) {

        if(!root) return nullptr;

        Node\* head = nullptr, \*pre = nullptr;

        helper(root, head, pre);

        head->left = pre;

        pre->right = head;

        return head;

    }

    void helper(Node\* root, Node\*& head, Node\*& pre) {

        if(!root)  return;

        helper(root->left, head, pre);

        if(!head) {

            head = root;   // 找到head

            pre = root;    // 对pre进行初始化

        } else {

            pre->right = root;

            root->left = pre;

            pre = root;

        }

        helper(root->right, head, pre);

    }

[剑指 Offer 37. 序列化二叉树](https://leetcode-cn.com/problems/xu-lie-hua-er-cha-shu-lcof/)

请实现两个函数，分别用来序列化和反序列化二叉树。

**示例:**

你可以将以下二叉树：

1

/ \

2 3

/ \

4 5

序列化为 "[1,2,3,null,null,4,5]"

    string serialize(TreeNode\* root) {

        ostringstream out;

        queue<TreeNode\*> q;

        q.push(root);

        while (!q.empty()) {

            TreeNode\* tmp = q.front();

            q.pop();

            if (tmp) {

                out<<tmp->val<<" ";

                q.push(tmp->left);

                q.push(tmp->right);

            } else {

                out<<"null ";

            }

        }

        return out.str();

    }

    TreeNode\* deserialize(string data) {

        istringstream input(data);

        string val;

        vector<TreeNode\*> vec;

        while (input >> val) {

            if (val == "null") {

                vec.push\_back(NULL);

            } else {

                vec.push\_back(new TreeNode(stoi(val)));

            }

        }

        int j = 1;                          // i每往后移动一位，j移动两位，j始终是当前i的左子下标

        for (int i = 0; j < vec.size(); ++i) {  // 肯定是j先到达边界，所以这里判断j < vec.size()

            if (vec[i] == NULL) continue;                   // vec[i]为null时跳过。

            if (j < vec.size()) vec[i]->left = vec[j++];    // 当前j位置为i的左子树

            if (j < vec.size()) vec[i]->right = vec[j++];   // 当前j位置为i的右子树

        }

        return vec[0];

    }

[**剑指 Offer 38. 字符串的排列**](https://leetcode-cn.com/problems/zi-fu-chuan-de-pai-lie-lcof/)

输入一个字符串，打印出该字符串中字符的所有排列。

你可以以任意顺序返回这个字符串数组，但里面不能有重复元素。

**示例:**

**输入：s = "abc"**

**输出：["abc","acb","bac","bca","cab","cba"]**

class Solution {

public:

vector<string> permutation(string s) {

vector<string> res;

vector<bool> vis(s.size(), false);

string temp;

sort(s.begin(), s.end());

backtrack(temp, s, vis, res);

return res;

}

void backtrack(string& temp, string s, vector<bool>& vis, vector<string>& res){

if(temp.size() == s.size()){

res.push\_back(temp);

return;

}

for(int i = 0; i < s.size(); ++i){

if(vis[i]) continue;

if(i > 0 && s[i - 1] == s[i] && !vis[i - 1]) continue;

vis[i] = true;

temp.push\_back(s[i]);

backtrack(temp, s, vis, res);

temp.pop\_back();

vis[i] = false;

}

}

};

class Solution {

public:

    vector<string> permutation(string s) {

        set<string> s1;

        backtrack(s, s1, 0);

        return vector<string>(s1.begin(), s1.end());

    }

void backtrack(string& s, set<string>& s1, int start){

        if(start == s.size()){

            s1.insert(s);

            return;

        }

        for(int i = start; i < s.size(); ++i){

            swap(s[i], s[start]);

            backtrack(s, s1, start + 1);

            swap(s[i], s[start]);

        }

    }

};

[剑指 Offer 39. 数组中出现次数超过一半的数字](https://leetcode-cn.com/problems/shu-zu-zhong-chu-xian-ci-shu-chao-guo-yi-ban-de-shu-zi-lcof/)

数组中有一个数字出现的次数超过数组长度的一半，请找出这个数字。

你可以假设数组是非空的，并且给定的数组总是存在多数元素。

**示例 1:**

**输入:** [1, 2, 3, 2, 2, 2, 5, 4, 2]

**输出:** 2

int majorityElement (std::vector<int> &nums) {

    assert(!nums.empty());

    // count计入当前队伍剩余人数

    // majority计入当前队伍人数

    int count = 0, majority = 0;

    for(auto num : nums){

        // 当队伍人数为0时，记录下次遇到的队伍号

        if(!count){

            majority = num;

        }

        // 判断是同队伍还是不同队伍

        if(num == majority){

            // 同队伍，队员增加

            count += 1;

        } else{

            // 不同队伍，互相抵消

            count -= 1;

        }

    }

    return majority;

}

[剑指 Offer 40. 最小的k个数](https://leetcode-cn.com/problems/zui-xiao-de-kge-shu-lcof/)

输入整数数组 arr ，找出其中最小的 k 个数。例如，输入4、5、1、6、2、7、3、8这8个数字，则最小的4个数字是1、2、3、4。

**示例 1：**

**输入：**arr = [3,2,1], k = 2

**输出：**[1,2] 或者 [2,1]

**示例 2：**

**输入：**arr = [0,1,2,1], k = 1

**输出：**[0]

堆

class Solution {

public:

    vector<int> getLeastNumbers(vector<int>& arr, int k) {

        int endIndex = arr.size() - 1;

        buildHeap(arr, endIndex);

        while(endIndex){

            swap(arr[0], arr[endIndex]);

            endIndex--;

            heap(arr, 0, endIndex);

        }

        vector<int> res(k, 0);

        for(int i = 0; i < k; i++){

            res[i] = arr[i];

        }

        return  res;

    }

    //初始化建堆的时间复杂度为O(n)

    void buildHeap(vector<int>& arr, int endIndex){

        for(int i = (endIndex - 1)/2; i >= 0; i--){

            heap(arr, i, endIndex);

        }

    }

    void heap(vector<int>& arr, int startIndex, int endIndex){

        while(true){

            int finalIndex = startIndex;

            if((startIndex \* 2 + 1) <= endIndex && arr[finalIndex] < arr[startIndex \* 2 + 1])

                finalIndex = startIndex \* 2 + 1;

            if((startIndex \* 2 + 2) <= endIndex && arr[finalIndex] < arr[startIndex \* 2 + 2])

                finalIndex = startIndex \* 2 + 2;

            if(finalIndex == startIndex)

                break;

            swap(arr[startIndex], arr[finalIndex]);

            startIndex = finalIndex;

        }

    }

};

重建堆一共需要n-1次循环，每次循环的比较次数为log(i)，则相加为：log2+log3+…+log(n-1)+log(n)≈log(n!)。可以证明log(n!)和nlog(n)是同阶函数：

初始化建堆的时间复杂度为O(n)，排序重建堆的时间复杂度为nlog(n)，所以总的时间复杂度为O(n+nlogn)=O(nlogn)。

//优先级队列

class Solution {

public:

    vector<int> getLeastNumbers(vector<int>& arr, int k) {

        vector<int>vec(k, 0);

        if (k == 0) return vec; // 排除 0 的情况

        priority\_queue<int>Q;

        for (int i = 0; i < k; ++i) Q.push( arr[i]);

        for (int i = k; i < (int)arr.size(); ++i) {

            if (Q.top() > arr[i]) {

                Q.pop();

                Q.push(arr[i]);

            }

        }

        for (int i = 0; i < k; ++i) {

            vec[i] = Q.top();

            Q.pop();

        }

        return vec;

    }

};

时间复杂度：O(nlogk)，其中 n是数组 arr 的长度。由于大根堆实时维护前 k小值，所以插入删除都是 O(\log k)O(logk) 的时间复杂度，最坏情况下数组里 nn 个数都会插入，所以一共需要O(nlogk) 的时间复杂度。

空间复杂度：O(k)，因为大根堆里最多 k个数。

快排

class Solution {

public:

    vector<int> getLeastNumbers(vector<int>& arr, int k) {

        quickSort(arr, 0, arr.size() - 1);

        vector<int> res(k, 0);

        for(int i = 0; i < k; i++){

            res[i] = arr[i];

        }

        return res;

    }

    int getStandard(vector<int>& arr, int i, int j){

        int key = arr[i];

        while(i < j){

            while(i < j && arr[j] >= key)

                j--;

            if(i < j)

                arr[i] = arr [j];

            while(i < j && arr[i] <= key)

                i++;

            if(i < j)

                arr[j] = arr[i];

        }

        arr[i] = key;

        return i;

    }

    void quickSort(vector<int>& arr, int low, int high){

        if(low < high){

            int standard = getStandard(arr, low, high);

            quickSort(arr, low, standard - 1);

            quickSort(arr, standard + 1, high);

        }

    }

};

[剑指 Offer 41. 数据流中的中位数](https://leetcode-cn.com/problems/shu-ju-liu-zhong-de-zhong-wei-shu-lcof/)

如何得到一个数据流中的中位数？如果从数据流中读出奇数个数值，那么中位数就是所有数值排序之后位于中间的数值。如果从数据流中读出偶数个数值，那么中位数就是所有数值排序之后中间两个数的平均值。

例如，

[2,3,4] 的中位数是 3

[2,3] 的中位数是 (2 + 3) / 2 = 2.5

设计一个支持以下两种操作的数据结构：

* void addNum(int num) - 从数据流中添加一个整数到数据结构中。
* double findMedian() - 返回目前所有元素的中位数。

**示例 1：**

**输入：**

["MedianFinder","addNum","addNum","findMedian","addNum","findMedian"]

[[],[1],[2],[],[3],[]]

**输出：**[null,null,null,1.50000,null,2.00000]

**示例 2：**

**输入：**

["MedianFinder","addNum","findMedian","addNum","findMedian"]

[[],[2],[],[3],[]]

**输出：**[null,null,2.00000,null,2.50000]

方法：二分查找插入

方法一的缺点在于对数组进行了排序操作，导致时间复杂度较高，假如每次插入一个值前数组已经排好序了呢？这样我们只需考虑每次将值插在合适的位置即可，所以使用二分查找来找到这个合适的位置，会将时间复杂度降低到O(n)（查找:O(logn)，插入: O(n)）。

class MedianFinder {

    vector<int> store; // resize-able container

public:

    // Adds a number into the data structure.

    void addNum(int num)

    {

        if (store.empty())

            store.push\_back(num);

        else

            store.insert(lower\_bound(store.begin(), store.end(), num), num);     // binary search and insertion combined

    }

    // Returns the median of current data stream

    double findMedian()

    {

        int n = store.size();

        return n & 1 ? store[n / 2] : (store[n / 2 - 1] + store[n / 2]) \* 0.5;

    }

};

复杂度分析

时间复杂度：O(n)。O(logn)+O(n)≈O(n)。

空间复杂度：O(n)。使用了数组保存输入。

方法三：优先队列（堆）

我们将中位数左边的数保存在大顶堆中，右边的数保存在小顶堆中。这样我们可以在O(1) 时间内得到中位数。

class MedianFinder {

    priority\_queue<int> lo;                              // 大顶堆

    priority\_queue<int, vector<int>, greater<int>> hi;   // 小顶堆

public:

    // Adds a number into the data structure.

    void addNum(int num)

    {

        lo.push(num);                                    // 加到大顶堆

        hi.push(lo.top());                               // 平衡

        lo.pop();

        if (lo.size() < hi.size()) {                     // 维护两个堆元素个数

            lo.push(hi.top());

            hi.pop();

        }

    }

    // Returns the median of current data stream

    double findMedian()

    {

        return lo.size() > hi.size() ? (double) lo.top() : (lo.top() + hi.top()) \* 0.5;

    }

};

时间复杂度：O(logn)。堆插入和删除需要 O(logn)，查找中位数需要O(1)。

空间复杂度：O(n)。

[剑指 Offer 42. 连续子数组的最大和](https://leetcode-cn.com/problems/lian-xu-zi-shu-zu-de-zui-da-he-lcof/)

输入一个整型数组，数组中的一个或连续多个整数组成一个子数组。求所有子数组的和的最大值。要求时间复杂度为O(n)。

**示例1:**

**输入:** nums = [-2,1,-3,4,-1,2,1,-5,4]

**输出:** 6

**解释:** 连续子数组 [4,-1,2,1] 的和最大，为 6。

  int maxSubArray(vector<int>& nums) {

        int res = nums[0];

        for(int i = 1; i < nums.size(); i++){

            nums[i] = max(nums[i - 1] + nums[i], nums[i]);

            res = max(nums[i], res);

        }

        return res;

}

[剑指 Offer 43. 1～n整数中1出现的次数](https://leetcode-cn.com/problems/1nzheng-shu-zhong-1chu-xian-de-ci-shu-lcof/)

输入一个整数 n ，求1～n这n个整数的十进制表示中1出现的次数。

例如，输入12，1～12这些整数中包含1 的数字有1、10、11和12，1一共出现了5次。

**示例 1：**

**输入：**n = 12

**输出：**5

**示例 2：**

**输入：**n = 13

**输出：**6

解析

需要通过找规律来分析。假设我们对5014这个数字求解。

（1）个位上1出现的个数：记高位为high=501，当前位为cur=4。

那么高位从0~500变化的过程中，每一个变化中1只出现1次，即（高位1）这样的数字；

高位是501时，因为当前位是4，所以1只能出现一次，即5011。

所以总共出现的次数为high\*1+1=502。

（2）十位1出现的个数：记高位high=50，当前位为cur=1，低位为low=4。

那么高位从0~ 49变化的过程中，每一个变化中1出现10次，即（高位10）~（高位19）这样的数字；

高位为50的时候，因为当前位是1，所以我们要看低位来决定出现的次数，因为低位为4，所以此时出现5次，即5010~5014这样的数字。

所以总共出现的次数为high\*10+4=505。

（3）百位1出现的个数：记高位high=5，当前位cur=0，低位为low=14。

那么高位从0~ 4的过程中，每一个变化1出现100次，即（高位100）~（高位199）这样的数字；

高位为5的时候，因为当前位为0，所以不存在出现1的可能性。

所以总共出现的次数为high\*100+0=500。

（4）千位1出现的次数：记高位high=0，当前位cur=5，低位low=014。

那么因为没有高位所以直接看当前位，因为当前位为5，所以1出现的次数为1000，即1000~1999这样的数字。

所以总共出现的次数为high\*1000+1000=1000。

综上，最终的结果将每个位置出现1的次数累加即可。

结论

我们假设高位为high，当前位为cur，低位为low，i代表着需要统计的位置数（1对应个位，10对应十位，100对应百位），则对每一位的个数count有：

cur=0,count = high\*i;

cur=1,count=high\*i+low+1;

cur>1,count=high\*i+i

最终累加所有位置上的个数即最终答案。

class Solution {

public:

    int countDigitOne(int n) {

       int count = 0;

       long i = 1;//指向遍历的位数，如i=1即个位，i=10即十位，...，因为n可以有31位，所以10^31用long存储

       while(n/i!=0){

            //n/i控制遍历的次数，将所有的位数都遍历完毕

            long high = n/(10\*i);//将当前位之前的所有高位都存在high中

            long cur = (n/i)%10;//将当前位记录在cur中，即我们每次都需要统计当前位上1出现的次数

            long low = n-(n/i)\*i;

            if(cur == 0){

                count += high \* i;

            } else if(cur == 1){

                count += high \* i + low + 1;

            } else {

                count += high \* i + i;

            }

            i = i \* 10;//准备遍历下一位

       }

       return count;

    }

};

[剑指 Offer 44. 数字序列中某一位的数字](https://leetcode-cn.com/problems/shu-zi-xu-lie-zhong-mou-yi-wei-de-shu-zi-lcof/)

数字以0123456789101112131415…的格式序列化到一个字符序列中。在这个序列中，第5位（从下标0开始计数）是5，第13位是1，第19位是4，等等。

请写一个函数，求任意第n位对应的数字。

**示例 1：**

**输入：**n = 3

**输出：**3

**示例 2：**

**输入：**n = 11

**输出：**0

class Solution {

public:

    int findNthDigit(int n) {

        // 计算该数字由几位数字组成，由1位：digits = 1；2位：digits = 2...

        long base = 9,digits = 1;

        while (n - base \* digits > 0){

            n -= base \* digits;

            base \*= 10;

            digits ++;

        }

        // 计算真实代表的数字是多少

        int idx = n % digits;  // 注意由于上面的计算，n现在表示digits位数的第n个数字

        if (idx == 0)idx = digits;

        long number = 1;

        for (int i = 1;i < digits;i++)

            number \*= 10;

        number += (idx == digits)? n/digits - 1:n/digits;

        // 从真实的数字中找到我们想要的那个数字

        for (int i=idx;i<digits;i++) number /= 10;

        return number % 10;

    }

}

[剑指 Offer 45. 把数组排成最小的数](https://leetcode-cn.com/problems/ba-shu-zu-pai-cheng-zui-xiao-de-shu-lcof/)

输入一个非负整数数组，把数组里所有数字拼接起来排成一个数，打印能拼接出的所有数字中最小的一个。

**示例 1:**

**输入:** [10,2]

**输出:** "102"

**示例 2:**

**输入:** [3,30,34,5,9]

**输出:** "3033459"

class Solution {

public:

    string minNumber(vector<int>& nums) {

        vector<string>strs;

        string ans;

        for(int i = 0; i < nums.size(); i ++){

            strs.push\_back(to\_string(nums[i]));

        }

        sort(strs.begin(), strs.end(), [](string& s1, string& s2){return s1 + s2 < s2 + s1;});

        for(int i = 0; i < strs.size(); i ++)

            ans += strs[i];

        return ans;

    }

};

[剑指 Offer 46. 把数字翻译成字符串](https://leetcode-cn.com/problems/ba-shu-zi-fan-yi-cheng-zi-fu-chuan-lcof/)

给定一个数字，我们按照如下规则把它翻译为字符串：0 翻译成 “a” ，1 翻译成 “b”，……，11 翻译成 “l”，……，25 翻译成 “z”。一个数字可能有多个翻译。请编程实现一个函数，用来计算一个数字有多少种不同的翻译方法。

**示例 1:**

**输入:** 12258

**输出:** 5

**解释:** 12258有5种不同的翻译，分别是"bccfi", "bwfi", "bczi", "mcfi"和"mzi"

滚动数组法

class Solution {

public:

    int translateNum(int num) {

        string src = to\_string(num);

        int p = 0, q = 0, r = 1;

        for (int i = 0; i < src.size(); ++i) {

            p = q;

            q = r;

            r = 0;

            r += q;

            if (i == 0) {

                continue;

            }

            auto pre = src.substr(i - 1, 2);

            if (pre <= "25" && pre >= "10") {

                r += p;

            }

        }

        return r;

    }

};

我的理解: 有点类似于青蛙跳阶梯，运用了滚动数组，比如 1 1 2 3 5；到了3的时候单独圈出3，那 1 1 2 为一种， 看 2  3 那么 1 1 为一种 所以f(i - 1) + f(i - 2);

复杂度分析，记num=n。

时间复杂度：循环的次数是n的位数，故渐进时间复杂度为O(logn)。

空间复杂度：虽然这里用了滚动数组，动态规划部分的空间代价是O(1) 的，但是这里用了一个临时变量把数字转化成了字符串，故渐进空间复杂度也是O(logn)。

递归

class Solution {

public:

    int translateNum(int num) {

        if (num < 10) return 1;

        return (num%100 < 10 || num%100 > 25) ? translateNum(num/10) : translateNum(num/10) + translateNum(num/100);

    }

};

[剑指 Offer 47. 礼物的最大价值](https://leetcode-cn.com/problems/li-wu-de-zui-da-jie-zhi-lcof/)

在一个 m\*n 的棋盘的每一格都放有一个礼物，每个礼物都有一定的价值（价值大于 0）。你可以从棋盘的左上角开始拿格子里的礼物，并每次向右或者向下移动一格、直到到达棋盘的右下角。给定一个棋盘及其上面的礼物的价值，请计算你最多能拿到多少价值的礼物？

**示例 1:**

**输入:**

[

  [1,3,1],

  [1,5,1],

  [4,2,1]

]

**输出:** 12

**解释:** 路径 1→3→5→2→1 可以拿到最多价值的礼物

状态表示：dp[i][j]表示到达i,j位置处的最大价值

转移方程：dp[i][j] = max{dp[i-1][j],dp[i][j-1]} + grid[i][j];

dp数组初始状态：dp[0][j] = {0}, dp[i][0] = {0} （就是将第一行和第一列全部设为0）

其实这里的dp数组我们可以将它优化成一维的，优化之后的一维dp保存的是当前上一行的最大价值，然后我们从做到有去更新这个数组即可

class Solution {

public:

    int maxValue(vector<vector<int>>& grid) {

        int n = grid.size(), m = grid[0].size();

        vector<int> res(m+1, 0);

        for(int i = 1; i <= n; ++i){

            for(int j = 1; j <= m; ++j){

                res[j] = max(res[j - 1], res[j]) + grid[i - 1][j - 1];

            }

        }

        return res[m];

    }

};

时间复杂度：O(MN)

空间复杂度：O(N)

[剑指 Offer 48. 最长不含重复字符的子字符串](https://leetcode-cn.com/problems/zui-chang-bu-han-zhong-fu-zi-fu-de-zi-zi-fu-chuan-lcof/)

请从字符串中找出一个最长的不包含重复字符的子字符串，计算该最长子字符串的长度。

**示例 1:**

**输入:** "abcabcbb"

**输出:** 3 **解释:** 因为无重复字符的最长子串是 "abc"，所以其长度为 3。

**示例 2:**

**输入:** "bbbbb"

**输出:** 1**解释:** 因为无重复字符的最长子串是 "b"，所以其长度为 1。

**示例 3:**

**输入:** "pwwkew"

**输出:** 3

**解释:** 因为无重复字符的最长子串是 "wke"，所以其长度为 3。

  请注意，你的答案必须是 **子串** 的长度，"pwke" 是一个*子序列，*不是子串。

p w w k e w

刚开始左右指针都指向 p, 右指针最远移到 w，此时长度为 2

然后左指针右移到 w，右指针又可以移动到 e, 此时长度位 3

然后左指针右移到 k，右指针移动到 w结束。

在这个过程中，左右指针都最多遍历整个字符串 1 遍，所以时间复杂度为 O(n)

class Solution {

public:

    int lengthOfLongestSubstring(string s) {

        int maxLen = 0;

        if(s.size() == 0) return 0;

        unordered\_set<char> chars;

        int right = 0;

        for(int left = 0; left < s.size(); left ++){

            while(right < s.size() && !chars.count(s[right])){

                chars.insert(s[right]);

                right ++;

            }

            maxLen = max(maxLen, right - left);

            if(right == s.size()) break;

            chars.erase(s[left]);

        }

        return maxLen;

    }

};

而下面这个解法是进一步优化第二种解法

以 i 结尾的不重复子串，其实就是前面不重复字符的最大下标和 i 之间的子串

第二种解法是移动左右指针，我们其实可以更大步的移动左指针，一旦检测到重复字符，左指针可以直接跳到重复部分，这是很自然的，不重复子串肯定不会把重复部分包含进去。

而检测是否重复其实不必要使用set了，因为一共有127个字符，所以直接开辟128长度的数组即可。首先把每个字符的对应值设为 -1

每次把 m[s[i]] 设置为 i，是为了能够让左指针及时跳到重复部分。

举个例子：p w w k e w

在 w 处检测到重复，所以left跳到第一个 w 处，然后中最后一个 w 处又检测到重复，所以 left 跳到第二个 w 处。之所以跳到前一个重复的位置，是因为 [i,j] 之间的长度为 j - i + 1，所以就没跳到重复位置的右边，当然都是可以的。

class Solution {

public:

    int lengthOfLongestSubstring(string s) {

        vector<int> m(128, -1);

        int res = 0, left = -1;

        for(int i = 0; i < s.size(); ++i) {

            left = max(left, m[s[i]]);

            m[s[i]] = i;

            res = max(res, i - left);

        }

        return res;

        }

};

[剑指 Offer 49. 丑数](https://leetcode-cn.com/problems/chou-shu-lcof/)

我们把只包含质因子 2、3 和 5 的数称作丑数（Ugly Number）。求按从小到大的顺序的第 n 个丑数。

**示例:**

**输入:** n = 10

**输出:** 12

**解释:** 1, 2, 3, 4, 5, 6, 8, 9, 10, 12 是前 10 个丑数。

class Solution {

public:

    int nthUglyNumber(int n) {

        vector<int> dp(n, 0);

        int p2 = 0, p3 = 0, p5 = 0;

        dp[0] = 1;

        for(int i = 1; i < n; ++i){

            dp[i] = min(min(dp[p2] \* 2, dp[p3] \* 3), dp[p5] \* 5);

            if(dp[i] == dp[p2] \* 2)

                p2++;

            if(dp[i] == dp[p3] \* 3)

                p3++;

            if(dp[i] == dp[p5] \* 5)

                p5++;

        }

        return dp[n - 1];

    }

};

[剑指 Offer 50. 第一个只出现一次的字符](https://leetcode-cn.com/problems/di-yi-ge-zhi-chu-xian-yi-ci-de-zi-fu-lcof/)

在字符串 s 中找出第一个只出现一次的字符。如果没有，返回一个单空格。 s 只包含小写字母。

**示例:**

s = "abaccdeff"

返回 "b"

s = ""

返回 " "

    char firstUniqChar(string s) {

        if(s == " ")  return ' ';

        unordered\_map<char, int> mp;

        for(int i = 0; i < s.size(); ++i)

            mp[s[i]]++;

        for(char& c : s)

            if(mp[c] == 1)

                return c;

        return ' ';

    }

[剑指 Offer 51. 数组中的逆序对](https://leetcode-cn.com/problems/shu-zu-zhong-de-ni-xu-dui-lcof/)

在数组中的两个数字，如果前面一个数字大于后面的数字，则这两个数字组成一个逆序对。输入一个数组，求出这个数组中的逆序对的总数。

**示例 1:**

**输入**: [7,5,6,4]

**输出**: 5

class Solution {

public:

    int mergeSort(vector<int>& nums, vector<int>& temp, int l, int r){

        if(l >= r)

            return 0;

        int mid = (l + r) >> 1;

        int count = mergeSort(nums, temp, l, mid) + mergeSort(nums, temp, mid + 1, r);

        int pos = l, i = l, j = mid + 1;

        while(i <= mid && j <= r){

            if(nums[i] <= nums[j]){

                temp[pos++] = nums[i++];

            }else{

                temp[pos++] = nums[j++];

                count += mid - i + 1;

            }

        }

        for(int k = i; k <= mid; k++){

            temp[pos++] = nums[k];

        }

        for(int k = j; k <= r; k++){

            temp[pos++] = nums[k];

        }

        copy(temp.begin() + l, temp.begin() + r + 1, nums.begin() + l);

        return count;

    }

    int reversePairs(vector<int>& nums) {

        int n = nums.size();

        vector<int> temp(n);

        return mergeSort(nums, temp, 0, n - 1);

    }

};

[剑指 Offer 52. 两个链表的第一个公共节点](https://leetcode-cn.com/problems/liang-ge-lian-biao-de-di-yi-ge-gong-gong-jie-dian-lcof/)

输入两个链表，找出它们的第一个公共节点。

如下面的两个链表**：**
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在节点 c1 开始相交。

**示例 1：**
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**输入：**intersectVal = 8, listA = [4,1,8,4,5], listB = [5,0,1,8,4,5], skipA = 2, skipB = 3

**输出：**Reference of the node with value = 8

**输入解释：**相交节点的值为 8 （注意，如果两个列表相交则不能为 0）。从各自的表头开始算起，链表 A 为 [4,1,8,4,5]，链表 B 为 [5,0,1,8,4,5]。在 A 中，相交节点前有 2 个节点；在 B 中，相交节点前有 3 个节点。

 Definition for singly-linked list.

  struct ListNode {

      int val;

      ListNode \*next;

      ListNode(int x) : val(x), next(NULL) {}

 };

class Solution {

public:

    ListNode \*getIntersectionNode(ListNode \*headA, ListNode \*headB) {

        ListNode\* node1 = headA;

        ListNode\* node2 = headB;

        while(node1 != node2){

            node1 = node1 != NULL ? node1->next : headB;

            node2 = node2 != NULL ? node2->next : headA;

        }

        return node1;

    }

};

[剑指 Offer 53 - I. 在排序数组中查找数字 I](https://leetcode-cn.com/problems/zai-pai-xu-shu-zu-zhong-cha-zhao-shu-zi-lcof/)

统计一个数字在排序数组中出现的次数。

**示例 1:**

**输入:** nums = [5,7,7,8,8,10], target = 8

**输出:** 2

**示例 2:**

**输入:** nums = [5,7,7,8,8,10], target = 6

**输出:** 0

class Solution {

public:

    int search(vector<int>& nums, int target) {

        //搜索有边界 right

        int i = 0, j = nums.size() - 1;

        while(i <= j){

            int m = (i + j) >> 1;

            if(nums[m] <= target)

                i = m + 1;

            else

                j = m - 1;

        }

        int right = i;

        //若数组中无target 则提前返回

        if(j >= 0 && nums[j] != target)

            return 0;

        //搜索左边界 left

        i = 0, j = nums.size() - 1;

        while(i <= j){

            int m = (i + j) >> 1;

            if(nums[m] < target)

                i = m + 1;

            else

                j = m - 1;

        }

        int left = j;

        return right - left - 1;

    }

};

[剑指 Offer 53 - II. 0～n-1中缺失的数字](https://leetcode-cn.com/problems/que-shi-de-shu-zi-lcof/)

难度简单62收藏分享切换为英文关注反馈

一个长度为n-1的递增排序数组中的所有数字都是唯一的，并且每个数字都在范围0～n-1之内。在范围0～n-1内的n个数字中有且只有一个数字不在该数组中，请找出这个数字。

**示例 1:**

**输入:** [0,1,3]

**输出:** 2

**示例 2:**

**输入:** [0,1,2,3,4,5,6,7,9]

**输出:** 8

int missingNumber(vector<int>& nums) {

        int i = 0, j = nums.size() - 1;

        while(i <= j){

            int m = (i + j) >> 1;

            if(nums[m] == m)

                i = m + 1;

            else

                j = m - 1;

        }

        return i;

}

[剑指 Offer 54. 二叉搜索树的第k大节点](https://leetcode-cn.com/problems/er-cha-sou-suo-shu-de-di-kda-jie-dian-lcof/)

给定一棵二叉搜索树，请找出其中第k大的节点。

示例 1:

输入: root = [3,1,4,null,2], k = 1

3

/ \

1 4

\

  2

输出: 4

示例 2:

输入: root = [5,3,6,2,4,null,null,1], k = 3

5

/ \

3 6

/ \

2 4

/

1

输出: 4

class Solution {

public:

    int res,k;

    int kthLargest(TreeNode\* root, int k) {

        this->k = k;

        dfs(root);

        return res;

    }

    void dfs(TreeNode\* root){

        if(root == NULL)

            return;

        dfs(root->right);

        if(k == 0)

            return;

        if(--k == 0)

            res = root->val;

        dfs(root->left);

    }

};

[剑指 Offer 55 - I. 二叉树的深度](https://leetcode-cn.com/problems/er-cha-shu-de-shen-du-lcof/)

输入一棵二叉树的根节点，求该树的深度。从根节点到叶节点依次经过的节点（含根、叶节点）形成树的一条路径，最长路径的长度为树的深度。

例如：

给定二叉树 [3,9,20,null,null,15,7]，

3

/ \

9 20

/ \

15 7

返回它的最大深度 3 。

class Solution {

public:

    int maxDepth(TreeNode\* root) {

        if(root == NULL) return 0;

        queue<TreeNode\*> q;

        int ans = 0;

        q.push(root);

        while(!q.empty()){

            int size = q.size();

            for (int i = 0; i < size; i ++) {

                TreeNode\* node = q.front();

                q.pop();

                if (node->left) q.push(node->left);

                if (node->right) q.push(node->right);

            }

            ans ++;

        }

        return ans;

    }

};

[剑指 Offer 55 - II. 平衡二叉树](https://leetcode-cn.com/problems/ping-heng-er-cha-shu-lcof/)

输入一棵二叉树的根节点，判断该树是不是平衡二叉树。如果某二叉树中任意节点的左右子树的深度相差不超过1，那么它就是一棵平衡二叉树。

**示例 1:**

给定二叉树 [3,9,20,null,null,15,7]

3

/ \

9 20

/ \

15 7

返回 true 。

**示例 2:**

给定二叉树 [1,2,2,3,3,null,null,4,4]

1

/ \

2 2

/ \

3 3

/ \

4 4

返回 false 。

方法一：后序遍历 + 剪枝 （从底至顶）

class Solution {

public:

    bool isBalanced(TreeNode\* root) {

        return recur(root) != -1;

    }

    int recur(TreeNode\* root){

        if(root == NULL)

            return 0;

        int left = recur(root->left);

        if(left == -1)

            return -1;

        int right = recur(root->right);

        if(right == -1)

            return -1;

        return abs(left - right) < 2 ? max(left, right) + 1 : -1;

    }

};

时间复杂度O(N)：N 为树的节点数；最差情况下，需要递归遍历树的所有节点。

空间复杂度O(N)：最差情况下（树退化为链表时），系统递归需要使用O(N) 的栈空间。

方法二：先序遍历 + 判断深度 （从顶至底）

class Solution {

public:

    bool isBalanced(TreeNode\* root) {

        if(root == NULL)

            return true;

        return abs(depth(root->left) - depth(root->right)) <= 1 && isBalanced(root->left) && isBalanced(root->right);

    }

    int depth(TreeNode\* root){

        if(root == NULL)

            return 0;

        return max(depth(root->left), depth(root->right)) + 1;

    }

};

时间复杂度 O(N log N)

空间复杂度 O(N)： 最差情况下（树退化为链表时），系统递归需要使用 O(N) 的栈空间。

[剑指 Offer 56 - I. 数组中数字出现的次数](https://leetcode-cn.com/problems/shu-zu-zhong-shu-zi-chu-xian-de-ci-shu-lcof/)

一个整型数组 nums 里除两个数字之外，其他数字都出现了两次。请写程序找出这两个只出现一次的数字。要求时间复杂度是O(n)，空间复杂度是O(1)。

**示例 1：**

**输入：**nums = [4,1,4,6]

**输出：**[1,6] 或 [6,1]

**示例 2：**

**输入：**nums = [1,2,10,4,1,4,3,3]

**输出：**[2,10] 或 [10,2]

class Solution {

public:

    vector<int> singleNumbers(vector<int>& nums) {

        int res = 0;

        for(int num : nums){

            res ^= num;

        }

        int div = 1;

        while((res & div) == 0)

            div <<= 1;

        int a = 0, b = 0;

        for(int num : nums){

            if(num & div)

                a ^= num;

            else

                b ^= num;

        }

        return vector<int> {a, b};

    }

};

[剑指 Offer 56 - II. 数组中数字出现的次数 II](https://leetcode-cn.com/problems/shu-zu-zhong-shu-zi-chu-xian-de-ci-shu-ii-lcof/)

在一个数组 nums 中除一个数字只出现一次之外，其他数字都出现了三次。请找出那个只出现一次的数字。

**示例 1：**

**输入：**nums = [3,4,3,3]

**输出：**4

**示例 2：**

**输入：**nums = [9,1,7,9,7,9,7]

**输出：**1

class Solution {

public:

    int singleNumber(vector<int>& nums) {

        int res = 0;

        for(int i = 0; i < 32; ++i){

            int count = 0;

            for(int num : nums){

                if(num & (1 << i))

                    count++;

            }

            if(count % 3 == 1)

                res ^= 1 << i;

        }

        return res;

    }

};

[剑指 Offer 57. 和为s的两个数字](https://leetcode-cn.com/problems/he-wei-sde-liang-ge-shu-zi-lcof/)

输入一个递增排序的数组和一个数字s，在数组中查找两个数，使得它们的和正好是s。如果有多对数字的和等于s，则输出任意一对即可。

**示例 1：**

**输入：**nums = [2,7,11,15], target = 9

**输出：**[2,7] 或者 [7,2]

**示例 2：**

**输入：**nums = [10,26,30,31,47,60], target = 40

**输出：**[10,30] 或者 [30,10]

class Solution {

public:

    vector<int> twoSum(vector<int>& nums, int target) {

        vector<int> res;

        int sum, i = 0, j = nums.size() - 1;

        while(i < j){

            int sum = nums[i] + nums[j];

            if(sum == target){

                res.push\_back(nums[i]);

                res.push\_back(nums[j]);

                break;

            }

            else if(sum > target){

                j--;

            }else{

                i++;

            }

        }

        return res;

    }

};

[剑指 Offer 57 - II. 和为s的连续正数序列](https://leetcode-cn.com/problems/he-wei-sde-lian-xu-zheng-shu-xu-lie-lcof/)

输入一个正整数 target ，输出所有和为 target 的连续正整数序列（至少含有两个数）。

序列内的数字由小到大排列，不同序列按照首个数字从小到大排列。

**示例 1：**

**输入：**target = 9

**输出：**[[2,3,4],[4,5]]

**示例 2：**

**输入：**target = 15

**输出：**[[1,2,3,4,5],[4,5,6],[7,8]]

class Solution {

public:

    vector<vector<int>> findContinuousSequence(int target) {

        vector<vector<int>> res;

        vector<int> temp;

        int l = 1, r = 2;

        while(l < r){

            int sum = (l + r) \* (r - l + 1) / 2;

            if(sum == target){

                temp.clear();

                for(int i = l; i <= r; ++i){

                    temp.push\_back(i);

                }

                res.push\_back(temp);

                l++;

            }else if(sum < target){

                r++;

            }else{

                l++;

            }

        }

        return res;

    }

};

[剑指 Offer 58 - I. 翻转单词顺序](https://leetcode-cn.com/problems/fan-zhuan-dan-ci-shun-xu-lcof/)

输入一个英文句子，翻转句子中单词的顺序，但单词内字符的顺序不变。为简单起见，标点符号和普通字母一样处理。例如输入字符串"I am a student. "，则输出"student. a am I"。

**示例 1：**

**输入:** "the sky is blue"

**输出:**"blue is sky the"

**示例 2：**

**输入:** "  hello world!  "

**输出:**"world! hello"

**解释:** 输入字符串可以在前面或者后面包含多余的空格，但是反转后的字符不能包括。

**示例 3：**

**输入:** "a good   example"

**输出:**"example good a"

**解释:** 如果两个单词间有多余的空格，将反转后单词间的空格减少到只含一个。

class Solution {

public:

    string reverseWords(string s) {

        if(s.size() == 0)

            return s;

        int len = 0;

        string res = "";

        for(int i = s.size() - 1; i >= 0; --i){

            if(s[i] != ' ')

                len++;

            if(s[i] == ' ' && len != 0){

                res += s.substr(i + 1, len) + " ";

                len = 0;

                continue;

            }

        }

        if(len != 0){

            res += s.substr(0, len) + " ";

        }

        if(res.size() > 0){

            res.erase(res.size() - 1, 1);

        }

        return res;

    }

};

[剑指 Offer 58 - II. 左旋转字符串](https://leetcode-cn.com/problems/zuo-xuan-zhuan-zi-fu-chuan-lcof/)

字符串的左旋转操作是把字符串前面的若干个字符转移到字符串的尾部。请定义一个函数实现字符串左旋转操作的功能。比如，输入字符串"abcdefg"和数字2，该函数将返回左旋转两位得到的结果"cdefgab"。

**示例 1：**

**输入:** s = "abcdefg", k = 2

**输出:**"cdefgab"

**示例 2：**

**输入:** s = "lrloseumgh", k = 6

**输出:**"umghlrlose"

class Solution {

public:

    void reverse(string& s, int l, int r){

        while(l < r){

            swap(s[l], s[r]);

            l++;

            r--;

        }

    }

    string reverseLeftWords(string s, int n) {

        int size = s.size();

        if(size <= 1)

            return s;

        reverse(s, 0, n - 1);

        reverse(s, n, size - 1);

        reverse(s, 0, size - 1);

        return s;

    }

};

[剑指 Offer 59 - I. 滑动窗口的最大值](https://leetcode-cn.com/problems/hua-dong-chuang-kou-de-zui-da-zhi-lcof/)

给定一个数组 nums 和滑动窗口的大小 k，请找出所有滑动窗口里的最大值。

**示例:**

**输入:** *nums* = [1,3,-1,-3,5,3,6,7], 和 *k* = 3

**输出:** [3,3,5,5,6,7]

**解释:**

滑动窗口的位置 最大值

--------------- -----

[1 3 -1] -3 5 3 6 7 3

1 [3 -1 -3] 5 3 6 7 3

1 3 [-1 -3 5] 3 6 7 5

1 3 -1 [-3 5 3] 6 7 5

1 3 -1 -3 [5 3 6] 7 6

1 3 -1 -3 5 [3 6 7] 7

class Solution {

public:

    vector<int> maxSlidingWindow(vector<int>& nums, int k) {

        vector<int> res;

        deque<int> q;

        for(int i = 0; i < nums.size(); ++i){

            while(!q.empty() && nums[i] > nums[q.back()])//每新增一个值就与前面的比较，比他小的统统丢掉，因为新增值肯定在滑动窗口内；

                q.pop\_back();

            if(!q.empty() && q.front() + k < i + 1) //判断是否在滑动窗口内

                q.pop\_front();

            q.push\_back(i);

            if(i >= k - 1)

                res.push\_back(nums[q.front()]);

        }

        return res;

    }

};

[剑指 Offer 59 - II. 队列的最大值](https://leetcode-cn.com/problems/dui-lie-de-zui-da-zhi-lcof/)

请定义一个队列并实现函数 max\_value 得到队列里的最大值，要求函数max\_value、push\_back 和 pop\_front 的**均摊**时间复杂度都是O(1)。

若队列为空，pop\_front 和 max\_value 需要返回 -1

**示例 1：**

**输入:**

["MaxQueue","push\_back","push\_back","max\_value","pop\_front","max\_value"]

[[],[1],[2],[],[],[]] **输出:**[null,null,null,2,1,2]

class MaxQueue {

    queue<int> q;

    deque<int> d;

public:

    MaxQueue() {

    }

    int max\_value() {

        if(d.empty())

            return -1;

        return d.front();

    }

    void push\_back(int value) {

        while(!d.empty() && d.back() < value)

            d.pop\_back();

        q.push(value);

        d.push\_back(value);

    }

    int pop\_front() {

        if(q.empty())

            return -1;

        int ans = q.front();

        if(ans == d.front())

            d.pop\_front();

        q.pop();

        return ans;

    }

};

[剑指 Offer 60. n个骰子的点数](https://leetcode-cn.com/problems/nge-tou-zi-de-dian-shu-lcof/)

把n个骰子扔在地上，所有骰子朝上一面的点数之和为s。输入n，打印出s的所有可能的值出现的概率。

你需要用一个浮点数数组返回答案，其中第 i 个元素代表这 n 个骰子所能掷出的点数集合中第 i 小的那个的概率。

**示例 1:**

**输入:** 1

**输出:** [0.16667,0.16667,0.16667,0.16667,0.16667,0.16667]

**示例 2:**

**输入:** 2

**输出:** [0.02778,0.05556,0.08333,0.11111,0.13889,0.16667,0.13889,0.11111,0.08333,0.05556,0.02778]

class Solution {

public:

    vector<double> twoSum(int n) {

        int dp[70];

        memset(dp, 0, sizeof(dp));

        for(int i = 0; i <= 6; ++i){

            dp[i] = 1;

        }

        for(int i = 2; i <= n; ++i){

            for(int j = 6 \* i; j >= i; --j){

                dp[j] = 0;

                for(int cur = 1; cur <= 6; ++cur){

                    if(j - cur < i - 1)

                        break;

                    dp[j] += dp[j - cur];

                }

            }

        }

        int all = pow(6, n);

        vector<double> res;

        for(int i = n; i <= 6 \* n; ++i){

            res.push\_back(dp[i] \* 1.0 / all);

        }

        return res;

    }

};

[剑指 Offer 61. 扑克牌中的顺子](https://leetcode-cn.com/problems/bu-ke-pai-zhong-de-shun-zi-lcof/)

从扑克牌中随机抽5张牌，判断是不是一个顺子，即这5张牌是不是连续的。2～10为数字本身，A为1，J为11，Q为12，K为13，而大、小王为 0 ，可以看成任意数字。A 不能视为 14。

**示例 1:**

**输入:** [1,2,3,4,5]

**输出:** True

**示例 2:**

**输入:** [0,0,1,2,5]

**输出:** True

class Solution {

public:

    bool isStraight(vector<int>& nums) {

        bool flag[15];

        memset(flag, 0, sizeof(flag));

        int ma = 0, mi = 14;

        for(auto num : nums){

            if(num == 0)

                continue;

            if(flag[num])

                return false;

            flag[num] = true;

            ma = max(ma, num);

            mi = min(mi, num);

        }

        return ma - mi < 5;

    }

};

class Solution {

public:

    bool isStraight(vector<int>& nums) {

        sort(nums.begin(), nums.end());

        int joker = 0;

        for(int i = 0; i < 4; i++){

            if(nums[i] == 0)

                joker++;

            else if(nums[i] == nums[i + 1]){

                return false;

            }

        }

        return nums[4] - nums[joker] < 5;

    }

};

[剑指 Offer 62. 圆圈中最后剩下的数字](https://leetcode-cn.com/problems/yuan-quan-zhong-zui-hou-sheng-xia-de-shu-zi-lcof/)

0,1,,n-1这n个数字排成一个圆圈，从数字0开始，每次从这个圆圈里删除第m个数字。求出这个圆圈里剩下的最后一个数字。

例如，0、1、2、3、4这5个数字组成一个圆圈，从数字0开始每次删除第3个数字，则删除的前4个数字依次是2、0、4、1，因此最后剩下的数字是3。

**示例 1：**

**输入:** n = 5, m = 3

**输出:**3

**示例 2：**

**输入:** n = 10, m = 17

**输出:**2

class Solution {

public:

    int lastRemaining(int n, int m) {

        int res = 0;

        for(int i = 2; i <= n; ++i){

            res = (m + res) % i;

        }

        return res;

    }

};

[剑指 Offer 63. 股票的最大利润](https://leetcode-cn.com/problems/gu-piao-de-zui-da-li-run-lcof/)

假设把某股票的价格按照时间先后顺序存储在数组中，请问买卖该股票一次可能获得的最大利润是多少？

**示例 1:**

**输入:** [7,1,5,3,6,4]

**输出:** 5

**解释:** 在第 2 天（股票价格 = 1）的时候买入，在第 5 天（股票价格 = 6）的时候卖出，最大利润 = 6-1 = 5 。

注意利润不能是 7-1 = 6, 因为卖出价格需要大于买入价格。

**示例 2:**

**输入:** [7,6,4,3,1]

**输出:** 0

**解释:** 在这种情况下, 没有交易完成, 所以最大利润为 0。

**第一题，k = 1**

直接套状态转移方程，根据 base case，可以做一些化简：

dp[i][1][0] = max(dp[i-1][1][0], dp[i-1][1][1] + prices[i])

dp[i][1][1] = max(dp[i-1][1][1], dp[i-1][0][0] - prices[i])

            = max(dp[i-1][1][1], -prices[i])

解释：k = 0 的 base case，所以 dp[i-1][0][0] = 0。

现在发现 k 都是 1，不会改变，即 k 对状态转移已经没有影响了。

可以进行进一步化简去掉所有 k：

dp[i][0] = max(dp[i-1][0], dp[i-1][1] + prices[i])

dp[i][1] = max(dp[i-1][1], -prices[i])

直接写出代码：

int n = prices.length;

int[][] dp = new int[n][2];

for (int i = 0; i < n; i++) {

    dp[i][0] = Math.max(dp[i-1][0], dp[i-1][1] + prices[i]);

    dp[i][1] = Math.max(dp[i-1][1], -prices[i]);

}

return dp[n - 1][0];

显然 i = 0 时 dp[i-1] 是不合法的。这是因为我们没有对 i 的 base case 进行处理。可以这样处理：

for (int i = 0; i < n; i++) {

    if (i - 1 == -1) {

        dp[i][0] = 0;

        // 解释：

        //   dp[i][0]

        // = max(dp[-1][0], dp[-1][1] + prices[i])

        // = max(0, -infinity + prices[i]) = 0

        dp[i][1] = -prices[i];

        //解释：

        //   dp[i][1]

        // = max(dp[-1][1], dp[-1][0] - prices[i])

        // = max(-infinity, 0 - prices[i])

        // = -prices[i]

        continue;

    }

    dp[i][0] = Math.max(dp[i-1][0], dp[i-1][1] + prices[i]);

    dp[i][1] = Math.max(dp[i-1][1], -prices[i]);

}

return dp[n - 1][0];

第一题就解决了，但是这样处理 base case 很麻烦，而且注意一下状态转移方程，新状态只和相邻的一个状态有关，其实不用整个 dp 数组，只需要一个变量储存相邻的那个状态就足够了，这样可以把空间复杂度降到 O(1):

// k == 1

int maxProfit\_k\_1(int[] prices) {

    int n = prices.length;

    // base case: dp[-1][0] = 0, dp[-1][1] = -infinity

    int dp\_i\_0 = 0, dp\_i\_1 = Integer.MIN\_VALUE;

    for (int i = 0; i < n; i++) {

        // dp[i][0] = max(dp[i-1][0], dp[i-1][1] + prices[i])

        dp\_i\_0 = Math.max(dp\_i\_0, dp\_i\_1 + prices[i]);

        // dp[i][1] = max(dp[i-1][1], -prices[i])

        dp\_i\_1 = Math.max(dp\_i\_1, -prices[i]);

    }

    return dp\_i\_0;

}

class Solution {

public:

    int maxProfit(vector<int>& prices) {

        if(prices.size() == 0)

            return 0;

        int n = prices.size();

        int dp\_i\_0 = 0, dp\_i\_1 = INT\_MIN;

        for(int i = 0; i < n; ++i){

            dp\_i\_0 = max(dp\_i\_0, dp\_i\_1 + prices[i]);

            dp\_i\_1 = max(dp\_i\_1, -prices[i]);

        }

        return dp\_i\_0;

    }

};

**第二题，k = +infinity**

如果 k 为正无穷，那么就可以认为 k 和 k - 1 是一样的。可以这样改写框架：

dp[i][k][0] = max(dp[i-1][k][0], dp[i-1][k][1] + prices[i])

dp[i][k][1] = max(dp[i-1][k][1], dp[i-1][k-1][0] - prices[i])

            = max(dp[i-1][k][1], dp[i-1][k][0] - prices[i])

我们发现数组中的 k 已经不会改变了，也就是说不需要记录 k 这个状态了：

dp[i][0] = max(dp[i-1][0], dp[i-1][1] + prices[i])

dp[i][1] = max(dp[i-1][1], dp[i-1][0] - prices[i])

直接翻译成代码：

    int maxProfit(vector<int>& prices) {

        int n = prices.size();

        int dp\_i\_0 = 0, dp\_i\_1 = INT\_MIN;

        for(int i = 0;i < n; ++i){

            int temp = dp\_i\_0;

            dp\_i\_0 = max(dp\_i\_0, dp\_i\_1 + prices[i]);

            dp\_i\_1 = max(dp\_i\_1, temp - prices[i]);

        }

        return dp\_i\_0;

    }

**第三题，k = +infinity with cooldown**

每次 sell 之后要等一天才能继续交易。只要把这个特点融入上一题的状态转移方程即可：

dp[i][0] = max(dp[i-1][0], dp[i-1][1] + prices[i])

dp[i][1] = max(dp[i-1][1], dp[i-2][0] - prices[i])

解释：第 i 天选择 buy 的时候，要从 i-2 的状态转移，而不是 i-1 。

翻译成代码：

    int maxProfit(vector<int>& prices) {

        int n = prices.size();

        int dp\_i\_0 = 0, dp\_i\_1 = INT\_MIN;

        int dp\_pre\_0 = 0;//这里是前天的数据;

        int temp = dp\_i\_0;//这是昨天的数据

        for(int i = 0; i < n; ++i){

            temp = dp\_i\_0;

            dp\_i\_0 = max(dp\_i\_0, dp\_i\_1 + prices[i]);

            dp\_i\_1 = max(dp\_i\_1, dp\_pre\_0 - prices[i]);//这里用的是前天的数据

            dp\_pre\_0 = temp;//昨天的数据给到前天；以此类推

        }

        return dp\_i\_0;

    }

**第四题，k = +infinity with fee**

每次交易要支付手续费，只要把手续费从利润中减去即可。改写方程：

dp[i][0] = max(dp[i-1][0], dp[i-1][1] + prices[i])

dp[i][1] = max(dp[i-1][1], dp[i-1][0] - prices[i] - fee)

解释：相当于买入股票的价格升高了。

在第一个式子里减也是一样的，相当于卖出股票的价格减小了。

直接翻译成代码：

int maxProfit\_with\_fee(int[] prices, int fee) {

    int n = prices.length;

    int dp\_i\_0 = 0, dp\_i\_1 = Integer.MIN\_VALUE;

    for (int i = 0; i < n; i++) {

        int temp = dp\_i\_0;

        dp\_i\_0 = Math.max(dp\_i\_0, dp\_i\_1 + prices[i]);

        dp\_i\_1 = Math.max(dp\_i\_1, temp - prices[i] - fee);

    }

    return dp\_i\_0;

}

**第五题，k = 2**

k = 2 和前面题目的情况稍微不同，因为上面的情况都和 k 的关系不太大。要么 k 是正无穷，状态转移和 k 没关系了；要么 k = 1，跟 k = 0 这个 base case 挨得近，最后也没有存在感。

这道题 k = 2 和后面要讲的 k 是任意正整数的情况中，对 k 的处理就凸显出来了。我们直接写代码，边写边分析原因。

原始的动态转移方程，没有可化简的地方

dp[i][k][0] = max(dp[i-1][k][0], dp[i-1][k][1] + prices[i])

dp[i][k][1] = max(dp[i-1][k][1], dp[i-1][k-1][0] - prices[i])

按照之前的代码，我们可能想当然这样写代码（错误的）：

int k = 2;

int[][][] dp = new int[n][k + 1][2];

for (int i = 0; i < n; i++)

    if (i - 1 == -1) {

        //处理一下 base case

    }

    dp[i][k][0] = Math.max(dp[i-1][k][0], dp[i-1][k][1] + prices[i]);

    dp[i][k][1] = Math.max(dp[i-1][k][1], dp[i-1][k-1][0] - prices[i]);

}

return dp[n - 1][k][0];

为什么错误？我这不是照着状态转移方程写的吗？

还记得前面总结的「穷举框架」吗？就是说我们必须穷举所有状态。其实我们之前的解法，都在穷举所有状态，只是之前的题目中 k 都被化简掉了。比如说第一题，k = 1：

这道题由于没有消掉 k 的影响，所以必须要对 k 进行穷举：

int max\_k = 2;

int[][][] dp = new int[n][max\_k + 1][2];

for (int i = 0; i < n; i++) {

    for (int k = max\_k; k >= 1; k--) {

        if (i - 1 == -1) {

            //处理 base case

         }

        dp[i][k][0] = max(dp[i-1][k][0], dp[i-1][k][1] + prices[i]);

        dp[i][k][1] = max(dp[i-1][k][1], dp[i-1][k-1][0] - prices[i]);

    }

}

// 穷举了 n × max\_k × 2 个状态，正确。

return dp[n - 1][max\_k][0];

如果你不理解，可以返回第一点「穷举框架」重新阅读体会一下。

这里 k 取值范围比较小，所以可以不用 for 循环，直接把 k = 1 和 2 的情况全部列举出来也可以：

dp[i][2][0] = max(dp[i-1][2][0], dp[i-1][2][1] + prices[i])

dp[i][2][1] = max(dp[i-1][2][1], dp[i-1][1][0] - prices[i])

dp[i][1][0] = max(dp[i-1][1][0], dp[i-1][1][1] + prices[i])

dp[i][1][1] = max(dp[i-1][1][1], -prices[i])

    int maxProfit(vector<int>& prices) {

        int dp\_i\_10 = 0, dp\_i\_11 = INT\_MIN;

        int dp\_i\_20 = 0, dp\_i\_21 = INT\_MIN;

        for(auto price : prices){

            dp\_i\_20 = max(dp\_i\_20, dp\_i\_21 + price);

            dp\_i\_21 = max(dp\_i\_21, dp\_i\_10 - price);

            dp\_i\_10 = max(dp\_i\_10, dp\_i\_11 + price);

            dp\_i\_11 = max(dp\_i\_11, -price);

        }

        return dp\_i\_20;

}

**第六题，k = any integer**

有了上一题 k = 2 的铺垫，这题应该和上一题的第一个解法没啥区别。但是出现了一个超内存的错误，原来是传入的 k 值会非常大，dp 数组太大了。现在想想，交易次数 k 最多有多大呢？

一次交易由买入和卖出构成，至少需要两天。所以说有效的限制 k 应该不超过 n/2，如果超过，就没有约束作用了，相当于 k = +infinity。这种情况是之前解决过的。

    int maxProfit\_k\_inf(vector<int>& prices) {

        int n = prices.size();

        int dp\_i\_0 = 0, dp\_i\_1 = INT\_MIN;

        for(int i = 0;i < n; ++i){

            int temp = dp\_i\_0;

            dp\_i\_0 = max(dp\_i\_0, dp\_i\_1 + prices[i]);

            dp\_i\_1 = max(dp\_i\_1, temp - prices[i]);

        }

        return dp\_i\_0;

    }

    int maxProfit(int k, vector<int>& prices) {

        int n = prices.size();

        if(k > n / 2)

            return maxProfit\_k\_inf(prices);

        vector<vector<vector<int>>> dp(n, vector<vector<int>>(k + 1, vector<int>(2, 0)));

        for(int i = 0; i < n; ++i){

            for(int j = k; j >= 1; --j){

                if(i - 1 == -1){

                    dp[i][j][0] = 0;

                    dp[i][j][1] = -prices[i];

                    continue;

                }

                dp[i][j][0] = max(dp[i - 1][j][0], dp[i - 1][j][1] + prices[i]);

                dp[i][j][1] = max(dp[i - 1][j][1], dp[i - 1][j - 1][0] - prices[i]);

            }

        }

        return dp[n - 1][k][0];

    }

[剑指 Offer 64. 求1+2+…+n](https://leetcode-cn.com/problems/qiu-12n-lcof/)

求 1+2+...+n ，要求不能使用乘除法、for、while、if、else、switch、case等关键字及条件判断语句（A?B:C）。

**示例 1：**

**输入:** n = 3

**输出:**6

**示例 2：**

**输入:** n = 9

**输出:**45

class Solution {

public:

    int sumNums(int n) {

        n && (n += sumNums(n - 1));

        return n;

    }

};

[剑指 Offer 65. 不用加减乘除做加法](https://leetcode-cn.com/problems/bu-yong-jia-jian-cheng-chu-zuo-jia-fa-lcof/)

写一个函数，求两个整数之和，要求在函数体内不得使用 “+”、“-”、“\*”、“/” 四则运算符号。

**示例:**

**输入:** a = 1, b = 1

**输出:** 2

int add(int a, int b) {

        return b ? add(a^b, (unsigned int)(a&b)<<1) : a;

    }

class Solution {

public:

    int add(int a, int b) {

        while (b) {

            int carry = (unsigned int)(a & b) << 1;

            a ^= b;

            b = carry;

        }

        return a;

    }

};

[剑指 Offer 66. 构建乘积数组](https://leetcode-cn.com/problems/gou-jian-cheng-ji-shu-zu-lcof/)

给定一个数组 A[0,1,…,n-1]，请构建一个数组 B[0,1,…,n-1]，其中 B 中的元素 B[i]=A[0]×A[1]×…×A[i-1]×A[i+1]×…×A[n-1]。不能使用除法。

**示例:**

**输入:** [1,2,3,4,5]

**输出:** [120,60,40,30,24]

class Solution {

public:

    vector<int> constructArr(vector<int>& a) {

        int n = a.size();

        vector<int> L(n, 1);

        vector<int> R(n, 1);

        for(int i = 1; i < n; ++i){

            L[i] = L[i - 1] \* a[i - 1];

        }

        for(int i = n - 2; i >= 0; --i){

            R[i] = R[i + 1] \* a[i + 1];

        }

        for(int i = 0; i < n; ++i){

            L[i] = L[i] \* R[i];

        }

        return L;

    }

};

[剑指 Offer 67. 把字符串转换成整数](https://leetcode-cn.com/problems/ba-zi-fu-chuan-zhuan-huan-cheng-zheng-shu-lcof/)

写一个函数 StrToInt，实现把字符串转换成整数这个功能。不能使用 atoi 或者其他类似的库函数。

首先，该函数会根据需要丢弃无用的开头空格字符，直到寻找到第一个非空格的字符为止。

当我们寻找到的第一个非空字符为正或者负号时，则将该符号与之后面尽可能多的连续数字组合起来，作为该整数的正负号；假如第一个非空字符是数字，则直接将其与之后连续的数字字符组合起来，形成整数。

该字符串除了有效的整数部分之后也可能会存在多余的字符，这些字符可以被忽略，它们对于函数不应该造成影响。

注意：假如该字符串中的第一个非空格字符不是一个有效整数字符、字符串为空或字符串仅包含空白字符时，则你的函数不需要进行转换。

在任何情况下，若函数不能进行有效的转换时，请返回 0。

说明：

假设我们的环境只能存储 32 位大小的有符号整数，那么其数值范围为 [−231,  231− 1]。如果数值超过这个范围，请返回  INT\_MAX (231− 1) 或 INT\_MIN (−231) 。

示例 1: 输入: "42" 输出: 42

示例 2: 输入: " -42" 输出: -42

解释: 第一个非空白字符为 '-', 它是一个负号。

  我们尽可能将负号与后面所有连续出现的数字组合起来，最后得到 -42 。

示例 3 : 输入: "4193 with words" 输出: 4193

解释: 转换截止于数字 '3' ，因为它的下一个字符不为数字。

示例 4: 输入: "words and 987" 输出: 0

解释: 第一个非空字符是 'w', 但它不是数字或正、负号。

因此无法执行有效的转换。

    int strToInt(string str) {

        int res = 0;

        int i = 0;

        int flag = 1;

        // 1. 检查空格

        while (str[i] == ' ') { i++; }

        // 2. 检查符号

        if (str[i] == '-') { flag = -1; }

        if (str[i] == '+' || str[i] == '-') { i++; }

        // 3. 计算数字

        while (i < str.size() && isdigit(str[i])) {

            int r = str[i] - '0';

            // ------ 4. 处理溢出，这是关键步骤 ------2^31 - 1 = 2 147 483 647

            if (res > INT\_MAX / 10 || (res == INT\_MAX / 10 && r > 7)) {

                return flag > 0 ? INT\_MAX : INT\_MIN;

            }

            // ------------------------------------

            res = res \* 10 + r;

            i++;

        }

        return flag > 0 ? res : -res;

    }

[剑指 Offer 68 - I. 二叉搜索树的最近公共祖先](https://leetcode-cn.com/problems/er-cha-sou-suo-shu-de-zui-jin-gong-gong-zu-xian-lcof/)

给定一个二叉搜索树, 找到该树中两个指定节点的最近公共祖先。

公共祖先的定义为：“对于有根树 T 的两个结点 p、q，最近公共祖先表示为一个结点 x，满足 x 是 p、q 的祖先且 x 的深度尽可能大（一个节点也可以是它自己的祖先）。”

例如，给定如下二叉搜索树:  root = [6,2,8,0,4,7,9,null,null,3,5]

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/14/binarysearchtree_improved.png](data:image/png;base64,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)

示例 1:

输入: root = [6,2,8,0,4,7,9,null,null,3,5], p = 2, q = 8

输出: 6

解释: 节点 2 和节点 8 的最近公共祖先是 6。

示例 2:

输入: root = [6,2,8,0,4,7,9,null,null,3,5], p = 2, q = 4

输出: 2

解释: 节点 2 和节点 4 的最近公共祖先是 2, 因为根据定义最近公共祖先节点可以为节点本身。

    TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

        while(root != NULL){

            if(root->val < p->val && root->val < q->val)

                root = root->right;

            else if(root->val > p->val && root->val > q->val)

                root = root->left;

            else

                break;

        }

        return root;

    }

    TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

        if(root->val < p->val && root->val < q->val)

            return lowestCommonAncestor(root->right, p, q);

        if(root->val > p->val && root->val > q->val)

            return lowestCommonAncestor(root->left, p, q);

        return root;

    }

[剑指 Offer 68 - II. 二叉树的最近公共祖先](https://leetcode-cn.com/problems/er-cha-shu-de-zui-jin-gong-gong-zu-xian-lcof/)

给定一个二叉树, 找到该树中两个指定节点的最近公共祖先。

例如，给定如下二叉树:  root = [3,5,1,6,2,0,8,null,null,7,4]

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/15/binarytree.png](data:image/png;base64,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)

示例 1:

输入: root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 1

输出: 3

解释: 节点 5 和节点 1 的最近公共祖先是节点 3。

示例 2:

输入: root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 4

输出: 5

解释: 节点 5 和节点 4 的最近公共祖先是节点 5。因为根据定义最近公共祖先节点可以为节点本身。

class Solution {

public:

    TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

        if(root == NULL || root == p || root == q)

            return root;

        TreeNode\* left = lowestCommonAncestor(root->left, p, q);

        TreeNode\* right = lowestCommonAncestor(root->right, p, q);

        if(left == NULL)

            return right;

        if(right == NULL)

            return left;

        return root;

    }

};