[面试题 01.01. 判定字符是否唯一](https://leetcode-cn.com/problems/is-unique-lcci/)

实现一个算法，确定一个字符串 s 的所有字符是否全都不同。

**示例 1：**

**输入:** s = "leetcode"

**输出:** false

**示例 2：**

**输入:** s = "abc"

**输出:** true

class Solution {

public:

    bool isUnique(string astr) {

        int mark = 0;

        for(auto c : astr){

            if((mark & 1 << (c - 'a')) == 0)

                mark |= 1 << (c - 'a');

            else

                return false;

        }

        return true;

    }

};

[面试题 01.02. 判定是否互为字符重排](https://leetcode-cn.com/problems/check-permutation-lcci/)

给定两个字符串 s1 和 s2，请编写一个程序，确定其中一个字符串的字符重新排列后，能否变成另一个字符串。

**示例 1：**

**输入:** s1 = "abc", s2 = "bca"

**输出:** true

**示例 2：**

**输入:** s1 = "abc", s2 = "bad"

**输出:** false

class Solution {

public:

    bool CheckPermutation(string s1, string s2) {

        unordered\_map<char, int> mp;

        for(auto c : s1){

            mp[c]++;

        }

        for(auto c : s2){

            mp[c]--;

        }

        for(int i = 0; i < 26; ++i){

            char c = i + 'a';

            if(mp[c] != 0)

                return false;

        }

        return true;

    }

};

[面试题 01.03. URL化](https://leetcode-cn.com/problems/string-to-url-lcci/)

URL化。编写一种方法，将字符串中的空格全部替换为%20。假定该字符串尾部有足够的空间存放新增字符，并且知道字符串的“真实”长度。（注：用Java实现的话，请使用字符数组实现，以便直接在数组上操作。）

**示例1:**

**输入**："Mr John Smith ", 13

**输出**："Mr%20John%20Smith"

**示例2:**

**输入**：" ", 5

**输出**："%20%20%20%20%20"

class Solution {

public:

    string replaceSpaces(string S, int length) {

        string res;

        for(int i = 0; i < length; ++i){

            if(S[i] == ' ')

                res += "%20";

            else

                res += S[i];

        }

        return res;

    }

};

[面试题 01.04. 回文排列](https://leetcode-cn.com/problems/palindrome-permutation-lcci/)

给定一个字符串，编写一个函数判定其是否为某个回文串的排列之一。

回文串是指正反两个方向都一样的单词或短语。排列是指字母的重新排列。

回文串不一定是字典当中的单词。

**示例1：输入："**tactcoa"

**输出：**true（排列有"tacocat"、"atcocta"，等等）

class Solution {

public:

    bool canPermutePalindrome(string s) {

        unordered\_map<int, int> mp;

        for(auto c : s)

            mp[c]++;

        int count = 0;

        for(auto it = mp.begin(); it != mp.end(); it++){

            if(it->second % 2 == 1)

                count++;

        }

        return count < 2;

    }

};

[面试题 01.05. 一次编辑](https://leetcode-cn.com/problems/one-away-lcci/)

字符串有三种编辑操作:插入一个字符、删除一个字符或者替换一个字符。 给定两个字符串，编写一个函数判定它们是否只需要一次(或者零次)编辑。

**示例 1:**

**输入:**

first = "pale"

second = "ple"

**输出:** True

**示例 2:**

**输入:**

first = "pales"

second = "pal"

**输出:** False

class Solution {

public:

    bool oneEditAway(string first, string second) {

        if(first == second)

            return true;

        int len1 = first.size();

        int len2 = second.size();

        if(abs(len1 - len2) > 1)

            return false;

        int i = 0, j = len1 - 1, k = len2 - 1;

        while(i < len1 && i < len2 && first[i] == second[i])

            i++;

        while(j >= 0 && k >= 0 && first[j] == second[k]){

            j--;

            k--;

        }

        return j - i < 1 && k - i < 1;

        //1，插入或删除：其中短的字符串的下标相减为-1，长的字符串下标相减为0

        //2，替换，两字符串的下标相减均为0

    }

};

[面试题 01.06. 字符串压缩](https://leetcode-cn.com/problems/compress-string-lcci/)

字符串压缩。利用字符重复出现的次数，编写一种方法，实现基本的字符串压缩功能。比如，字符串aabcccccaaa会变为a2b1c5a3。若“压缩”后的字符串没有变短，则返回原先的字符串。你可以假设字符串中只包含大小写英文字母（a至z）。

**示例1:**

**输入**："aabcccccaaa"

**输出**："a2b1c5a3"

**示例2:**

**输入**："abbccd"

**输出**："abbccd"

**解释**："abbccd"压缩后为"a1b2c2d1"，比原字符串长度更长。

class Solution {

public:

    string compressString(string S) {

        if(!S.size())

            return S;

        string ans = "";

        int cnt = 1;

        char c = S[0];

        for(int i = 1; i < S.size(); ++i){

            if(c == S[i]){

                ++cnt;

            }

            else{

                ans += c + to\_string(cnt);

                c = S[i];

                cnt = 1;

            }

        }

        ans += c + to\_string(cnt);

        return ans.size() < S.size() ? ans : S;

    }

};

[面试题 01.07. 旋转矩阵](https://leetcode-cn.com/problems/rotate-matrix-lcci/)

给你一幅由 N × N 矩阵表示的图像，其中每个像素的大小为 4 字节。请你设计一种算法，将图像旋转 90 度。

不占用额外内存空间能否做到？

**示例 1:**

给定 **matrix** =

[

[1,2,3],

[4,5,6],

[7,8,9]

],

**原地**旋转输入矩阵，使其变为:

[

[7,4,1],

[8,5,2],

[9,6,3]

]

**示例 2:**

给定 **matrix** =

[

[ 5, 1, 9,11],

[ 2, 4, 8,10],

[13, 3, 6, 7],

[15,14,12,16]

],

**原地**旋转输入矩阵，使其变为:

[

[15,13, 2, 5],

[14, 3, 4, 1],

[12, 6, 8, 9],

[16, 7,10,11]

]

//一、使用辅助数组

class Solution {

public:

    void rotate(vector<vector<int>>& matrix) {

        int n = matrix.size();

        // C++ 这里的 = 拷贝是值拷贝，会得到一个新的数组

        auto matrix\_new = matrix;

        for (int i = 0; i < n; ++i) {

            for (int j = 0; j < n; ++j) {

                matrix\_new[j][n - i - 1] = matrix[i][j];

            }

        }

        // 这里也是值拷贝

        matrix = matrix\_new;

    }

};

// 复杂度分析

// 时间复杂度：O(N^2)，其中 N 是 matrix 的边长。

// 空间复杂度：O(N^2)，我们需要使用一个和 matrix 的大小相同的辅助数组。

//二、原地旋转，画一下图(0, 1) (1, 3)....就知道了

class Solution {

public:

    void rotate(vector<vector<int>>& matrix) {

        int n = matrix.size();

        for(int i = 0; i < n / 2; ++i)

            for(int j = i; j < n - 1 - i; ++j){

                int temp = matrix[i][j];

                matrix[i][j] = matrix[n - 1 - j][i];

                matrix[n - 1 - j][i] = matrix[n - 1 -i][n - 1 - j];

                matrix[n - 1 -i][n - 1 -j] = matrix[j][n - 1 - i];

                matrix[j][n - 1 - i] = temp;

            }

    }

};

//O(N^2)  O(1)

//方法三：用翻转代替旋转

class Solution {

public:

    void rotate(vector<vector<int>>& matrix) {

        int n = matrix.size();

        // 水平翻转

        for (int i = 0; i < n / 2; ++i) {

            for (int j = 0; j < n; ++j) {

                swap(matrix[i][j], matrix[n - i - 1][j]);

            }

        }

        // 主对角线翻转

        for (int i = 0; i < n; ++i) {

            for (int j = 0; j < i; ++j) {

                swap(matrix[i][j], matrix[j][i]);

            }

        }

    }

};

[面试题 01.09. 字符串轮转](https://leetcode-cn.com/problems/string-rotation-lcci/)

字符串轮转。给定两个字符串s1和s2，请编写代码检查s2是否为s1旋转而成（比如，waterbottle是erbottlewat旋转后的字符串）。

**示例1:**

**输入**：s1 = "waterbottle", s2 = "erbottlewat"

**输出**：True

**示例2:**

**输入**：s1 = "aa", s2 = "aba"

**输出**：False

class Solution {

public:

    bool isFlipedString(string s1, string s2) {

        return s1.size() == s2.size() && (s1 + s1).find(s2) != -1;

    }

};

//find函数的时间复杂度还是O(MN);

[面试题 02.01. 移除重复节点](https://leetcode-cn.com/problems/remove-duplicate-node-lcci/)

编写代码，移除未排序链表中的重复节点。保留最开始出现的节点。

**示例1:**

**输入**：[1, 2, 3, 3, 2, 1]

**输出**：[1, 2, 3]

**示例2:**

**输入**：[1, 1, 1, 1, 2]

**输出**：[1, 2]

struct ListNode{

    int val;

    ListNode\* next;

    ListNode(int x) : val(x), next(NULL) {}

};

class Solution {

public:

    ListNode\* removeDuplicateNodes(ListNode\* head) {

        if (head == nullptr) {

            return head;

        }

        unordered\_set<int> occurred = {head->val};

        ListNode\* pos = head;

        // 枚举前驱节点

        while (pos->next != nullptr) {

            // 当前待删除节点

            ListNode\* cur = pos->next;

            if (!occurred.count(cur->val)) {

                occurred.insert(cur->val);

                pos = pos->next;

            } else {

                pos->next = pos->next->next;

            }

        }

        pos->next = nullptr;

        return head;

    }

};

// 复杂度分析

// 时间复杂度：O(N)，其中 N是给定链表中节点的数目。

// 空间复杂度：O(N)。在最坏情况下，给定链表中每个节点都不相同，哈希表中需要存储所有的 N个值。

class Solution {

public:

    ListNode\* removeDuplicateNodes(ListNode\* head) {

        ListNode\* ob = head;

        while (ob != nullptr) {

            ListNode\* oc = ob;

            while (oc->next != nullptr) {

                if (oc->next->val == ob->val) {

                    oc->next = oc->next->next;

                } else {

                    oc = oc->next;

                }

            }

            ob = ob->next;

        }

        return head;

    }

};

// 复杂度分析

// 时间复杂度：O(N^2)，其中 N是给定链表中节点的数目。空间复杂度：O(1)。

[面试题 02.02. 返回倒数第 k 个节点](https://leetcode-cn.com/problems/kth-node-from-end-of-list-lcci/)

实现一种算法，找出单向链表中倒数第 k 个节点。返回该节点的值。

**注意：**本题相对原题稍作改动

**示例：**

**输入：** 1->2->3->4->5 和 *k* = 2

**输出：** 4

class Solution {

public:

    int kthToLast(ListNode\* head, int k) {

        ListNode \*p = head, \*q = head; //初始化

        while(k--) {   //将 p指针移动 k 次

            p = p->next;

        }

        while(p != nullptr) {//同时移动，直到 p == nullptr

            p = p->next;

            q = q->next;

        }

        return q->val;

    }

};

[面试题 02.03. 删除中间节点](https://leetcode-cn.com/problems/delete-middle-node-lcci/)

实现一种算法，删除单向链表中间的某个节点（即不是第一个或最后一个节点），假定你只能访问该节点。

**示例：输入：**单向链表a->b->c->d->e->f中的节点c

**结果：**不返回任何数据，但该链表变为a->b->d->e->f

class Solution {

public:

    void deleteNode(ListNode\* node) {

        //将容貌换成后面节点的样子（1.狸猫易容）

        node->val=node->next->val;

        //借助指针p将node->next指向的那块堆空间释放（为了保证代码的健壮性）

        ListNode \*p=node->next;

        //取而代之(2.狸猫换太子)

        node->next=node->next->next;

        //防止内存泄漏（为了保证代码的健壮性）

        delete p;

    }

};

[面试题 02.04. 分割链表](https://leetcode-cn.com/problems/partition-list-lcci/)

编写程序以 x 为基准分割链表，使得所有小于 x 的节点排在大于或等于 x 的节点之前。如果链表中包含 x，x 只需出现在小于 x 的元素之后(如下所示)。分割元素 x 只需处于“右半部分”即可，其不需要被置于左右两部分之间。

**示例:**

**输入:** head = 3->5->8->5->10->2->1, *x* = 5

**输出:** 3->1->2->10->5->5->8

class Solution {

public:

    ListNode\* partition(ListNode\* head, int x) {

        ListNode\* head1 = new ListNode(0);

        ListNode\* head2 = new ListNode(0);

        ListNode\* p = head,\* p1 = head1,\* p2 = head2;

        while(p){

            if(p->val < x){

                p1->next = p;

                p1 = p1->next;

            }else{

                p2->next = p;

                p2 = p2->next;

            }

            p = p->next;

        }

        p1->next = head2->next;

        p2->next = nullptr;

        return head1->next;

    }

};//O(n)//O(1)

[面试题 02.05. 链表求和](https://leetcode-cn.com/problems/sum-lists-lcci/)

给定两个用链表表示的整数，每个节点包含一个数位。

这些数位是反向存放的，也就是个位排在链表首部。

编写函数对这两个整数求和，并用链表形式返回结果。

**示例：**

**输入：**(7 -> 1 -> 6) + (5 -> 9 -> 2)，即617 + 295

**输出：**2 -> 1 -> 9，即912

**进阶：**假设这些数位是正向存放的，请再做一遍。

**示例：**

**输入：**(6 -> 1 -> 7) + (2 -> 9 -> 5)，即617 + 295

**输出：**9 -> 1 -> 2，即912

struct ListNode {

     int val;

     ListNode \*next;

     ListNode(int x) : val(x), next(NULL) {}

};

class Solution

{

public:

    ListNode\* addTwoNumbers(ListNode\* l1, ListNode\* l2)

    {

        ListNode \*head = new ListNode(-1), \*p1 = l1, \*p2 = l2, \*p = head;//用带头节点的可以少一点初始的特判

        int sum = 0, carr = 0;

        while (p1 || p2 || carr) //如果改用&&则while结束还要多一些特判

        {

            sum = 0;//当前两位数字和

            if(p1)

            {

                sum += (p1->val);

                p1 = p1->next;

            }

            if(p2)

            {

                sum += (p2->val);

                p2 = p2->next;

            }

            sum += carr; //加上上一位的进位

            ListNode \*t = new ListNode(sum % 10); //得到当前位数字

            carr = sum / 10; //得到当前位对下一位的进位

            p->next = t;//当前位连接上去

            p = p->next;//游标指针更新

        }

        return head->next;

    }

};

[面试题 02.06. 回文链表](https://leetcode-cn.com/problems/palindrome-linked-list-lcci/)

编写一个函数，检查输入的链表是否是回文的。

**示例 1：**

**输入：** 1->2

**输出：** false

**示例 2：**

**输入：** 1->2->2->1

**输出：** true

class Solution {

public:

//通过快慢指针找到中间结点

//通过头插法将链表前半段反转

//最后比较

    bool isPalindrome(ListNode\* head) {

        if(head == NULL)

            return true;

        ListNode\* fast = head;

        ListNode\* slow = head;

        while(fast && fast->next){//快慢指针找中间结点

            fast = fast->next->next;

            slow = slow->next;

        }

        ListNode\* p = head;

        ListNode\* dummyHead = new ListNode(-1);

        dummyHead->next = head;

        while(p->next != slow && p->next != NULL){//头插法反转前半段

            ListNode\* r = p->next;

            p->next = r->next;

            r->next = dummyHead->next;

            dummyHead->next = r;

        }

        p = dummyHead->next;

        if(fast)//如果慢指针指向正中间的结点

            slow = slow->next;

        while(slow){//比较是否为回文

            if(slow->val != p->val)

                return false;

            slow = slow->next;

            p = p->next;

        }

        return true;

    }

};

面试题 02.07. 链表相交

给定两个（单向）链表，判定它们是否相交并返回交点。请注意相交的定义基于节点的引用，而不是基于节点的值。换句话说，如果一个链表的第k个节点与另一个链表的第j个节点是同一节点（引用完全相同），则这两个链表相交。

class Solution {

public:

    ListNode \*getIntersectionNode(ListNode \*headA, ListNode \*headB) {

        ListNode \*node1 = headA;

        ListNode \*node2 = headB;

        while(node1 != node2){

            node1 = node1 != NULL ? node1->next : headB;

            node2 = node2 != NULL ? node2->next : headA;

        }

        return node1;

    }

};

[面试题 02.08. 环路检测](https://leetcode-cn.com/problems/linked-list-cycle-lcci/)

给定一个链表，如果它是有环链表，实现一个算法返回环路的开头节点。  
有环链表的定义：在链表中某个节点的next元素指向在它前面出现过的节点，则表明该链表存在环路。

**示例 1：**

**输入：**head = [3,2,0,-4], pos = 1

**输出：**tail connects to node index 1

**解释：**链表中有一个环，其尾部连接到第二个节点。

**示例 2：**

**输入：**head = [1], pos = -1

**输出：**no cycle

**解释：**链表中没有环。

class Solution {

public:

    ListNode \*detectCycle(ListNode \*head) {

        if(!head||!head->next)

        {

            return NULL;

        }

        ListNode\* fast=head;

        ListNode\* slow=head;

        while(fast&&fast->next)

        {

            slow=slow->next;

            fast=fast->next->next;

            if(fast==slow)

            {

                break;

            }

        }

        if(fast!=slow)

        {

            return NULL;

        }

        fast=head;

        while(fast!=slow)

        {

            fast=fast->next;

            slow=slow->next;

        }

        return fast;

    }

};

[面试题 03.01. 三合一](https://leetcode-cn.com/problems/three-in-one-lcci/)

三合一。描述如何只用一个数组来实现三个栈。

你应该实现push(stackNum, value)、pop(stackNum)、isEmpty(stackNum)、peek(stackNum)方法。stackNum表示栈下标，value表示压入的值。

构造函数会传入一个stackSize参数，代表每个栈的大小。

**示例1:输入**：

["TripleInOne", "push", "push", "pop", "pop", "pop", "isEmpty"]

[[1], [0, 1], [0, 2], [0], [0], [0], [0]]

**输出**：[null, null, null, 1, -1, -1, true]

**说明**：当栈为空时`pop, peek`返回-1，当栈满时`push`不压入元素。

class TripleInOne {

public:

    int \*stack;

    int top[3];

    int stackSize;

    TripleInOne(int stackSize):stackSize(stackSize) {

        stack = new int[stackSize\*3];

        top[0]=top[1]=top[2]=0;

    }

    void push(int stackNum, int value) {

        if(top[stackNum] < stackSize)

            stack[stackSize\*stackNum + top[stackNum]++]=value;

    }

    int pop(int stackNum) {

        if(top[stackNum] <= 0)

            return -1;

        else

            return stack[stackSize\*stackNum + (--top[stackNum])];

    }

    int peek(int stackNum) {

        if(top[stackNum] <= 0)

            return -1;

        else

            return stack[stackSize\*stackNum + (top[stackNum]-1)];

    }

    bool isEmpty(int stackNum) {

        return top[stackNum]==0;

    }

};

[面试题 03.02. 栈的最小值](https://leetcode-cn.com/problems/min-stack-lcci/)

请设计一个栈，除了常规栈支持的pop与push函数以外，还支持min函数，该函数返回栈元素中的最小值。执行push、pop和min操作的时间复杂度必须为O(1)。

**示例：**

MinStack minStack = new MinStack();  
minStack.push(-2);  
minStack.push(0);  
minStack.push(-3);  
minStack.getMin(); --> 返回 -3.  
minStack.pop();  
minStack.top(); --> 返回 0.  
minStack.getMin(); --> 返回 -2.

class MinStack {

public:

    stack<pair<int, int>> s;

    MinStack() {

    }

    void push(int x) {

        if(s.empty())

            s.push(make\_pair(x, x));

        else

            s.push(make\_pair(x, min(x, s.top().second)));

   }

   void pop() {

        s.pop();

    }

    int top() {

        return s.top().first;

    }

    int getMin() {

        return s.top().second;

    }

};

[面试题 03.03. 堆盘子](https://leetcode-cn.com/problems/stack-of-plates-lcci/)

堆盘子。设想有一堆盘子，堆太高可能会倒下来。因此，在现实生活中，盘子堆到一定高度时，我们就会另外堆一堆盘子。请实现数据结构SetOfStacks，模拟这种行为。SetOfStacks应该由多个栈组成，并且在前一个栈填满时新建一个栈。此外，SetOfStacks.push()和SetOfStacks.pop()应该与普通栈的操作方法相同（也就是说，pop()返回的值，应该跟只有一个栈时的情况一样）。 进阶：实现一个popAt(int index)方法，根据指定的子栈，执行pop操作。

当某个栈为空时，应当删除该栈。当栈中没有元素或不存在该栈时，pop，popAt 应返回 -1.

**示例1:输入**：

["StackOfPlates", "push", "push", "popAt", "pop", "pop"]

[[1], [1], [2], [1], [], []]

**输出**：[null, null, null, 2, 1, -1]

**示例2:输入**：

["StackOfPlates", "push", "push", "push", "popAt", "popAt", "popAt"]

[[2], [1], [2], [3], [0], [0], [0]]

**输出**：[null, null, null, null, 2, 1, 3]

class StackOfPlates {

 private:

    int size;

    vector<stack<int> > stack\_sets;

public:

    StackOfPlates(int cap) {

        size=cap;

    }

    void push(int val) {

        if(size==0)  return;

        if(stack\_sets.size()==0||stack\_sets[stack\_sets.size()-1].size()==size)

        {

            stack<int> tmp;

            tmp.push(val);

            stack\_sets.push\_back(tmp);

        }

        else

            stack\_sets[stack\_sets.size()-1].push(val);

    }

    int pop() {

        if(stack\_sets.size()==0) return -1;

        int ret=stack\_sets[stack\_sets.size()-1].top();

        stack\_sets[stack\_sets.size()-1].pop();

        if(stack\_sets[stack\_sets.size()-1].empty())

           {

                auto it=stack\_sets.end();

                it--;

            stack\_sets.erase(it);

        }

        return ret;

    }

    int popAt(int index) {

        if(stack\_sets.size()==0||index<0||index>=stack\_sets.size())

            return -1;

        int ret=stack\_sets[index].top();

        stack\_sets[index].pop();

        if(stack\_sets[index].empty())

            stack\_sets.erase(stack\_sets.begin()+index);

        return ret;

    }

};

[面试题 03.04. 化栈为队](https://leetcode-cn.com/problems/implement-queue-using-stacks-lcci/)

实现一个MyQueue类，该类用两个栈来实现一个队列。

**示例：**

MyQueue queue = new MyQueue();  
  
queue.push(1);  
queue.push(2);  
queue.peek(); // 返回 1  
queue.pop(); // 返回 1  
queue.empty(); // 返回 false

class MyQueue {

    stack<int> s1, s2;

public:

    MyQueue() {

    }

    void push(int x) {

        s1.push(x);

    }

    int pop() {

        int val = peek();

        s2.pop();

        return val;

    }

    int peek() {

        if(s2.empty()){

            while(!s1.empty()){

                int val = s1.top(); s1.pop();

                s2.push(val);

            }

        }

        return s2.top();

    }

    bool empty() {

        return s1.empty() && s2.empty();

    }

};

[面试题 03.05. 栈排序](https://leetcode-cn.com/problems/sort-of-stacks-lcci/)

栈排序。 编写程序，对栈进行排序使最小元素位于栈顶。最多只能使用一个其他的临时栈存放数据，但不得将元素复制到别的数据结构（如数组）中。该栈支持如下操作：push、pop、peek 和 isEmpty。当栈为空时，peek 返回 -1。

**示例1:**

**输入**：

["SortedStack", "push", "push", "peek", "pop", "peek"]

[[], [1], [2], [], [], []]

**输出**：

[null,null,null,1,null,2]

**示例2:**

**输入**：

["SortedStack", "pop", "pop", "push", "pop", "isEmpty"]

[[], [], [], [1], [], []]

**输出**：

[null,null,null,null,null,true]

class SortedStack {

public:

    stack<int> s1, s2;

    SortedStack() {

    }

    void push(int val) {

        while(!s1.empty() && s1.top() < val){

            s2.push(s1.top());

            s1.pop();

        }

        s1.push(val);

        while(!s2.empty()){

            s1.push(s2.top());

            s2.pop();

        }

    }

    void pop() {

        if(!s1.empty())

            s1.pop();

    }

    int peek() {

        if(!s1.empty())

            return s1.top();

        return -1;

    }

    bool isEmpty() {

        return s1.empty();

    }

};

class SortedStack {

public:

    stack<int>s1;//原栈为降序

    stack<int>s2;//辅助栈为升序

    SortedStack() {

    }

    void push(int val) {

        while(!s2.empty() && s2.top() > val){//辅助栈中存在比val大的值

            s1.push(s2.top());

            s2.pop();

        }

        while(!s1.empty() && s1.top() < val){//原栈中有比val小的值

            s2.push(s1.top());

            s1.pop();

        }

        s1.push(val);

    }

    void pop() {

        while(!s2.empty()){//清空辅助栈

            s1.push(s2.top());

            s2.pop();

        }

        if(!s1.empty()) s1.pop();

    }

    int peek() {

        while(!s2.empty()){//清空辅助栈

            s1.push(s2.top());

            s2.pop();

        }

        if(!s1.empty()) return s1.top();

        else return -1;

    }

    bool isEmpty() {

        return s1.empty() && s2.empty();

    }

};

[面试题 03.06. 动物收容所](https://leetcode-cn.com/problems/animal-shelter-lcci/)

动物收容所。有家动物收容所只收容狗与猫，且严格遵守“先进先出”的原则。在收养该收容所的动物时，收养人只能收养所有动物中“最老”（由其进入收容所的时间长短而定）的动物，或者可以挑选猫或狗（同时必须收养此类动物中“最老”的）。换言之，收养人不能自由挑选想收养的对象。请创建适用于这个系统的数据结构，实现各种操作方法，比如enqueue、dequeueAny、dequeueDog和dequeueCat。允许使用Java内置的LinkedList数据结构。

enqueue方法有一个animal参数，animal[0]代表动物编号，animal[1]代表动物种类，其中 0 代表猫，1 代表狗。

dequeue\*方法返回一个列表[动物编号, 动物种类]，若没有可以收养的动物，则返回[-1,-1]。

**示例1:**

**输入**：

["AnimalShelf", "enqueue", "enqueue", "dequeueCat", "dequeueDog", "dequeueAny"]

[[], [[0, 0]], [[1, 0]], [], [], []]

**输出**：

[null,null,null,[0,0],[-1,-1],[1,0]]

**示例2:**

**输入**：

["AnimalShelf", "enqueue", "enqueue", "enqueue", "dequeueDog", "dequeueCat", "dequeueAny"]

[[], [[0, 0]], [[1, 0]], [[2, 1]], [], [], []]

**输出**：

[null,null,null,null,[2,1],[0,0],[1,0]]

class AnimalShelf {

public:

    AnimalShelf() {

    }

    void enqueue(vector<int> animal) {

        if (animal.at(1) == 0) //动物种类：猫

            m\_queue\_cat.push(animal);

        else

            m\_queue\_dog.push(animal);

    }

    vector<int> dequeueAny() {

        vector<int> animal;

        if (m\_queue\_cat.empty() && m\_queue\_dog.empty()){

            return vector<int>{-1, -1};

        }

        else if (!m\_queue\_cat.empty() && m\_queue\_dog.empty()){

            animal = m\_queue\_cat.front();

            m\_queue\_cat.pop();

        }

        else if (m\_queue\_cat.empty() && !m\_queue\_dog.empty()){

            animal = m\_queue\_dog.front();

            m\_queue\_dog.pop();

        }

        else{

            if (m\_queue\_cat.front().at(0) < m\_queue\_dog.front().at(0)){ //动物编号：猫 < 狗 猫先出

                animal = m\_queue\_cat.front();

                m\_queue\_cat.pop();

            }

            else{

                animal = m\_queue\_dog.front();

                m\_queue\_dog.pop();

            }

        }

        return animal;

    }

    vector<int> dequeueDog() {

        if (m\_queue\_dog.empty())

            return vector<int>{-1, -1};

        vector<int> dog = m\_queue\_dog.front();

        m\_queue\_dog.pop();

        return dog;

    }

    vector<int> dequeueCat() {

        if (m\_queue\_cat.empty())

            return vector<int>{-1, -1};

        vector<int> cat = m\_queue\_cat.front();

        m\_queue\_cat.pop();

        return cat;

    }

private:

    queue<vector<int>> m\_queue\_cat;

    queue<vector<int>> m\_queue\_dog;

};

[面试题 04.01. 节点间通路](https://leetcode-cn.com/problems/route-between-nodes-lcci/)

节点间通路。给定有向图，设计一个算法，找出两个节点之间是否存在一条路径。

**示例1:输入**：n = 3, graph = [[0, 1], [0, 2], [1, 2], [1, 2]], start = 0, target = 2

**输出**：true

**示例2:输入**：n = 5, graph = [[0, 1], [0, 2], [0, 4], [0, 4], [0, 1], [1, 3], [1, 4], [1, 3], [2, 3], [3, 4]], start = 0, target = 4

**输出** true

class Solution {

    vector<bool> viewed;

    vector<vector<int>> adList;

public:

    bool findWhetherExistsPath(int n, vector<vector<int>>& graph, int start, int target) {

        viewed = vector<bool>(n,0);

        adList = vector(n,vector<int>(1,-1));

        for (int i=0;i<graph.size();i++){

            adList[graph[i][0]].push\_back(graph[i][1]);

        }

        return search(start,target);

    }

    bool search(int start,int target){

        viewed[start] = 1;

        bool result = 0;

        for(int i=1;i<adList[start].size();i++){

            if (viewed[adList[start][i]]==0){

                if(adList[start][i]==target){

                    viewed[adList[start][i]] =1 ;

                    return 1;

                }

               result = search(adList[start][i],target);

                if(result==1)

                    break;

            }

        }

        return result;

    }

bool search(int start,int target){

    queue<int> q;

    int v;

    viewed[start] =1;

    q.push(start);

    while(!q.empty()){

        v = q.front();

        q.pop();

        for(int i=1;i<adList[v].size();i++){

            if(viewed[adList[v][i]]==0){

                viewed[adList[v][i]] = 1;

                if(adList[v][i]==target){

                    return 1;

                }

                else{

                    q.push(adList[v][i]);

                }

            }

        }

    }

    return 0;

}

};

[面试题 04.02. 最小高度树](https://leetcode-cn.com/problems/minimum-height-tree-lcci/)

给定一个有序整数数组，元素各不相同且按升序排列，编写一个算法，创建一棵高度最小的二叉搜索树。

**示例:**给定有序数组: [-10,-3,0,5,9],  
一个可能的答案是：[0,-3,9,-10,null,5]，它可以表示下面这个高度平衡二叉搜索树：  
 0   
 / \   
 -3 9   
 / /   
 -10 5

struct TreeNode {

     int val;

     TreeNode \*left;

    TreeNode \*right;

     TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 };

class Solution {

public:

    TreeNode\* sortedArrayToBST(vector<int>& nums) {

        return help(nums, 0, nums.size() - 1);

    }

    TreeNode\* help(vector<int>& nums, int low, int high){

        if(low > high) // low > high表示子数组为空

            return NULL;

        // 以mid作为根节点

        int mid = (high + low) >> 1;

        TreeNode \*root = new TreeNode(nums[mid]);

        // 左子数组[low, mid -1]构建左子树

        root->left = help(nums, low, mid - 1);

        // 右子数组[mid + 1, high]构建右子树

        root->right = help(nums, mid + 1, high);

        return root;

    }

};

[面试题 04.03. 特定深度节点链表](https://leetcode-cn.com/problems/list-of-depth-lcci/)

给定一棵二叉树，设计一个算法，创建含有某一深度上所有节点的链表（比如，若一棵树的深度为 D，则会创建出 D 个链表）。返回一个包含所有深度的链表的数组。

**示例：输入：**[1,2,3,4,5,null,7,8]

1

/ \

2 3

/ \ \

4 5 7

/

8

**输出：**[[1],[2,3],[4,5,7],[8]]

class Solution {

public:

    vector<ListNode\*> listOfDepth(TreeNode\* tree) {

        queue<TreeNode\*> q;

        q.push(tree);

        vector<ListNode\*> ret;

        while (!q.empty()) {

            int sz = q.size();

            ListNode\* head = new ListNode(0);

            ListNode\* p = head;

            while (sz--) {

                TreeNode\* cur = q.front();

                q.pop();

                if (cur->left) {

                    q.push(cur->left);

                }

                if (cur->right) {

                    q.push(cur->right);

                }

                p->next = new ListNode(cur->val);

                p = p->next;

            }

            ret.push\_back(head->next);

            delete head;

        }

        return ret;

    }

};

[面试题 04.04. 检查平衡性](https://leetcode-cn.com/problems/check-balance-lcci/)

实现一个函数，检查二叉树是否平衡。在这个问题中，平衡树的定义如下：任意一个节点，其两棵子树的高度差不超过 1。

**示例 1:**

给定二叉树 [3,9,20,null,null,15,7]  
 3  
 / \  
 9 20  
 / \  
 15 7  
返回 true 。

**示例 2:**

给定二叉树 [1,2,2,3,3,null,null,4,4]  
 1  
 / \  
 2 2  
 / \  
 3 3  
 / \  
4 4  
返回 false 。

class Solution {

public:

    bool isBalanced(TreeNode\* root) {

        return recur(root) != -1;

    }

    int recur(TreeNode\* root){

        if(root == NULL) return 0;

        int left = recur(root->left);

        if(left == -1)

            return -1;

        int right = recur(root->right);

        if(right == -1)

            return -1;

        return abs(left - right) < 2 ? max(left, right) + 1 : -1;

    }

};

class Solution {

public:

    bool isBalanced(TreeNode\* root) {

        if(root == NULL)

            return true;

        return abs(depth(root->left) - depth(root->right)) <= 1 && isBalanced(root->left) && isBalanced(root->right);

    }

    int depth(TreeNode\* root){

        if(root == NULL)

            return 0;

        return max(depth(root->left), depth(root->right)) + 1;

    }

};

[面试题 04.05. 合法二叉搜索树](https://leetcode-cn.com/problems/legal-binary-search-tree-lcci/)

实现一个函数，检查一棵二叉树是否为二叉搜索树。

**示例 1:**

**输入:**  
 2  
 / \  
 1 3  
**输出:** true

**示例 2:**

**输入:**

5  
 / \  
 1 4  
  / \  
  3 6  
**输出:** false  
**解释:** 输入为: [5,1,4,null,null,3,6]。  
  根节点的值为 5 ，但是其右子节点值为 4 。

//二叉搜索树满足中序遍历为有序序列的性质，所以直接中序遍历判断是否有序即可。

class Solution {

public:

    vector<int> ans;

    void visit(TreeNode\* root) {

        ans.push\_back(root->val);

    }

    void dfs(TreeNode\* root) {

        if (root != NULL) {

            dfs(root->left);

            visit(root);

            dfs(root->right);

        }

    }

    bool isValidBST(TreeNode\* root) {

        if (root == NULL)

            return true;

        dfs(root);

        for (int i = 0; i < ans.size() - 1; i++) {

            if (ans[i + 1] <= ans[i])

                return false;

        }

        return true;

    }

};

[面试题 04.06. 后继者](https://leetcode-cn.com/problems/successor-lcci/)

设计一个算法，找出二叉搜索树中指定节点的“下一个”节点（也即中序后继）。

如果指定节点没有对应的“下一个”节点，则返回null。

**示例 1:**

**输入:** root = [2,1,3], p = 1

2

/ \

1 3

**输出:** 2

**示例 2:**

**输入:** root = [5,3,6,2,4,null,null,1], p = 6

5

/ \

3 6

/ \

2 4

/

1

**输出:** null

BST+递归

首先本题中的二叉树还是个二叉搜索树，也就是中序遍历是单调递增的，所以我们可以利用这个性质来简化查找过程。

如果结点 p 的值大于等于 root 的值，说明 p 的后继结点在 root 右子树中，那么就递归到右子树中查找。

如果结点 p 的值小于 root 的值，说明 p 在 root 左子树中，而它的后继结点有两种可能，要么也在左子树中，要么就是 root：

如果左子树中找到了后继结点，那就直接返回答案。

如果左子树中没有找到后继结点，那就说明 p 的右儿子为空，那么 root 就是它的后继结点。

BST+非递归

如果 p 有右儿子，那么它的后继结点就是右子树的最左边的儿子。

如果 p 没有右儿子，那么它的后继结点就是，沿着 p 往上到 root 的路径中，第一个左儿子在路径上的结点。因为这个结点的左子树中 p 是最右边的结点，是最大的，所以它就是 p 的后继结点。因为是二叉搜索树，我们就可以从根结点开始往 p 走，根据结点值的大小决定走的方向。

一般树+递归

那如果是一般的二叉树，中序遍历就不满足单调递增了，这时候我们就只能找出中序遍历的结点顺序，然后才能得到 p 的后继结点。所以我们直接采用递归来做中序遍历就行了，中序遍历结果保存下来，最后取 p 的下一个结点。

一般树+非递归

当然还可以采用栈来做中序遍历，这样就是非递归了。同样结果保存下来，最后取 p 的下一个结点。

一般树+Morris遍历

 Morris 遍历算法，用常数空间来解决结点无法访问父结点的问题。这里就不细讲了，请直接看之前的题解。方法是一样的，用 Morris 遍历得到中序遍历，然后遍历一遍找到 p ，输出它的下一个结点就行了。

BST+递归（c++）

class Solution {

public:

    TreeNode\* inorderSuccessor(TreeNode\* root, TreeNode\* p) {

        if (root == NULL || p == NULL) return NULL;

        if (p->val >= root->val) {

            return inorderSuccessor(root->right, p);

        } else {

            TreeNode\* left = inorderSuccessor(root->left, p);

            return left ? left : root;

        }

    }

};

BST+非递归（c++）

class Solution {

public:

    TreeNode\* inorderSuccessor(TreeNode\* root, TreeNode\* p) {

        if (p->right) {

            p = p->right;

            while (p->left) p = p->left;

            return p;

        }

        TreeNode\* res = NULL;

        while (root != p) {

            if (root->val < p->val) {

                root = root->right;

            } else {

                res = root;

                root = root->left;

            }

        }

        return res;

    }

};

一般树+递归（c++）

class Solution {

public:

    void inorder(TreeNode\* root, vector<TreeNode\*>& res) {

        if (root->left) inorder(root->left, res);

        res.push\_back(root);

        if (root->right) inorder(root->right, res);

    }

    TreeNode\* inorderSuccessor(TreeNode\* root, TreeNode\* p) {

        vector<TreeNode\*> res;

        inorder(root, res);

        res.push\_back(NULL);

        for (int i = 0; i < res.size(); ++i) {

            if (res[i] == p) {

                return res[i+1];

            }

        }

        return NULL;

    }

};

一般树+非递归（c++）

class Solution {

public:

    TreeNode\* inorderSuccessor(TreeNode\* root, TreeNode\* p) {

        vector<TreeNode\*> res;

        stack<TreeNode\*> st;

        while (!st.empty() || root) {

            while (root) {

                st.push(root);

                root = root->left;

            }

            root = st.top();

            st.pop();

            res.push\_back(root);

            root = root->right;

        }

        res.push\_back(NULL);

        for (int i = 0; i < res.size(); ++i) {

            if (res[i] == p) {

                return res[i+1];

            }

        }

        return NULL;

    }

};

一般树+Morris遍历（c++）

class Solution {

public:

    TreeNode\* inorderSuccessor(TreeNode\* root, TreeNode\* p) {

        vector<TreeNode\*> res;

        TreeNode \*rightmost = NULL;

        while (root) {

            if (root->left) {

                rightmost = root->left;

                while (rightmost->right && rightmost->right != root) {

                    rightmost = rightmost->right;

                }

                if (rightmost->right != root) {

                    rightmost->right = root;

                    root = root->left;

                } else {

                    res.push\_back(root);

                    rightmost->right = NULL;

                    root = root->right;

                }

            } else {

                res.push\_back(root);

                root = root->right;

            }

        }

        res.push\_back(NULL);

        for (int i = 0; i < res.size(); ++i) {

            if (res[i] == p) {

                return res[i+1];

            }

        }

        return NULL;

    }

};

[面试题 04.08. 首个共同祖先](https://leetcode-cn.com/problems/first-common-ancestor-lcci/)

设计并实现一个算法，找出二叉树中某两个节点的第一个共同祖先。不得将其他的节点存储在另外的数据结构中。注意：这不一定是二叉搜索树。

例如，给定如下二叉树: root = [3,5,1,6,2,0,8,null,null,7,4]

3

/ \

5 1

/ \ / \

6 2 0 8

/ \

7 4

示例 1:

输入: root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 1

输出: 3

解释: 节点 5 和节点 1 的最近公共祖先是节点 3。

class Solution {

public:

TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

        if(root == NULL || root == p || root == q)

            return root;

        TreeNode\* left = lowestCommonAncestor(root->left, p, q);

        TreeNode\* right = lowestCommonAncestor(root->right, p, q);

        if(left == NULL)

            return right;

        if(right == NULL)

            return left;

        return root;

    }

};

[面试题 04.09. 二叉搜索树序列](https://leetcode-cn.com/problems/bst-sequences-lcci/)

从左向右遍历一个数组，通过不断将其中的元素插入树中可以逐步地生成一棵二叉搜索树。给定一个由不同节点组成的二叉搜索树，输出所有可能生成此树的数组。

**示例：**  
给定如下二叉树

2

/ \

1 3

返回：

[

[2,1,3],

[2,3,1]

]

首先，可以把二叉树看作一个拓扑图，一棵树的“根结点的数值”总是先于它的“左右子树中的结点的数值”被插入树中。使用递归算法，依次枚举下一次插入的数值，变量buf用于构造数组。使用双端队列(变量q)存储这次可以插入的候选节点。

每次递归时，从双端队列q中取出候选值放入数组buf, 同时若候选值有左右子树，则将左右子树放进队列中。

若双端队列为q, 表示没有候选值，将buf放进结果ans中。

注意，每次选候选值结束时还原队列q与数组buf, 使其与输入时的值一致。

class Solution {

public:

    vector<vector<int>> BSTSequences(TreeNode\* root) {

        if (!root) return {{}};

        deque<TreeNode\*> q;

        q.push\_back(root);

        vector<int> buf;

        vector<vector<int> > ans;

        Inner(q, buf, ans);

        return ans;

    }

    void Inner(deque<TreeNode\*> &q, vector<int> &buf, vector<vector<int> > &ans) {

        if (q.empty()) {

            ans.push\_back(buf);

            return;

        }

        int size = q.size();

        while (size--) {

            TreeNode \*r = q.front(); q.pop\_front();

            buf.push\_back(r->val);

            int children = 0;

            if (r->left) {

                ++children;

                q.push\_back(r->left);

            }

            if (r->right) {

                ++children;

                q.push\_back(r->right);

            }

            Inner(q, buf, ans);

            while (children--) {

                q.pop\_back();

            }

            q.push\_back(r);

            buf.pop\_back();

        }

    }

};

[面试题 04.10. 检查子树](https://leetcode-cn.com/problems/check-subtree-lcci/)

检查子树。你有两棵非常大的二叉树：T1，有几万个节点；T2，有几万个节点。设计一个算法，判断 T2 是否为 T1 的子树。

如果 T1 有这么一个节点 n，其子树与 T2 一模一样，则 T2 为 T1 的子树，也就是说，从节点 n 处把树砍断，得到的树与 T2 完全相同。

**示例1:**

**输入**：t1 = [1, 2, 3], t2 = [2]

**输出**：true

**示例2:**

**输入**：t1 = [1, null, 2, 4], t2 = [3, 2]

**输出**：false

class Solution {

public:

    bool checkSubTree(TreeNode\* A, TreeNode\* B) {

    if(A == NULL || B == NULL)

        return false;

    return help(A, B) || checkSubTree(A->left, B) || checkSubTree(A->right, B);

    }

    bool help(TreeNode\* A, TreeNode\* B){

    if(A == NULL || B == NULL)

        return B == NULL;

    if(A->val != B->val)

        return false;

    return help(A->left, B->left) && help(A->right, B->right);

    }

};

[面试题 04.12. 求和路径](https://leetcode-cn.com/problems/paths-with-sum-lcci/)

给定一棵二叉树，其中每个节点都含有一个整数数值(该值或正或负)。设计一个算法，打印节点数值总和等于某个给定值的所有路径的数量。注意，路径不一定非得从二叉树的根节点或叶节点开始或结束，但是其方向必须向下(只能从父节点指向子节点方向)。

**示例:**  
给定如下二叉树，以及目标和 sum = 22，

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

返回:3 **解释：**和为 22 的路径有：[5,4,11,2], [5,8,4,5], [4,11,7]

class Solution {

public:

    int count = 0;

    void dfs(TreeNode\* root, int sum){

        if(root == NULL)

            return;

        sum -= root->val;

        if(sum == 0)

            count++;

        dfs(root->left, sum);

        dfs(root->right, sum);

    }

    int pathSum(TreeNode\* root, int sum) {

        if(root == NULL)

            return 0;

        dfs(root, sum);

        pathSum(root->left, sum);

        pathSum(root->right, sum);

        return count;

    }

};

[面试题 05.01. 插入](https://leetcode-cn.com/problems/insert-into-bits-lcci/)

插入。给定两个32位的整数N与M，以及表示比特位置的i与j。编写一种方法，将M插入N，使得M从N的第j位开始，到第i位结束。假定从j位到i位足以容纳M，也即若M = 10 011，那么j和i之间至少可容纳5个位。例如，不可能出现j = 3和i = 2的情况，因为第3位和第2位之间放不下M。

**示例1:输入**：N = 1024(10000000000), M = 19(10011), i = 2, j = 6

**输出**：N = 1100(10001001100)

**示例2:输入**： N = 0, M = 31(11111), i = 0, j = 4

**输出**：N = 31(11111)

class Solution {

public:

  int insertBits(int N, int M, int i, int j) {

    for (int k = i; k <= j; k++) {

      if (N & (1 << k))

        N -= (1 << k);

    }

    N += (M << i);

    return N;

  }

};

[面试题 05.02. 二进制数转字符串](https://leetcode-cn.com/problems/bianry-number-to-string-lcci/)

二进制数转字符串。给定一个介于0和1之间的实数（如0.72），类型为double，打印它的二进制表达式。如果该数字不在0和1之间，**或者**无法精确地用32位以内的二进制表示，则打印“ERROR”。

**示例1:**

**输入**：0.625

**输出**："0.101"

**示例2:**

**输入**：0.1

**输出**："ERROR"

**提示**：0.1无法被二进制准确表示

class Solution {

public:

    string printBin(double num) {

        string res = "0.";

        int i = 30; // 若 "0." 计为两位，i 初始化为 30，若计为 1 位，初始化为 31

        while (num > 0 && i--) {

            num \*= 2;

            if (num >= 1) {

                res.push\_back('1');

                --num;

            }

            else res.push\_back('0');

        }

        return num != 0 ? "ERROR" : res;

    }

};

[面试题 05.03. 翻转数位](https://leetcode-cn.com/problems/reverse-bits-lcci/)

给定一个32位整数 num，你可以将一个数位从0变为1。请编写一个程序，找出你能够获得的最长的一串1的长度。

**示例 1：**

**输入:** num = 1775(110111011112)

**输出:** 8

**示例 2：**

**输入:** num = 7(01112)

**输出:** 4

class Solution {

public:

    int reverseBits(int nums) {

        // 优化: 节省空间复杂度

        int maxVal = 0;

        // 表示左侧连续 1 的个数

        int pre = 0;

        int i = 0;

        unsigned int num = (unsigned int)nums;//加上这句就通过了，日

        while(i < 32){

            if((num & 1) == 0){

                int sum = 0;

                num >>= 1;

                i ++;

                while(i < 32 && num != 0 && (num & 1) == 1){

                    num >>= 1;

                    i ++;

                    sum ++;

                }

                // 注意: 当前字符从 0 变 1 后也要统计在内

                maxVal = max(maxVal, sum + pre + 1);

                // 当前右侧连续为 1 的个数 也是 下一个 0 的左侧连续为 1 的个数

                pre = sum;

            }else{

                pre ++;

                num >>= 1;

                i ++;

            }

        }

// 由于 2147483647 (0111 1111 1111 1111 1111 1111 1111 1111) 的存在, 所以必须跳出循环后再进行一次比较

        // 其次, 由于 -1 (1111 1111 1111 1111 1111 1111 1111 1111) 的存在, 所以必须保证值一定小于等于 32；其中 unsigned int a = -1，2^32 - 1 = 4294967295

        return max(maxVal, pre);

    }

};

[面试题 05.04. 下一个数](https://leetcode-cn.com/problems/closed-number-lcci/)

下一个数。给定一个正整数，找出与其二进制表达式中1的个数相同且大小最接近的那两个数（一个略大，一个略小）。

**示例1:**

**输入**：num = 2（或者0b10）

**输出**：[4, 1] 或者（[0b100, 0b1]）

**示例2:**

**输入**：num = 1

**输出**：[2, -1]

class Solution {

   public:

    vector<int> findClosedNumbers(int num) {

        bitset<32> small(num);

        bitset<32> bigger(num);//C++的 bitset 在 bitset 头文件中，它是一种类似数组的结构，它的每一个元素只能是０或１，每个元素仅用１bit空间。

        int s = -1;

        // small, 10 转 01，1移到左侧

        for (int i = 1; i < 32; i++) {

            if (small[i] == 1 && small[i - 1] == 0) {

                small.flip(i);

                small.flip(i - 1);

                for (int left = 0, right = i - 2; left < right;) {

                    while (left < right && small[left] == 0) left++;

                    while (left < right && small[right] == 1) right--;

                    small.flip(left);//flip()函数反置bitset中所有的位，即将1设为0，0设为1。如果指定pos，那么只有pos上的位被反置。

                    small.flip(right);

                }

                s = (int)small.to\_ulong();

                break;

            }

        }

        // bigger, 01转10，1移到最右侧

        int b = -1;

        for (int i = 1; i < 32; i++) {

            if (bigger[i] == 0 && bigger[i - 1] == 1) {

                bigger.flip(i);

                bigger.flip(i - 1);

                for (int left = 0, right = i - 2; left < right;) {

                    while (left < right && bigger[left] == 1) left++;

                    while (left < right && bigger[right] == 0) right--;

                    bigger.flip(left);

                    bigger.flip(right);

                }

                b = (int)bigger.to\_ulong();

                //控制bitset中的输出宽度的，输出与bitset<kuandu> ming(chushizhi)

                //to\_ulong()可以控制输出的最大限度，例如 kuandu是4，那么在输出时，每次结果都是 模除 2^4 - 1；如果宽度是5 那么结果都是 结果模除 2^5 - 1

                break;

            }

        }

        return {b, s};

    }

};

[面试题 05.06. 整数转换](https://leetcode-cn.com/problems/convert-integer-lcci/)

整数转换。编写一个函数，确定需要改变几个位才能将整数A转成整数B。

**示例1:**

**输入**：A = 29 （或者0b11101）, B = 15（或者0b01111）

**输出**：2

**示例2:**

**输入**：A = 1，B = 2

**输出**：2

// 不断对 c 进行移位操作，然后检查最低有效位。

class Solution {

public:

    int convertInteger(int A, int B) {

        int res = 0;

        for (unsigned c = A ^ B; c != 0; c = c >> 1)

            res += c & 1; // 数一数 c 中有几个 1

        return res;

    }

};

// 不断翻转最低有效位，计算需要多少次 c 会变成 0。其中 c = c & (c - 1) 是一个位操作的常用问题，可以特别注意一下。

class Solution {

public:

    int convertInteger(int A, int B) {

        int res = 0;

        for (unsigned c = A ^ B; c != 0; c = c & (c - 1))

            res ++;

        return res;

    }

};

// 时间复杂度：O(1)。

// 空间复杂度：O(1)。

[面试题 05.07. 配对交换](https://leetcode-cn.com/problems/exchange-lcci/)

配对交换。编写程序，交换某个整数的奇数位和偶数位，尽量使用较少的指令（也就是说，位0与位1交换，位2与位3交换，以此类推）。

**示例1:**

**输入**：num = 2（或者0b10）

**输出** 1 (或者 0b01)

**示例2:**

**输入**：num = 3

**输出**：3

如果一对一对地交换，必定有很多困难。

因此可以先操作奇数位，再操作偶数位。

对于奇数位，使用 101010（即 0xAA）作为掩码，提取奇数位，并把它们右移一位；

对于偶数位，使用 010101（即 0x55）作为掩码，提取偶数位，并把它们左移一位。

最后，将两次操作的结果合并成一个值。

class Solution {

public:

    int exchangeBits(int num) {

        int even = (num & 0xaaaaaaaa) >> 1;

        int odd = (num & 0x55555555) << 1;

        return even | odd;

    }

};

[面试题 05.08. 绘制直线](https://leetcode-cn.com/problems/draw-line-lcci/)

绘制直线。有个单色屏幕存储在一个一维数组中，使得32个连续像素可以存放在一个 int 里。屏幕宽度为w，且w可被32整除（即一个 int 不会分布在两行上），屏幕高度可由数组长度及屏幕宽度推算得出。请实现一个函数，绘制从点(x1, y)到点(x2, y)的水平线。

给出数组的长度 length，宽度 w（以比特为单位）、直线开始位置 x1（比特为单位）、直线结束位置 x2（比特为单位）、直线所在行数 y。返回绘制过后的数组。

**示例1:**

**输入**：length = 1, w = 32, x1 = 30, x2 = 31, y = 0

**输出**：[3]

**说明**：在第0行的第30位到第31为画一条直线，屏幕表示为[0b000000000000000000000000000000011]

**示例2:**

**输入**：length = 3, w = 96, x1 = 0, x2 = 95, y = 0

**输出**：[-1, -1, -1]

class Solution {

public:

    vector<int> drawLine(int length, int w, int x1, int x2, int y) {

        vector<int> p(length,0);

        if (length == 0) return p;

        int row = w / 32;       //一行有多少int

        int start = row \* y + x1 / 32;  //线段头所在的int

        int start\_s = x1 % 32;          //线段头所在的int的左边需要空出0的个数

        int end = row \* y + x2 / 32;    //线段尾所在的int

        int end\_s = 31 - x2 % 32;       //线段尾所在的int的右边需要空出0的个数

        for (int i = start; i <= end; i++) {

            p[i] = 0xffffffff;          //置为-1；

        }

        if (start == end) { //对头尾在一个int里时单独处理

            p[start] = (unsigned int)p[start] >> start\_s+ end\_s;

            p[end] = (unsigned int)p[end] << end\_s;

        }

        else {

            p[start] = (unsigned int)p[start] >> start\_s;

            p[end] = (unsigned int)p[end] << end\_s;

        }

        return p;

    }

};

[面试题 08.01. 三步问题](https://leetcode-cn.com/problems/three-steps-problem-lcci/)

三步问题。有个小孩正在上楼梯，楼梯有n阶台阶，小孩一次可以上1阶、2阶或3阶。实现一种方法，计算小孩有多少种上楼梯的方式。结果可能很大，你需要对结果模1000000007。

**示例1:**

**输入**：n = 3

**输出**：4

**说明**: 有四种走法

**示例2:**

**输入**：n = 5

**输出**：13

class Solution {

public:

    int waysToStep(int n){

        if(n <= 2) return n;

        if (n == 3) return 4;

        int a = 1,b=2,c=4,d;

        for (int i = 4; i <= n; i++){

            d = ((a+b)%1000000007+c)% 1000000007;

            a = b;

            b = c;

            c = d;

        }

        return d;

    }

};

[面试题 08.02. 迷路的机器人](https://leetcode-cn.com/problems/robot-in-a-grid-lcci/)

设想有个机器人坐在一个网格的左上角，网格 r 行 c 列。机器人只能向下或向右移动，但不能走到一些被禁止的网格（有障碍物）。设计一种算法，寻找机器人从左上角移动到右下角的路径。

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/10/22/robot_maze.png](data:image/png;base64,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)

网格中的障碍物和空位置分别用 1 和 0 来表示。

返回一条可行的路径，路径由经过的网格的行号和列号组成。左上角为 0 行 0 列。如果没有可行的路径，返回空数组。

**示例 1:输入:**

[

  [**0**,**0**,**0**],

  [0,1,**0**],

  [0,0,**0**]

]

**输出:** [[0,0],[0,1],[0,2],[1,2],[2,2]]

**解释:** 输入中标粗的位置即为输出表示的路径，即

0行0列（左上角） -> 0行1列 -> 0行2列 -> 1行2列 -> 2行2列（右下角）

class Solution {

public:

    bool dfs(vector<vector<int>>& g, int x, int y, vector<vector<int>>& path) {

        int m = g.size();

        int n = g[0].size();

        if (g[x][y] == 1) return false;

        if (x ==  m - 1 && y == n - 1) {

            path.push\_back({x, y});

            return true;

        }

        path.push\_back({x, y});

        if (x + 1 < m && dfs(g, x + 1, y, path)) {

            return true;

        }

        if (y + 1 < n && dfs(g, x, y + 1, path)) {

            return true;

        }

        path.pop\_back();

        g[x][y] = 1; //不可达

        return false;

    }

    vector<vector<int>> pathWithObstacles(vector<vector<int>>& obstacleGrid) {

        vector<vector<int>> path;

        dfs(obstacleGrid, 0, 0, path);

        return path;

    }

};

[面试题 08.03. 魔术索引](https://leetcode-cn.com/problems/magic-index-lcci/)

魔术索引。 在数组A[0...n-1]中，有所谓的魔术索引，满足条件A[i] = i。给定一个有序整数数组，编写一种方法找出魔术索引，若有的话，在数组A中找出一个魔术索引，如果没有，则返回-1。若有多个魔术索引，返回索引值最小的一个。

**示例1:**

**输入**：nums = [0, 2, 3, 4, 5]

**输出**：0

**说明**: 0下标的元素为0

**示例2:**

**输入**：nums = [1, 1, 1]

**输出**：1

class Solution {

public:

    int findMagicIndex(vector<int>& nums) {

        int i=0;

        while(i < nums.size())

        {

            if(i == nums[i])

                return i;

            i = max(i + 1, nums[i]);

        }

        return -1;

    }

};

[面试题 08.04. 幂集](https://leetcode-cn.com/problems/power-set-lcci/)

幂集。编写一种方法，返回某集合的所有子集。集合中不包含重复的元素。

说明：解集不能包含重复的子集。

**示例:输入**： nums = [1,2,3]

**输出**：

[

[3],

  [1],

  [2],

  [1,2,3],

  [1,3],

  [2,3],

  [1,2],

  []

]

先在大容器里面存一个空容器[].

第一轮：n = 1

大容器：[] | [1];

第二轮：n = 2

大容器：[] [1] | [2] [1,2];

第三轮：n = 3

大容器：[] [1] [2] [1,2] | [3] [1,3] [2,3] [1,2,3] ;

class Solution {

public:

 vector<vector<int>> v;

    vector<vector<int>> subsets(vector<int>& nums) {

        v.push\_back({});

        for(int i = 0 ; i < nums.size() ; i++){

             vector<vector<int>> b = v;

            for(int j = 0 ; j < b.size() ; j++){

                vector<int> a = v[j];

                a.push\_back(nums[i]);

                v.push\_back(a);

            }

        }

        return v;

    }

};

[面试题 08.05. 递归乘法](https://leetcode-cn.com/problems/recursive-mulitply-lcci/)

递归乘法。 写一个递归函数，不使用 \* 运算符， 实现两个正整数的相乘。可以使用加号、减号、位移，但要吝啬一些。

**示例1:**

**输入**：A = 1, B = 10

**输出**：10

**示例2:**

**输入**：A = 3, B = 4

**输出**：12

class Solution {

public:

    int multiply(int A, int B) {

        if (A > B) return multiply(B, A);

        if (A == 0) return 0;

        return B + multiply(A - 1, B);

    }

};

[面试题 08.06. 汉诺塔问题](https://leetcode-cn.com/problems/hanota-lcci/)

在经典汉诺塔问题中，有 3 根柱子及 N 个不同大小的穿孔圆盘，盘子可以滑入任意一根柱子。一开始，所有盘子自上而下按升序依次套在第一根柱子上(即每一个盘子只能放在更大的盘子上面)。移动圆盘时受到以下限制:  
(1) 每次只能移动一个盘子;  
(2) 盘子只能从柱子顶端滑出移到下一根柱子;  
(3) 盘子只能叠在比它大的盘子上。

请编写程序，用栈将所有盘子从第一根柱子移到最后一根柱子。

你需要原地修改栈。

**示例1:**

**输入**：A = [2, 1, 0], B = [], C = []

**输出**：C = [2, 1, 0]

**示例2:**

**输入**：A = [1, 0], B = [], C = []

**输出**：C = [1, 0]

class Solution {

public:

    void hanota(vector<int>& A, vector<int>& B, vector<int>& C) {

        int n = A.size();

        move(n, A, B, C);

    }

    void move(int n, vector<int>& A, vector<int>& B, vector<int>& C){

        if (n == 1){

            C.push\_back(A.back());

            A.pop\_back();

            return;

        }

        move(n-1, A, C, B);    // 将A上面n-1个通过C移到B

        C.push\_back(A.back());  // 将A最后一个移到C

        A.pop\_back();          // 这时，A空了

        move(n-1, B, A, C);     // 将B上面n-1个通过空的A移到C

    }

};

[面试题 08.07. 无重复字符串的排列组合](https://leetcode-cn.com/problems/permutation-i-lcci/)

无重复字符串的排列组合。编写一种方法，计算某字符串的所有排列组合，字符串每个字符均不相同。

**示例1:**

**输入**：S = "qwe"

**输出**：["qwe", "qew", "wqe", "weq", "ewq", "eqw"]

**示例2:**

**输入**：S = "ab"

**输出**：["ab", "ba"]

class Solution {

public:

    vector<string> ans;

    vector<string> permutation(string S) {

        dfs(S, 0);

        return ans;

    }

void dfs(string S, int idx) {

        int n = S.size();

        if (idx == n) ans.emplace\_back(S);

        for (int i = idx; i != n; ++i) {

            string tmp = S;

            swap(tmp[idx], tmp[i]);

            dfs(tmp, idx + 1);

        }

    }

};

[面试题 08.08. 有重复字符串的排列组合](https://leetcode-cn.com/problems/permutation-ii-lcci/)

有重复字符串的排列组合。编写一种方法，计算某字符串的所有排列组合。

**示例1:**

**输入**：S = "qqe"

**输出**：["eqq","qeq","qqe"]

**示例2:**

**输入**：S = "ab"

**输出**：["ab", "ba"]

class Solution {

public:

    vector<string>res;

    vector<string> permutation(string S) {

        string s;

        int n=S.size();

        sort(S.begin(),S.end());//排序使得重复字符相邻

        vector<int>flag(n);

        process(S,s,n,flag);

        return res;

    }

    void process(string S,string& s,int n,vector<int>&flag)

    {

        //终止条件

        if(s.size()==S.size()){

            res.push\_back(s);

        }

        else{

            for(int i=0;i<n;i++){

                if(flag[i]==0){

                    if(i>0&&S[i]==S[i-1]&&flag[i-1]==1)continue;//若有重复字符，跳过该组合

                    s+=S[i];

                    flag[i]=1;

                    process(S,s,n,flag);

                    s.pop\_back();//回溯到上一步

                    flag[i]=0;

                }

            }

        }

    }

};

[面试题 08.09. 括号](https://leetcode-cn.com/problems/bracket-lcci/)

括号。设计一种算法，打印n对括号的所有合法的（例如，开闭一一对应）组合。

说明：解集不能包含重复的子集。

例如，给出 n = 3，生成结果为：

[

"((()))",

"(()())",

"(())()",

"()(())",

"()()()"

]

class Solution {

    vector<string> ans;

public:

    vector<string> generateParenthesis(int n) {

        help(n, n, "");

        return ans;

    }

    void help(int l, int r, string a) {

        if (l == 0 && r == 0) {

            ans.emplace\_back(a);

            return;

        }

        if (l != 0) help(l - 1, r, a + '(');

        if (l < r) help(l, r - 1, a + ')');

    }

};

[面试题 08.10. 颜色填充](https://leetcode-cn.com/problems/color-fill-lcci/)

编写函数，实现许多图片编辑软件都支持的「颜色填充」功能。

待填充的图像用二维数组 image 表示，元素为初始颜色值。初始坐标点的横坐标为 sr 纵坐标为 sc。需要填充的新颜色为 newColor 。

「周围区域」是指颜色相同且在上、下、左、右四个方向上存在相连情况的若干元素。

请用新颜色填充初始坐标点的周围区域，并返回填充后的图像。

**示例：输入**：

image = [[1,1,1],[1,1,0],[1,0,1]] sr = 1, sc = 1, newColor = 2

**输出**：[[2,2,2],[2,2,0],[2,0,1]]

**解释**:

初始坐标点位于图像的正中间，坐标 (sr,sc)=(1,1) 。

初始坐标点周围区域上所有符合条件的像素点的颜色都被更改成 2 。

注意，右下角的像素没有更改为 2 ，因为它不属于初始坐标点的周围区域。

class Solution {

public:

    vector<vector<int>> floodFill(vector<vector<int>>& image, int sr, int sc, int newColor) {

        int oldColor = image[sr][sc];   //记录旧坐标的像素

        if (image[sr][sc] == newColor) return image; //颜色相同则无需修改

        image[sr][sc] = newColor;   //染色

        int dx[4] = {-1, 0, 1, 0}, dy[4] = {0, 1, 0, -1}; //上右下左

        for (int i = 0; i < 4; i ++) {

            int x = sr + dx[i], y = sc + dy[i];

            if (x >=0 && y >= 0 && x < image.size() && y < image[0].size() && image[x][y] == oldColor)

                floodFill (image, x, y, newColor);

        }

        return image;

    }

};

[面试题 08.11. 硬币](https://leetcode-cn.com/problems/coin-lcci/)

硬币。给定数量不限的硬币，币值为25分、10分、5分和1分，编写代码计算n分有几种表示法。(结果可能会很大，你需要将结果模上1000000007)

**示例1:**

**输入**: n = 5

**输出**：2

**解释**: 有两种方式可以凑成总金额:

5=5

5=1+1+1+1+1

**示例2:**

**输入**: n = 10

**输出**：4

**解释**: 有四种方式可以凑成总金额:

10=10

10=5+5

10=5+1+1+1+1+1

10=1+1+1+1+1+1+1+1+1+1

class Solution {

private:

    static constexpr int mod = 1000000007;

    static constexpr int coins[4] = {25, 10, 5, 1};

public:

    int waysToChange(int n) {

        vector<int> f(n + 1);

        f[0] = 1;

        for (int c = 0; c < 4; ++c) {

            int coin = coins[c];

            for (int i = coin; i <= n; ++i) {

                f[i] = (f[i] + f[i - coin]) % mod;

            }

        }

        return f[n];

    }

};

[面试题 08.12. 八皇后](https://leetcode-cn.com/problems/eight-queens-lcci/)

设计一种算法，打印 N 皇后在 N × N 棋盘上的各种摆法，其中每个皇后都不同行、不同列，也不在对角线上。这里的“对角线”指的是所有的对角线，不只是平分整个棋盘的那两条对角线。

**注意：**本题相对原题做了扩展

**示例:**

**输入**：4

**输出**：[[".Q..","...Q","Q...","..Q."],["..Q.","Q...","...Q",".Q.."]]

**解释**: 4 皇后问题存在如下两个不同的解法。

[

 [".Q..",  // 解法 1

  "...Q",

  "Q...",

  "..Q."],

 ["..Q.",  // 解法 2

  "Q...",

  "...Q",

  ".Q.."]

]

function backTrack(供选择的列表，路径){

    if(终止条件){

        退出;

    }

    做选择;  //从列表选择一项加入路径

    backTrack(列表，路径);

    撤销选择;

}

class Solution {

public:

    vector<vector<string>> solveNQueens(int n) {

        auto solutions = vector<vector<string>>();

        auto queens = vector<int>(n, -1);

        auto columns = unordered\_set<int>();

        auto diagonals1 = unordered\_set<int>();

        auto diagonals2 = unordered\_set<int>();

        backtrack(solutions, queens, n, 0, columns, diagonals1, diagonals2);

        return solutions;

    }

    void backtrack(vector<vector<string>> &solutions, vector<int> &queens, int n, int row, unordered\_set<int> &columns, unordered\_set<int> &diagonals1, unordered\_set<int> &diagonals2) {

        if (row == n) {

            vector<string> board = generateBoard(queens, n);

            solutions.push\_back(board);

        } else {

            for (int i = 0; i < n; i++) {

                if (columns.find(i) != columns.end()) {

                    continue;

                }

                int diagonal1 = row - i;

                if (diagonals1.find(diagonal1) != diagonals1.end()) {

                    continue;

                }

                int diagonal2 = row + i;

                if (diagonals2.find(diagonal2) != diagonals2.end()) {

                    continue;

                }

                queens[row] = i;

                columns.insert(i);

                diagonals1.insert(diagonal1);

                diagonals2.insert(diagonal2);

                backtrack(solutions, queens, n, row + 1, columns, diagonals1, diagonals2);

                queens[row] = -1;

                columns.erase(i);

                diagonals1.erase(diagonal1);

                diagonals2.erase(diagonal2);

            }

        }

    }

    vector<string> generateBoard(vector<int> &queens, int n) {

        auto board = vector<string>();

        for (int i = 0; i < n; i++) {

            string row = string(n, '.');

            row[queens[i]] = 'Q';

            board.push\_back(row);

        }

        return board;

    }

};

[面试题 08.13. 堆箱子](https://leetcode-cn.com/problems/pile-box-lcci/)

难度困难22收藏分享切换为英文关注反馈

堆箱子。给你一堆n个箱子，箱子宽 wi、深 di、高 hi。箱子不能翻转，将箱子堆起来时，下面箱子的宽度、高度和深度必须大于上面的箱子。实现一种方法，搭出最高的一堆箱子。箱堆的高度为每个箱子高度的总和。

输入使用数组[wi, di, hi]表示每个箱子。

**示例1:**

**输入**：box = [[1, 1, 1], [2, 2, 2], [3, 3, 3]]

**输出**：6

**示例2:**

**输入**：box = [[1, 1, 1], [2, 3, 4], [2, 6, 7], [3, 4, 5]]

**输出**：10

class Solution {

public:

    int pileBox(vector<vector<int>>& box) {

        sort(box.begin(), box.end(), [](const vector<int>& a, const vector<int>& b) {return a[0]<b[0];});

        vector<int> dp(box.size(),0);

        dp[0]=box[0][2];

        int ans=dp[0];

        for(int i=1;i<box.size();i++){

            int maxh=0;//必须初始化为0

            for(int j=0;j<i;j++)

                if(box[j][0]<box[i][0]&&box[j][1]<box[i][1]&&box[j][2]<box[i][2])

                    maxh=max(maxh,dp[j]);

            dp[i]=maxh+box[i][2];

            ans=max(ans,dp[i]);

        }

        return ans;

    }

};

300. 最长上升子序列

给定一个无序的整数数组，找到其中最长上升子序列的长度。

示例:

输入: [10,9,2,5,3,7,101,18]

输出: 4

解释: 最长的上升子序列是 [2,3,7,101]，它的长度是 4。

说明:

可能会有多种最长上升子序列的组合，你只需要输出对应的长度即可。

你算法的时间复杂度应该为 O(n2) 。

进阶: 你能将算法的时间复杂度降低到 O(n log n) 吗?

class Solution {

public:

    int lengthOfLIS(vector<int>& nums) {

        int n=(int)nums.size();

        if (n == 0) return 0;

        vector<int> dp(n, 0);

        for (int i = 0; i < n; ++i) {

            dp[i] = 1;

            for (int j = 0; j < i; ++j) {

                if (nums[j] < nums[i]) {

                    dp[i] = max(dp[i], dp[j] + 1);

                }

            }

        }

        return \*max\_element(dp.begin(), dp.end());

    }

};

// 时间复杂度：O(n^2)，其中 n为数组nums 的长度。动态规划的状态数为n，计算状态 dp[i]时，需要O(n)的时间遍历dp[0…i−1] 的所有状态，所以总时间复杂度为 O(n^2)

// 空间复杂度：O(n)，需要额外使用长度为 n 的dp数组。

class Solution {

public:

    int lengthOfLIS(vector<int>& nums) {

        int len = 1, n = (int)nums.size();

        if (n == 0) return 0;

        vector<int> d(n + 1, 0);

        d[len] = nums[0];

        for (int i = 1; i < n; ++i) {

            if (nums[i] > d[len]) d[++len] = nums[i];

            else{

                int l = 1, r = len, pos = 0; // 如果找不到说明所有的数都比 nums[i] 大，此时要更新 d[1]，所以这里将 pos 设为 0

                while (l <= r) {

                    int mid = (l + r) >> 1;

                    if (d[mid] < nums[i]) {

                        pos = mid;

                        l = mid + 1;

                    }

                    else r = mid - 1;

                }

                d[pos + 1] = nums[i];

            }

        }

        return len;

    }

};

无序列表最关键的一句在于： 数组 d[i]表示长度为 i 的最长上升子序列的末尾元素的最小值，即在数组 1,2,3,4,5,6中长度为3的上升子序列可以为 1,2,3也可以为 2,3,4等等但是d[3]=3，即子序列末尾元素最小为3。

无序列表解释清了数组d的含义之后，我们接着需要证明数组d具有单调性，即证明i<j时，d[i]<d[j]，使用反证法，假设存在k<j时，d[k]>d[j]，但在长度为j，末尾元素为d[j]的子序列A中，将后j-i个元素减掉，可以得到一个长度为i的子序列B，其末尾元素t1必然小于d[j]（因为在子序列A中，t1的位置上在d[j]的后面），而我们假设数组d必须符合表示长度为 i 的最长上升子序列的末尾元素的最小值，此时长度为i的子序列的末尾元素t1<d[j]<d[k]，即t1<d[k]，所以d[k]不是最小的，与题设相矛盾，因此可以证明其单调性

无序列表证明单调性有两个好处：1.可以使用二分法；2.数组d的长度即为最长子序列的长度；

// 时间复杂度：O(nlogn)。数组nums 的长度为n，我们依次用数组中的元素去更新d数组，而更新d数组时需要进行O(logn)的二分搜索，所以总时间复杂度为O(nlogn)。

// 空间复杂度：O(n)，需要额外使用长度为n的d数组。

[面试题 08.14. 布尔运算](https://leetcode-cn.com/problems/boolean-evaluation-lcci/)

给定一个布尔表达式和一个期望的布尔结果 result，布尔表达式由 0 (false)、1 (true)、& (AND)、 | (OR) 和 ^ (XOR) 符号组成。实现一个函数，算出有几种可使该表达式得出 result 值的括号方法。

**示例 1:**

**输入:** s = "1^0|0|1", result = 0

**输出:** 2

**解释:** 两种可能的括号方法是

1^(0|(0|1))

1^((0|0)|1)

**示例 2:**

**输入:** s = "0&0&0&1^1|0", result = 1

**输出:** 10

记：F[i][j][a=0/1]表示第i到j个数字计算结果为a的方案数。

转移：枚举区间分割点，讨论左右区间计算结果，方案数增量为左右方案数相乘。

时间复杂度：O(n^3) 空间复杂度：O(n^2)

思路：在某个运算符处进行分割，然后因为运算符左右两边只存在两种结果。 0 和 1

比如 "0&0&0     &   1^1|0"

运算符 & 分割后，左边的结果最终只能是 1 或 0 其中一个

右边的结果最终只能是 1 或 0 其中一个，即最终是 0 和 0 、1 和 1、 0 和 1、 1 和 0 进行 &，那么我们只需要统计左右两边存在多少个 0 和 1，进行乘积即可

class Solution {

public:

    int countEval(string s, int result) {

        int len=s.size();

        vector<int> A;

        vector<char> opt;

        for (int i=0;i<len;++i)

            if (i&1) opt.push\_back(s[i]);

            else A.push\_back(s[i]-'0');

        int n=A.size();

        int F[n][n][2];

        for (int i=0;i<n;++i) F[i][i][A[i]]=1,F[i][i][A[i]^1]=0;

        for (int l=2;l<=n;++l)

        {

            for (int i=0;i+l-1<n;++i)

            {

                int j=i+l-1;

                F[i][j][0]=F[i][j][1]=0;

                for (int k=i;k<j;++k)

                    if (opt[k]=='&')

                    {

                        F[i][j][1]+=F[i][k][1]\*F[k+1][j][1];

                        F[i][j][0]+=F[i][k][1]\*F[k+1][j][0];

                        F[i][j][0]+=F[i][k][0]\*F[k+1][j][1];

                        F[i][j][0]+=F[i][k][0]\*F[k+1][j][0];

                    }

                    else if (opt[k]=='|')

                    {

                        F[i][j][1]+=F[i][k][1]\*F[k+1][j][1];

                        F[i][j][1]+=F[i][k][1]\*F[k+1][j][0];

                        F[i][j][1]+=F[i][k][0]\*F[k+1][j][1];

                        F[i][j][0]+=F[i][k][0]\*F[k+1][j][0];

                    }

                    else

                    {

                        F[i][j][0]+=F[i][k][1]\*F[k+1][j][1];

                        F[i][j][1]+=F[i][k][1]\*F[k+1][j][0];

                        F[i][j][1]+=F[i][k][0]\*F[k+1][j][1];

                        F[i][j][0]+=F[i][k][0]\*F[k+1][j][0];

                    }

            }

        }

        return F[0][n-1][result];

    }

};

[面试题 10.01. 合并排序的数组](https://leetcode-cn.com/problems/sorted-merge-lcci/)

给定两个排序后的数组 A 和 B，其中 A 的末端有足够的缓冲空间容纳 B。 编写一个方法，将 B 合并入 A 并排序。

初始化 A 和 B 的元素数量分别为 *m* 和 *n*。

**示例:**

**输入:**

A = [1,2,3,0,0,0], m = 3

B = [2,5,6], n = 3

**输出:** [1,2,2,3,5,6]

双指针，时间复杂度：O(m+n)，空间复杂度：O(m+n)

class Solution {

public:

    void merge(vector<int>& A, int m, vector<int>& B, int n) {

        int pa = 0, pb = 0;

        int sorted[m + n];

        int cur;

        while (pa < m || pb < n) {

            if (pa == m)

                cur = B[pb++];

            else if (pb == n)

                cur = A[pa++];

            else if (A[pa] < B[pb])

                cur = A[pa++];

            else

                cur = B[pb++];

            sorted[pa + pb - 1] = cur;

        }

        for (int i = 0; i != m + n; ++i)

            A[i] = sorted[i];

    }

};

逆向双指针

时间复杂度：O(m+n)，空间复杂度：O(1)，直接对数组 A 原地修改，不需要额外空间。

class Solution {

public:

    void merge(vector<int>& A, int m, vector<int>& B, int n) {

        int pa = m - 1, pb = n - 1;

        int tail = m + n - 1;

        int cur;

        while (pa >= 0 || pb >= 0) {

            if (pa == -1)

                cur = B[pb--];

            else if (pb == -1)

                cur = A[pa--];

            else if (A[pa] > B[pb])

                cur = A[pa--];

            else

                cur = B[pb--];

            A[tail--] = cur;

        }

    }

};

[面试题 10.02. 变位词组](https://leetcode-cn.com/problems/group-anagrams-lcci/)

编写一种方法，对字符串数组进行排序，将所有变位词组合在一起。变位词是指字母相同，但排列不同的字符串。

**注意：**本题相对原题稍作修改

**示例:**

**输入:** ["eat", "tea", "tan", "ate", "nat", "bat"],

**输出:**

[

["ate","eat","tea"],

["nat","tan"],

["bat"]

]

class Solution {

public:

    vector<vector<string>> groupAnagrams(vector<string>& strs) {

          vector<vector<string>>vec;

          unordered\_map<string,vector<int>>map;

          for(int i=0;i<strs.size();i++){

              string tmp=strs[i];

              sort(tmp.begin(),tmp.end());

              map[tmp].push\_back(i);

          }

          for(auto it:map){

              auto index=it.second;

              vector<string>res;

              for(auto num:index){

                  res.push\_back(strs[num]);

              }

              vec.push\_back(res);

          }

        return vec;

    }

};

[面试题 10.03. 搜索旋转数组](https://leetcode-cn.com/problems/search-rotate-array-lcci/)

搜索旋转数组。给定一个排序后的数组，包含n个整数，但这个数组已被旋转过很多次了，次数不详。请编写代码找出数组中的某个元素，假设数组元素原先是按升序排列的。若有多个相同元素，返回索引值最小的一个。

**示例1:**

**输入**: arr = [15, 16, 19, 20, 25, 1, 3, 4, 5, 7, 10, 14], target = 5

**输出**: 8（元素5在该数组中的索引）

**示例2:**

**输入**：arr = [15, 16, 19, 20, 25, 1, 3, 4, 5, 7, 10, 14], target = 11

**输出**：-1 （没有找到）

对于能判断升序区间的情况，根据目标值的大小移动边界。

对于不能判断升序区间的情况，需要逐步清除重复值。

没有重复值的最优情况时间复杂度是O(log N)，全部或几乎全部是重复值的最差情况时间复杂度是O(N)。

                                    nums[left] <= target

                              ┌─  && target <= nums[mid]   ──>  right = mid

                              │   （目标在左边的升序区间中）         （右边界移动到mid）

  ┌─  nums[left] < nums[mid] ─┼

  │     （左边区间升序）         │

  │                           └─    否则目标在右半边          ──>  left = mid + 1

  │                                                             （左边界移动到mid+1）

  │

  │                                 nums[left] <= target

  │                           ┌─  || target <= nums[mid]   ──>  right = mid

  │                           │    （目标在左半边）                （右边界移动到mid）

 ─┼─  nums[left] > nums[mid] ─┼

  │     （左边不是升序）         │

  │                           └─    否则目标在右半边          ──>  left = mid + 1

  │                                                              （左边界移动到mid+1）

  │

  │

  │                           ┌─   nums[left] != target    ──>  left++

  │                           │     （左值不等于目标               （需要逐一清理重复值）

  └─ nums[left] == nums[mid] ─┼         说明还没找到）

      （可能是已经找到了目标      │

        也可能是遇到了重复值）    └─   nums[left] == target    ──>  right = left

                                    （左值等于目标                 （将右边界移动到left，循环结束）

                                      已经找到最左边的目标值）

class Solution {

public:

    int search(vector<int>& nums, int target) {

        int left = 0;

        int right = nums.size() - 1;

        if (right == -1)

            return -1;

        while (left < right) {                                         // 循环结束条件left==right

            int mid = left + (right - left) / 2;

            if (nums[left] < nums[mid]) {                              // 如果左值小于中值，说明左边区间升序

                if (nums[left] <= target && target <= nums[mid]) {     // 如果目标在左边的升序区间中，右边界移动到mid

                    right = mid;

                } else {                                               // 否则目标在右半边，左边界移动到mid+1

                    left = mid + 1;

                }

            } else if (nums[left] > nums[mid]) {                       // 如果左值大于中值，说明左边不是升序，右半边升序

                if (nums[left] <= target || target <= nums[mid]) {     // 如果目标在左边，右边界移动到mid

                    right = mid;

                } else {                                               // 否则目标在右半边，左边界移动到mid+1

                    left = mid + 1;

                }

            } else if (nums[left] == nums[mid]) {                      // 如果左值等于中值，可能是已经找到了目标，也可能是遇到了重复值

                if (nums[left] != target) {                            // 如果左值不等于目标，说明还没找到，需要逐一清理重复值。

                    left++;

                } else {                                               // 如果左值等于目标，说明已经找到最左边的目标值

                    right = left;                                      // 将右边界移动到left，循环结束

                }

            }

        }

        return (nums[left] == target) ? left : -1;                     // 返回left，或者-1

    }

};

[面试题 10.05. 稀疏数组搜索](https://leetcode-cn.com/problems/sparse-array-search-lcci/)

稀疏数组搜索。有个排好序的字符串数组，其中散布着一些空字符串，编写一种方法，找出给定字符串的位置。

**示例1:**

**输入**: words = ["at", "", "", "", "ball", "", "", "car", "", "","dad", "", ""], s = "ta"

**输出**：-1

**说明**: 不存在返回-1。

**示例2:**

**输入**：words = ["at", "", "", "", "ball", "", "", "car", "", "","dad", "", ""], s = "ball"

**输出**：4

class Solution {

public:

    int findString(vector<string>& words, string s) {

        int left = 0, right = words.size() - 1;

        while (left <= right) {

            if (words[left].size() == 0) {

                left++;

                continue;

            }

            if (words[right].size() == 0) {

                right--;

                continue;

            }

            int mid = (right + left) / 2;

            while (words[mid].size() == 0) {

                mid++;

                if (mid == right) {

                    right = (right + left) / 2;

                    continue;

                }

            }

            if (words[mid] == s)

                return mid;

            else if (words[mid] > s) {

                right = mid - 1;

            }

            else {

                left = mid + 1;

            }

        }

        return -1;

    }

};

[面试题 10.09. 排序矩阵查找](https://leetcode-cn.com/problems/sorted-matrix-search-lcci/)

难度中等11收藏分享切换为英文关注反馈

给定M×N矩阵，每一行、每一列都按升序排列，请编写代码找出某元素。

**示例:**

现有矩阵 matrix 如下：

[

[1, 4, 7, 11, 15],

[2, 5, 8, 12, 19],

[3, 6, 9, 16, 22],

[10, 13, 14, 17, 24],

[18, 21, 23, 26, 30]

]

给定 target = 5，返回 true。

给定 target = 20，返回 false。

class Solution {

public:

    bool searchMatrix(vector<vector<int>>& matrix, int target) {

        int i = matrix.size() - 1;

        int j = 0;

        while(i >= 0 && j < matrix[0].size()){

            if(matrix[i][j] == target)

                return true;

            if(matrix[i][j] > target)

                i--;

            else

                j++;

        }

        return false;

    }

};

[面试题 10.10. 数字流的秩](https://leetcode-cn.com/problems/rank-from-stream-lcci/)

假设你正在读取一串整数。每隔一段时间，你希望能找出数字 x 的秩(小于或等于 x 的值的个数)。请实现数据结构和算法来支持这些操作，也就是说：

实现 track(int x) 方法，每读入一个数字都会调用该方法；

实现 getRankOfNumber(int x) 方法，返回小于或等于 x 的值的个数。

**注意：**本题相对原题稍作改动

**示例:输入:**

["StreamRank", "getRankOfNumber", "track", "getRankOfNumber"]

[[], [1], [0], [0]]

**输出:** null,0,null,1]

class StreamRank

{

    struct TreeNode

    {

        int sum;

        int val;

        TreeNode \*left;

        TreeNode \*right;

        TreeNode(int x) : val(x), sum(1), left(NULL), right(NULL) {}

    };

public:

    StreamRank()

    {

        root = NULL;

    }

    void track(int x)

    {

        if (!root)

        {

            root = new TreeNode(x);

            return;

        }

        TreeNode \*cur = root;

        while (cur)

        {

            if (x <= cur->val)

            {

                cur->sum++;

                //相同的数字只增加其计数

                if (x == cur->val)

                    break;

                //如果左结点为空，则可以插入，结束搜索

                if (!cur->left)

                {

                    cur->left = new TreeNode(x);

                    break;

                }

                //否则计数向左搜索

                cur = cur->left;

            }

            else

            {

                if (!cur->right)

                {

                    cur->right = new TreeNode(x);

                    break;

                }

                //否则继续向右搜索

                cur = cur->right;

            }

        }

    }

    int getRankOfNumber(int x)

    {

        int ret = 0;

        if (root != NULL)

        {

            TreeNode \*tmp = root;

            while (tmp && tmp->val != x)

            {

                if (x < tmp->val)

                    tmp = tmp->left;

                else //往右边查找的时候，加上父结点的计数

                {

                    ret += tmp->sum;

                    tmp = tmp->right;

                }

            }

            if (tmp != NULL)

                ret = ret + tmp->sum;

        }

        return ret;

    }

private:

    TreeNode \*root;

};

[面试题 10.11. 峰与谷](https://leetcode-cn.com/problems/peaks-and-valleys-lcci/)

在一个整数数组中，“峰”是大于或等于相邻整数的元素，相应地，“谷”是小于或等于相邻整数的元素。例如，在数组{5, 8, 6, 2, 3, 4, 6}中，{8, 6}是峰， {5, 2}是谷。现在给定一个整数数组，将该数组按峰与谷的交替顺序排序。

**示例:**

**输入:** [5, 3, 1, 2, 3]

**输出:** [5, 1, 3, 2, 3]

假设按照峰-谷-峰的顺序排列数组，那么遍历一遍数组：

（1）如果i为峰的位置，则判断当前位置是否小于前一个位置（前一个为谷），若小于，则交换，大于则不处理。即： if(nums[i]<nums[i-1]) swap(nums[i],nums[i-1]);

（2）如果i为谷的位置，则判断当前位置是否大于前一个位置（前一个为峰），若大于，则交换，大于则不处理。即： if(nums[i]>nums[i-1]) swap(nums[i],nums[i-1]);

class Solution {

public:

    void wiggleSort(vector<int>& nums) {

        for(int i=1;i<nums.size();i++){

            if(i%2==0){

                if(nums[i]<nums[i-1]) swap(nums[i],nums[i-1]);

            }

            else{

                if(nums[i]>nums[i-1]) swap(nums[i],nums[i-1]);

            }

        }

    }

};

[面试题 16.01. 交换数字](https://leetcode-cn.com/problems/swap-numbers-lcci/)

编写一个函数，不用临时变量，直接交换numbers = [a, b]中a与b的值。

**示例：输入:** numbers = [1,2]

**输出:** [2,1]

class Solution {

public:

    vector<int> swapNumbers(vector<int>& numbers) {

        numbers[0] ^= numbers[1];

        numbers[1] ^= numbers[0];

        numbers[0] ^= numbers[1];

        return numbers;

    }

};

[面试题 16.02. 单词频率](https://leetcode-cn.com/problems/words-frequency-lcci/)

设计一个方法，找出任意指定单词在一本书中的出现频率。

你的实现应该支持如下操作：

* WordsFrequency(book)构造函数，参数为字符串数组构成的一本书
* get(word)查询指定单词在书中出现的频率

**示例：**

WordsFrequency wordsFrequency = new WordsFrequency({"i", "have", "an", "apple", "he", "have", "a", "pen"});

wordsFrequency.get("you"); //返回0，"you"没有出现过

wordsFrequency.get("have"); //返回2，"have"出现2次

wordsFrequency.get("an"); //返回1

wordsFrequency.get("apple"); //返回1

wordsFrequency.get("pen"); //返回1

class WordsFrequency {

struct TreeNode{

    int f;

    TreeNode\* n[26];

    TreeNode(): f(0){

        for(int i = 0; i < 26; ++i){

            n[i] = NULL;

        }

    }

};

    TreeNode\* root;

public:

    WordsFrequency(vector<string>& book) {

        root = new TreeNode();

        for(auto& x: book){

            auto temp = root;

            for(auto& c: x){

                if(!temp->n[c-'a']){

                    temp->n[c-'a'] = new TreeNode();

                }

                temp = temp->n[c-'a'];

            }

            ++(temp->f);

        }

    }

    int get(string word) {

        auto temp = root;

        for(auto& c: word){

            if(temp->n[c-'a'])

                temp = temp->n[c-'a'];

            else

                return 0;

        }

        return temp->f;

    }

};

[面试题 16.03. 交点](https://leetcode-cn.com/problems/intersection-lcci/)

给定两条线段（表示为起点start = {X1, Y1}和终点end = {X2, Y2}），如果它们有交点，请计算其交点，没有交点则返回空值。

要求浮点型误差不超过10^-6。若有多个交点（线段重叠）则返回 X 值最小的点，X 坐标相同则返回 Y 值最小的点。

**示例 1：**

**输入：**

line1 = {0, 0}, {1, 0}

line2 = {1, 1}, {0, -1}

**输出：** {0.5, 0}

**示例 2：**

**输入：**

line1 = {0, 0}, {3, 3}

line2 = {1, 1}, {2, 2}

**输出：** {1, 1}

**示例 3：**

**输入：**

line1 = {0, 0}, {1, 1}

line2 = {1, 0}, {2, 1}

**输出：** {}，两条线段没有交点

class Solution {

public:

    // 判断 (xk, yk) 是否在「线段」(x1, y1)~(x2, y2) 上

    // 这里的前提是 (xk, yk) 一定在「直线」(x1, y1)~(x2, y2) 上

    bool inside(int x1, int y1, int x2, int y2, int xk, int yk) {

        // 若与 x 轴平行，只需要判断 x 的部分

        // 若与 y 轴平行，只需要判断 y 的部分

        // 若为普通线段，则都要判断

        return (x1 == x2 || (min(x1, x2) <= xk && xk <= max(x1, x2))) && (y1 == y2 || (min(y1, y2) <= yk && yk <= max(y1, y2)));

    }

    void update(vector<double>& ans, double xk, double yk) {

        // 将一个交点与当前 ans 中的结果进行比较

        // 若更优则替换

        if (!ans.size() || xk < ans[0] || (xk == ans[0] && yk < ans[1])) {

            ans = {xk, yk};

        }

    }

    vector<double> intersection(vector<int>& start1, vector<int>& end1, vector<int>& start2, vector<int>& end2) {

        int x1 = start1[0], y1 = start1[1];

        int x2 = end1[0], y2 = end1[1];

        int x3 = start2[0], y3 = start2[1];

        int x4 = end2[0], y4 = end2[1];

        vector<double> ans;

        // 判断 (x1, y1)~(x2, y2) 和 (x3, y3)~(x4, y3) 是否平行

        if ((y4 - y3) \* (x2 - x1) == (y2 - y1) \* (x4 - x3)) {

            // 若平行，则判断 (x3, y3) 是否在「直线」(x1, y1)~(x2, y2) 上

            if ((y2 - y1) \* (x3 - x1) == (y3 - y1) \* (x2 - x1)) {

                // 判断 (x3, y3) 是否在「线段」(x1, y1)~(x2, y2) 上

                if (inside(x1, y1, x2, y2, x3, y3)) {

                    update(ans, (double)x3, (double)y3);

                }

                // 判断 (x4, y4) 是否在「线段」(x1, y1)~(x2, y2) 上

                if (inside(x1, y1, x2, y2, x4, y4)) {

                    update(ans, (double)x4, (double)y4);

                }

                // 判断 (x1, y1) 是否在「线段」(x3, y3)~(x4, y4) 上

                if (inside(x3, y3, x4, y4, x1, y1)) {

                    update(ans, (double)x1, (double)y1);

                }

                // 判断 (x2, y2) 是否在「线段」(x3, y3)~(x4, y4) 上

                if (inside(x3, y3, x4, y4, x2, y2)) {

                    update(ans, (double)x2, (double)y2);

                }

            }

            // 在平行时，其余的所有情况都不会有交点

        } else {

            // 联立方程得到 t1 和 t2 的值

            double t1 = (double)(x3 \* (y4 - y3) + y1 \* (x4 - x3) - y3 \* (x4 - x3) - x1 \* (y4 - y3)) / ((x2 - x1) \* (y4 - y3) - (x4 - x3) \* (y2 - y1));

            double t2 = (double)(x1 \* (y2 - y1) + y3 \* (x2 - x1) - y1 \* (x2 - x1) - x3 \* (y2 - y1)) / ((x4 - x3) \* (y2 - y1) - (x2 - x1) \* (y4 - y3));

            // 判断 t1 和 t2 是否均在 [0, 1] 之间

            if (t1 >= 0.0 && t1 <= 1.0 && t2 >= 0.0 && t2 <= 1.0) {

                ans = {x1 + t1 \* (x2 - x1), y1 + t1 \* (y2 - y1)};

            }

        }

        return ans;

    }

};

[面试题 16.04. 井字游戏](https://leetcode-cn.com/problems/tic-tac-toe-lcci/)

设计一个算法，判断玩家是否赢了井字游戏。输入是一个 N x N 的数组棋盘，由字符" "，"X"和"O"组成，其中字符" "代表一个空位。以下是井字游戏的规则：

* 玩家轮流将字符放入空位（" "）中。
* 第一个玩家总是放字符"O"，且第二个玩家总是放字符"X"。
* "X"和"O"只允许放置在空位中，不允许对已放有字符的位置进行填充。
* 当有N个相同（且非空）的字符填充任何行、列或对角线时，游戏结束，对应该字符的玩家获胜。
* 当所有位置非空时，也算为游戏结束。如果游戏结束，玩家不允许再放置字符。

如果游戏存在获胜者，就返回该游戏的获胜者使用的字符（"X"或"O"）；如果游戏以平局结束，则返回 "Draw"；如果仍会有行动（游戏未结束），则返回 "Pending"。

**示例 1：**

**输入：** board = ["O X"," XO","X O"]

**输出：** "X"

**示例 2：**

**输入：** board = ["OOX","XXO","OXO"]

**输出：** "Draw"

**解释：** 没有玩家获胜且不存在空位

**示例 3：**

**输入：** board = ["OOX","XXO","OX "]

**输出：** "Pending"

**解释：** 没有玩家获胜且仍存在空位

class Solution {

public:

    string tictactoe(vector<string>& board) {

        int bSize=board.size(), N = board.size();

        int sum\_row=0, sum\_col=0,sum\_dia\_right=0,sum\_dia\_left =0,isFull=1;

        for(int i=0;i<bSize;i++){

            sum\_row=0, sum\_col=0;

            sum\_dia\_left += board[i][i];           //主对角相加

            sum\_dia\_right += board[i][bSize-1-i];  //副对角相加

            for(int j=0; j<bSize; j++){

                sum\_row += board[i][j]; //行相加

                sum\_col += board[j][i];;//列相加

                if(board[i][j] == ' ') isFull =0;

            }

            if(sum\_row == ((int)'X') \* N || sum\_col == ((int)'X') \* N){

                return string("X");

            }

            if(sum\_row == ((int)'O') \* N || sum\_col == ((int)'O') \* N){

                return string("O");

            }

        }

        if(sum\_dia\_left == ((int)'X') \* N || sum\_dia\_right == ((int)'X') \* N){

                return string("X");

        }

        if(sum\_dia\_left == ((int)'O') \* N || sum\_dia\_right == ((int)'O') \* N){

                return string("O");

        }

        if(isFull){ //没有选手获胜

            return string("Draw");

        }else{

            return string("Pending");

        }

    }

};

[面试题 16.05. 阶乘尾数](https://leetcode-cn.com/problems/factorial-zeros-lcci/)

设计一个算法，算出 n 阶乘有多少个尾随零。

**示例 1:**

**输入:** 3

**输出:** 0

**解释:** 3! = 6, 尾数中没有零。

**示例 2:**

**输入:** 5

**输出:** 1

**解释:** 5! = 120, 尾数中有 1 个零.

1、最初想到先把阶乘计算出来，再对结果进行处理，从而得到0的个数，但当计算完阶乘后，发现0的个数并不好获取。

2、之后考虑到，哪些数相乘会有零出现，也就是哪些数相乘会是10或10的倍数。也就得到2x5、4x5、6x5......会是10或10的倍数,也就是5和一个偶数相乘会得到10或10的倍数。

3、在数的阶乘中，偶数的个数明显多于5的个数，所以只要计算出阶乘中每个数的因数中5的个数，即可得到0的个数

4、所以只要计算在阶乘中是5的倍数的个数（包含一个5）、25的倍数的个数（包含两个5）、125的倍数的个数（包含3个5）......

class Solution {

public:

    int trailingZeroes(int n) {

        int sum = 0;

        while (n >= 5) {

            n /= 5;

            sum += n;

        }

        return sum;

    }

};

[面试题 16.06. 最小差](https://leetcode-cn.com/problems/smallest-difference-lcci/)

给定两个整数数组a和b，计算具有最小差绝对值的一对数值（每个数组中取一个值），并返回该对数值的差

**示例：输入：**{1, 3, 15, 11, 2}, {23, 127, 235, 19, 8}

**输出：** 3，即数值对(11, 8)

class Solution {

public:

    int smallestDifference(vector<int>& a, vector<int>& b)

    {

        sort(a.begin(),a.end());

        sort(b.begin(),b.end());

        long ret = INT\_MAX;

        for(int i = 0, j = 0; i < a.size() && j < b.size();)

        {

            ret = min(ret,abs(long(a[i])-long(b[j])));

            if(a[i] < b[j]){

                i++;

            }else{

                j++;

            }

        }

        return ret;

    }

};

[面试题 16.07. 最大数值](https://leetcode-cn.com/problems/maximum-lcci/)

编写一个方法，找出两个数字a和b中最大的那一个。不得使用if-else或其他比较运算符。

**示例：**

**输入：** a = 1, b = 2

**输出：** 2

本质是平均值法： max(a, b) = ((a + b) + abs(a - b)) / 2。

class Solution {

public:

    int maximum(int a, int b) {

        long c = a;

        long d = b;

        int res = (int) ((fabs(c-d) + c + d)/2);

        return res;

    }

};

绝对值的位运算

为了回避abs，利用位运算实现绝对值功能。

以int8\_t为例：分析运算：(var ^ (var >> 7)) - (var >> 7)

var >= 0: var >> 7 => 0x00，即：(var ^ 0x00) - 0x00，异或结果为var

var < 0: var >> 7 => 0xFF，即：(var ^ 0xFF) - 0xFF，var ^ 0xFF是在对var的全部位取反，-0xFF <=> +1, 对signed int取反加一就是取其相反数。

举个栗子：var = -3 <=> 0xFD，(var ^ 0xFF) - 0xFF= 0x02 - 0xff= 0x03

类型      绝对值位运算

int8\_t      (var ^ (var >> 7)) - (var >> 7)

int16\_t     (var ^ (var >> 15)) - (var >> 15)

int32\_t     (var ^ (var >> 31)) - (var >> 31)

int64\_t     (var ^ (var >> 63)) - (var >> 63)

代码中(\_diff ^ (\_diff >> 63)) - (\_diff >> 63)就是在求取long (int64\_t)的绝对值。

class Solution {

public:

    int maximum(int a, int b) {

        long \_sum = long(a) + long(b);

        long \_diff = long(a) - long(b);

        long \_abs\_diff = (\_diff ^ (\_diff >> 63)) - (\_diff >> 63);

        return (\_sum + \_abs\_diff) / 2;

    }

};

[面试题 16.08. 整数的英语表示](https://leetcode-cn.com/problems/english-int-lcci/)

给定一个整数，打印该整数的英文描述。

**示例 1:**

**输入:** 123

**输出:** "One Hundred Twenty Three"

**示例 2:**

**输入:** 12345

**输出:** "Twelve Thousand Three Hundred Forty Five"

**示例 3:**

**输入:** 1234567

**输出:** "One Million Two Hundred Thirty Four Thousand Five Hundred Sixty Seven"

**示例 4:**

**输入:** 1234567891

**输出:** "One Billion Two Hundred Thirty Four Million Five Hundred Sixty Seven Thousand Eight Hundred Ninety One"

class Solution {

public:

    const int N[31] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 30, 40, 50, 60, 70, 80, 90,

            100, 1000, 1000000, 1000000000};

    const string S[31] = {"One", "Two", "Three", "Four", "Five", "Six", "Seven", "Eight", "Nine", "Ten",

            "Eleven", "Twelve", "Thirteen", "Fourteen", "Fifteen", "Sixteen", "Seventeen", "Eighteen", "Nineteen",

            "Twenty", "Thirty", "Forty", "Fifty", "Sixty", "Seventy", "Eighty", "Ninety",

            "Hundred", "Thousand", "Million", "Billion"};

    const int K = 90;

    string numberToWords(int num) {

        if (num == 0) return "Zero";

        int i = 30;

        while (i >= 0 && N[i] > num) --i;

        string res;

        if (N[i] <= K) {

            res += S[i];

        } else {

            res += numberToWords(num / N[i]) + " " + S[i];

        }

        if (num % N[i] > 0) res += " " + numberToWords(num % N[i]);

        return res;

    }

};

[面试题 16.09. 运算](https://leetcode-cn.com/problems/operations-lcci/)

请实现整数数字的乘法、减法和除法运算，运算结果均为整数数字，程序中只允许使用加法运算符和逻辑运算符，允许程序中出现正负常数，不允许使用位运算。

你的实现应该支持如下操作：

* Operations() 构造函数
* minus(a, b) 减法，返回a - b
* multiply(a, b) 乘法，返回a \* b
* divide(a, b) 除法，返回a / b

**示例：**

Operations operations = new Operations();

operations.minus(1, 2); //返回-1

operations.multiply(3, 4); //返回12

operations.divide(5, -2); //返回-2

class Operations {

private:

    vector<int> negs, poss; // 存的是[-1, -2, -4...]、[1, 2, 4...]，取反和判断溢出时用

    int neg(int a) {

        if(!a) return 0;

        int result = 0;

        if(a > 0) {

            // 从绝对值最大的部分开始填充

            for(auto p = negs.rbegin(); p != negs.rend(); p++) {

                if(\*p + a < 0) continue;

                a += \*p;

                result += \*p;

            }

        } else {

            for(auto p = poss.rbegin(); p != poss.rend(); p++) {

                if(\*p + a > 0) continue;

                a += \*p;

                result += \*p;

            }

        }

        return result;

    }

public:

    Operations() {

        // 构造poss和negs

        int p = 1, n = -1;

        poss.push\_back(p);

        negs.push\_back(n);

        for(int i = 0; i < 30; i++) {

            p += p;

            n += n;

            poss.push\_back(p);

            negs.push\_back(n);

        }

    }

   int minus(int a, int b) {

        return a + neg(b);

}

int multiply(int a, int b) {

        if(!a || !b) return 0;

        if(a == 1) return b;        // 这一步是针对b = INT\_MIN的情况，防止下一步取neg时溢出

        if(b < 0) return neg(multiply(a, neg(b)));

        int result = a;

        int times = 1;              // times表示当前结果里已经累加了几个a了

        // times < poss[30]是为了防止溢出

        while(times < poss[30] && times + times <= b) {

            result += result;

            times += times;

        }

        result += multiply(a, minus(b, times));

        return result;

    }

    int divide(int a, int b) {

        if(!a) return 0;

        int result = 1;

        // 只写同号的情况，非同号时用neg转化成同号，但是要注意溢出

        if(a > 0) {

            if(b == INT\_MIN) return 0;          // 防止下一句取neg的时候溢出

            if(b < 0) return neg(divide(a, neg(b)));

            if(a < b) return 0;

            int acc = b;                        // 不断往acc里填充b，直到acc达到a

            while(acc < poss[30] && a >= acc + acc) {

                result += result;               // result表示已经填充了几个b了

                acc += acc;

            }

            result += divide(minus(a, acc), b);

        } else {

            if(b == 1) return a;                // 防止若a=INT\_MIN造成下一句运算时溢出

            if(b > 0) return neg(divide(a, neg(b)));

            if(a > b) return 0;

            int acc = b;

            while(acc >= negs[30] && a <= acc + acc) {

                result += result;

                acc += acc;

            }

            result += divide(minus(a, acc), b);

        }

        return result;

    }

};

[面试题 16.10. 生存人数](https://leetcode-cn.com/problems/living-people-lcci/)

给定N个人的出生年份和死亡年份，第i个人的出生年份为birth[i]，死亡年份为death[i]，实现一个方法以计算生存人数最多的年份。

你可以假设所有人都出生于1900年至2000年（含1900和2000）之间。如果一个人在某一年的任意时期都处于生存状态，那么他们应该被纳入那一年的统计中。例如，生于1908年、死于1909年的人应当被列入1908年和1909年的计数。

如果有多个年份生存人数相同且均为最大值，输出其中最小的年份。

**示例：**

**输入：**

birth = {1900, 1901, 1950}

death = {1948, 1951, 2000}

**输出：** 1901

很多这种类型的题，都是套路了，一个模式。

即使用一个前缀和(积)来保存某i之前所有的状态累计，如此可以求任意两个状态之间的累计。

i         ...0  ...  1  ...  50

生\_初始     1       1        1

生\_累计     1       2        3

i        ...48 ...  51  ...  100

死\_初始     1       1        1

死\_累计     1       2        3

class Solution {

public:

    int maxAliveYear(vector<int>& birth, vector<int>& death) {

        vector<int> lives(1001, 0), gos(1001,0);

        for(const int &val: birth) lives[val-1900]++;

        for(const int &val: death) gos[val-1900]++;

        for(int i = 1; i < 1001; i++) lives[i] = lives[i-1] + lives[i];

        for(int i = 1; i < 1001; i++) gos[i] = gos[i-1] + gos[i];

        int max\_p = lives[0];

        int year = 0;

        for(int i = 1; i < 1001; i++){

            int p = lives[i] - gos[i-1];

            if(max\_p < p){

                max\_p = p;

                year = i;

            }

        }

        return 1900+year;

    }

};

[面试题 16.11. 跳水板](https://leetcode-cn.com/problems/diving-board-lcci/)

你正在使用一堆木板建造跳水板。有两种类型的木板，其中长度较短的木板长度为shorter，长度较长的木板长度为longer。你必须正好使用k块木板。编写一个方法，生成跳水板所有可能的长度。

返回的长度需要从小到大排列。

**示例 1**

**输入：**

shorter = 1

longer = 2

k = 3

**输出：** [3,4,5,6]

**解释：**

可以使用 3 次 shorter，得到结果 3；使用 2 次 shorter 和 1 次 longer，得到结果 4 。以此类推，得到最终结果。

class Solution {

public:

    vector<int> divingBoard(int shorter, int longer, int k) {

        if (k == 0) {

            return vector <int> ();

        }

        if (shorter == longer) {

            return vector <int> (1, shorter \* k);

        }

        vector <int> lengths(k + 1);

        for (int i = 0; i <= k; ++i) {

            lengths[i] = shorter \* (k - i) + longer \* i;

        }

        return lengths;

    }

};

[面试题 16.13. 平分正方形](https://leetcode-cn.com/problems/bisect-squares-lcci/)

给定两个正方形及一个二维平面。请找出将这两个正方形分割成两半的一条直线。假设正方形顶边和底边与 x 轴平行。

每个正方形的数据square包含3个数值，正方形的左下顶点坐标[X,Y] = [square[0],square[1]]，以及正方形的边长square[2]。所求直线穿过两个正方形会形成4个交点，请返回4个交点形成线段的两端点坐标（两个端点即为4个交点中距离最远的2个点，这2个点所连成的线段一定会穿过另外2个交点）。2个端点坐标[X1,Y1]和[X2,Y2]的返回格式为{X1,Y1,X2,Y2}，要求若X1 != X2，需保证X1 < X2，否则需保证Y1 <= Y2。

若同时有多条直线满足要求，则选择斜率最大的一条计算并返回（与Y轴平行的直线视为斜率无穷大）。

**示例：**

**输入：**

square1 = {-1, -1, 2}

square2 = {0, -1, 2}

**输出：** {-1,0,2,0}

**解释：** 直线 y = 0 能将两个正方形同时分为等面积的两部分，返回的两线段端点为[-1,0]和[2,0]

class Solution {

public:

    vector<double> cutSquares(vector<int>& square1, vector<int>& square2) {

        // 计算两个正方形中心(cx1, cy1), (cx2, cy2)

        double cx1 = square1[0] + ((double)square1[2]) / 2;

        double cy1 = square1[1] + ((double)square1[2]) / 2;

        double cx2 = square2[0] + ((double)square2[2]) / 2;

        double cy2 = square2[1] + ((double)square2[2]) / 2;

        vector<pair<double, double> > res; // 候选顶点集

        // 处理特殊情况cx1 == cx2和cy1 == cy2

        if (cx1 == cx2) {

            res.push\_back({cx1, square1[1]});

            res.push\_back({cx1, square2[1]});

            res.push\_back({cx1, square1[1]+square1[2]});

            res.push\_back({cx1, square2[1]+square2[2]});

        } else if (cy1 == cy2) {

            res.push\_back({square1[0], cy1});

            res.push\_back({square2[0], cy1});

            res.push\_back({square1[0]+square1[2], cy1});

            res.push\_back({square2[0]+square2[2], cy1});

        } else {

            // 直线方程f(y)

            auto fy = [=](double y) -> double {

                const double k = (cx2 - cx1) / (cy2 - cy1);

                return k \* (y - cy1) + cx1;

            };

            // 直线方程f(x)

            auto fx = [=](double x) -> double {

                const double k = (cy2 - cy1) / (cx2 - cx1);

                return k \* (x - cx1) + cy1;

            };

            for (auto &sq : {square1, square2}) {

                for (auto &p : vector<pair<double, double> >{

                    {fy(sq[1]), sq[1]},

                    {fy(sq[1]+sq[2]), sq[1]+sq[2]},

                    {sq[0], fx(sq[0])},

                    {sq[0]+sq[2], fx(sq[0]+sq[2])}})

                {

                    // 判断候选顶点是否在正方形中

                    if (p.first >= sq[0] && p.first <= sq[0] + sq[2]) {

                        if (p.second >= sq[1] && p.second <= sq[1] + sq[2]) {

                            res.push\_back(p);

                        }

                    }

                }

            }

        }

        // 对顶点集排序

        sort(res.begin(), res.end());

        // 所求顶点为排序后的`res`数组的第一个顶点和最后一个顶点。

        return {

            res.front().first,

            res.front().second,

            res.back().first,

            res.back().second,

        };

    }

};

[面试题 16.14. 最佳直线](https://leetcode-cn.com/problems/best-line-lcci/)

给定一个二维平面及平面上的 N 个点列表Points，其中第i个点的坐标为Points[i]=[Xi,Yi]。请找出一条直线，其通过的点的数目最多。

设穿过最多点的直线所穿过的全部点编号从小到大排序的列表为S，你仅需返回[S[0],S[1]]作为答案，若有多条直线穿过了相同数量的点，则选择S[0]值较小的直线返回，S[0]相同则选择S[1]值较小的直线返回。

**示例：**

**输入：** [[0,0],[1,1],[1,0],[2,0]]

**输出：** [0,2]

**解释：** 所求直线穿过的3个点的编号为[0,2,3]

// 记录直线上的点的个数，以及最小的两个编号

struct Record {

  vector<int> ids;

  int cnt;

  Record() : cnt(0) {

  }

};

using LL = long long;

LL gcd(LL a, LL b) {

  LL r;

  do {

    r = a % b;

    a = b;

    b = r;

  } while (r != 0);

  return a;

}

class Solution {

public:

  vector<int> bestLine(vector<vector<int>>& points) {

    // (x - x1) / (x2 - x1) = (y - y1) / (y2 - y1)

    // (y2 - y1) x + (x1 - x2) y = (y2 - y1) \* x1 + (x1 - x2) \* y1

    int n = points.size();

    map<array<LL, 3>, Record> ABC\_ma;

    int best = 0;

    vector<int> ans;

    // 如果A与B和A与C都在一条直线上，那么B与C也在该条直线上

    for (int i = 0; i < n; ++i) {

      vector<int> &pi = points[i];

      int dup = 0; // 与pi位置相同的点数

      ABC\_ma.clear();

      int local\_best = 0;

      vector<int> local\_ans;

      for (int j = i + 1; j < n; ++j) {

        vector<int> &pj = points[j];

        LL A = (LL)pj[1] - pi[1];

        LL B = (LL)pj[0] - pi[0];

        if (A == 0 && B == 0) {

          // pi与pj相同

          ++dup;

          if (local\_ans.empty()) local\_ans = {i, j};

          continue;

        }

        LL C = A \* pi[0] + B \* pi[1];

        if (A == 0) {

          if (C == 0) {

            B = 1;

          } else {

            LL g = gcd(B, C);

            B /= g;

            C /= g;

          }

        } else if (B == 0) {

          if (C == 0) {

            A = 1;

          } else {

            LL g = gcd(A, C);

            A /= g;

            C /= g;

          }

        } else {

          // A != 0 and B != 0

          LL g = gcd(A, B);

          if (C == 0) {

            A /= g;

            B /= g;

          } else {

            LL w = gcd(g, C);

            A /= w;

            B /= w;

            C /= w;

          }

        }

        Record &r = ABC\_ma[{A, B, C}];

        if (r.cnt == 0) {

          r.ids = {i, j};

        }

        ++r.cnt;

      }

      update\_ans(ABC\_ma, local\_best, local\_ans);

      local\_best += dup;

      if (local\_best > best) {

        ans = std::move(local\_ans);

        best = local\_best;

      }

    }

    return ans;

  }

  template <typename T>

  void update\_ans(map<T, Record> &ma, int &best, vector<int> &ans) {

    for (auto &p : ma) {

      Record &r = p.second;

      if (r.cnt > best) {

        best = r.cnt;

        ans = std::move(r.ids);

      } else if (p.second.cnt == best) {

        // 如果穿过相同数量的点

        if (r.ids[0] < ans[0] || (r.ids[0] == ans[0] && r.ids[1] < ans[1])) {

          ans = std::move(r.ids);

        }

      }

    }

  }

};

[面试题 16.15. 珠玑妙算](https://leetcode-cn.com/problems/master-mind-lcci/)

珠玑妙算游戏（the game of master mind）的玩法如下。

计算机有4个槽，每个槽放一个球，颜色可能是红色（R）、黄色（Y）、绿色（G）或蓝色（B）。例如，计算机可能有RGGB 4种（槽1为红色，槽2、3为绿色，槽4为蓝色）。作为用户，你试图猜出颜色组合。打个比方，你可能会猜YRGB。要是猜对某个槽的颜色，则算一次“猜中”；要是只猜对颜色但槽位猜错了，则算一次“伪猜中”。注意，“猜中”不能算入“伪猜中”。

给定一种颜色组合solution和一个猜测guess，编写一个方法，返回猜中和伪猜中的次数answer，其中answer[0]为猜中的次数，answer[1]为伪猜中的次数。

**示例：**

**输入：** solution="RGBY",guess="GGRR"

**输出：** [1,1]

**解释：** 猜中1次，伪猜中1次。

class Solution {

public:

    vector<int> masterMind(string solution, string guess) {

        unordered\_map<char, int> chars;

        int ans1 = 0, total = 0;

        for(int i = 0; i < 4; i ++)

            chars[guess[i]] ++;

        for(int i = 0; i < 4; i ++){

            if(guess[i] == solution[i]){

                ans1 ++;

            }

            if(chars[solution[i]]) {

                total ++;

                chars[solution[i]] --;

            }

        }

        return {ans1, total - ans1};

    }

};

[面试题 16.16. 部分排序](https://leetcode-cn.com/problems/sub-sort-lcci/)

给定一个整数数组，编写一个函数，找出索引m和n，只要将索引区间[m,n]的元素排好序，整个数组就是有序的。注意：n-m尽量最小，也就是说，找出符合条件的最短序列。函数返回值为[m,n]，若不存在这样的m和n（例如整个数组是有序的），请返回[-1,-1]。

**示例：输入：** [1,2,4,7,10,11,7,12,6,7,16,18,19]

**输出：** [3,9]

首先虽然题目没说，但是实际运行下来数列是单调递增的，所以我们下面默认数列是递增的。

那么对于元素 a[i] 来说，如果它左边存在大于 a[i] 的元素，那么 a[i] 是一定要参与到排序里去的。或者说如果它右边存在小于 a[i] 的元素，那么 a[i] 也是要参与到排序里去的。

所以我们只需要寻找最靠右的那个数（满足左边存在大于它的数），和最靠左的那个数（满足右边存在小于它的数），那么这两个数之间就是要排序的区间了。

为什么最靠右的那个（满足左边存在大于它的数）数一定能保证右边没有更小的数了呢？因为如果右边还有更小的数，那么那个更小的数才是更靠右的啊，这就矛盾了。

所以我们只需要从左到右扫描一遍，用一个变量维护一下最大值就行了，然后反向再遍历一遍，维护一个最小值。

class Solution {

public:

    vector<int> subSort(vector<int>& array) {

        int n = array.size();

        int maxx = INT\_MIN, minn = INT\_MAX;

        int l = -1, r = -1;

        for (int i = 0; i < n; ++i) {

            if (array[i] < maxx) r = i;

            else maxx = array[i];

        }

        for (int i = n-1; i >= 0; --i) {

            if (array[i] > minn) l = i;

            else minn = array[i];

        }

        return {l, r};

    }

};

[面试题 16.17. 连续数列](https://leetcode-cn.com/problems/contiguous-sequence-lcci/)

给定一个整数数组，找出总和最大的连续数列，并返回总和。

**示例：**

**输入：** [-2,1,-3,4,-1,2,1,-5,4]

**输出：** 6

**解释：** 连续子数组 [4,-1,2,1] 的和最大，为 6。

class Solution {

public:

    int maxSubArray(vector<int>& nums) {

        int res = nums[0];

        for(int i = 1; i < nums.size(); ++i){

            nums[i] = max(nums[i - 1] + nums[i], nums[i]);

            res = max(nums[i], res);

        }

        return res;

    }

};

// 分治法

int maxSubArray(vector<int>& nums)

{

    if(nums.size() == 0) return INT\_MIN;

    return divide(nums,0,nums.size()-1);

}

int divide(vector<int>& nums, int left, int right)

{

    if(left == right) return nums[left];

    int mid = (left + right) / 2;

      int sumLeft = divide(nums,left,mid);   // 1. 最大数列和在左边

    int sumRight = divide(nums,mid+1,right);  // 2. 最大数列和在右边

    int leftSum = 0,leftMaxSum = INT\_MIN;     // 3. 最大数列和在中间。先求左边的最大和

    for(int i = mid; i >= left; i--)

    {

        leftSum += nums[i];

        leftMaxSum = max(leftMaxSum,leftSum);

    }

    int rightSum = 0,rightMaxSum = INT\_MIN;     // 求右边的最大和

    for(int i = mid + 1; i <= right; i++)

    {

        rightSum += nums[i];

        rightMaxSum = max(rightMaxSum,rightSum);

    }

    return max(max(sumLeft,sumRight),leftMaxSum+rightMaxSum);

}

[面试题 16.18. 模式匹配](https://leetcode-cn.com/problems/pattern-matching-lcci/)

你有两个字符串，即pattern和value。 pattern字符串由字母"a"和"b"组成，用于描述字符串中的模式。例如，字符串"catcatgocatgo"匹配模式"aabab"（其中"cat"是"a"，"go"是"b"），该字符串也匹配像"a"、"ab"和"b"这样的模式。但需注意"a"和"b"不能同时表示相同的字符串。编写一个方法判断value字符串是否匹配pattern字符串。

**示例 1：**

**输入：** pattern = "abba", value = "dogcatcatdog"

**输出：** true

**示例 2：**

**输入：** pattern = "abba", value = "dogcatcatfish"

**输出：** false

**示例 3：**

**输入：** pattern = "aaaa", value = "dogcatcatdog"

**输出：** false

**示例 4：**

**输入：** pattern = "abba", value = "dogdogdogdog"

**输出：** true

**解释：** "a"="dogdog",b=""，反之也符合规则

class Solution {

public:

    bool patternMatching(string pattern, string value) {

        int count\_a = 0, count\_b = 0;

        for (char ch: pattern) {

            if (ch == 'a') {

                ++count\_a;

            } else {

                ++count\_b;

            }

        }

        if (count\_a < count\_b) {

            swap(count\_a, count\_b);

            for (char& ch: pattern) {

                ch = (ch == 'a' ? 'b' : 'a');

            }

        }

        if (value.empty()) {

            return count\_b == 0;

        }

        if (pattern.empty()) {

            return false;

        }

        for (int len\_a = 0; count\_a \* len\_a <= value.size(); ++len\_a) {

            int rest = value.size() - count\_a \* len\_a;

            if ((count\_b == 0 && rest == 0) || (count\_b != 0 && rest % count\_b == 0)) {

                int len\_b = (count\_b == 0 ? 0 : rest / count\_b);

                int pos = 0;

                bool correct = true;

                string value\_a, value\_b;

                for (char ch: pattern) {

                    if (ch == 'a') {

                        string sub = value.substr(pos, len\_a);

                        if (!value\_a.size()) {

                            value\_a = move(sub);

                        } else if (value\_a != sub) {

                            correct = false;

                            break;

                        }

                        pos += len\_a;

                    } else {

                        string sub = value.substr(pos, len\_b);

                        if (!value\_b.size()) {

                            value\_b = move(sub);

                        } else if (value\_b != sub) {

                            correct = false;

                            break;

                        }

                        pos += len\_b;

                    }

                }

                if (correct && value\_a != value\_b) {

                    return true;

                }

            }

        }

        return false;

    }

};

[面试题 16.19. 水域大小](https://leetcode-cn.com/problems/pond-sizes-lcci/)

你有一个用于表示一片土地的整数矩阵land，该矩阵中每个点的值代表对应地点的海拔高度。若值为0则表示水域。由垂直、水平或对角连接的水域为池塘。池塘的大小是指相连接的水域的个数。编写一个方法来计算矩阵中所有池塘的大小，返回值需要从小到大排序。

**示例：**

**输入：**

[

[0,2,1,0],

[0,1,0,1],

[1,1,0,1],

[0,1,0,1]

]

**输出：** [1,2,4]

class Solution {

public:

    vector<int> pondSizes(vector<vector<int>>& land) {

        vector<int> res;

        for(int i = 0;i < land.size();i++)

        {

            for(int j = 0;j < land[i].size();j++)

            {

                int count = 0;

                if(land[i][j] == 0)

                {

                    dfs(i,j,land,count);//有效的一次dfs

                    if(count != 0)//计算一片鱼塘大小

                    res.push\_back(count);

                }

            }

        }

        sort(res.begin(),res.end());

        return res;

    }

    void dfs(int x,int y,vector<vector<int>> &land,int &count)

    {

        land[x][y] = -1;//染色

        count++;

        int dx[8] = {0,1,1,1,0,-1,-1,-1},dy[8] = {1,1,0,-1,-1,-1,0,1};//方向数组

        for(int i = 0;i < 8;i++)

        {

            int x1 = dx[i] + x;

            int y1 = dy[i] + y;

            if(x1 >= 0 && x1 < land.size() && y1 >= 0 && y1 <land[0].size() && land[x1][y1] == 0)//在方格内且是鱼塘

            dfs(x1,y1,land,count);//再次搜索

        }

    }

};

[面试题 16.20. T9键盘](https://leetcode-cn.com/problems/t9-lcci/)

在老式手机上，用户通过数字键盘输入，手机将提供与这些数字相匹配的单词列表。每个数字映射到0至4个字母。给定一个数字序列，实现一个算法来返回匹配单词的列表。你会得到一张含有有效单词的列表。映射如下图所示：
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**示例 1:**

**输入:** num = "8733", words = ["tree", "used"]

**输出:** ["tree", "used"]

**示例 2:**

**输入:** num = "2", words = ["a", "b", "c", "d"]

**输出:** ["a", "b", "c"]

class Solution {

public:

    vector<string> getValidT9Words(string num, vector<string>& words) {

        vector<string> ans;

        int n=num.size(),w=words.size();

        if(n==0||w==0) return ans;

        vector<char> table={'2','2','2','3','3','3','4','4','4','5','5','5','6','6','6','7','7','7','7','8',  '8','8','9','9','9','9'};//'t'-'a'

        for(string s:words){

            if(s.size()==n){

                int i=0;

                for(;i<n;i++){

                    if(table[int(s[i]-'a')]!=num[i]) break;

                }

                if(i==n) ans.push\_back(s);

            }

        }

        return ans;

    }

};

[面试题 16.21. 交换和](https://leetcode-cn.com/problems/sum-swap-lcci/)

给定两个整数数组，请交换一对数值（每个数组中取一个数值），使得两个数组所有元素的和相等。

返回一个数组，第一个元素是第一个数组中要交换的元素，第二个元素是第二个数组中要交换的元素。若有多个答案，返回任意一个均可。若无满足条件的数值，返回空数组。

**示例:**

**输入:** array1 = [4, 1, 2, 1, 1, 2], array2 = [3, 6, 3, 3]

**输出:** [1, 3]

**示例:**

**输入:** array1 = [1, 2, 3], array2 = [4, 5, 6]

**输出:** []

sum\_a - x = sum\_b + x

sum\_a - sum\_b = 2 \* x

即: 两数组和 之差必须为偶数,才可能交换, 否则返回 [ ]

确定数组和差 为 (diff = sum\_a - sum\_b) // 2,

遍历其中一个,在另一个中查找即可. 转为 两数之和,一样的解法.

class Solution {

public:

   vector<int> findSwapValues(vector<int>& array1, vector<int>& array2) {

        set<int>s;

        int sum1=0,sum2=0;

        for(int i=0;i<array1.size();i++)

            sum1+=array1[i];

        for(int i=0;i<array2.size();i++){

            sum2+=array2[i];

            s.insert(array2[i]);

        }

        if(abs(sum2-sum1)%2==1)     //abs取绝对值

           return {};                      //奇数直接返回空数组

        int n=(sum2-sum1)/2;                //体会一下这里n如果是负数会怎样

        for(int i=0;i<array1.size();i++){

            if(s.find(array1[i]+n)!=s.end())      //找到了就返回这俩数就行了

                return {array1[i],array1[i]+n}; //这里用array[i]+n代替array2里需要交换的数，秒！

        }

        return {};      //没找到返回空数组

    }

};

[面试题 16.22. 兰顿蚂蚁](https://leetcode-cn.com/problems/langtons-ant-lcci/)

一只蚂蚁坐在由白色和黑色方格构成的无限网格上。开始时，网格全白，蚂蚁面向右侧。每行走一步，蚂蚁执行以下操作。

(1) 如果在白色方格上，则翻转方格的颜色，向右(顺时针)转 90 度，并向前移动一个单位。  
(2) 如果在黑色方格上，则翻转方格的颜色，向左(逆时针方向)转 90 度，并向前移动一个单位。

编写程序来模拟蚂蚁执行的前 K 个动作，并返回最终的网格。

网格由数组表示，每个元素是一个字符串，代表网格中的一行，黑色方格由 'X' 表示，白色方格由 '\_' 表示，蚂蚁所在的位置由 'L', 'U', 'R', 'D' 表示，分别表示蚂蚁 左、上、右、下 的朝向。只需要返回能够包含蚂蚁走过的所有方格的最小矩形。

**示例 1:**

**输入:** 0

**输出:** ["R"]

**示例 2:**

**输入:** 2

**输出:**

[

  "\_X",

  "LX"

]

使用set类型的black来存储所有走过的且变为黑色的地板位置

首先假设起点为数组(0,0)点，后面会根据此进行偏移

black是动态变化的，因为白的能变成黑的，黑的也能变成白的

使用top\_left/top\_right/top\_up/top\_down分别记录当前走过的能达到的四个边界

由此可以得到最终结果数组的长宽大小

根据top\_left和top\_up可以获得数组零点的偏移，即对于black中的(x,y),其对应最终答案中的位置为(top\_up-y, x-top\_left);

为便于方向的转换，用vector按照顺时针方向记录一个数组{L,U,R,D}

此时，若当前方向为i，则右转下一个方向为(i+1)%4, 左转下一个方向为(i-1+4)%4

为便于下一个位置(x,y)的计算，与该方向数组的下标对应，设置hori/vert分别表示四个方向行走的时候(x,y)的变化情况

初始时，实际实在(1,0)位置，这一点需要注意

运行程序k次，不断更新black。这部分其实是最简单的。

最后计算结果数组的大小, 以及零点的偏移，把black中对应的板砖变黑

组后把当前位置更新上去即可

class Solution {

public:

    vector<string> printKMoves(int K) {

        set<pair<int,int>> black;

        if(K == 0) return vector<string>{"R"};

        vector<char> direction = {'L', 'U', 'R', 'D'};

        vector<int> hori = {-1, 0, 1, 0};

        vector<int> vert = {0, 1, 0, -1};

        int cur\_x = 1, cur\_y = 0;

        int cur\_direction = 2;

        int top\_left = 1, top\_right = 0

        int top\_up = 0, top\_down = 0;

        for(int i = 0; i < K; i++){

            if(black.find(pair<int,int>{cur\_x, cur\_y}) == black.end()){

                black.insert(pair<int,int>{cur\_x, cur\_y});

                cur\_direction = (cur\_direction+1)%4;

            }else{

                black.erase(pair<int,int>{cur\_x, cur\_y});

                cur\_direction = (cur\_direction - 1 + 4) % 4;

            }

            cur\_x += hori[cur\_direction];

            cur\_y += vert[cur\_direction];

            top\_left = min(top\_left, cur\_x);

            top\_right = max(top\_right, cur\_x);

            top\_down = min(top\_down, cur\_y);

            top\_up = max(top\_up, cur\_y);

        }

        int rows = top\_up - top\_down + 1;

        int cols = top\_right - top\_left + 1;

        string t;

        for(int i = 0; i < cols; i++) t.push\_back('\_');

        vector<string> ans(rows, t);

        for(auto it=black.begin(); it != black.end(); it++){

            int x = it->first, y = it->second;

            ans[top\_up-y][x-top\_left] = 'X';

        }

        ans[top\_up-cur\_y][cur\_x-top\_left] = direction[cur\_direction];

        return ans;

    }

};

[面试题 16.24. 数对和](https://leetcode-cn.com/problems/pairs-with-sum-lcci/)

设计一个算法，找出数组中两数之和为指定值的所有整数对。一个数只能属于一个数对。

**示例 1:**

**输入:** nums = [5,6,5], target = 11

**输出:** [[5,6]]

**示例 2:**

**输入:** nums = [5,6,5,6], target = 11

**输出:** [[5,6],[5,6]]

//map

class Solution {

public:

    vector<vector<int>> pairSums(vector<int>& nums, int target)

    {

        vector<vector<int>> ans;

        unordered\_map<int, int> mp;

        for (auto n : nums)

            mp[n]++;

        for (auto n : nums)

            if (--mp[n] >= 0 && --mp[target - n] >= 0)

            {

                ans.push\_back({n, target - n});

                //mp[n]--, mp[target - n]--;

            }

        return ans;

    }

};

//双指针

vector<vector<int>> pairSums(vector<int>& nums, int target) {

    //取消同步特性，提高cin,cout效率

    vector<vector<int>> res;

    //排序

    sort(nums.begin(), nums.end());

    int i = 0, j = nums.size() - 1;

    while (i < j) {

        int sum = nums[i] + nums[j];

        if (sum == target) {

            res.push\_back({ nums[i],nums[j] });

            i++;

            j--;

        }

        else if (sum > target) j--;

        else i++;

    }

    return res;

}

[面试题 16.26. 计算器](https://leetcode-cn.com/problems/calculator-lcci/)

给定一个包含正整数、加(+)、减(-)、乘(\*)、除(/)的算数表达式(括号除外)，计算其结果。

表达式仅包含非负整数，+， - ，\*，/ 四种运算符和空格  。 整数除法仅保留整数部分。

**示例 1:**

**输入:** "3+2\*2"

**输出:** 7

**示例 2:**

**输入:** " 3/2 "

**输出:** 1

**示例 3:**

**输入:** " 3+5 / 2 "

**输出:** 5

class Solution {

public:

    int calculate(string s) {

        char op = '+';

        int val;

        istringstream iss(s);

        stack<int> st;

        while(iss>>val){

            if(op=='+'){

                st.push(val);

            }else if(op=='-'){

                st.push(-val);

            }else{

                int val2 = st.top(); st.pop();

                if(op=='\*') st.push(val\*val2);

                else if(op=='/') st.push(val2/val);

            }

            iss>>op;

        }

        int res = 0;

        while(st.size()){

            res += st.top(); st.pop();

        }

        return res;

    }

};

[面试题 17.01. 不用加号的加法](https://leetcode-cn.com/problems/add-without-plus-lcci/)

设计一个函数把两个数字相加。不得使用 + 或者其他算术运算符。

**示例:** **输入:** a = 1, b = 1 **输出:** 2

class Solution {

public:

    int add(int a, int b) {

        while(b){

            auto carry = (unsigned int)(a & b) << 1;

            a ^= b;

            b = carry;

        }

        return a;

    }

};

[面试题 17.04. 消失的数字](https://leetcode-cn.com/problems/missing-number-lcci/)

数组nums包含从0到n的所有整数，但其中缺了一个。请编写代码找出那个缺失的整数。你有办法在O(n)时间内完成吗？

**注意：**本题相对书上原题稍作改动

**示例 1：**

**输入：**[3,0,1]

**输出：**2

**示例 2：**

**输入：**[9,6,4,2,3,5,7,0,1]

**输出：**8

class Solution {

public:

    int missingNumber(vector<int>& nums)

    {

        int sum = 0;

        for (int i = 0; i < nums.size(); i++)

        {

            sum ^= i;

            sum ^= nums[i];

        }

        sum ^= nums.size();

        return sum;

    }

};

[面试题 17.05. 字母与数字](https://leetcode-cn.com/problems/find-longest-subarray-lcci/)

给定一个放有字符和数字的数组，找到最长的子数组，且包含的字符和数字的个数相同。

返回该子数组，若存在多个最长子数组，返回左端点最小的。若不存在这样的数组，返回一个空数组。

**示例 1:**

**输入:** ["A","1","B","C","D","2","3","4","E","5","F","G","6","7","H","I","J","K","L","M"]

**输出:** ["A","1","B","C","D","2","3","4","E","5","F","G","6","7"]

**示例 2:**

**输入:** ["A","A"]

**输出:** []

数字看成-1，字母看成1，再计算前缀和。

前缀和 相同则计算下标的差值。

技巧：使用int[]数组memo存储 该前缀和 第1次出现时 的下标。

为何是第1次出现时的下标？

因为要求最长子数组。

比如：

["A","1","B","C","D","2","3","4","E","5","F","G","6","7","H","I","J","K","L","M"]

转化为[1, -1, 1, 1, 1, -1, -1, -1, 1, -1, 1, 1, -1, -1, 1, 1, 1, 1, 1, 1]

再转为前缀和形式[1, 0, 1, 2, 3, 2, 1, 0, 1, 0, 1, 2, 1, 0, 1, 2, 3, 4, 5, 6]。

前缀和相同是什么意思呢？

比如看加粗的2个1：[1, 0, 1, 2, 3, 2, 1, 0, 1, 0, 1, 2, 1, 0, 1, 2, 3, 4, 5, 6]

说明这2个1的下标所构成的区间内的数字和为0，而数字和为0说明有相同个数的1和-1，即相同个数的字母和数字。

具体来说：第1个加粗的1下标为0，第2个加粗的1下标为2，构成区间(0, 2](注意：是半开半闭)，

区间(0, 2]内元素的和即下标为1和下标为2的元素之和，[1, -1, 1, 1, 1, -1, -1, -1, 1, -1, 1, 1, -1, -1, 1, 1, 1, 1, 1, 1]

很明显-1 + 1 = 0

理解了这一点，剩余的工作就是找前缀和相同，且相隔最远的2个元素。

什么才是相隔最远？

[1, 0, 1, 2, 3, 2, 1, 0, 1, 0, 1, 2, 1, 0, 1, 2, 3, 4, 5, 6]

单只看前缀和为1的情况，毫无疑问，前缀和为1时，相隔最远的肯定是最左边的1和最右边的1.

因此我们只需要记录前缀和为1第一次出现时的下标即可(也就是记录了最左边的1的位置)，以后再遇到前缀和为1时，只需要将其下标 - 所记录的最左边的1的位置 即可。

至于memo数组大小为何初始化为(len << 1) + 1，考虑最极端的情况，要么全为-1，要么全为1，对应前缀和为-array.length和array.length。

特别注意:

当前缀和为0时，假设其下标为n，则说明区间[0, n]内所有元素的和为0，区间长度为n + 1。

因此将memo[0 + array.length]的值设为-1，因为n - (-1) = n + 1。

同时由于数组下标不能为负数，因此需要映射处理:

假设数组有2个元素，边界值为-2和2，即[-2, -1, 0, 1, 2]。

将[-2, -1, 0, 1, 2] 集体右移nums.length个单位，映射为[0, 1, 2, 3, 4]。

class Solution {

public:

    vector<string> findLongestSubarray(vector<string>& array) {

        int n=array.size();

        vector<int> prefix(n,0);

        unordered\_map<int,int> M;   //key,left\_index

        int left=0,right=-1;

        for(int i=0;i<n;++i){

            char ch=array[i][0];

            if(ch>='A' && ch<='z') prefix[i]=-1;

            else prefix[i]=1;

        }

        for(int i=1;i<n;++i){

            prefix[i]+=prefix[i-1];

        }

        for(int i=0;i<n;++i){

            auto it=M.find(prefix[i]);

            if(prefix[i]==0){

                if(right-left+1 < i+1){

                    right=i;left=0;

                }

                continue;

            }

            if(it==M.end()) M[prefix[i]]=i;

            else {

                if(right-left+1 < i-it->second){

                    right=i;left=it->second+1;

                }

            }

        }

        vector<string> ans;

        for(int i=left;i<=right;++i) ans.push\_back(array[i]);

        return ans;

    }

};

[面试题 17.06. 2出现的次数](https://leetcode-cn.com/problems/number-of-2s-in-range-lcci/)

编写一个方法，计算从 0 到 n (含 n) 中数字 2 出现的次数。

**示例:**

**输入:** 25

**输出:** 9

**解释:** (2, 12, 20, 21, 22, 23, 24, 25)(注意 22 应该算作两次)

解题思路

给定数字从个位开始向上分析

例如n=324时

- i     a      b      res

- 1     324    0      (324+7)/10\*1 + 0 = 33

- 10    32     4      (32+7)/10\*10 + 5 = 35

- 100   3      24     (3+7)/10\*100 = 100

res和为168即为所求

个位为4，5>2，故个位为2时，个位之前的取值有0~32共33种情况

十位为2，2为统计的数字，2为固定，百位取到0~2时各位才能取到0~9共310种情况，

而百位取3时，个位仅能取到0~4共五种情况，故为310+5 = 35种情况

百位为3，当百位取2时，后两位的取值有0~99共100种情况，故为100

同理，更大的数也是同理，“+7”是为特殊情况设计，当取值为0，1，2时不会产生进位，大于2时允许产生进位

class Solution {

public:

    int numberOf2sInRange(int n) {

        if(n <= 1)

            return 0;

        if(n <= 11)

            return 1;

        int a=0, b=0, res=0;

        for(long long i=1; i<=n; i\*=10){

            a = n/i;

            b = n%i;

            res += (a+7)/10\*i + (a%10 == 2)\*(b+1);

        }

        return res;

    }

};

[面试题 17.07. 婴儿名字](https://leetcode-cn.com/problems/baby-names-lcci/)

每年，政府都会公布一万个最常见的婴儿名字和它们出现的频率，也就是同名婴儿的数量。有些名字有多种拼法，例如，John 和 Jon 本质上是相同的名字，但被当成了两个名字公布出来。给定两个列表，一个是名字及对应的频率，另一个是本质相同的名字对。设计一个算法打印出每个真实名字的实际频率。注意，如果 John 和 Jon 是相同的，并且 Jon 和 Johnny 相同，则 John 与 Johnny 也相同，即它们有传递和对称性。

在结果列表中，选择**字典序最小**的名字作为真实名字。

**示例：**

**输入：**names = ["John(15)","Jon(12)","Chris(13)","Kris(4)","Christopher(19)"], synonyms = ["(Jon,John)","(John,Johnny)","(Chris,Kris)","(Chris,Christopher)"]

**输出：**["John(27)","Chris(36)"]

并查集，主要分为并操作和查操作

1、查操作，用来寻找祖先

2、并操作，能够将两个数据的祖先其中一个作为另一个的父节点，从而使得要合并的数据拥有同一个祖先

理解这两个操作就简单了，先初始化将每个数据的祖先设置为自己，接下来将要合并的数据进行并操作即可。最后只要找出祖先为自己的数据即可确定一共有哪些组。

class Solution {

public:

    unordered\_map<string, int> m\_name\_fre;//不需要排序应该用无序，比有序map效率提升不是一点半点

    unordered\_map<string, string> m\_parrent;

    string find(string name)//查操作，通过递归一直查到祖先，并且将路径上其他节点的父节点设置为祖先

    {

        if(m\_parrent.count(name) == 0)

            return name;

        string root = find(m\_parrent[name]);

        m\_parrent[name]=root;

        return root;

    }

    void m\_union(string n1, string n2)//并操作，将n1n2并为一类

    {

        n1 = find(n1);

        n2 = find(n2);

        if (n1 != n2)

        {

            //字典序比较

            if (n1 < n2)

                m\_parrent[n2] = n1;

            else

                m\_parrent[n1] = n2;

        }

    }

    vector<string> trulyMostPopular(const vector<string>& names, vector<string>& synonyms) {

        //对每个共同使用的名字对，进行并操作

        for (auto& name : synonyms)

        {

            int pos = name.find(',');

            string n1 = name.substr(1, pos - 1);

            string n2 = name.substr(pos + 1, name.size() - pos - 2);

            m\_union(n1,n2);

        }

        //将每个被使用的名字和其频率加入map

        for (auto& name : names)

        {

            int pos = name.find('(');

            string nm = name.substr(0, pos);

            int ifre = stoi(name.substr(pos + 1, name.size() - pos - 2));

            m\_name\_fre[find(nm)] += ifre;

        }

        //保存结果

        vector<string> result;

        for (auto& name : m\_name\_fre)

        {

            string fre = to\_string(name.second);

            result.push\_back(name.first + "(" + fre + ")");

        }

        return result;

    }

};

[面试题 17.08. 马戏团人塔](https://leetcode-cn.com/problems/circus-tower-lcci/)

有个马戏团正在设计叠罗汉的表演节目，一个人要站在另一人的肩膀上。出于实际和美观的考虑，在上面的人要比下面的人矮一点且轻一点。已知马戏团每个人的身高和体重，请编写代码计算叠罗汉最多能叠几个人。

**示例：**

**输入：**height = [65,70,56,75,60,68] weight = [100,150,90,190,95,110]

**输出：**6

**解释：**从上往下数，叠罗汉最多能叠 6 层：(56,90), (60,95), (65,100), (68,110), (70,150), (75,190)

题目给出两个维度，两个维度上都满足严格递增的要求才可以叠上去。

考虑需要严格递增，先按照height 升序排序，同时height 相同的人按照tweight 降序排序。

这样排序下来，直接在数组中查找关于weight 的最长递增子序列就能得到答案。

一个升序，一个降序的是与我们的解决方法相关（我们在排序之后，直接查找体重的最长递增子序列就能得到答案），

如： height = [3, 2, 2, 3, 1, 6]，weight = [7,3,5,6,2,10]。两个都升序的排序结果是height=[1,2,2,3,3,6]，weight=[2,3,5,6,7,10]，直接查找体重的最长递增子序列结果是6，

可以看到，同一身高内部可能存在体重的递增。因此，会被加入结果。而使用身高升序，体重降序，排序结果为height=[1,2,2,3,3,6]，weight=[2,5,3,7,6,10]，可以看到体重的最长递增子序列结果是4。

// 整个题目要求上面的人要比下面的人矮一点且轻一点，等价于下面的人要比上面的人矮一点且轻一点, 即反过来求

// 因为对于最优解路径, 正着求和反着求是同一个路径

// 为什么要反着求, 即从小到大, 那是因为对于std::lower\_bound()这个二分函数, 要求从小到大才可以二分

// 先固定第一维度(即高度按从小到大的顺序排序, 高度相同则体重从大到小), 然后再对体重这维dp(这个其实也可以看做贪心)

// dp[i]表示前i个数, 体重递增顺序的前提下, 第i个元素的体重尽量小

class Solution {

public:

    int bestSeqAtIndex(vector<int>& height, vector<int>& weight) {

        vector<pair<int,int>> tmp;

        for(int i = 0; i < height.size(); i++) tmp.push\_back({height[i], weight[i]});

        sort(tmp.begin(), tmp.end(), [](const pair<int,int> &a, const pair<int,int> &b) {

            return a.first == b.first ? a.second > b.second : a.first < b.first;

        });

        vector<int> dp; //长度为N的地方 最小的数字

        for(const auto &[h, w]: tmp) {

            auto p = lower\_bound(dp.begin(), dp.end(), w);  //二分查找第一个大于等于的地方

            if(p == dp.end()) dp.push\_back(w);

            else \*p = w;

        }

        return dp.size();

    }

};

[面试题 17.09. 第 k 个数](https://leetcode-cn.com/problems/get-kth-magic-number-lcci/)

有些数的素因子只有 3，5，7，请设计一个算法找出第 k 个数。注意，不是必须有这些素因子，而是必须不包含其他的素因子。例如，前几个数按顺序应该是 1，3，5，7，9，15，21。

**示例 1:** **输入:** k = 5**输出:** 9

class Solution {

public:

    int getKthMagicNumber(int k) {

        if (k <= 0) return 0;

        vector<long long int> nums(k+1, 1);  // 为防止越界，用 long long保存

        int p3 = 0, p5 = 0, p7 = 0;  // 标记"某个素数"的下标

        for (int i = 1; i < k; ++i)

        {

            nums[i] = min(min(3 \* nums[p3], 5 \* nums[p5]), 7 \* nums[p7]);

            if (nums[i] == 3 \* nums[p3]) p3++; // p3++是因为由p3所在的素数求得了最小值，故不会再由p3所在的素数求得另一个最小值，下一个最小值可能是3 \* nums[p3+1]。下面p5++, p7++同理。

            if (nums[i] == 5 \* nums[p5]) p5++;  // 注意此处是if,而不是else if,因为可能3 \*nums[p3] == 5 \* nums[p5] 或 7 \* nums[p7] == 5 \* nums[p5]。下面的同理。

            if (nums[i] == 7 \* nums[p7]) p7++;

        }

        return nums[k-1];

    }

};

[面试题 17.10. 主要元素](https://leetcode-cn.com/problems/find-majority-element-lcci/)

数组中占比超过一半的元素称之为主要元素。给定一个**整数**数组，找到它的主要元素。若没有，返回-1。

**示例 1：**

**输入：**[1,2,5,9,5,9,5,5,5]

**输出：**5

**示例 2：**

**输入：**[3,2]

**输出：**-1

**示例 3：**

**输入：**[2,2,1,1,1,2,2]

**输出：**2

class Solution {

public:

    int majorityElement(vector<int>& nums) {

        int count = 0, majority = 0;

        for(auto num : nums){

            if(!count)

                majority = num;

            if(num == majority)

                count++;

            else

                count--;

        }

        int C = 0;

        for(int i = 0; i < nums.size(); i++) {

            if(nums[i] == majority) C++;

        }

        if(C <= nums.size() / 2) majority = -1;

        return majority;

    }

};

[面试题 17.11. 单词距离](https://leetcode-cn.com/problems/find-closest-lcci/)

有个内含单词的超大文本文件，给定任意两个单词，找出在这个文件中这两个单词的最短距离(相隔单词数)。如果寻找过程在这个文件中会重复多次，而每次寻找的单词不同，你能对此优化吗?

**示例：**

**输入：**words = ["I","am","a","student","from","a","university","in","a","city"], word1 = "a", word2 = "student"

**输出：**1

class Solution {

public:

    int findClosest(vector<string>& words, string word1, string word2) {

        int t1 = -1, t2 = -1, res = words.size();

        for (int i = 0; i < words.size(); i ++) {

            if (words[i] == word1) t1 = i;

            else if (words[i] == word2) t2 = i;

            if (t1 != -1 && t2 != -1) res = min(res, abs(t1 - t2));

            if (res == 1) break;

        }

        return res;

    }

};

[面试题 17.12. BiNode](https://leetcode-cn.com/problems/binode-lcci/)

二叉树数据结构TreeNode可用来表示单向链表（其中left置空，right为下一个链表节点）。实现一个方法，把二叉搜索树转换为单向链表，要求依然符合二叉搜索树的性质，转换操作应是原址的，也就是在原始的二叉搜索树上直接修改。

返回转换后的单向链表的头节点。**注意：**本题相对原题稍作改动

**示例：输入：** [4,2,5,1,3,null,6,0]

**输出：** [0,null,1,null,2,null,3,null,4,null,5,null,6]

先定义一个节点ans用来返回整棵树，定义另一个节点cur=ans，用来表示正在遍历的节点的上一个节点。

进行中序遍历，每遍历到一个节点时，就将它的左孩子设为NULL，然后将它身作为上一个节点的右孩子。

struct TreeNode {

    int val;

    TreeNode \*left;

    TreeNode \*right;

    TreeNode(int x) : val(x), left(NULL), right(NULL) {}

};

class Solution {

public:

    TreeNode \*ans = new TreeNode(0),\*cur=ans;

    void inOrder(TreeNode\* node)

    {

        if(node==NULL)  return ;

        inOrder(node->left);

        node->left=NULL;    //将该节点的左孩子设为NULL

        cur->right=node;    //将该节点赋给上一个节点的右孩子

        cur=node;           //更新cur

        inOrder(node->right);

    }

    TreeNode\* convertBiNode(TreeNode\* root) {

        inOrder(root);

        return ans->right;

    }

};

[面试题 17.13. 恢复空格](https://leetcode-cn.com/problems/re-space-lcci/)

哦，不！你不小心把一个长篇文章中的空格、标点都删掉了，并且大写也弄成了小写。像句子"I reset the computer. It still didn’t boot!"已经变成了"iresetthecomputeritstilldidntboot"。在处理标点符号和大小写之前，你得先把它断成词语。当然了，你有一本厚厚的词典dictionary，不过，有些词没在词典里。假设文章用sentence表示，设计一个算法，把文章断开，要求未识别的字符最少，返回未识别的字符数。

**注意：**本题相对原题稍作改动，只需返回未识别的字符数

**示例：输入：**

dictionary = ["looked","just","like","her","brother"]

sentence = "jesslookedjustliketimherbrother"

**输出：** 7

**解释：** 断句后为"**jess** looked just like **tim** her brother"，共7个未识别字符。

class Trie {

public:

    Trie\* next[26] = {nullptr};

    bool isEnd;

    Trie() {

        isEnd = false;

    }

    void insert(string s) {

        Trie\* curPos = this;

        for (int i = s.length() - 1; i >= 0; --i) {

            int t = s[i] - 'a';

            if (curPos->next[t] == nullptr) {

                curPos->next[t] = new Trie();

            }

            curPos = curPos->next[t];

        }

        curPos->isEnd = true;

    }

};

class Solution {

public:

    int respace(vector<string>& dictionary, string sentence) {

        int n = sentence.length(), inf = 0x3f3f3f3f;

        Trie\* root = new Trie();

        for (auto& word: dictionary) {

            root->insert(word);

        }

        vector<int> dp(n + 1, inf);

        dp[0] = 0;

        for (int i = 1; i <= n; ++i) {

            dp[i] = dp[i - 1] + 1;

            Trie\* curPos = root;

            for (int j = i; j >= 1; --j) {

                int t = sentence[j - 1] - 'a';

                if (curPos->next[t] == nullptr) {

                    break;

                } else if (curPos->next[t]->isEnd) {

                    dp[i] = min(dp[i], dp[j - 1]);

                }

                if (dp[i] == 0) {

                    break;

                }

                curPos = curPos->next[t];

            }

        }

        return dp[n];

    }

};

[面试题 17.15. 最长单词](https://leetcode-cn.com/problems/longest-word-lcci/)

给定一组单词words，编写一个程序，找出其中的最长单词，且该单词由这组单词中的其他单词组合而成。若有多个长度相同的结果，返回其中字典序最小的一项，若没有符合要求的单词则返回空字符串。

**示例：**

**输入：** ["cat","banana","dog","nana","walk","walker","dogwalker"]

**输出：** "dogwalker"

**解释：** "dogwalker"可由"dog"和"walker"组成。

/\*

使用哈希集合存储列表中的每一个单词，接着遍历列表的中的每个单词判断其是否由其他单词组合而成

递归查找时，因为不能由其自身组成，因此每次从哈希集合中删除其自身

递归分割查找每一种可能，当一种分割到空串时，返回true，所有的情况遍历完毕，返回false

\*/

class Solution {

public:

    string longestWord(vector<string>& words) {

        unordered\_set<string> allwords(words.begin(),words.end());//可通過interator來複製vector到unordered\_set

        string ans;

        for(auto word:allwords){

            auto temp=allwords;//通過auto複製集合

            temp.erase(word);//erase()傳入元素可擦去集合中元素

            if(isCombinated(word,temp)){//查找word是否是其他元素組合

                if(word.size()>ans.size()) ans=word;

                if(word.size()==ans.size()) ans=min(word,ans);//Min傳入string,同樣長度情況下。min返回字典序小的那個string，實現返回通長度下字典序較小元素

            }

        }

        return ans;

    }

    bool isCombinated(string word,unordered\_set<string>& words){

        if(word.size()==0) return true;//迭代終點

        for(int i=1;i<=word.size();i++){//substr記錄首位不記錄末尾終點，所以i取等號為迭代末尾

        if(words.count(word.substr(0,i))&&isCombinated(word.substr(i), words)) return true;//words.count()查看元素是否在集合内，如果不在返回0

        }

        return false;

    }

};

[面试题 17.16. 按摩师](https://leetcode-cn.com/problems/the-masseuse-lcci/)

一个有名的按摩师会收到源源不断的预约请求，每个预约都可以选择接或不接。在每次预约服务之间要有休息时间，因此她不能接受相邻的预约。给定一个预约请求序列，替按摩师找到最优的预约集合（总预约时间最长），返回总的分钟数。

**注意：**本题相对原题稍作改动

**示例 1：输入：** [1,2,3,1]

**输出：** 4

**解释：** 选择 1 号预约和 3 号预约，总时长 = 1 + 3 = 4。

**示例 2：输入：** [2,7,9,3,1]

**输出：** 12

**解释：** 选择 1 号预约、 3 号预约和 5 号预约，总时长 = 2 + 9 + 1 = 12。

**示例 3：输入：** [2,1,4,5,3,1,1,3]

**输出：** 12

**解释：** 选择 1 号预约、 3 号预约、 5 号预约和 8 号预约，总时长 = 2 + 4 + 3 + 3 = 12。

class Solution {

public:

    int massage(vector<int>& nums) {

        int n = (int)nums.size();

        if (!n) return 0;

        int dp0 = 0, dp1 = nums[0];

        for (int i = 1; i < n; ++i){

            int tdp0 = max(dp0, dp1); // 计算 dp[i][0]

            int tdp1 = dp0 + nums[i]; // 计算 dp[i][1]

            dp0 = tdp0; // 用 dp[i][0] 更新 dp\_0

            dp1 = tdp1; // 用 dp[i][1] 更新 dp\_1

        }

        return max(dp0, dp1);

    }

};

[面试题 17.17. 多次搜索](https://leetcode-cn.com/problems/multi-search-lcci/)

给定一个较长字符串big和一个包含较短字符串的数组smalls，设计一个方法，根据smalls中的每一个较短字符串，对big进行搜索。输出smalls中的字符串在big里出现的所有位置positions，其中positions[i]为smalls[i]出现的所有位置。

**示例：**

**输入：**

big = "mississippi"

smalls = ["is","ppi","hi","sis","i","ssippi"]

**输出：** [[1,4],[8],[],[3],[1,4,7,10],[5]]

对smalls建trie树，其中每个树节点的sid记录对应的smalls id。

遍历big的所有后缀，并在trie树中查找后缀。对于查找路径上经过的所有有效sid（sid有效值为大于等于0的数），将后缀的起始id加入到sid对应的ans中。

struct TrieNode{

    int sid;

    TrieNode \*child[26];

    TrieNode(){

        sid=-1;

        for(int i=0;i<26;++i) child[i]=NULL;

    }

};

class Solution {

private:

    TrieNode \*root=new TrieNode();

public:

    void insert(string word,int s){

        int n=word.size();

        TrieNode \*cur=root;

        for(int i=0;i<n;++i){

            int cid=word.at(i)-'a';

            if(cur->child[cid]==NULL) cur->child[cid]=new TrieNode();

            cur=cur->child[cid];

        }

        cur->sid=s;

    }

    void search(string word,vector<vector<int>>& ans,int bid){

        int n=word.size();

        TrieNode \*cur=root;

        for(int i=0;i<n;++i){

            int cid=word.at(i)-'a';

            if(cur->sid!=-1) ans[cur->sid].push\_back(bid);

            if(cur->child[cid]==NULL) return ;

            cur=cur->child[cid];

        }

        if(cur->sid!=-1) ans[cur->sid].push\_back(bid);

    }

    vector<vector<int>> multiSearch(string big, vector<string>& smalls) {

        int n=smalls.size(),m=big.size();

        vector<vector<int>> ans(n,vector<int>{});

        for(int i=0;i<n;++i){

            if(smalls[i].size()==0) continue;

            insert(smalls[i],i);

        }

        for(int i=0;i<m;++i){

            string word=big.substr(i,m-i);

            search(word,ans,i);

        }

        return ans;

    }

};

[面试题 17.18. 最短超串](https://leetcode-cn.com/problems/shortest-supersequence-lcci/)

假设你有两个数组，一个长一个短，短的元素均不相同。找到长数组中包含短数组所有的元素的最短子数组，其出现顺序无关紧要。

返回最短子数组的左端点和右端点，如有多个满足条件的子数组，返回左端点最小的一个。若不存在，返回空数组。

**示例 1:输入:**

big = [7,5,9,0,2,1,3,**5,7,9,1**,1,5,8,8,9,7]

small = [1,5,9]

**输出:** [7,10]

**示例 2:输入:**

big = [1,2,3]

small = [4]

**输出:** []

class Solution {

public:

    vector<int> shortestSeq(vector<int>& big, vector<int>& small) {

        vector<int> res;

        unordered\_map<int, int> hashSmall;

        int count = 0, j = 0;

        for (auto e : small) {

            if (!hashSmall.count(e)) count++; // count的作用是记录small中元素的个数

            hashSmall[e]++;

        }

        for (int i = 0; i < big.size(); i++) {

            // 这一步的作用在于逐步扩大滑窗直至将所有的small元素包含进来

            hashSmall[big[i]]--;

            if (hashSmall[big[i]] == 0) count--;

            // count为0时进入循环

            while (!count) {

                // 由于上次处理后hashSmall中对应于big中非small部分hash的value = -1，因此，其加一后为0，循环直至找到第一个属于small的值，

                // 一次处理完成

                hashSmall[big[j]]++; // 这一步不仅用于分辨是否为small中元素，还用于找到下一个滑窗的进入位置。

                if (hashSmall[big[j]] > 0) {

                    count++;

                    if (res.empty() || res[1] - res[0] > i - j) res = {j, i};

                }

                j ++;

            }

        }

        return res;

    }

};

[面试题 17.19. 消失的两个数字](https://leetcode-cn.com/problems/missing-two-lcci/)

给定一个数组，包含从 1 到 N 所有的整数，但其中缺了两个数字。你能在 O(N) 时间内只用 O(1) 的空间找到它们吗？

以任意顺序返回这两个数字均可。

**示例 1:**

**输入:** [1]

**输出:** [2,3]

**示例 2:**

**输入:** [2,3]

**输出:** [1,4]

求和：

找到缺失的一个数

->找到缺失的两个数

class Solution {

public:

    vector<int> missingTwo(vector<int>& nums) {

        int n = nums.size() + 2;

        long sum = 0;

        for (auto x: nums) sum += x;

        int sumTwo = n \* (n + 1) / 2 - sum, limits = sumTwo / 2;

        sum = 0;

        for (auto x: nums)

            if (x <= limits) sum += x; // 两个数不相同那么一个大于，一个小于

        int one = limits \* (limits + 1) / 2 - sum;

        return {one, sumTwo - one};

    }

};

异或：

找到缺失的一个数

-> 找到缺失的两个数

class Solution {

public:

    vector<int> missingTwo(vector<int>& nums) {

        int ans = 0, n = nums.size();

        for (int i = 1; i <= n + 2; i ++) ans ^= i;

        for (auto x: nums) ans ^= x;

        int one = 0;

        int diff = ans & -ans;

        for (int i = 1; i <= n + 2; i ++)

            if (diff & i) one ^= i; // ?

        for (auto x: nums)

            if (diff & x) one ^= x;

        return {one, one ^ ans};

    }

};

原地hash

hash找到原来的位置

找到缺失的一个数

-> 找到缺失的两个数

class Solution {

public:

    vector<int> missingTwo(vector<int>& nums) {

        for (int i = 0; i < 3; i ++) nums.push\_back(-1);

        for (int i = 0; i < nums.size(); i ++)

            while (i != nums[i] && nums[i] != -1)

                swap(nums[i], nums[nums[i]]);

        vector<int> ans;

        for (int i = 1; i < nums.size(); i ++)

            if (nums[i] == -1) ans.push\_back(i);

        return ans;

    }

};

[面试题 17.21. 直方图的水量](https://leetcode-cn.com/problems/volume-of-histogram-lcci/)

给定一个直方图(也称柱状图)，假设有人从上面源源不断地倒水，最后直方图能存多少水量?直方图的宽度为 1。
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上面是由数组 [0,1,0,2,1,0,1,3,2,1,2,1] 表示的直方图，在这种情况下，可以接 6 个单位的水（蓝色部分表示水）。

**示例:** **输入:** [0,1,0,2,1,0,1,3,2,1,2,1] **输出:** 6

对于每一列，找出当前列左边的最大值和右边的最大值，如果 curHeight < min(leftMax, rightMax)，则当前列水量为min(leftMax, rightMax) - curHeight，否则，当前不可能盛水。因此，首先需要构建左边和右边最大值的数组。实际上，左边最大值数组不需要提前构建，也不用数组，在求水量的过程中动态更新即可。

class Solution {

   public:

    int trap(vector<int>& height) {

        if (height.size() <= 2) return 0;

        int n = height.size();

        vector<int> rightMax(height.size());

        rightMax[n - 1] = 0;

        for (int i = n - 2; i >= 0; i--) {

            rightMax[i] = max(rightMax[i + 1], height[i + 1]);

        }

        int leftMax = 0;

        int res = 0;

        for (int i = 1; i < n - 1; i++) {

            leftMax = max(leftMax, height[i - 1]);

            int lowBound = min(leftMax, rightMax[i]);

            if (height[i] < lowBound) {

                res += (lowBound - height[i]);

            }

        }

        return res;

    }

};

[面试题 17.22. 单词转换](https://leetcode-cn.com/problems/word-transformer-lcci/)

给定字典中的两个词，长度相等。写一个方法，把一个词转换成另一个词， 但是一次只能改变一个字符。每一步得到的新词都必须能在字典中找到。

编写一个程序，返回一个可能的转换序列。如有多个可能的转换序列，你可以返回任何一个。

**示例 1:** **输入:**

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

**输出:** ["hit","hot","dot","lot","log","cog"]

**示例 2:** **输入:**

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

**输出:** []

**解释:** *endWord* "cog" 不在字典中，所以不存在符合要求的转换序列。

class Solution {

public:

    bool canTranslate(string& from\_, string& to\_){

        if(from\_.size() != to\_.size()) { return false; }

        int count = 0;

        for(int i = 0; i < from\_.size(); ++i){

            if(from\_[i] != to\_[i]) {

                count++;

            }

        }

        return count == 1;

    }

    bool hasRoute(string& curWord, string& endWord, vector<string>& wordList,

                    vector<bool>& visited, vector<string>& result) {

        if(curWord == endWord){ return true; }

        for(int i = 0; i < wordList.size(); ++i){

            if(visited[i] || !canTranslate(curWord, wordList[i])) continue;

            visited[i] = true;

            result.push\_back(wordList[i]);

            if(hasRoute(wordList[i], endWord, wordList, visited, result)){

                return true;

            }

            result.pop\_back();

            // 如果运行到这一步，意味着无法从i这个点找到路径，所以visited[i]无需改为false.

            // visited[i] = false;

        }

        return false;

    }

    vector<string> findLadders(string beginWord, string endWord, vector<string>& wordList) {

        vector<string> result = {beginWord};

        vector<bool> visited(wordList.size(), false);

        if(hasRoute(beginWord, endWord, wordList, visited, result)){

            return result;

        }

        return vector<string>();

    }

};

[面试题 17.23. 最大黑方阵](https://leetcode-cn.com/problems/max-black-square-lcci/)

给定一个方阵，其中每个单元(像素)非黑即白。设计一个算法，找出 4 条边皆为黑色像素的最大子方阵。

返回一个数组 [r, c, size] ，其中 r, c 分别代表子方阵左上角的行号和列号，size 是子方阵的边长。若有多个满足条件的子方阵，返回 r 最小的，若 r 相同，返回 c 最小的子方阵。若无满足条件的子方阵，返回空数组。

**示例 1:输入:**

[

  [1,0,1],

  [**0,0**,1],

  [**0,0**,1]

]

**输出:** [1,0,2]

**解释:** 输入中 0 代表黑色，1 代表白色，标粗的元素即为满足条件的最大子方阵

**示例 2:**

**输入:**

[

  [**0**,1,1],

  [1,0,1],

  [1,1,0]

]

**输出:** [0,0,1]

动态规划，cnt[r][c][0/1]表示以坐标r,c为起点向左/右最多的连续黑色块的数量

class Solution {

public:

    vector<int> findSquare(vector<vector<int>>& matrix) {

        vector<int> ans(3, 0);

        int n = matrix.size();

        if(n == 0) return {};

        if(n == 1){

            if(matrix[0][0] == 0)

                return {0, 0, 1};

            else

                return {};

        }

        //cnt[r][c][0/1],0右侧,1下侧

        vector<vector<vector<int>>> cnt(n, vector<vector<int>>(n, vector<int>(2)));

        for(int r = n-1; r >= 0; r--){

            for(int c = n-1; c >= 0; c--){

                if(matrix[r][c] == 1)

                    cnt[r][c][0] = cnt[r][c][1] = 0;

                else{

                    //统计cnt[r][c][0/1]

                    if(r < n-1) cnt[r][c][1] = cnt[r+1][c][1] + 1;

                    else cnt[r][c][1] = 1;

                    if(c < n-1) cnt[r][c][0] = cnt[r][c+1][0] + 1;

                    else cnt[r][c][0] = 1;

                   //更新当前最大子方阵

                    int len = min(cnt[r][c][0], cnt[r][c][1]);//最大的可能的边长

                    while(len >= ans[2]){//要答案r,c最小，所以带等号

                        if(cnt[r+lena-1][c][0] >= len && cnt[r][c+len-1][1] >= len){

                            //可以构成长为len的方阵

                            ans = {r, c, len};

                            break;

                        }

                        len--;

                    }

                }

            }

        }

        return ans;

    }

};

[面试题 17.24. 最大子矩阵](https://leetcode-cn.com/problems/max-submatrix-lcci/)

给定一个正整数和负整数组成的 N × M 矩阵，编写代码找出元素总和最大的子矩阵。

返回一个数组 [r1, c1, r2, c2]，其中 r1, c1 分别代表子矩阵左上角的行号和列号，r2, c2 分别代表右下角的行号和列号。若有多个满足条件的子矩阵，返回任意一个均可。

**注意：**本题相对书上原题稍作改动

**示例:** **输入:**

[

  [-1,**0**],

  [0,-1]

]

**输出:** [0,1,0,1] **解释:** 输入中标粗的元素即为输出所表示的矩阵

class Solution {

public:

    vector<int> getMaxMatrix(vector<vector<int>>& matrix) {

        vector<int> ans(4);//保存最大子矩阵的左上角和右下角的行列坐标

        int N = matrix.size();

        int M = matrix[0].size();

        vector<int> b(M,0);//记录当前i~j行组成大矩阵的每一列的和，将二维转化为一维

        int sum;//相当于dp[i],dp\_i

        int maxsum=INT\_MIN;//记录最大值

        int bestr1,bestc1;//暂时记录左上角，相当于begin

        for(int i=0;i<N;i++){     //以i为上边，从上而下扫描

            for(int t=0;t<M;t++ ) b[t]=0;    //每次更换子矩形上边，就要清空b，重新计算每列的和

            for(int j=i;j<N;j++){    //子矩阵的下边，从i到N-1，不断增加子矩阵的高

                //一下就相当于求一次最大子序列和

                sum = 0;//从头开始求dp

                for(int k=0;k<M;k++){

                    b[k]+=matrix[j][k];

//我们只是不断增加其高，也就是下移矩阵下边，所有这个矩阵每列的和只需要加上新加的哪一行的元素

//因为我们求dp[i]的时候只需要dp[i-1]和nums[i],所有在我们不断更新b数组时就可以求出当前位置的dp\_i

                    if(sum>0){

                        sum+=b[k];

                    }

                    else{

                        sum=b[k];

                        bestr1=i;//自立门户，暂时保存其左上角

                        bestc1=k;

                    }

                    if( sum > maxsum){

                        maxsum = sum;

                        ans[0]=bestr1;//更新答案

                        ans[1]=bestc1;

                        ans[2]=j;

                        ans[3]=k;

                    }

                }

            }

        }

        return ans;

    }

};

[面试题 17.25. 单词矩阵](https://leetcode-cn.com/problems/word-rectangle-lcci/)

给定一份单词的清单，设计一个算法，创建由字母组成的面积最大的矩形，其中每一行组成一个单词(自左向右)，每一列也组成一个单词(自上而下)。不要求这些单词在清单里连续出现，但要求所有行等长，所有列等高。

如果有多个面积最大的矩形，输出任意一个均可。一个单词可以重复使用。

**示例 1:**

**输入:** ["this", "real", "hard", "trh", "hea", "iar", "sld"]

**输出:**

[

  "this",

  "real",

  "hard"

]

**示例 2:**

**输入:** ["aa"]

**输出:** ["aa","aa"]

将所有单词插入Trie树

将单词按长度分组，哈希map

从单词长度最长组的开始遍历，对每组单词进行DFS搜索

利用Trie树检查是否合法，不合法回溯

有几处优化见注释，容易超时

class trie

{

public:

    bool isEnd = false;

    trie\* next[26] = {NULL};

    void insert(string& s)

    {

        trie \*cur = this;

        for(int i = 0; i < s.size(); ++i)

        {

            if(!cur->next[s[i]-'a'])

                cur->next[s[i]-'a'] = new trie();

            cur = cur->next[s[i]-'a'];

        }

        cur->isEnd = true;

    }

};

class Solution {

    trie\* t;

    vector<string> ans;

    vector<string> temp;

public:

    vector<string> maxRectangle(vector<string>& words) {

        t = new trie();

        map<int,vector<string>> m;

        int maxlen = 0, maxarea = 0, area;

        for(auto& w : words)

        {

            t->insert(w);//单词插入trie

            m[w.size()].push\_back(w);//单词按长度分组

            maxlen = max(maxlen, int(w.size()));//最大单词长度

        }

        for(auto it = m.rbegin(); it != m.rend(); ++it)

        {   //反向遍历，从长度大的开始

            if(maxarea/(it->first) >= maxlen)

                break;//最长的单词\*宽度 都不够大，这组不用找了

            temp.clear();

            area = 0;

            dfs(it->second,maxarea,maxlen,area);

        }

        return ans;

    }

    void dfs(vector<string>& wd, int& maxarea, int maxlen, int area)

    {

        if(wd[0].size()\*maxlen <= maxarea)//找到的面积到极限了，退出吧

            return;//这个优化必须有，没有会超时

        vector<bool> res;

        for(int i = 0; i < wd.size(); ++i)

        {

            temp.push\_back(wd[i]);

            res = isgood(temp);//是否合法

            if(res[0])//可以往下加单词

            {

                area = temp.size()\*temp[0].size();

                if(res[1] && area > maxarea)//都是结束单词

                {   //更新最大值

                    maxarea = area;

                    ans = temp;

                }

                dfs(wd, maxarea, maxlen, area);

            }

            // else//不能有else，有的话 if内的dfs出来，没有回溯

            temp.pop\_back();

        }

    }

    vector<bool> isgood(vector<string>& tp)

    {

        trie \*cur;

        bool allend = true;

        int i, j, n = tp[0].size();

        for(j = 0; j < n; ++j)//按列在trie中检查

        {

            cur = t;

            for(i = 0; i < tp.size(); ++i)

            {

                if(!cur->next[tp[i][j]-'a'])

                    return {false, false};

                cur = cur->next[tp[i][j]-'a'];

            }

            allend &= cur->isEnd;

        }

        return {true, allend};//可以继续插入、每个列向单词都在字典中

    }

};

[面试题 17.26. 稀疏相似度](https://leetcode-cn.com/problems/sparse-similarity-lcci/)

两个(具有不同单词的)文档的交集(intersection)中元素的个数除以并集(union)中元素的个数，就是这两个文档的相似度。例如，{1, 5, 3} 和 {1, 7, 2, 3} 的相似度是 0.4，其中，交集的元素有 2 个，并集的元素有 5 个。给定一系列的长篇文档，每个文档元素各不相同，并与一个 ID 相关联。它们的相似度非常“稀疏”，也就是说任选 2 个文档，相似度都很接近 0。请设计一个算法返回每对文档的 ID 及其相似度。只需输出相似度大于 0 的组合。请忽略空文档。为简单起见，可以假定每个文档由一个含有不同整数的数组表示。

输入为一个二维数组 docs，docs[i] 表示 id 为 i 的文档。返回一个数组，其中每个元素是一个字符串，代表每对相似度大于 0 的文档，其格式为 {id1},{id2}: {similarity}，其中 id1 为两个文档中较小的 id，similarity 为相似度，精确到小数点后 4 位。以任意顺序返回数组均可。

**示例:**

**输入:**

[

  [14, 15, 100, 9, 3],

  [32, 1, 9, 3, 5],

  [15, 29, 2, 6, 8, 7],

  [7, 10]

]

**输出:**

[

  "0,1: 0.2500",

  "0,2: 0.1000",

  "2,3: 0.1429"

]

基本思路：

先遍历所有文档的所有单词，mp1[word]返回数组，表示包含有单词word的文档id

生成mp1需要O(DW)复杂度，D表示文档数量，W表示每个文档的单词数（粗略认为W相等）。

根据mp1我们就可以判断哪两个文档会相交，只对相交的文档进行相似度计算。即使相似性的计算这块是个暴力法，速度也不会很慢，因为题目说了相交是稀疏的，只有很少的文档有会相交。

知道哪两个文档会相交后，分别排序两个文档内的单词，然后双指针找出两个文档相交元素，进一步的计算出这两个文档的相似度。

进一步提升效率

从判断相交的方法入手。通常的方法是把相交文档内的单词排序，然后双指针找出两个文档相交元素。但是我们可以改进方法，利用好mp1的信息，进一步提升效率。

对于遍历mp1种每个word，都可以得到mp1[word]，这是一个数组，返回包含有单词word的文档id

遍历mp1[word]，对两两文档的相交次数+1，即mp2[id1][id2]++;

最后mp2里存的是所有相交文档的交集个数

相似度(id1,id2) = mp2[id1][id2] / (docs[id1].size() + docs[id2].size() - mp2[id1][id2])

注意：C++注意精度误差问题，最后输出时需要加上1e-9

class Solution {

public:

    vector<string> computeSimilarities(vector<vector<int>>& docs) {

        unordered\_map<int, vector<int>> mp1;

        for(int i=0; i<docs.size(); ++i){

            for(auto &word : docs[i]){

                mp1[word].push\_back(i);

            }

        }

        unordered\_map<int, unordered\_map<int, int>> mp2;

        for(auto &item : mp1){

            auto &ids = item.second;

            for(int i=0; i+1<ids.size(); ++i){

                for(int j=i+1; j<ids.size(); ++j){

                    mp2[ids[i]][ids[j]]++;

                }

            }

        }

        vector<string> result;

        char temp[256];

        for(auto &item : mp2){

            int id1 = item.first;

            for(auto &item2 : item.second){

                int id2 = item2.first;

                double similary = (double)item2.second /

                                    (docs[id1].size() + docs[id2].size() - item2.second);

                sprintf(temp, "%d,%d: %0.4lf", id1, id2, similary + 1e-9);

                // cout << temp << endl; // debug

                result.push\_back(temp);

            }

        }

        return result;

    }

};