## 一、基本的python使用概念

### ****1.1 Python脚本的调用方式****

在linux中，python、shell这些程序都是普通的文本格式，都需要一种程序去解释执行它。要么调用的时候指定，要么在文件头指定。

1. 直接使用python xxxx.py执行。其中python可以写成python的绝对路径。使用which python进行查询。

2、在文件的头部（第一行）写上**#!/usr/bin/python，**这个地方使用python的绝对路径，就是上面用which python查询来的结果。然后在外面就可以使用./xxx.py执行了。

### ****1.2 源程序编码方式****

默认情况下, Python 源码文件以UTF-8 编码. 在这种编码下, 世界上大多数语言的字符都可以用于, 字符串常量, 标识符, 以及注释——尽管标准库遵循一个所有可移植代码都应遵守的约定: 仅使用ASCII 字符作为标识符. 要正确地显示所有这些字符, 你的编辑器一定要有能力辨认出是UTF-8 编码, 还要使用一个支持所有文件中字符的字体.

也可以为源码文件指定不同的编码. 为此, 要在#! 行后面指定一个特

殊的注释行, 以定义源码文件的编码:

# -\*- coding: encoding -\*-

有了这样的声明，源文件中的所有字符都会被以encoding 的编码来解读，

而非是UTF-8.

## 二、数据结构

### 2.1 字符串 ' '

（1）定义

字符串是用单引号或双引号包裹起来的。

字符串有几种方法来跨越多行：

第一种，利用单引号或双引号，在一行最后加上一个反斜杠以表明下一行是这行的逻辑延续:

另一种方法, 字符串可以使用一对匹配的三引号对包围: """ 或'''. 当使用三引号时, 回车不需要被舍弃, 他们会包含在字符串里.

（2）操作

|  |
| --- |
| word = 'Help ' + 'A'  'str' 'ing' #该操作只支持常量  '<' + word\*5 + '>'  word[-1] # 最后一个字符  word[-2] # 倒数第二个字符  word[-2:] # 最后两个字符  word[:-2] #除了最后两个字符以外的字符  len(word) #表示字符串长度 |
|  |

### 2.2 列表相关 [ ]

#### 2.2.1 简介

Python 有一些**复合数据类型**, 用来把其它值分组. 最全能的就是list,它可以写为在方括号中的通过逗号分隔的一列值(项). 列表的项并不需要是同一类型。

就像字符串索引, 列表的索引从0 开始, 列表也可以切片, 连接等等。

所有的切片操作返回一个包含请求元素的新列表。

|  |
| --- |
| a = ['spam ', 'eggs', 100 , 1234]  a[1:-1] #第二个到倒数第二个  3\*a[:3] + ['Boo!']  a[:] #返回a的浅复制  a[2] = a[2] + 23 #列表中的单个元素是可变的，包括列表的长度、内容、值等都是可以变的  a[0:2] = [1, 12] #替代一些项  a[0:2] = [] #移除一些项  a[1:1] = ['bletch ', 'xyzzy '] #插入一些项  a[:] = [] #清空列表  len(a) # len也有效  p = [1, [1,2], 4] #可以嵌套列表  p[1].append('xtra') #元素尾部加入一些内容 |

#### 2.2.2 常见用法

|  |
| --- |
| list.**append(x)**  在列表的尾部添加一个项; 等价于a[len(a):]=[x]  list.**extend(L)**  用给入的列表将当前列表接长; 等价于a[len(a):]=L  list.**insert(i, x)**  在给定的位置上插入项. 第一个参数就是准备在它之前插入的元素的索引, 因此a.insert(0,x) 会在列表的头部插入, 而a.insert(len(a),x) 则等价于a.append(x)  list.**remove(x)**  移除列表中第一个值为x 的项. 没有符合要求的项时, 会产生一个错误.  list.**pop([i])**  删除列表给定位置的项, 并返回它. 如果没有指定索引, a.pop 移除并返回列表的最后一项. (函式原型的i 在中方括号中意味着它是一个可选参数, 而不是你应当在那里键入一个方括号. 你将会在Python 库参考中经常见到这种表示法.)  list.**index(x)**  返回列表中第一个值为x 的项索引值. 如果没有匹配的项, 则产生一个错误  list.**count(x)**  返回列表中x 出现的次数  list.**sort()**  就地完成列表排序  list.**reverse()**  就地完成列表项的翻转 |

**（1）把列表当作堆栈用**

堆栈的特性是最后添加的元素就是第一个取出的元素(即“后入先出”). 要在栈顶添加一个项, 就使用**append()**. 要从栈顶取回一个项, 就使用不带显式索引的**pop()**

**（2）把列表或者collection.deque当作队列用**

从列表的尾部添加和弹出是很快的, 而在列表的开头插入或弹出是慢的(因为所有元素都得移动一个位置).

要实现一个队列, 使用collection.deque, 它被设计成在两端添加和弹出都很快

|  |
| --- |
| **from** collections **import** deque  >>> queue = deque(["Eric", "John", "Michael"])  >>> queue.append("Terry") # Terry 进入  >>> queue.append("Graham") # Graham 进入  >>> queue.popleft() # 第一个进入的现在离开  'Eric'  >>> queue.popleft() # 第二个进入的现在离开  'John' |

**（3）列表推导式**

列表推导式的结构是, 在一个方括号里, 首先是一个表达式, 随后是一个for 子句, 然后是零个或更多的for 或if 子句. 结果将是通过计算for和if 子句来获得的一个列表.

如果要使表达式推导式出元组, 就必须用圆括号.

|  |
| --- |
| >>> vec = [2, 4, 6]  >>> [[x, x\*\*2] **for** x **in** vec]  [[2, 4], [4, 16], [6, 36]]  >>> [3\*x **for** x **in** vec **if** x > 3]  [12 , 18]  >>> [(x, x\*\*2) **for** x **in** vec]  [(2, 4), (4, 16), (6, 36)]  >>> vec1 = [2, 4, 6]  >>> vec2 = [4, 3, -9]  >>> [x\*y **for** x **in** vec1 **for** y **in** vec2]  [8, 6, -18 , 16 , 12 , -36 , 24 , 18 , -54]  >>> [x+y **for** x **in** vec1 **for** y **in** vec2]  [6, 5, -7, 8, 7, -5, 10 , 9, -3]  >>> [vec1[i]\*vec2[i] **for** i **in** range(len(vec1))]  [8, 12 , -54]  >>> [str(round(355/113 , i)) **for** i **in** range(1, 6)]  ['3.1', '3.14', '3.142', '3.1416', '3.14159 '] |

**（4）del语句**

通过给定索引而不是值, 来删除列表中项的方法: 用**del** 语句. 它与返回一个值的**pop()** 方法不同. **del** 语句也可以移除列表中的切片, 或者清除整个列表(之前我们通过给切片赋值为空列表来完成这点)。

|  |
| --- |
| >>> **del** a[0]  >>> **del** a[2:4]  >>> **del** a[:]  >>> **del** a #删除变量实体，后面引用a就会出错 |

### 2.3元组（ ）和序列

另一种标准序列数据类型: 元组。元组由若干逗号分隔的值组成, 一般需要用圆括号包含，例如:

|  |
| --- |
| >>> t = 12345 , 54321 , 'hello!'  >>> t[0]  12345  >>> t  (12345 , 54321 , 'hello!')  >>> u = t, (1, 2, 3, 4, 5)  >>> u  ((12345 , 54321 , 'hello!'), (1, 2, 3, 4, 5)) |

元组有许多用途. 例如: (x, y) 坐标对, 数据库里的员工记录等. 元组同字串都是不可变的: 无法对元组指定项进行赋值(尽管可通过切片和连接来模拟这个操作). 元组中可以包含可变的对象, 如列表。

构造包含0 或1 个项的元组是个特殊问题: 语法上为了适应这一情况,有些额外的规则.

**空元组由一对空的圆括号构造;**

**一个项的元组由一个值后面跟着一个逗号构造**(把一个值放入一对圆括号里并不足以构造一个元组)。

**（1）元组打包和序列解包**

|  |
| --- |
| >>> t = 12345,54321,'hello!' #元组打包  >>> x, y, z = t #序列解包 |

### 2.4 集合 set{ a }

集合是种无序不重复的元素集.基本用途包括成员关系测试和重复条目消除. 集合对象也支持合(union),交(intersection), 差(difference), 和对称差(sysmmetric difference) 等数学操作。

花括号或函式set() 可用于创建集合. 注意: 创建一个空集合只能使用set(), 而不能使用{}; 后者是创建一个空字典。

|  |
| --- |
| >>> basket = {'apple ', 'orange ', 'apple ', 'pear', 'orange ', 'banana '}  >>> **print**(basket) # 重复的被移除了  {'orange ', 'banana ', 'pear', 'apple '}  >>> 'orange ' **in** basket # 快速成员关系测试  True  >>> 'crabgrass ' **in** basket  False  >>> a = set('abracadabra ')  >>> b = set('alacazam ')  >>> a # a 中的不重复字母  {'a', 'r', 'b', 'c', 'd'}  >>> a - b # a 中有而b中没有的字母  {'r', 'd', 'b'}  >>> a | b # 在a 中或在b中的字母  {'a', 'c', 'r', 'd', 'b', 'm', 'z', 'l'}  >>> a & b # a 和b 中都有的字母  {'a', 'c'}  >>> a ^ b # a 或b中只有一个有的字母  {'r', 'd', 'b', 'm', 'z', 'l'}  >>> a = {x **for** x **in** 'abracadabra ' **if** x **not in** 'abc'}  >>> a  {'r', 'd'} |

### 2.5 字典 { a:b }

在其它语言中字典一般被叫做“关联存储”或“关联数组”. 与使用某个范围作为索引的序列不一样, **字典通过键来索引, 而键可以是任意不可变类型;**

通常用**字符串和数字作为键.** 如果**元组只包含字符串和数字, 元组也可以作为键**; 但是, 当元组直接或间接地包含可变对象时, 就不能用作一个键. **不能使用列表作为键,** 因为列表可以通过索引, 切片原地赋值而被改变。

**字典**看成是一个**没有顺序的键*:* 值对集合, 键必须是唯一的**(在一个字典里). 一对花括号创建一个空字典: {}. 在括号中间放置的以逗号分隔的键:值对列表就是字典的初始键:值对. 这也是字典输出时的格式.

**（1）存储、取值与删除**

字典最主要的操作是通过某键存储一个值, 以及从给定的键里提取它的值.

如果你使用一个已被使用的键进行存储操作, 该键的旧值就没有了.

使用一个不存在的键提取值会产生一个错误.

使用**del** 可以删除一个键: 值对.

**（2）查询字典中的键值**

在一个字典上执行list(d.keys()) 返回该字典中所使用键的列表, 该列表的顺序不确定(如果需要有序, 只要使用sorted(d.keys()))。

**（3）检查键是否存在**

要检查某一个键是否在字典里, 使用**in** 关键字.

|  |
| --- |
| >>> tel = {'jack ': 4098 , 'sape': 4139}  >>> tel['guido '] = 4127  >>> **del** tel['sape']  >>> tel['irv'] = 4127  >>> list(tel.keys())  ['irv', 'guido ', 'jack']  >>> sorted(tel.keys())  ['guido ', 'irv', 'jack']  >>> 'guido ' **in** tel  True |

**（4）构造器dict()**

|  |
| --- |
| >>> dict([('sape ', 4139), ('guido ', 4127), ('jack', 4098)])  {'sape': 4139 , 'jack': 4098 , 'guido ': 4127}  >>> dict([(x, x\*\*2) **for** x **in** (2, 4, 6)]) # 使用列表推导式  {2: 4, 4: 16 , 6: 36}  若键为字符串, 有时用关键字参数指定键值对更为简单:  >>> dict(sape=4139 , guido=4127 , jack=4098)  {'sape': 4139 , 'jack': 4098 , 'guido ': 4127} |

### 2.6 遍历技巧

#### 2.6.1 enumerate()

对序列遍历时, 可以使用**enumerate()** 函式来同时取回位置索引和相应的值.

|  |
| --- |
| >>> **for** i, v **in** enumerate(['tic', 'tac', 'toe']):  ... **print**(i, v)  ...  0 tic  1 tac  2 toe |

#### 2.6.2 zip()

同时对两个或更多的序列进行遍历时, 可用**zip()** 进行组合.

|  |
| --- |
| >>> questions = ['name', 'quest ', 'favorite color ']  >>> answers = ['lancelot ', 'the holy grail ', 'blue']  >>> **for** q, a **in** zip(questions , answers):  ... **print**('What is your {0}? It is {1}.'.format(q, a))  ...  What **is** your name? It **is** lancelot.  What **is** your quest? It **is** the holy grail.  What **is** your favorite color? It **is** blue. |

#### 2.6.3 reversed()、sorted()

反向遍历序列和有序遍历序列

|  |
| --- |
| >>> **for** i **in** reversed(range(1, 10 , 2)):  ... **print**(i)  >>> basket = ['apple ', 'orange ', 'apple ', 'pear', 'orange ', 'banana ']  >>> **for** f **in** sorted(set(basket)):  ... **print**(f) |

#### 2.6.4 items()

当对字典遍历时, 可用**items()** 方法同时取回键和对应的值。

|  |
| --- |
| >>> knights = {'gallahad ': 'the pure', 'robin ': 'the brave '}  >>> **for** k, v **in** knights.items():  ... **print**(k, v)  gallahad the pure  robin the brave |

### 2.7 条件控制

在**while** 和**if** 语句中使用的条件可以包含任何操作符。

#### 2.7.1 比较操作符

• 比较操作符**in** 和**not in** 检查一个值是否在序列中.

• 操作符**is** 和**is not** 比较两个对象是否为同一对象; 这只对诸如列表的可变对象有用.

所有比较操作符具有相同的优先级, 低于所有的数值操作.比较操作符可以连起来使用. 例如, a < b == c 测试a 小于b 且b 与c相等.

#### 2.7.2 逻辑操作符

• 逻辑操作符的优先级又低于比较操作符;

• 这其中, **not** 优先级最高, 而**or** 的优先级最低, 因此A **and not** B **or** C 等价于(A **and** (**not** B)) **or** C . 同样, 可以使用圆括号来表达想要的结果.

• 逻辑操作符**and** 和**or** 被称为短路操作符: 它从左至右计算参数, 并且当结果确定时计算就立即停止.

比较操作(或其它任何布尔表达式) 都能用逻辑操作符**and** 和**or** 连接,结果值可以用**not** 取反。

|  |
| --- |
| >>> string1 , string2 , string3 = '', 'Trondheim ', 'Hammer Dance '  >>> non\_null = string1 **or** string2 **or** string3  >>> non\_null  'Trondheim ' |

## 三、python函数

### 3.1 流程控制

（1）If控制

if …:

elif …:

else :

（2）For控制

for x in a[:]: # 制造整个列表的切片复本

if len(x) > 6: a.insert(0, x)

（3）break 和continue 语句, 以及循环中的else 子句

break 语句工作得如同C 语言一样, 跳出最小的for 或while 循环.

循环语句可以有一个else 子句; 该子句会在以下情况被执行: 循环因迭代到列表末尾而终止(for 语句), 或者, 当循环条件为假(while 语句), 同时它不会在循环因break 语句终止的情况下被执行. 下面搜索素数的示例说明了这一特性:

|  |
| --- |
| >>> for n in range(2, 10):  ... for x in range(2, n):  ... if n % x == 0:  ... print(n, 'equals ', x, '\*', n//x)  ... break  ... else:  ... # loop fell through without finding a factor  ... print(n, 'is a prime number ')  ...  2 is a prime number  3 is a prime number  4 equals 2 \* 2  5 is a prime number  6 equals 2 \* 3  7 is a prime number  8 equals 2 \* 4  9 equals 3 \* 3  (是的, 这是正确的代码. 仔细看: else 子句属于for 循环, 而非是if 语句) |

与循环搭配使用时, else子句的行为和它与try语句的搭配时相对于它与if语句的搭配时有更多共性: try语句的else子句在没有异常发生时被执行, 循环的else子句在没有break语句是被执行.

continue语句同样是从C语言借用的, 它终止当前迭代而进行循环的下一次迭代.

(4) range函数和len函数

|  |
| --- |
| range(5, 10)  range(0, 10 , 3)  range(-10 , -100 , -30)  a = ['Mary ', 'had', 'a', 'little ', 'lamb']  for i in range(len(  print(i, a[i]) |

（5）pass语句

pass 语句什么都不做. 当语法上需要一个语句, 但程序不要动作时, 就可以使用它. 例如:

while True:

pass # 忙等待键盘中断(Ctrl+C)

### 3.2 函数定义

#### 3.2.1 def

关键字def 引入了一个函式定义. 后面必须跟上函式名和在圆括号里的参数序列. 函式体从一行开始, 并且一定要缩进。

函式体的第一个语句可以是字串; 这个字串就是函式的文档字符串, 或称为docstring. (可以在文档字串一节找到更多信息) 有很多能将文档字串自动转换为在线或可打印文档的工具, 或让用户在代码中交互地浏览它的工具; 在代码里加上文档字符串是一个好的实践, 因此, 请养成这个习惯。

执行函式，会引入新的符号表(symbol table) 用于该函式的局部变量.更精确地说, 所有在函式中被赋值的变量和值都将存储在局部符号表中。

在函式中的尽管全局变量可以引用, 但是不可直接赋值(除非用global 语句进行声明).

函式的实参在它被调用时被引入到这个函式的局部变量表；因此，参数是按值传递的(值总是对象的一个引用，而不是对象本身的值)。

当一个函式调用另一个时, 对应这次调用, 一个新的局部符号表就会被创建.

#### 3.2.2 默认参数

例如：

def ask\_ok(prompt , retries=4, complaint='Yes or no ,please!'):

**重要警告: 默认参数的值只会被求一次值. 这使得当默认参数的值是可变对象时会有所不同，如列表, 字典, 或大多类的对象时。**

例如, 下面的函式在随后的调用中会累积参数值:

|  |
| --- |
| def f(a, L=[]):  L.append(a)  return L  print(f(1))  print(f(2))  print(f(3))  如上方式调用，L的内容会不断增加。 |
| 若要默认参数不会受影响，解决如下：  def f(a, L=None):  if L is None:  L = []  L.append(a)  return L |

#### 3.2.3 关键字参数

函式也可以通过keyword= value 形式的关键字参数来调用。

|  |
| --- |
| def parrot(voltage , state='a stiff ', action='voom', type='Norwegian Blue'):  parrot(1000)  parrot(action = 'VOOOOOM ', voltage = 1000000)  parrot('a thousand ', state = 'pushing up the daisies ') #此时voltage=’a thousand’  parrot('a million ', 'bereft of life', 'jump') #此时，type采用默认值  在函式调用时, 关键字参数必须跟在位置参数之后. 所有的关键字参数都必须与函式接受的形式参数匹配 |

\*name和\*\*name参数形式：

当最后一个形式参数的形式为\*\*name 时, 则除去其他的形参的值，它将以字典(参阅映射类型——字典) 的形式包含所有剩余关键字参数。 这种调用可以与具有\*name 形式的形式参数联合使用, 这种形式参数接受所有超出函式接受范围的位置参数.(\*name 必须在\*\*name之前使用)。

例如, 如果我们像这样定义一个函式:

|  |
| --- |
| **def** cheeseshop(kind , \*arguments , \*\*keywords):  **print**(kind )  **for** arg **in** arguments:  **print**(arg)  keys = sorted(keywords.keys())  **for** kw **in** keys:  **print**(kw , ":", keywords[kw])  cheeseshop(10, 1,2,3,shopkeeper="Michael Palin",client="John Cleese",sketch="Cheese Shop Sketch")  如上调用，kind=10，\*arguments代表1，2，3，\*\*keywords代表后面三个关键字参数  注意, 关键字参数名的列表是通过之前对字典keys() 进行排序操作而创建的; 如果不这样做, 参数打印的顺序是不确定的. |

#### 3.2.4 任意参数表

指定函式能够在调用时接受任意数量的参数. 这些参数会被包装进一个元组(参看元组和序列). 在变长参数之前, 可以使用任意多个正常参数:

**def** write\_multiple\_items(file , separator , \*args):

一般地, 这种variadic 参数必须在形参列表的末尾, 因为它们将接收传递给函式的所有剩余输入参数. 任何出现在\*arg 之后的形式参数只能是关键字参数, 这意味着它们只能使用关键字参数的方式接收传值, 而不能使用位置参数.

**def** concat(\*args , sep="/"):

#### 3.2.5 释放参数列表

当**参数存在于一个既存的列表、元组甚至字典之中**, 但却需要解包以若干位置参数的形式被函数调用。

**可以利用\*释放列表或元组中的元素；**

**利用\*\*释放字典中的参数**

|  |
| --- |
| args = [3, 6]  list(range(\*args)) # 通过解包列表参数调用  [3, 4, 5]  **def** parrot(voltage , state='a stiff ', action='voom'):  print(voltage)  print(state+action)  d = {"voltage": "four million", "state": "bleed in demised", "action": "VOOM"}  parrot(\*\*d) |

#### 3.2.6 文档字符串

这里介绍一些文档字串有关内容和格式的约定.

第一行总应当是对该对象的目的进行简述. 这行应当以一个大写字母开始, 并以句号结束。

如果这个文档字符串不只一行, 那么第二行应当为空, 以能从视觉上分隔概述和其它部分. 接下来的行应当为一个或更多段来描述该对象的调用条件, 它的边界效应等等.

|  |
| --- |
| **def** my\_function():  """Do nothing , but document it.  No , really , it doesn 't do anything.  """  **pass**  **print**(my\_function.\_\_doc\_\_) |

## 四、模块

用户把定义存放在文件里, 同时又能在脚本或交互式环境下方便的使用它们. 这样的文件称为模块模块就是包含python定义和语句的文件。

一个模块中的定义可以导入(import) 到另一个模块或主模块(主模块是执行脚本的最上层或计算模式下的一组可访问变量的集合).

在一个模块中，模块的名字（一个字符串）可以通过全局变量 \_ \_name\_ \_得到。

|  |
| --- |
| # fibo.py  def fib(n): # 打印小于n 的Fibonacci 数列  a, b = 0, 1  while b < n:  print(b, end=' ')  a, b = b, a+b  print() |
| >>> fibo.fib(1000)  1 1 2 3 5 8 13 21 34 55 89 144 233 377 610 987  >>> fibo.\_\_name\_\_  'fibo' |

### 4.1 深入模块

每个模块有其私有的符号表, 由模块内部定义的函式当成全局符号表来使用. 因此, 模块的作者可以在模块中放胆使用全局变量而无需担心与用户的全局变量发生冲突。

另一方面, 当你确实明白你在做什么的时候, 你可以通过modname.itemname 形式来访问模块的全局变量。

#### 4.1.1 import用法

|  |
| --- |
| **import numpy as np**  **#通过np.的方式就可以调用numpy中的代码**  **from fibo import fib**  **#可以直接调用fibo中的fib函数**  **from fibo import \***  **#一次性导入模块中所有名字定义，这样可以导入除下划线开头（\_）的所有名字，一般不使用这个窍门，因为会导入一些未知的名字到解释器，可能意外重载一些已经定义的东西**  **#这种方式一般在交互式会话中，会节省键入**  注意, 当使用**from package import item** 时, 这个项即可以是这个包的一个子模块(或子包), 也可以是其它的定义在这个包里的名字, 如函式, 类或变量. import 语句首先测试这个项是否在包里定义; 如果没有, 就假设它是一个模块并试图载入它. 如果寻找它失败, 就会抛出一个ImportError. |

#### 4.1.2 if \_\_name\_\_ == ‘\_\_main\_\_’ （即可以提供接口，也可以当做单独测试）

一句话总结：

**当按照.py文件直接运行时，if \_\_name\_\_ == ‘\_\_main\_\_’之下代码块将被运行；**

**当以模块形式被导入时，if \_\_name\_\_ == ‘\_\_main\_\_’之下代码块将不被运行；**

**（1）程序入口（为什么会有此定义的原因）**

对于很多编程语言来说，程序都必须要有一个入口。而Python则不同，它属于脚本语言，不像编译型语言那样先将程序编译成二进制再运行，而是动态的逐行解释运行。也就是从脚本第一行开始运行，没有统一的入口。

一个Python源码文件（.py）除了可以被直接运行外，还可以作为模块（也就是库），被其他.py文件导入。**不管是直接运行还是被导入，.py文件的最顶层代码都会被运行（Python用缩进来区分代码层次），而当一个.py文件作为模块被导入时，我们可能不希望一部分代码被运行。**

**（2）\_\_name\_\_**

\_\_name\_\_是内置变量，可用于反映一个包的结构。假设我们有一个包a，包的结构如下：

a

├── b

│ ├── c.py

│ └── \_\_init\_\_.py

└── \_\_init\_\_.py

\_\_name\_\_是内置变量，可用于表示当前模块的名字。我们直接运行一个.py文件（模块）

|  |
| --- |
| #a.py脚本内容  Print(\_\_name\_\_)  运行脚本  Python a.py  输出为  \_\_main\_\_ |

由此我们可知：如果一个.py文件（模块）被直接运行时，则其没有包结构，其\_\_name\_\_值为\_\_main\_\_，即模块名为\_\_main\_\_

1. **\_\_main\_\_.py文件与python -m**

python xxx.py，直接运行xxx.py文件

python -m xxx.py，把xxx.py当做模块运行

* 当加上-m参数时，Python会把当前工作目录添加到sys.path中；而不加-m时，Python则会把脚本所在目录添加到sys.path中。
* 当加上-m参数时，Python会先将模块或者包导入，然后再执行。
* \_\_main\_\_.py文件是一个包或者目录的入口程序。不管是用python package还是用python -m package运行，\_\_main\_\_.py文件总是被执行。

#### 4.1.3 模块搜索路径

对于导入的模块，解释器会先在当前目录下查找该名称的文件；若未找到，则解释器会在变量sys.path给定的目录列表中寻找该模块。

Sys.path的路径从如下位置初始化：

* + 包含输入脚本命令的目录，或者当前目录
  + 环境变量PYTHONPATH的目录名列表
  + 安装时的默认目录

Python程序可以修改sys.path，被运行的脚本所在的目录，排在标准库路径之前被搜索，这意味着如果脚本所在目录中有与标准库相同名称的模块，则会加载这个模块而不是标准库中的模块。

变量sys.path 是一个字符串列表, 它为解释器指定了模块的搜索路径. 它通过环境变量PATHONPATH 初始化为一个默认路径, 当没有设置PYTHONPATH 时, 就使用内建默认值来初始化. 你可以通过标准列表操作来修订之：

import sys

sys.path.append('path ')

**（1）已编译的python文件**

为了减少使用了大量标准模块的小程序的启动时间, 如果.py 所在目录下中有名为.pyc 的文件, 解释器就会优先导入spam 模块的这一“已编译字节” 版本文件. 用来创建.pyc 的.py 的版本修改时间被记录在.pyc 中, 如果不匹配的话, .pyc 文件就会被忽略.

给专家的小技巧:

• 当使用-O 参数来调用Python 解释器时, python 会对代码进行优化,并存入在.pyo 文件里.

• 程序从.pyc 或.pyo 文件里读取时, 并不会比它从.py 文件中读取会有更快的执行速度; 唯一提高的是载入速度.

• 对于同一个模块, 可以只包含spam.pyc (或者spam.pyo 当使用-O时) 文件而无需spam.py 文件. 使用这种形式可用以发布Python 代码库, 并使得反编译工程有一定的难度.

### 4.2 标准模块

#### 4.2.1 dir()函式

内建函式dir() 用于找出一个模块里定义了那些名字. 它返回一个有序字串列表:

|  |
| --- |
| >>> import fibo , sys  >>> dir(fibo)  ['\_\_name\_\_ ', 'fib', 'fib2'] |

不给参数时，dir()就罗列出当前定义的所有名字。注意, 它列举出了所有类型的名字: 变量, 模块, 函式, 等等.

#### 4.2.2 包

**包是一种Python 模块命名空间的组织方法,** 通过使用“带点号的模块名”. 例如, 模块名A.B 指定了一个名为A 的包里的一个名为B 的子模块. 就像模块的使用使不同模块的作者避免担心其它全局变量的名字, 而带点号的模块使得多模块包, 例如NumPy 或Python 图像库, 的作者避免担心其它模块名.

1. **例子：**

|  |
| --- |
| 假设你想设计一个模块集(一个“包”), 用于统一声音文件和声音数据的处理. 有许多不同的声音格式(通常通过它们的后缀来辨认, 例如: .wave,.aiff, .au), 因此你可能需要创建和维护一个不断增长的模块集, 用以各种各样的文件格式间的转换. 还有许多你想对声音数据执行的不同操作(例如混频, 增加回音, 应用一个均衡器功能, 创建人造的立体声效果), 因此, 你将额外的**写一个永无止尽的模块流**来执行这些操作. 这是你的包的一个可能的结构:  sound/ 顶级包  \_\_init\_\_.py 初始化这个声音包  formats/ 文件格式转换子包  \_\_init\_\_.py  wavread.py  wavwrite.py  aiffread.py  aiffwrite.py  auread.py  auwrite.py  ...  effects/ 音效子包  \_\_init\_\_.py  echo.py  surround.py  reverse.py  ...  filters/ 过滤器子包  \_\_init\_\_.py  equalizer.py  vocoder.py  karaoke.py  当导入这个包时, Python 搜索sys.path 上的目录以寻找这个包的子目录。  需要\_\_init\_\_.py 文件来使得Python 知道这个目录包含了包; 这用来预防名字为一个通用名字。  包的用户可以包里的单独的模块, 例如:  import sound.effects.echo  导入子模块的一个替代方法是:  from sound.effects import echo  另一个变种是直接导入想要的函式或变量:  from sound.effects.echo import echofilter |

**（2）内部包参考和多目录包**

当包被构造到子包时(如例子中的sound 包), 你可以独立地导入来获取兄弟包的子模块的引用. 例如, 如果模块sound.filters.vocoder 需要使用sound.effects 包下的echo 模块, 就可以使用from sound.effects import echo.

包支持额外一个特殊的属性, \_\_path\_\_ . 它在文件中的代码执行之前,被初始化为一个列表, 它包含保存在这个包的\_\_init\_\_.py 文件中目录名.

虽然这个特性不经常需要, 但它可以用于扩展在一个包里发现的模块的集合.

## 五、输入和输出

常见的输出值的格式有：

1. 表达式语句；
2. print()函数；
3. 文件对象的write()方法
4. 标准输出文件可以用sys.stdout引用；

### 5.1 控制输出格式

Python 有多种方式将任何值转为字符串: 将它传给**repr() 或str() 函数.**

str() 函数意味着返回一个用户易读的表达形式, 而repr() 则意味着产生一个解释器易读的表达形式(或者如果没有这样的语法会给出SyntaxError ).

对于那些没有特殊表达的对象, str() 将会与repr() 返回相同的值. 很多的值, 如数字或一些如列表和字典那样的结构, 使用这两个函数的结果完全一致. 字符串与浮点型则有两种不同的表达.

#### 5.1.1 string操作

一种是使用字符串切片和连接操作, 来实现你所想象的外观. 标准模块string 包含了一些有用的操作, 用以填充字符串至某一给定的宽度;比如：

rjust() 将字符串靠右, 并在左边填充空格. 还有类似的方法

ljust()

center()

zfill() 它会在数字的左边填充0. 它知道正负号:

|  |
| --- |
| >>> for x in range(1, 4):  ... print(repr(x).rjust(2), repr(x\*x).rjust(3), end=' ')  ... # Note use of 'end' on previous line 注意前一行'end'  的使用  ... print(repr(x\*x\*x).rjust(4))  ...  1 1 1  2 4 8  3 9 27  4 16 64  >>> '12'.zfill(5)  '00012 '  >>> '-3.14'.zfill(7)  '-003.14' |

#### 5.1.2 str.format()方法

第二种方式是使用str.format() 方法.

|  |
| --- |
| >>> print('We.are.the.{}.who.say."{}!"'.format('knights ', 'Ni'))  We are the knights who say "Ni!"  **1）括号及其里面的字符(称作format field) 将会被format() 中的参数替换. 在括号中的数字用于指向传入对象在format() 中的位置.**  >>> print('{0} and {1}'.format('spam', 'eggs'))  spam and eggs  >>> print('{1} and {0}'.format('spam', 'eggs'))  eggs and spam  **2）如果在format() 中使用了关键字参数, 那么它们的值会指向使用该名字的参数.**  print('This {food} is {adjective}.'.format(  ... food='spam', adjective='absolutely horrible '))  This spam is absolutely horrible.  >>> print('The story of {0}, {1}, and {other}.'.format('Bill'  , 'Manfred ', other='Georg '))  The story of Bill , Manfred , and Georg.  **3）'!a' (使用ascii()), '!s' (使用str()) 和'!r' (使用repr()) 可以用于在格式化某个值之前对其进行转化:**   1. **可选项':' 和格式标识符可以跟着field name. 这就允许对值进行更好的格式化. 下面的例子将Pi 保留到小数点后三位.**   >>> import math  >>> print('The value of PI is approximately {0:.3f}.'.format(  math.pi))  The value of PI is approximately 3.142.  >>> for x in range(1, 4):  ... print('{0:2d} {1:3d} {2:4d}'.format(x, x\*x, x\*x\*x))  1 1 1  2 4 8  3 9 27  4 16 64  **5）在':' 后传入一个整数, 可以保证该域至少有这么多的宽度. 用于美化表格时很有用.**  >>> table = {'Sjoerd ': 4127 , 'Jack': 4098 , 'Dcab': 7678}  >>> for name , phone in table.items():  ... print('{0:10} ==> {1:10d}'.format(name , phone))  ...  Jack ==> 4098  Dcab ==> 7678  Sjoerd ==> 4127  **6）传入一个字典, 然后使用方括号'[]' 来访问键值:**  >>> table = {'Sjoerd ': 4127 , 'Jack': 4098 , 'Dcab': 8637678}  >>> print('Jack: {0[Jack]:d}; Sjoerd: {0[Sjoerd ]:d}; ' 'Dcab: {0[Dcab]:d}'.format(table))  Jack: 4098; Sjoerd: 4127; Dcab: 8637678  **7）也可以通过在table 变量前使用‘\*\*’ 来实现相同的功能**.  >>> table = {'Sjoerd ': 4127 , 'Jack': 4098 , 'Dcab': 8637678}  >>> print('Jack: {Jack:d}; Sjoerd: {Sjoerd:d}; Dcab: {Dcab:d}'.format(\*\*table))  Jack: 4098; Sjoerd: 4127; Dcab: 8637678 |

#### 5.1.3 旧式字符串格式化--- %操作符

% 操作符也可以实现字符串格式化. 它将左边的参数作为类似sprintf() 式的格式化字符串, 而将右边的代入, 然后返回格式化后的字符串。

因为str.format() 很新, 大多数的Python 代码仍然使用% 操作符. 但是因为这种旧式的格式化最终会从该语言中移除, 应该更多的使用str.format().

|  |
| --- |
| >>> import math  >>> print('The.value.of.PI.is.approximately.%5.3f.' % math.pi) |

### 5.2 读和写文件

open() 将会返回一个文件对象, 并且一般使用两个参数进行使用:

**f=open(filename, mode).**

第一个参数filename是包含文件名的字符串.

第二个参数mode是另一个字符串, 包含描述文件如何使用的字符. 是可选参数

mode 可以是：

'r' 只文件只读 是默认值.

'w' 只用于写(如果存在同名文件则将被删除)

'a' 用于追加文件内容; 所写的任何数据都会被自动增加到末尾

'r+' 同时用于读写.

#### 5.2.1 文本格式和二进制格式

文件以text mode 打开, 这就意味着, 从文件中读写的字符串, 是以一种特定的编码进行编码(**默认的是UTF-8).**

**追加到mode 后的'b' , 将意味着以binary mode 打开文件:** 现在的数据是以字节对象的形式进行读写. 这个模式应该用于那些不包含文本的文件.

**在文本模式下(text mode), 默认是将特定平台的行末标识符( Unix 下为\n, Windows 下为\r\n ) 在读时转为\n 而写时将\n 转为特定平台的标识符.**

这种隐藏的行为对于文本文件是没有问题的, 但是**对于二进制数据像JPEG 或EXE 是会出问题的. 在使用这些文件时请小心使用二进制模式.**

#### 5.2.2 文件的读写

**（1）f.read()**

为了读取一个文件的内容, 调用f.read(size), 这将读取一定数目的数据, 然后作为字符串或字节对象返回. size 是一个可选的数字类型的参数. 当size 被忽略了或者为负, 那么该文件的所有内容都将被读取并且返回; 如果文件比你的内存大两倍, 那么就会成为你的问题了. 否则, 最多size字节将被读取并返回. 如果到达了文件的末尾, f.read() 将会返回一个空字符串('').

|  |
| --- |
| >>> f.read()  'This is the entire file.\n'  >>> f.read()  '' |

**（2）f.readline()**

f.readline() 会从文件中读取单独的一行; 在每个字符串的末尾都会留下换行符(\n), 除非是该文件的最后一行并且没有以换行符结束, 这个字符才会被忽略. 这就使结果很明确; f.readline() 如果返回一个空字符串,那么文件已到底了, 而如果是以'\n' 表示, 那么就是只包行一个新行.

|  |
| --- |
| >>> f.readline()  'This is the first line of the file.\n'  >>> f.readline()  'Second line of the file\n'  >>> f.readline()  '' |

**（3）f.readlines()**

f.readlines() 将返回该文件中包含的所有行. 如果给定一个可选参数sizehint, 它就读取这么多字节, 并且将这些字节按行分割. 这经常用于允许按行读取一个大文件, 但是不需要载入全部的文件时非常有用. 只会返回完整的行.

|  |
| --- |
| >>> f.readlines()  ['This.is.the.first.line.of.the.file.\n', 'Second.line.of.the .file\n'] |

**（4）f.write(string)**

f.write(string) 将string 写入到文件中, 然后返回写入的字符数.

|  |
| --- |
| >>> f.write('This␣is␣a␣test\n')  15  如果要写入一些不是字符串的东西, 那么将需要先进行转换:  >>> value = ('the␣answer ', 42)  >>> s = str(value)  >>> f.write(s)  18 |

**（5）f.tell() f.seek()**

f.tell() 返回文件对象当前所处的位置, 它是从文件开头开始算起的字节数.

要改变文件当前的位置, 使用f.seek(offset, from\_what). 这个位置是通过将当前位置加上offset 所得. from\_what 的值, 如果是0 表示开头, 如果是1 表示当前位置, 2 表示文件的结尾. from\_what 的默认为0, 即从开头开始.

**（6）f.close()**

当你处理完一个文件后, 调用f.close() 会关闭它, 并释放系统的资源. 在调用完f.close() 之后, 尝试使用那个文件对象是会失败的.

**（7）结合with 处理文件**

当处理一个文件对象时, 使用with 关键字是非常好的方式. 在结束后, 它会帮你正确的关闭文件, 即使发生了异常. 而且写起来也比try -finally 语句块要简短:

#### 5.3 pickle模块

在文件中, 字符串可以很方便的读取写入. 数字可能稍微麻烦一些, 因为read() 方法只返回字符串, 我们还需要将其传给int() 这样的函数, 使其将如'123' 的字符串转为数字123. 但是, 如果要保存更复杂的数据类型, 如列表, 字典, 或者类的实例, 那么就会更复杂了.

**这个模块可以将几乎任何的Python 对象(甚至是Python 的代码), 转换为字符串表示; 这个过程称为pickling. 而要从里面重新构造回原来的对象, 则称为unpickling. 在pickling 和unpickling 之间, 表示这些对象的字符串表示, 可以存于一个文件, 也可以通过网络在远程机器间传输.**

如果你有一个对象x, 和一个已经打开并用于写的文件对象f, pickle这个对象最简单的方式就是使用:

**pickle.dump(x, f)**

有了pickle 这个对象, 就能对f 以读取的形式打开:

**x = pickle.load(f)**

pickle 是Python 中保存及重用对象的标准方式; 标准的属于称为persistent 对象(即持久化对象). 因为pickle 被广泛使用, 很多写Python 扩展的作者都会确保, 如矩阵这样的数据类型能被合理的pickle 和unpickle.

## 六、错误和异常

### 6.1 处理异常

写程序来处理异常是可能的. 看看下面的例子, 它请求用户输入一个合法的整数, 但是也允许用户来中断程序(使用Control-C 或任何操作系统支持的); 注意, 用户生成的中断是通过产生异常KeyboardInterrupt:

|  |
| --- |
| >>> while True:  ... try:  ... x = int(input("Please␣enter␣a␣number:␣"))  ... break  ... except ValueError:  ... print("Oops!␣␣That␣was␣no␣valid␣number.␣␣Try␣again ...")  ... |

#### 6.1.1 try语句

try 语句像下面这样使用.

• 首先, try clause (在try 和except 之间的语句) 将被执行.

• 如果没有异常发生, except clause 将被跳过, try 语句就算执行完了.

• 如果在try 语句执行时, 出现了一个异常, 该语句的剩下部分将被跳过. 然后如果它的类型匹配到了except 后面的异常名, 那么该异常的语句将被执行, 而执行完后会运行try 后面的问题.

• 如果一个异常发生时并没有匹配到except 语句中的异常名, 那么它就被传到try 语句外面; 如果没有处理, 那么它就是unhandled exception并且将会像前面那样给出一个消息然后执行.

一个try 语句可以有多于一条的except 语句, 用以指定不同的异常.但至多只有一个会被执行. Handler 仅仅处理在相应try 语句中的异常, 而不是在同一try 语句中的其他Handler. 一个异常的语句可以同时包括多个异常名, 但需要用括号括起来, 比如:

... except (RuntimeError , TypeError , NameError):

... pass

最后的异常段可以忽略异常的名字, 用以处理其他的情况. 使用这个时需要特别注意, 因为它很容易屏蔽了程序中的错误!

|  |
| --- |
| import sys  try:  f = open('myfile.txt')  s = f.readline()  i = int(s.strip())  except IOError as err:  print("I/O␣error:␣{0}".format(err))  except ValueError:  print("Could␣not␣convert␣data␣to␣an␣integer.")  except:  print("Unexpected␣error:", sys.exc\_info()[0])  raise |

try ... except 语句可以有一个可选的else 语句, 在这里, 必须要放在所有except 语句后面. 它常用于没有产生异常时必须执行的语句. 例如:

|  |
| --- |
| for arg in sys.argv[1:]:  try:  f = open(arg , 'r')  except IOError:  print('cannot␣open', arg)  else:  print(arg , 'has', len(f.readlines()), 'lines ')  f.close() |

使用else 比额外的添加代码到try 中要好, 因为这样可以避免偶然的捕获一个异常, 但却不是由于我们保护的代码所抛出的.

### 6.2 抛出异常

raise 语句允许程序员强制一个特定的异常的发生.

给raise 的唯一参数表示产生的异常. 这必须是一个异常实例或类(派生自Exception 的类).

如果你需要决定产生一个异常, 但是不准备处理它, 那么一个简单的方式就是, 重新抛出异常:

|  |
| --- |
| >>> try:  ... raise NameError('HiThere ')  ... except NameError:  ... print('An␣exception␣flew␣by!')  ... raise |

### 6.3 自定义异常与定义清理动作

## 七、类

## 八、标准库的简明介绍

附录：

print()函数：

关键词end可以用来避免输出后的回车, 或者以一个不同的字符串结束输出:

Print(‘hello ‘, end=’!’)