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**计算机网络**

**课程实验报告**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 实验名称 | 可靠数据传输协议 | | | | | |
| 姓名 | 黄友勤 | | 院系 | 计算机学院 | | |
| 班级 | 1603108班 | | 学号 | 1160300621 | | |
| 任课教师 | 聂兰顺 | | 指导教师 | 聂兰顺 | | |
| 实验地点 | 格物207 | | 实验时间 | 2018.11.9 | | |
| 实验课表现 | 出勤、表现得分(10) |  | 实验报告  得分(40) |  | 实验总分 |  |
| 操作结果得分(50) |  |
| 教师评语 | | | | | | |
|  | | | | | | |

**![C:\Users\sunbo\AppData\Local\Microsoft\Windows\INetCache\Content.Word\logo2_03.gif](data:image/png;base64,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)**

|  |
| --- |
| 实验目的： |
| 理解滑动窗口协议的基本原理；  掌握GBN的工作原理；  掌握基于UDP设计并实现一个 GBN 协议的过程与技术。 |
| 实验内容： |
| 1.基于UDP设计一个简单的GBN协议，实现单向可靠数据传输（服务器到客户的数据传输）。  2.模拟引入数据包的丢失，验证所设计协议的有效性。  3.改进所设计的 GBN 协议，支持双向数据传输；  4.将所设计的 GBN 协议改进为 SR 协议 |
| 实验过程： |
| **一、协议数据分组格式：**   1. **数据分组格式：**      1. **Seq**：数据的头部是一个序列号，代表的是发送的是第几个分组的序列号，序列号根据自己的分组对最大序列号取模取得。   接收方根据Seq来确定受到的分组序号并返回ACK   1. **Data**：定义一般的数据报中的数据部分，一般小于1024字节。接收方接收的数据部分。   (c)EOF0：接收数据的末尾，判断传输的数据是否是结束。  **在程序中，每一个分组都以字节数组来表示。**  **2. ACK分组格式：**  ACK分组的方法设计很简单，接收方将确认的序列号发送给发送方即可，因此ACK分组则是用字节数组，将表示数字的字符串表示即可。  如，要发送ACK10，则发送“10”.getbytes给发送方。  **二、流程图与交互过程**  **1.GBN发送方流程图：**    **2.GBN接收方流程图**    **3.GBN协议交互过程**  **设窗口大小为N**  **send\_base是已发送未确认ACK的分组**  **nextsequnm是下一个要发送的数据包**  **发送方：设置send\_base=1,nextseqnum=1**   1. **发送方发送数据过程**   (a).如果nextseqnum<base+N,则发送数据包Data[nextseqnum]，并使seqnum++  (b).重启计时器  **2.发送方接收到ACK**  (a).得知获得的ACK的序号，如获得ACK\_ack  (b).send\_base=ack+1  (c).如果send\_base与nextseqnum相等，停止计时器。否则，重启计时器。  **3.发送方的计时器超时**  (a).重发分组Data[send\_base]到Data[nextseqnum-1]  (b).重启计时器  **接收方：设置expectseq=1（期望收到的数据包序号）**   1. **接收方接收到数据包**   (a).提取数据包的seq，判断是否等于expectseq,  ①如果相等，则发送回ACK\_seq  ②如果不等，则发送上一次受到的数据包的ACK(ACK\_last0)  **1.SR发送方**    **2.SR接收方**    **3.SR协议交互过程**  **设窗口大小为N**  **send\_base是已发送未确认ACK的分组**  **nextsequnm是下一个要发送的数据包**  **发送方：设置send\_base=1,nextseqnum=1**  **1.发送方发送数据过程**  (a).如果nextseqnum<base+N,则发送数据包Data[nextseqnum]，并使seqnum++  (b).对Data[nextseqnum]启动一个计时器  **2.发送方接收到ACK**  (a).得知获得的ACK的序号，如获得ACK\_ack  (b).结束send\_base到ack间所有的计时器  (c).send\_base=ack+1  **3.发送方的计时器x超时**  (a).重发分组Data[x]  (b).重启计时器x  **设发送方窗口大小为N，rev\_base代表窗口的第一个分组，未接收到ACK**  **接收方：设置rev\_base=1**   1. 接收方接收到数据包   (a).提取数据包的seq  ①如果rev\_base<=seq<rev\_base+N，发送ACK\_seq，如果seq\_base等于seq，则滑动窗口  ②如果rev\_base-N<=seq<rev\_base，发送ACK\_seq  ③都不满足，则不做任何处理  **三、数据分组丢失验证模拟方法：**  ①将数据包的序号取模，如序号为x，如果x%7==0，则不发送该数据包。  ②将ACK的序号也取模，如序号为x，如果x%6==0，则不发送该ACK。  **四、GBN协议的主要类和函数的作用**  1.GBN的发送方GBNone  ①开启计时器timerBegin()    ②结束计时器timerEnd()    ③读取要传送的文件，在这里文件是一首英文歌。    ④发送数据的主要函数Send(),调用了函数SendTorRceiver和ReceiveACK    ⑥发送数据给接收方，这里要先给定序号，然后转回字节数组才能进行传输。并且要在这里对于计时器进  行重新设置。    ⑦接收ACK函数，并且对于send\_base做更新。    **2.GBN函数接收方**  ①解析收到的ACK数据包并发调用函数发回ACK\_seq    ②发送ACK使用的函数，被receive()调用    **五、SR协议的主要类和函数的作用**  1.SR的发送方SRone  ①开启计时器，q为分组序号，x为窗口序号，使用的是Execuors    ②结束计时器    ③读取要传送的文件，这里是一首英文歌，一共可分为19个分组    ④发送数据的主要函数send(),调用了函数SendToReceiver和ReceiveACK    ⑥发送数据给接收方，并对每一个数据包计时，要加上序号并转化为字节数组。    ⑦接收ACK函数    **2.SR函数接收方**  ①解析收到的ACK数据包并发调用函数发回ACK\_seq，并且判断窗口是否需要滑动。  如果需要，则进行窗口的滑动    ②发送ACK使用的函数，被receive()调用     1. **多线程函数run()，为了实现全双工数据传输（双向、同时传输）** |
| 实验结果： |
| 1. **GBN发送方：**   **窗口大小为8，发送20个数据包。**    **模拟的是数据包%5为0的丢失，则数据包0、5、10会丢失，且模拟ACK%6为0丢失。**  **可以看出，丢失以后，经过一段超时时间，由于第0个包丢失，那么要重发分组0-7(窗口大小为8)。**  **而ACK6丢失，但由于GBN是累积确认的，发送方受到ACK7，则也能知道ACK6也受到了，因此没有影响。**   1. **GBN接收方：**     **GBN接收方在接收到一个数据包后，就会提取seq并返回ACK\_seq，但这是在受到的seq和期望受到的seq相同的情况下。**  **如果收到的是不是期望的seq，则会返回上次确认的seq(如图中返回多个ACK9)。**   1. **SR发送方**     **SR发送方几乎和GBN一样，只有一点：分组丢失后，只重发丢失的分组。**  **如图中的分组0丢失，但是只重发分组0，没有将0-7一起重发。**   1. **SR接收方**       **SR接收方每次接收一个数据包就返回对应的ACK**  **我这里将接收方窗口设置为5**  **因此在收到数据包1-4后，窗口没有滑动，只有在收到ACK0的时候，接收窗口滑动。** |
| 问题讨论： |
| 实验中的GBN协议事实上还是比较好实现的，但是SR和双向传输比较困难。主要的难点在于取模后的数据包和ACK序号(它们的序号小于<N,设序号范围是0-N)。  后来我仔细研究了书本与spoc的ppt，推出了一个数学公式，可以根据send\_base和rev\_base，将ACK序号还原，看是哪一个数据包被确认。这一点在GBN里面其实用处不大，但是在SR里边很重要，决定了更新send\_base和rev\_base的正确性。  其次，对于双向数据传输，我采用的是开启多线程，协议的一方一个线程是接收，一个线程负责发送，这样就实现了全双工的数据传输。 |
| 心得体会： |
| 这一次实验事实上使我对于可靠数据传输的方法有了更多深刻的了解。比如停等协议，发送方和接收方窗口都是1。而GBN协议的发送方窗口可以是N，到了SR协议，发送方和接收方的窗口大小可以自己设置(只要注意它们的和要小于序列号范围)。  另外，对于双向数据传输，我一直想要找到一个全双工的方法来解决。后来，我使用的是多线程的技术，完美解决了此问题，让我对于java多线程的使用和应用都有了新的理解。 |
| 源代码： |
| **①GBNone.java**  package cnExperiment2;  import java.io.BufferedReader;  import java.io.File;  import java.io.FileReader;  import java.io.IOException;  import java.net.DatagramPacket;  import java.net.DatagramSocket;  import java.net.InetAddress;  import java.util.TimerTask;  import java.util.concurrent.Executors;  import java.util.concurrent.ScheduledExecutorService;  import java.util.concurrent.TimeUnit;  public class GBNone implements Runnable{  private static int seqnum=15;    private static int N = 8;  private int choice;    public GBNone(int choice) {  super();  this.choice = choice;  }  // 发送数据部分  private static int SendDataPort = 10241;  private static int ReceiveAckPort = 10240;  private static DatagramSocket SenderSocket;  private static DatagramPacket SendDataPacket;  private static DatagramSocket ReceiveAckSocket;  private static DatagramPacket ReceiverAckPacket;  private static int send\_base = 0;  private static int nextseqnum = 0;  private static boolean flag = false;  private static int timeout = 2;  private static String filestring = new String();  private static byte[] B;  private static int team;    private ScheduledExecutorService executor;      /\*\*  \* 开始计时或者重新计时，超时时间为2s  \*/  private void timerBegin() {  TimerTask task=new TimerTask() {  @Override  public void run() {  if (send\_base>= Math.ceil(B.length / 1478)-1) {  return;  }  try {  for (int i = send\_base; i < nextseqnum; i++) {  byte[] tempb = getByteArray(i);  String temp = new String(tempb);  String s = new String(i%seqnum + ":" + temp);  byte[] data = s.getBytes();  DatagramPacket SenderPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(),  SendDataPort);  SenderSocket.send(SenderPacket);  System.out.println("重发分组:" + i%seqnum+" 重发的是第"+i+"个包");  timerBegin();  }  } catch (Exception e) {  }  }  };    if (!flag) {  flag = true;  } else {  executor.shutdown();  //timer.cancel();  //timer.purge();  }  executor=Executors.newSingleThreadScheduledExecutor();  executor.scheduleWithFixedDelay(task, timeout, timeout, TimeUnit.SECONDS);    }  /\*\*  \* 结束计时  \*/  private void timerEnd() {  if (flag) {  //timer.purge();  //timer.cancel();  executor.shutdown();  flag = false;  }  }  /\*\*  \* 读取文件，存入filestring和字节数组B中  \*  \* @param fileName  \*/  public static void readFileByLines(String fileName) {  File file = new File(fileName);  BufferedReader reader = null;  try {  reader = new BufferedReader(new FileReader(file));  String tempString = null;  while ((tempString = reader.readLine()) != null) {  filestring = filestring + tempString + "\r\n";  }  reader.close();  B = filestring.getBytes();  } catch (IOException e) {  e.printStackTrace();  } finally {  if (reader != null) {  try {  reader.close();  } catch (IOException e1) {  }  }  }  }  /\*\*  \* 根据nextseqnum获得要传输的字节  \*  \* @param nextseqnum  \* 要传输的分组序号  \* @return 字节数组，要传输的字节  \*/  private byte[] getByteArray(int nextseqnum) {  byte[] temp = new byte[1478];  for (int i = 0; i < 1478; i++) {  if (nextseqnum \* 1478 + i >= B.length) {  break;  }  temp[i] = B[nextseqnum \* 1478 + i];  }  return temp;  }  /\*\*  \* 发送数据  \*/  public void send() {  readFileByLines("test.txt");  team=(int) Math.ceil(B.length/1478);  try {  SenderSocket = new DatagramSocket();  ReceiveAckSocket = new DatagramSocket(ReceiveAckPort);  while (true) {  SendToReciver();  ReceiveACK();  if (send\_base >= team) {  break;  }  }  System.out.println("Send Over");  } catch (Exception e) {  }  }  /\*\*  \* 发送数据给接收方  \*/  private void SendToReciver() {  try {  while (nextseqnum < send\_base + N) {  if (send\_base>= team||nextseqnum>=team) {  break;  }  byte[] tempb = getByteArray(nextseqnum);  String temp = new String(tempb);  String s = new String(nextseqnum%seqnum + ":" + temp);  byte[] data = s.getBytes();  SendDataPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(), SendDataPort);  // 模拟数据包丢失  if (nextseqnum % 5 != 0) {  SenderSocket.send(SendDataPacket);  System.out.println("发送分组:" + nextseqnum%seqnum+" 发送的是第"+nextseqnum+"个包");  } else {  System.out.println("模拟分组" + nextseqnum%seqnum + "丢失"+" 丢失的是第"+nextseqnum+"个包");  }  if (send\_base == nextseqnum) {  timerBegin();  }  nextseqnum++;    // System.out.println(nextseqnum);  }  } catch (Exception e) {  e.printStackTrace();  }  }  /\*\*  \* 接收ACK  \* @throws InterruptedException  \*/  private void ReceiveACK() throws InterruptedException {  try {  if (send\_base>=team) {  return;  }  byte[] bytes = new byte[10];  ReceiverAckPacket = new DatagramPacket(bytes, bytes.length);  ReceiveAckSocket.receive(ReceiverAckPacket);  String ackString = new String(bytes, 0, bytes.length);  String acknum = new String();  for (int i = 0; i < ackString.length(); i++) {  if (ackString.charAt(i) >= '0' && ackString.charAt(i) <= '9') {  acknum += ackString.charAt(i);  } else {  break;  }  }  int ack = Integer.parseInt(acknum);  // 模拟ACK丢包  if (ack % 6 != 0) {  System.out.println("ACK" + ack);  //send\_base = Math.max(ack + 1, send\_base);  int m;  //System.out.println(send\_base);  if (send\_base%seqnum>ack&&nextseqnum/seqnum>send\_base/seqnum&&ack<=(send\_base+N)%N) {  m=send\_base/seqnum\*seqnum+ack+seqnum+1;  }  else {  m=send\_base/seqnum\*seqnum+ack+1;  }  send\_base = Math.max(send\_base, m);  } else {  System.out.println("模拟ACK" + ack + "丢失");  }  TimerReset();  //System.out.println("base="+send\_base);  //System.out.println("next\_seq="+nextseqnum);  } catch (IOException e) {  }  }  /\*\*  \* 重置计时器  \*/  private void TimerReset() {  if (send\_base == nextseqnum) {  timerEnd();  } else {  timerBegin();  }  }  // 接收数据部分  private static int SendAckPort = 10243;  private static int ReceiveDataPort = 10242;  private static DatagramSocket ReciverSocket;  private static DatagramPacket SendAckPacket;  private static int expectedSeqNum = 0;  private static int last=-1;  /\*\*  \* 接收数据并发回ACK  \*/  public void receive() {  try {  ReciverSocket = new DatagramSocket(ReceiveDataPort);  while (true) {  byte[] data = new byte[1472];  DatagramPacket packet = new DatagramPacket(data, data.length);  ReciverSocket.receive(packet);  byte[] d = packet.getData();  String message = new String(d);  String num = new String();  for (int i = 0; i < message.length(); i++) {  if (message.charAt(i) <= '9' && message.charAt(i) >= '0') {  num = num + message.charAt(i);  } else {  break;  }  }  // 判断是否是顺序到达的  if (expectedSeqNum == Integer.valueOf(num)) {  int ack = expectedSeqNum;  sendACKback(ack);  expectedSeqNum = (expectedSeqNum + 1)%seqnum;  last=ack;  }  else {  if (last>=0) {  sendACKback(last);  }  }  }  } catch (Exception e) {  }  }  /\*\*  \* 发回ACK  \*  \* @param ack  \* 发回的ACK序号，为0到N-1  \*/  private void sendACKback(int ack) {  try {  ackFrame ACK = new ackFrame(ack);  SendAckPacket = new DatagramPacket(ACK.ackByte, ACK.ackByte.length, InetAddress.getLocalHost(),  SendAckPort);  ReciverSocket.send(SendAckPacket);  System.out.println("Send ACK" + ack + " Back");  } catch (Exception e) {  }  }  @Override  public void run() {  if (choice==0) {  send();  }  else if (choice==1){  receive();  }  }    public static void main(String[] args) {  new Thread(new GBNone(0)).start();  new Thread(new GBNone(1)).start();  }  }  **②GBNtwo.java**  **package cnExperiment2;**  **import java.io.BufferedReader;**  **import java.io.File;**  **import java.io.FileReader;**  **import java.io.IOException;**  **import java.net.DatagramPacket;**  **import java.net.DatagramSocket;**  **import java.net.InetAddress;**  **import java.util.TimerTask;**  **import java.util.concurrent.Executors;**  **import java.util.concurrent.ScheduledExecutorService;**  **import java.util.concurrent.TimeUnit;**  **public class GBNtwo implements Runnable{**  **private static int N = 8;**  **private int choice;**  **public GBNtwo(int choice) {**  **super();**  **this.choice = choice;**  **}**  **// 接收数据部分**  **private static int SendAckPort = 10240;**  **private static int ReceiveDataPort = 10241;**  **private static DatagramSocket ReciverSocket;**  **private static DatagramPacket SendAckPacket;**  **private static int expectedSeqNum = 0;**    **private static int last=-1;**  **/\*\***  **\* 接收数据并发回ACK**  **\*/**  **public void receive() {**  **try {**  **ReciverSocket = new DatagramSocket(ReceiveDataPort);**  **while (true) {**  **byte[] data = new byte[1472];**  **DatagramPacket packet = new DatagramPacket(data, data.length);**  **ReciverSocket.receive(packet);**  **byte[] d = packet.getData();**  **String message = new String(d);**  **String num = new String();**  **for (int i = 0; i < message.length(); i++) {**  **if (message.charAt(i) <= '9' && message.charAt(i) >= '0') {**  **num = num + message.charAt(i);**  **} else {**  **break;**  **}**  **}**  **// 判断是否是顺序到达的**  **if (expectedSeqNum == Integer.valueOf(num)) {**  **int ack = expectedSeqNum;**  **sendACKback(ack);**  **expectedSeqNum = (expectedSeqNum + 1)%seqnum;**  **last=ack;**  **}**  **else {**  **if (last>=0) {**  **sendACKback(last);**  **}**  **}**  **}**  **} catch (Exception e) {**  **}**  **}**  **/\*\***  **\* 发回ACK**  **\***  **\* @param ack**  **\* 发回的ACK序号，为0到N-1**  **\*/**  **private void sendACKback(int ack) {**  **try {**  **ackFrame ACK = new ackFrame(ack);**  **SendAckPacket = new DatagramPacket(ACK.ackByte, ACK.ackByte.length, InetAddress.getLocalHost(),**  **SendAckPort);**  **ReciverSocket.send(SendAckPacket);**  **System.out.println("Send ACK" + ack + " Back");**  **} catch (Exception e) {**  **}**  **}**  **// 发送数据部分**  **private static int seqnum=15;**  **private static int SendDataPort = 10242;**  **private static int ReceiveAckPort = 10243;**  **private static DatagramSocket SenderSocket;**  **private static DatagramPacket SendDataPacket;**  **private static DatagramSocket ReceiveAckSocket;**  **private static DatagramPacket ReceiverAckPacket;**  **private static int send\_base = 0;**  **private static int nextseqnum = 0;**  **private static boolean flag = false;**  **private static int timeout = 2;**  **private static String filestring = new String();**  **private static byte[] B;**  **private static int team;**    **private ScheduledExecutorService executor;**    **/\*\***  **\* 开始计时或者重新计时，超时时间为2s**  **\*/**  **private void timerBegin() {**  **TimerTask task=new TimerTask() {**  **@Override**  **public void run() {**  **if (send\_base>= Math.ceil(B.length / 1478)-1) {**  **return;**  **}**  **try {**  **for (int i = send\_base; i < nextseqnum; i++) {**  **byte[] tempb = getByteArray(i);**  **String temp = new String(tempb);**  **String s = new String(i%seqnum + ":" + temp);**  **byte[] data = s.getBytes();**  **DatagramPacket SenderPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(),**  **SendDataPort);**  **SenderSocket.send(SenderPacket);**  **System.out.println("重发分组:" + i%seqnum+" 重发的是第"+i+"个包");**  **timerBegin();**  **}**  **} catch (Exception e) {**  **}**  **}**  **};**    **if (!flag) {**  **flag = true;**  **} else {**  **executor.shutdown();**  **//timer.cancel();**  **//timer.purge();**  **}**  **executor=Executors.newSingleThreadScheduledExecutor();**  **executor.scheduleWithFixedDelay(task, timeout, timeout, TimeUnit.SECONDS);**    **}**  **/\*\***  **\* 结束计时**  **\*/**  **private void timerEnd() {**  **if (flag) {**  **//timer.purge();**  **//timer.cancel();**  **executor.shutdown();**  **flag = false;**  **}**  **}**  **/\*\***  **\* 读取文件，存入filestring和字节数组B中**  **\***  **\* @param fileName**  **\*/**  **public static void readFileByLines(String fileName) {**  **File file = new File(fileName);**  **BufferedReader reader = null;**  **try {**  **reader = new BufferedReader(new FileReader(file));**  **String tempString = null;**  **while ((tempString = reader.readLine()) != null) {**  **filestring = filestring + tempString + "\r\n";**  **}**  **reader.close();**  **B = filestring.getBytes();**  **} catch (IOException e) {**  **e.printStackTrace();**  **} finally {**  **if (reader != null) {**  **try {**  **reader.close();**  **} catch (IOException e1) {**  **}**  **}**  **}**  **}**  **/\*\***  **\* 根据nextseqnum获得要传输的字节**  **\***  **\* @param nextseqnum**  **\* 要传输的分组序号**  **\* @return 字节数组，要传输的字节**  **\*/**  **private byte[] getByteArray(int nextseqnum) {**  **byte[] temp = new byte[1478];**  **for (int i = 0; i < 1478; i++) {**  **if (nextseqnum \* 1478 + i >= B.length) {**  **break;**  **}**  **temp[i] = B[nextseqnum \* 1478 + i];**  **}**  **return temp;**  **}**  **/\*\***  **\* 发送数据**  **\*/**  **public void send() {**  **readFileByLines("test.txt");**  **team=(int) Math.ceil(B.length/1478);**  **try {**  **SenderSocket = new DatagramSocket();**  **ReceiveAckSocket = new DatagramSocket(ReceiveAckPort);**  **while (true) {**  **SendToReciver();**  **ReceiveACK();**  **if (send\_base >= team) {**  **break;**  **}**  **}**  **System.out.println("Send Over");**  **} catch (Exception e) {**  **}**  **}**  **/\*\***  **\* 发送数据给接收方**  **\*/**  **private void SendToReciver() {**  **try {**  **while (nextseqnum < send\_base + N) {**  **if (send\_base>= team||nextseqnum>=team) {**  **break;**  **}**  **byte[] tempb = getByteArray(nextseqnum);**  **String temp = new String(tempb);**  **String s = new String(nextseqnum%seqnum + ":" + temp);**  **byte[] data = s.getBytes();**  **SendDataPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(), SendDataPort);**  **// 模拟数据包丢失**  **if (nextseqnum % 5 != 0) {**  **SenderSocket.send(SendDataPacket);**  **System.out.println("发送分组:" + nextseqnum%seqnum+" 发送的是第"+nextseqnum+"个包");**  **} else {**  **System.out.println("模拟分组" + nextseqnum%seqnum + "丢失"+" 丢失的是第"+nextseqnum+"个包");**  **}**  **if (send\_base == nextseqnum) {**  **timerBegin();**  **}**  **nextseqnum++;**    **// System.out.println(nextseqnum);**  **}**  **} catch (Exception e) {**  **e.printStackTrace();**  **}**  **}**  **/\*\***  **\* 接收ACK**  **\* @throws InterruptedException**  **\*/**  **private void ReceiveACK() throws InterruptedException {**  **try {**  **if (send\_base>=team) {**  **return;**  **}**  **byte[] bytes = new byte[10];**  **ReceiverAckPacket = new DatagramPacket(bytes, bytes.length);**  **ReceiveAckSocket.receive(ReceiverAckPacket);**  **String ackString = new String(bytes, 0, bytes.length);**  **String acknum = new String();**  **for (int i = 0; i < ackString.length(); i++) {**  **if (ackString.charAt(i) >= '0' && ackString.charAt(i) <= '9') {**  **acknum += ackString.charAt(i);**  **} else {**  **break;**  **}**  **}**  **int ack = Integer.parseInt(acknum);**  **// 模拟ACK丢包**  **if (ack % 6 != 0) {**  **System.out.println("ACK" + ack);**  **//send\_base = Math.max(ack + 1, send\_base);**  **int m;**  **//System.out.println(send\_base);**  **if (send\_base%seqnum>ack&&nextseqnum/seqnum>send\_base/seqnum&&ack<=(send\_base+N)%N) {**  **m=send\_base/seqnum\*seqnum+ack+seqnum+1;**  **}**  **else {**  **m=send\_base/seqnum\*seqnum+ack+1;**  **}**  **send\_base = Math.max(send\_base, m);**  **} else {**  **System.out.println("模拟ACK" + ack + "丢失");**  **}**  **TimerReset();**  **//System.out.println("base="+send\_base);**  **//System.out.println("next\_seq="+nextseqnum);**  **} catch (IOException e) {**  **}**  **}**  **/\*\***  **\* 重置计时器**  **\*/**  **private void TimerReset() {**  **if (send\_base == nextseqnum) {**  **timerEnd();**  **} else {**  **timerBegin();**  **}**  **}**    **@Override**  **public void run() {**  **if (choice==0) {**  **receive();**  **}**  **else if (choice==1){**  **send();**  **}**  **}**  **public static void main(String[] args) {**  **new Thread(new GBNtwo(0)).start();**  **new Thread(new GBNtwo(1)).start();**  **}**  **}**  **③SRone.java**  **package cnExperiment2;**  **import java.io.BufferedReader;**  **import java.io.File;**  **import java.io.FileReader;**  **import java.io.IOException;**  **import java.net.DatagramPacket;**  **import java.net.DatagramSocket;**  **import java.net.InetAddress;**  **import java.util.TimerTask;**  **import java.util.concurrent.Executors;**  **import java.util.concurrent.ScheduledExecutorService;**  **import java.util.concurrent.TimeUnit;**  **public class SRone implements Runnable{**  **private static int seqnum = 16;**  **private int choice;**  **public SRone(int choice) {**  **super();**  **this.choice = choice;**  **}**  **// 发送数据部分**  **private static int N = 8;**  **private static int SendDataPort = 10241;**  **private static int ReceiveAckPort = 10240;**  **private static DatagramSocket SenderSocket;**  **private static DatagramPacket SendDataPacket;**  **private static DatagramSocket ReceiveAckSocket;**  **private static DatagramPacket ReceiverAckPacket;**  **private static int send\_base = 0;**  **private static int nextseqnum = 0;**  **private static int timeout = 4;**  **private static String filestring = new String();**  **private static byte[] B;**  **private static int team;**  **private static boolean[] ackarray = new boolean[N];**  **private static boolean[] flags = new boolean[N];**  **private static ScheduledExecutorService[] executors = new ScheduledExecutorService[N];**  **/\*\***  **\* 开始计时或者重新计时，超时时间为2s**  **\*/**  **private void timerBegin(int q, int x) {**  **TimerTask task = new TimerTask() {**  **@Override**  **public void run() {**  **if (send\_base >= Math.ceil(B.length / 1478) - 1) {**  **return;**  **}**  **try {**  **byte[] tempb = getByteArray(x);**  **String temp = new String(tempb);**  **String s = new String(x % seqnum + ":" + temp);**  **byte[] data = s.getBytes();**  **DatagramPacket SenderPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(),**  **SendDataPort);**  **SenderSocket.send(SenderPacket);**  **System.out.println("重发分组:" + x % seqnum + " 重发的是第" + x + "个包");**  **} catch (Exception e) {**  **}**  **}**  **};**  **if (!flags[q]) {**  **flags[q] = true;**  **} else {**  **executors[q].shutdown();**  **}**  **executors[q] = Executors.newSingleThreadScheduledExecutor();**  **executors[q].scheduleWithFixedDelay(task, timeout, timeout, TimeUnit.SECONDS);**  **}**  **/\*\***  **\* 结束计时**  **\*/**  **private void timerEnd(int q, int x) {**  **/\***  **\* if (flag) { //timer.purge(); //timer.cancel(); executors[q].shutdown(); flag**  **\* = false; }**  **\*/**  **if (flags[q]) {**  **flags[q] = false;**  **executors[q].shutdown();**  **}**  **}**  **/\*\***  **\* 读取文件，存入filestring和字节数组B中**  **\***  **\* @param fileName**  **\*/**  **public static void readFileByLines(String fileName) {**  **File file = new File(fileName);**  **BufferedReader reader = null;**  **try {**  **reader = new BufferedReader(new FileReader(file));**  **String tempString = null;**  **while ((tempString = reader.readLine()) != null) {**  **filestring = filestring + tempString + "\r\n";**  **}**  **reader.close();**  **B = filestring.getBytes();**  **} catch (IOException e) {**  **e.printStackTrace();**  **} finally {**  **if (reader != null) {**  **try {**  **reader.close();**  **} catch (IOException e1) {**  **}**  **}**  **}**  **}**  **/\*\***  **\* 根据nextseqnum获得要传输的字节**  **\***  **\* @param nextseqnum**  **\* 要传输的分组序号**  **\* @return 字节数组，要传输的字节**  **\*/**  **private byte[] getByteArray(int nextseqnum) {**  **byte[] temp = new byte[1478];**  **for (int i = 0; i < 1478; i++) {**  **if (nextseqnum \* 1478 + i >= B.length) {**  **break;**  **}**  **temp[i] = B[nextseqnum \* 1478 + i];**  **}**  **return temp;**  **}**  **/\*\***  **\* 发送数据**  **\*/**  **public void send() {**  **readFileByLines("test.txt");**  **team = (int) Math.ceil(B.length / 1478);**  **try {**  **SenderSocket = new DatagramSocket();**  **ReceiveAckSocket = new DatagramSocket(ReceiveAckPort);**  **while (true) {**  **SendToReciver();**  **ReceiveACK();**  **if (send\_base >= team) {**  **break;**  **}**  **}**  **System.out.println("Send Over");**  **} catch (Exception e) {**  **}**  **}**  **/\*\***  **\* 发送数据给接收方**  **\*/**  **private void SendToReciver() {**  **try {**  **while (nextseqnum < send\_base + N) {**  **if (send\_base >= team || nextseqnum >= team) {**  **break;**  **}**  **byte[] tempb = getByteArray(nextseqnum);**  **String temp = new String(tempb);**  **String s = new String(nextseqnum % seqnum + ":" + temp);**  **byte[] data = s.getBytes();**  **SendDataPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(), SendDataPort);**  **// 模拟数据包丢失**  **if (nextseqnum % 5 != 0) {**  **SenderSocket.send(SendDataPacket);**  **System.out.println("发送分组:" + nextseqnum % seqnum + " 发送的是第" + nextseqnum + "个包");**  **} else {**  **System.out.println("模拟分组" + nextseqnum % seqnum + "丢失" + " 丢失的是第" + nextseqnum + "个包");**  **}**  **System.out.println("nextseqnum=" + nextseqnum);**  **System.out.println("send\_base=" + send\_base);**  **timerBegin(nextseqnum - send\_base, nextseqnum);**  **/\***  **\* if (send\_base == nextseqnum) { timerBegin(); }**  **\*/**  **nextseqnum++;**  **// System.out.println(nextseqnum);**  **}**  **} catch (Exception e) {**  **e.printStackTrace();**  **}**  **}**  **/\*\***  **\* 接收ACK**  **\***  **\* @throws InterruptedException**  **\*/**  **private void ReceiveACK() throws InterruptedException {**  **try {**  **if (send\_base >= team) {**  **return;**  **}**  **byte[] bytes = new byte[10];**  **ReceiverAckPacket = new DatagramPacket(bytes, bytes.length);**  **ReceiveAckSocket.receive(ReceiverAckPacket);**  **String ackString = new String(bytes, 0, bytes.length);**  **String acknum = new String();**  **for (int i = 0; i < ackString.length(); i++) {**  **if (ackString.charAt(i) >= '0' && ackString.charAt(i) <= '9') {**  **acknum += ackString.charAt(i);**  **} else {**  **break;**  **}**  **}**  **int ack = Integer.parseInt(acknum);**  **// 模拟ACK丢包**  **// if (ack % 6 != 0) {**  **System.out.println("ACK" + ack);**  **int a = ack, b = ack + seqnum;**  **while (!(send\_base >= a && send\_base <= b)) {**  **a += seqnum;**  **b += seqnum;**  **}**  **if (b - send\_base > send\_base - a) {**  **ack = a;**  **} else {**  **ack = b;**  **}**  **System.out.println("ack=" + ack);**  **if (ack >= send\_base && ack < send\_base + N) {**  **// sendACKback(rev\_num);**  **ackarray[ack - send\_base] = true;**  **timerEnd(ack - send\_base, ack);**  **if (ack == send\_base) {**  **ackarray[0] = true;**  **int cnt = 0;**  **for (int i = 0; i < N; i++) {**  **if (ackarray[i]) {**  **cnt++;**  **} else {**  **break;**  **}**  **}**  **System.out.println("cnt=" + cnt);**  **for (int i = 0; i < N - cnt; i++) {**  **ackarray[i] = ackarray[i + cnt];**  **flags[i] = flags[i + cnt];**  **executors[i] = executors[i + cnt];**  **}**  **for (int i = N - cnt; i < N; i++) {**  **ackarray[i] = false;**  **executors[i] = null;**  **flags[i] = false;**  **// timerEnd(i, ack);**  **// executors[i];**  **// flags[i]=false;**  **}**  **send\_base = send\_base + cnt;**  **}**  **}**  **// } else {**  **// System.out.println("模拟ACK" + ack + "丢失");**  **// }**  **} catch (IOException e) {**  **}**        **}**  **// 接收数据部分**  **private static int SendAckPort = 10243;**  **private static int ReceiveDataPort = 10242;**  **private static DatagramSocket ReciverSocket;**  **private static DatagramPacket SendAckPacket;**  **private static int RecWinSize=5;**  **private static int rev\_base=0;**  **private static boolean ack[]=new boolean[RecWinSize];**    **/\*\***  **\* 接收数据并发回ACK**  **\*/**  **public void receive() {**  **try {**  **ReciverSocket = new DatagramSocket(ReceiveDataPort);**  **while (true) {**  **byte[] data = new byte[1472];**  **DatagramPacket packet = new DatagramPacket(data, data.length);**  **ReciverSocket.receive(packet);**  **byte[] d = packet.getData();**  **String message = new String(d);**  **String num = new String();**  **for (int i = 0; i < message.length(); i++) {**  **if (message.charAt(i) <= '9' && message.charAt(i) >= '0') {**  **num = num + message.charAt(i);**  **} else {**  **break;**  **}**  **}**  **int rev\_num=Integer.valueOf(num);**  **int a=rev\_num,b=rev\_num+seqnum;**  **while (!(rev\_base>=a&&rev\_base<=b)) {**  **a+=seqnum;**  **b+=seqnum;**  **}**  **if (b-rev\_base>rev\_base-a) {**  **rev\_num=a;**  **}**  **else {**  **rev\_num=b;**  **}**  **if (rev\_num>=rev\_base&&rev\_num<rev\_base+RecWinSize) {**  **sendACKback(rev\_num);**  **if (rev\_num==rev\_base) {**  **ack[0]=true;**  **int cnt=0;**  **for (int i=0;i<RecWinSize;i++) {**  **if (ack[i]) {**  **cnt++;**  **}**  **else {**  **break;**  **}**  **}**  **for (int i=0;i<RecWinSize-cnt;i++) {**  **ack[i]=ack[i+cnt];**  **}**  **for (int i=RecWinSize-cnt;i<RecWinSize;i++) {**  **ack[i]=false;**  **}**  **rev\_base=rev\_base+cnt;**  **}**  **else {**  **ack[rev\_num-rev\_base]=true;**  **}**  **}**  **else if (rev\_num<rev\_base&&rev\_num>=rev\_base-RecWinSize) {**  **sendACKback(rev\_num);**  **}**  **}**  **} catch (Exception e) {**  **}**  **}**  **/\*\***  **\* 发回ACK**  **\***  **\* @param ack**  **\* 发回的ACK序号，为0到N-1**  **\*/**  **private void sendACKback(int ack) {**  **try {**  **ackFrame ACK = new ackFrame(ack);**  **SendAckPacket = new DatagramPacket(ACK.ackByte, ACK.ackByte.length, InetAddress.getLocalHost(),**  **SendAckPort);**  **ReciverSocket.send(SendAckPacket);**  **System.out.println("Send ACK" + ack + " Back");**  **} catch (Exception e) {**  **}**  **}**    **@Override**  **public void run() {**  **if (choice==0) {**  **send();**  **}**  **else if (choice==1){**  **receive();**  **}**  **}**    **public static void main(String[] args) {**  **new Thread(new SRone(0)).start();**  **new Thread(new SRone(1)).start();**  **}**  **}**  **④SRtwo.java**  **package cnExperiment2;**  **import java.io.BufferedReader;**  **import java.io.File;**  **import java.io.FileReader;**  **import java.io.IOException;**  **import java.net.DatagramPacket;**  **import java.net.DatagramSocket;**  **import java.net.InetAddress;**  **import java.util.TimerTask;**  **import java.util.concurrent.Executors;**  **import java.util.concurrent.ScheduledExecutorService;**  **import java.util.concurrent.TimeUnit;**  **public class SRtwo implements Runnable{**    **int choice;**  **public SRtwo(int choice) {**  **super();**  **this.choice = choice;**  **}**    **private static int seqnum=16;**    **// 接收数据部分**  **private static int SendAckPort = 10240;**  **private static int ReceiveDataPort = 10241;**  **private static DatagramSocket ReciverSocket;**  **private static DatagramPacket SendAckPacket;**  **private static int RecWinSize=5;**  **private static int rev\_base=0;**  **private static boolean ack[]=new boolean[RecWinSize];**    **/\*\***  **\* 接收数据并发回ACK**  **\*/**  **public void receive() {**  **try {**  **ReciverSocket = new DatagramSocket(ReceiveDataPort);**  **while (true) {**  **byte[] data = new byte[1472];**  **DatagramPacket packet = new DatagramPacket(data, data.length);**  **ReciverSocket.receive(packet);**  **byte[] d = packet.getData();**  **String message = new String(d);**  **String num = new String();**  **for (int i = 0; i < message.length(); i++) {**  **if (message.charAt(i) <= '9' && message.charAt(i) >= '0') {**  **num = num + message.charAt(i);**  **} else {**  **break;**  **}**  **}**  **int rev\_num=Integer.valueOf(num);**  **int a=rev\_num,b=rev\_num+seqnum;**  **while (!(rev\_base>=a&&rev\_base<=b)) {**  **a+=seqnum;**  **b+=seqnum;**  **}**  **if (b-rev\_base>rev\_base-a) {**  **rev\_num=a;**  **}**  **else {**  **rev\_num=b;**  **}**  **if (rev\_num>=rev\_base&&rev\_num<rev\_base+RecWinSize) {**  **sendACKback(rev\_num);**  **if (rev\_num==rev\_base) {**  **ack[0]=true;**  **int cnt=0;**  **for (int i=0;i<RecWinSize;i++) {**  **if (ack[i]) {**  **cnt++;**  **}**  **else {**  **break;**  **}**  **}**  **for (int i=0;i<RecWinSize-cnt;i++) {**  **ack[i]=ack[i+cnt];**  **}**  **for (int i=RecWinSize-cnt;i<RecWinSize;i++) {**  **ack[i]=false;**  **}**  **rev\_base=rev\_base+cnt;**  **}**  **else {**  **ack[rev\_num-rev\_base]=true;**  **}**  **}**  **else if (rev\_num<rev\_base&&rev\_num>=rev\_base-RecWinSize) {**  **sendACKback(rev\_num);**  **}**  **}**  **} catch (Exception e) {**  **}**  **}**  **/\*\***  **\* 发回ACK**  **\***  **\* @param ack**  **\* 发回的ACK序号，为0到N-1**  **\*/**  **private void sendACKback(int ack) {**  **try {**  **ackFrame ACK = new ackFrame(ack);**  **SendAckPacket = new DatagramPacket(ACK.ackByte, ACK.ackByte.length, InetAddress.getLocalHost(),**  **SendAckPort);**  **ReciverSocket.send(SendAckPacket);**  **System.out.println("Send ACK" + ack + " Back");**  **} catch (Exception e) {**  **}**  **}**      **// 发送数据部分**  **private static int N = 8;**  **private static int SendDataPort = 10242;**  **private static int ReceiveAckPort = 10243;**  **private static DatagramSocket SenderSocket;**  **private static DatagramPacket SendDataPacket;**  **private static DatagramSocket ReceiveAckSocket;**  **private static DatagramPacket ReceiverAckPacket;**  **private static int send\_base = 0;**  **private static int nextseqnum = 0;**  **private static int timeout = 4;**  **private static String filestring = new String();**  **private static byte[] B;**  **private static int team;**  **private static boolean[] ackarray = new boolean[N];**  **private static boolean[] flags = new boolean[N];**  **private static ScheduledExecutorService[] executors = new ScheduledExecutorService[N];**  **/\*\***  **\* 开始计时或者重新计时，超时时间为2s**  **\*/**  **private void timerBegin(int q, int x) {**  **TimerTask task = new TimerTask() {**  **@Override**  **public void run() {**  **if (send\_base >= Math.ceil(B.length / 1478) - 1) {**  **return;**  **}**  **try {**  **byte[] tempb = getByteArray(x);**  **String temp = new String(tempb);**  **String s = new String(x % seqnum + ":" + temp);**  **byte[] data = s.getBytes();**  **DatagramPacket SenderPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(),**  **SendDataPort);**  **SenderSocket.send(SenderPacket);**  **System.out.println("重发分组:" + x % seqnum + " 重发的是第" + x + "个包");**  **} catch (Exception e) {**  **}**  **}**  **};**  **if (!flags[q]) {**  **flags[q] = true;**  **} else {**  **executors[q].shutdown();**  **}**  **executors[q] = Executors.newSingleThreadScheduledExecutor();**  **executors[q].scheduleWithFixedDelay(task, timeout, timeout, TimeUnit.SECONDS);**  **}**  **/\*\***  **\* 结束计时**  **\*/**  **private void timerEnd(int q, int x) {**  **/\***  **\* if (flag) { //timer.purge(); //timer.cancel(); executors[q].shutdown(); flag**  **\* = false; }**  **\*/**  **if (flags[q]) {**  **flags[q] = false;**  **executors[q].shutdown();**  **}**  **}**  **/\*\***  **\* 读取文件，存入filestring和字节数组B中**  **\***  **\* @param fileName**  **\*/**  **public static void readFileByLines(String fileName) {**  **File file = new File(fileName);**  **BufferedReader reader = null;**  **try {**  **reader = new BufferedReader(new FileReader(file));**  **String tempString = null;**  **while ((tempString = reader.readLine()) != null) {**  **filestring = filestring + tempString + "\r\n";**  **}**  **reader.close();**  **B = filestring.getBytes();**  **} catch (IOException e) {**  **e.printStackTrace();**  **} finally {**  **if (reader != null) {**  **try {**  **reader.close();**  **} catch (IOException e1) {**  **}**  **}**  **}**  **}**  **/\*\***  **\* 根据nextseqnum获得要传输的字节**  **\***  **\* @param nextseqnum**  **\* 要传输的分组序号**  **\* @return 字节数组，要传输的字节**  **\*/**  **private byte[] getByteArray(int nextseqnum) {**  **byte[] temp = new byte[1478];**  **for (int i = 0; i < 1478; i++) {**  **if (nextseqnum \* 1478 + i >= B.length) {**  **break;**  **}**  **temp[i] = B[nextseqnum \* 1478 + i];**  **}**  **return temp;**  **}**  **/\*\***  **\* 发送数据**  **\*/**  **public void send() {**  **readFileByLines("test.txt");**  **team = (int) Math.ceil(B.length / 1478);**  **try {**  **SenderSocket = new DatagramSocket();**  **ReceiveAckSocket = new DatagramSocket(ReceiveAckPort);**  **while (true) {**  **SendToReciver();**  **ReceiveACK();**  **if (send\_base >= team) {**  **break;**  **}**  **}**  **System.out.println("Send Over");**  **} catch (Exception e) {**  **}**  **}**  **/\*\***  **\* 发送数据给接收方**  **\*/**  **private void SendToReciver() {**  **try {**  **while (nextseqnum < send\_base + N) {**  **if (send\_base >= team || nextseqnum >= team) {**  **break;**  **}**  **byte[] tempb = getByteArray(nextseqnum);**  **String temp = new String(tempb);**  **String s = new String(nextseqnum % seqnum + ":" + temp);**  **byte[] data = s.getBytes();**  **SendDataPacket = new DatagramPacket(data, data.length, InetAddress.getLocalHost(), SendDataPort);**  **// 模拟数据包丢失**  **if (nextseqnum % 5 != 0) {**  **SenderSocket.send(SendDataPacket);**  **System.out.println("发送分组:" + nextseqnum % seqnum + " 发送的是第" + nextseqnum + "个包");**  **} else {**  **System.out.println("模拟分组" + nextseqnum % seqnum + "丢失" + " 丢失的是第" + nextseqnum + "个包");**  **}**  **System.out.println("nextseqnum=" + nextseqnum);**  **System.out.println("send\_base=" + send\_base);**  **timerBegin(nextseqnum - send\_base, nextseqnum);**  **/\***  **\* if (send\_base == nextseqnum) { timerBegin(); }**  **\*/**  **nextseqnum++;**  **// System.out.println(nextseqnum);**  **}**  **} catch (Exception e) {**  **e.printStackTrace();**  **}**  **}**  **/\*\***  **\* 接收ACK**  **\***  **\* @throws InterruptedException**  **\*/**  **private void ReceiveACK() throws InterruptedException {**  **try {**  **if (send\_base >= team) {**  **return;**  **}**  **byte[] bytes = new byte[10];**  **ReceiverAckPacket = new DatagramPacket(bytes, bytes.length);**  **ReceiveAckSocket.receive(ReceiverAckPacket);**  **String ackString = new String(bytes, 0, bytes.length);**  **String acknum = new String();**  **for (int i = 0; i < ackString.length(); i++) {**  **if (ackString.charAt(i) >= '0' && ackString.charAt(i) <= '9') {**  **acknum += ackString.charAt(i);**  **} else {**  **break;**  **}**  **}**  **int ack = Integer.parseInt(acknum);**  **// 模拟ACK丢包**  **// if (ack % 6 != 0) {**  **System.out.println("ACK" + ack);**  **int a = ack, b = ack + seqnum;**  **while (!(send\_base >= a && send\_base <= b)) {**  **a += seqnum;**  **b += seqnum;**  **}**  **if (b - send\_base > send\_base - a) {**  **ack = a;**  **} else {**  **ack = b;**  **}**  **System.out.println("ack=" + ack);**  **if (ack >= send\_base && ack < send\_base + N) {**  **// sendACKback(rev\_num);**  **ackarray[ack - send\_base] = true;**  **timerEnd(ack - send\_base, ack);**  **if (ack == send\_base) {**  **ackarray[0] = true;**  **int cnt = 0;**  **for (int i = 0; i < N; i++) {**  **if (ackarray[i]) {**  **cnt++;**  **} else {**  **break;**  **}**  **}**  **System.out.println("cnt=" + cnt);**  **for (int i = 0; i < N - cnt; i++) {**  **ackarray[i] = ackarray[i + cnt];**  **flags[i] = flags[i + cnt];**  **executors[i] = executors[i + cnt];**  **}**  **for (int i = N - cnt; i < N; i++) {**  **ackarray[i] = false;**  **executors[i] = null;**  **flags[i] = false;**  **// timerEnd(i, ack);**  **// executors[i];**  **// flags[i]=false;**  **}**  **send\_base = send\_base + cnt;**  **}**  **}**  **// } else {**  **// System.out.println("模拟ACK" + ack + "丢失");**  **// }**  **} catch (IOException e) {**  **}**  **}**    **@Override**  **public void run() {**  **if (choice==0) {**  **receive();**  **}**  **else if (choice==1){**  **send();**  **}**  **}**    **public static void main(String[] args) {**  **new Thread(new SRtwo(0)).start();**  **new Thread(new SRtwo(1)).start();**  **}**  **}**  **⑤ackFrame.java**  **package** cnExperiment2;  **public** **class** ackFrame {  **protected** **int** ACK;  **protected** String ack;  **protected** **byte**[] ackByte;    **public** ackFrame(**int** ACK) {  **this**.ACK=ACK;  ack=String.*valueOf*(ACK);  ackByte=ack.getBytes();  }      } |