判断题

1. 一个正确的算法，对于每个合法输入，都会在有限的时间内输出一个满足要求的结果。 对
2. NP完全问题比其他所有NP问题都要难。 错
3. 回溯法用深度优先法或广度优先法搜索状态空间树。 错
4. 在动态规划中，各个阶段所确定的策略就构成一个策略序列，通常称为一个决策。 错
5. 类和类问题的关系用来表示是错误的。 错
6. 若近似算法A求解某极小化问题一实例的解为，且已知该问题的最优解为，则该近似算法的性能比为3。 错
7. 通常来说，算法的最坏情况的时间复杂行比平均情况的时间复杂性容易计算。 对
8. 若P2多项式时间转化为(polynomial transforms to) P1，则P2至少与P1一样难。 错
9. 快速排序算法的平均时间复杂度是，使用随机化快速排序算法可以将平均时间复杂度降得更低。 错
10. 基于比较的寻找数组中最大元素的问题下届是。 对
11. 错
12. 若，，则 对
13. 若，则 对
14. 贪婪技术所做的每一步选择所产生的部分解，不一定是可行性的。 错
15. Las Vegas算法只要给出解就是正确的。 对
16. 一个完全多项式近似方案是一个近似方案，其中每一个算法在输入实例的规模的多项式时间内运行。 错

问答题

1. 二叉查找树属于减治策略的三个变种中的哪一个的应用？什么情况下二叉查找树表现出最差的效率？此时的查找和插入算法的复杂性如何？

减治策略有3个主要的变种，包括减常量、减常数因子和减可变规模。(1) 二叉查找树属于减可变规模变种的应用。(2) 当先后插入的关键字有序时，构成的二叉查找树蜕变为单支树，树的深度等于n，此时二叉查找树表现出最差的效率，(3) 查找和插入算法的时间效率都属于Θ(n)。

1. 何谓为多项式算法？如何将一Monte Carlo算法转化为Las Vegas算法？

伪多项式算法：算法的时间复杂度是输入数据的多项表达式，但确实输入长度的指数时间算法

Monte Carlo算法每次都能得到问题的解，但不保证所得解的准确性；Las Vegas算法是每次不一定得到问题的解，只要得到的解一定是正确的解；可以在Monte Carlo算法后加上一个验证算法，如果正确就得到解，如果错误就不能生成问题的解，这样Monte Carlo算法便转化为了Las Vegas算法。

1. 构造AVL树和2-3数的主要目的是什么？它们各自有什么样的查找和插入的效率？

构建AVL树和2-3树能够平衡左右子树的高度，减少树的层数，使得平均搜索效率更高。

插入和查找的时间复杂度均为O(logn)。

1. 写出0/1背包问题的一个多项式等价(Polynomial Equivalent)的判定问题，并说明为什么它们是多项式等价的。

判定问题I：从M件物品中，取出若干件放在空间为W的背包里，是否存在一个方案，所获价值≥P\*？。每件物品的体积为W1，W2……Wn，与之相对应的价值为P1,P2……Pn。

若判定问题I存在多项式时间的解法，则反复调用该算法就可以在多项式时间内解决0/1背包的优化问题。因而这个判定问题与原问题多项式等价。

1. 下面问题是否属于NP问题？为什么？

问题表述：给定图中的两个点、，整数和，图中每条边的长度及便利这条边的时间，问图中是否存在一条由到的路径，使得其长度大于，且遍历时间小于？

这个问题属于NP问题。因为若给出该问题的一个解，可以在多项式时间内检验这个解的正确性。如给出一条由p到q的路径，可以在多项式时间内计算出它的长度及遍历时间，然后分别与C和t进行比较，从而可以判断这个解的对错。

分治题

1. 写出一个求解下列问题的分治算法，推导其时间复杂性并与蛮力法相比较。

给定互不相等的n个数的一个序列，若其中某两个数和的关系为：且，则称和是逆序的。要求计算该序列中的逆序个数，即具有逆序关系的元素对的总数目。

int count=0;

void merge(int arr[],int first,int mid,int last)

{

int tmpArr[100];

int i=first,j=mid+1;

int cur=0;

while(i<=mid && j<=last)

{

if(arr[i]<arr[j])

{

tmpArr[cur++]=arr[i++];

}

else

{

tmpArr[cur++]=arr[j++];

count += mid-i+1;//只增加这一句便可求逆序数

}

}

if(i<=mid)

{

while(i<=mid)

tmpArr[cur++]=arr[i++];

}

else

{

while(j<=last)

tmpArr[cur++]=arr[j++];

}

for(int k=0;k<cur;k++)

{

arr[first++]=tmpArr[k];

}

}

void mergeSort(int arr[],int first,int last)

{

if(first==last)

return;

int mid=(first+last)/2;

mergeSort(arr,first,mid);

mergeSort(arr,mid+1,last);

merge(arr,first,mid,last);

}

算法思路：以归并排序为基础，在两两集合合并的时候如果前一个集合的元素a[i]>a[j]，那么说明需要调整次序，逆序数num=num+mid-i。

时间复杂度的迭代公式为![](data:image/x-wmf;base64,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) 因此算法的时间复杂度为T(n)=O(nlogn)；

蛮力法的时间复杂度为O(n2)，当n数目较大时，分治法计算规模远小于蛮力法。

1. 为一个整数序列，中的整数如果在中出现次数多余，那么称为多数元素。例如，在序列中3是多数元素，因为出现了4次，大于。求A的多数元素问题的蛮力算法复杂性如何？设计一个具有变治思想的算法，提高蛮力算法的效率，写出伪代码并分析其事件复杂性。

三种主要类型：实例化建、改变表现、问题化简

#include<stdio.h>

int main(){

int a[] = {1,3,2,3,3,4,3,4,3};

int n = 9;

int seed = a[0];

int count = 1;

for(int i = 1;i < n;i++)

{

if(seed==a[i])

{

count ++;

}else{

if(count>0)

count--;

else

seed = a[i];

}

}

count = 0;

for(i=0;i<n;i++)

{

if(a[i]==seed)

count++;

}

if(count>n/2)

printf("%d\n%d\n",seed,count);

}

在原序列中去除两个不同的元素后，那么在原序列中的多数元素在新序列中还是多数元素。

动态规划题

1. 某工厂调查了解市场情况，估计在今后四个月内，市场对其产品的需求量如下表所示。

|  |  |
| --- | --- |
| 时期（月） | 需要量（产品单位） |
| 1 | 2 |
| 2 | 3 |
| 3 | 2 |
| 4 | 4 |

已知：对每个月来讲，生产一批产品的固定成本费为3（千元），若不生成，则为零。每生产单位产品的成本费为1（千元）。同时，在任何一个月内，生产能力所允许的最大生产批量为不超过6个单位。

又知：每单位产品的库存费用为每月0.5（千元），同时要求在第一个月开始之初，及在第四个月末，均无产品库存。

问：在满足上述条件下，该厂应如何安排各个时期的生产与库存，使所花的总成本费用最低？写出你所设的状态变量、决策变量、状态转移方程与递推关系式，和手工求解的详细步骤及结果。

1. 用动态规划方法手工求解以下问题

有8万元的投资可以投给3个过目，每个项目在不同筒子数额下（以万元为单位）的利润如下表

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 投资额  盈利  项目 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| 项目1 | 0 | 5 | 15 | 40 | 80 | 90 | 95 | 98 | 100 |
| 项目2 | 0 | 5 | 15 | 40 | 60 | 70 | 73 | 74 | 75 |
| 项目3 | 0 | 4 | 26 | 40 | 45 | 50 | 51 | 52 | 53 |

请安排投资计划，使总的利润最大。

写出你所设的状态变量、决策变量、状态转移方程与递推关系式和手工求解的详细步骤及结构。

分支定界题

1. 用分支定界法求解以下问题：

某部门欲建立联通分布于五个区的共50个站点的有线通讯网络，每两个站点之间的线路敷设费用由对成矩阵C给出，任意两站点之间敷设线路需建设的地井数目由对称矩阵U给出。

设计一线路敷设总费用为最小的无环网络，使得徐建设的总地井数目不超过UMAX，且需跨区敷设的线路总数目不超过DMAX(个站点所属的区由向量D给出)。

1. 说明你是如何构造搜索树的。（要求是二叉搜索树）

50个站点之间最多有50\*49/2条边，对这些边进行编号，则每条边表示二叉树的一个节点，当节点k选左孩子时则表示选择了该边，为右孩子时，则表示不选择序号为k的边，二叉树最坏有50\*49/2层

1. 说明算法遍历搜索树的原则。（何时以及如何前进、分支、回溯、剪枝等等）
2. 你设计的分支定界算法的“界”是什么，他为什么是正确的和有效的？

UMAX DMAX 当前最短路径的费用 无环

1. 写出伪代码。

void LL()

{

int feeLowBound=INF;//初始化最小费用的界

A[]=init();//初始化矩阵C，D，为边标序号,A为边集合

Tree=buildtree(A);//以A建立二叉搜索树

while(not over) //循环到遍历结束

{

if( //符合以下的界

countminU()<UMAX //计算当前路径满足条件的最小数目

&& countminD()<DMAX //计算当前路径满足条件的最小跨区数目

&& countminfee() <feeLowBound //计算当前路径的最小花费

&& hasnocircle() //没有出现环

)

{

if(findscheme) //找到一个方案，则这个方案必然小于lowbound

{

feeLowBound=countminfee();

record(route);//更新界，记录路径

backward();//回溯

}

else //前进

{

movetonextchild();

continue;

}

}

else {

backward();//回溯&剪枝

}

}

}

1. 用分支定界法求解以下问题：

A国与B国之间尚未直接通商。与A国直接通商的有20个国家（C1, C2, …, C20）；与B国直接通商的为另外30个国家（C21, C22, …, C50）。上述50个国家之间并不是每两个国家都直接通商，任意两国之间的贸易税率由对称矩阵R给出，其中代表两国不能直接通商。

A国某公司与B国一公司欲通过某几个中间国家的公司完成一笔贸易，各个国家的进出口贸易通关等手续所需办理时间由向量T给出。请安排一中转贸易计划，使得该交易所产生的向各中转国缴纳的税费最低，且整个交易能够在时间t内完成。

1. 说明你是如何构造搜索树的。（要求是二叉搜索树）

因为解空间每个解容量为50，存在250种解的情况，故需要构建的二叉搜索树的层数为50，父节点ai的左孩子结点a2i-1表示选择该结点，右孩子a2i+1表示不选择该结点。

1. 说明算法遍历搜索树的原则。（何时以及如何前进、分支、回溯、剪枝等等）

前进：线路费用小于DMAX，地井数目小于UMAX；

分支：一个节点的下一步有多个可行的选择时进行分支；

回溯：当前路径归纳当前节点后不满足T限制时进行回溯，如果当前节点是左孩子结点，则回溯到其兄弟结点的右孩子结点；如果当前结点是右孩子结点则回溯到其祖先结点的右孩子结点；

减枝：当不满足T的限制时对该节点所在的进行减枝，出现环时进行减枝；税费大于当前可行路径

1. 你设计的分支定界算法的“界”是什么，他为什么是正确的和有效的？

界：T，当前的最小税费；

1. 写出伪代码。