## 6.1-1

高度为h的(二叉)堆中，元素最多为![](data:image/x-wmf;base64,183GmgAAAAAAAKAD4AEACQAAAABRXAEACQAAA6ABAAACAJgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgAaADCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gAwAAlQEAAAUAAAAJAgAAAAIFAAAAFAL0AAMBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////JMAquAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAaBy8AQUAAAAUAqABOgAcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///7NACtAAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAADIxlAIAAwUAAAAUAqAB5AEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAANAl/HNgtwlN/v///8kwCq8AAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAC1IAAOYAAAAJgYPACYBQXBwc01GQ0MBAP8AAAD/AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCIMgADABwAAAsBAQEAAgCBaAAAAAoCBIYSIi0CAIgxAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AcY4FigIAAAoAew5mcY4FigIBAAAAGOQZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)，最少为![](data:image/x-wmf;base64,183GmgAAAAAAAKAC4AECCQAAAABTXQEACQAAA6ABAAACAJgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgAaACCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gAgAAlQEAAAUAAAAJAgAAAAIFAAAAFAL0AAMBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9OPQq5AAAKAAAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAaDHzALwBBQAAABQCoAE6ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////dRkKtgAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAMjEAAwUAAAAUAvQAhwEcAAAA+wIi/wAAAAAAAJABAAAAAQACABBTeW1ib2wAANAl/HNgtwlN/v///049CroAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAC15vAGYAAAAJgYPACUBQXBwc01GQ0MBAP4AAAD+AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCIMgADABwAAAsBAQEAAgCBaAACBIYSIi0CAIgxAAAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AB44FigIAAAoA2DVmB44FigIBAAAAsOQZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)。

## 6.1-2

因为堆是个完全二叉树，根据上一题中高度为h的堆，最少结点为![](data:image/x-wmf;base64,183GmgAAAAAAAKAC4AECCQAAAABTXQEACQAAA6ABAAACAJgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgAaACCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gAgAAlQEAAAUAAAAJAgAAAAIFAAAAFAL0AAMBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9OPQq5AAAKAAAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAaDHzALwBBQAAABQCoAE6ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////dRkKtgAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAMjEAAwUAAAAUAvQAhwEcAAAA+wIi/wAAAAAAAJABAAAAAQACABBTeW1ib2wAANAl/HNgtwlN/v///049CroAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAC15vAGYAAAAJgYPACUBQXBwc01GQ0MBAP4AAAD+AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCIMgADABwAAAsBAQEAAgCBaAACBIYSIi0CAIgxAAAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AB44FigIAAAoA2DVmB44FigIBAAAAsOQZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)，结点最多为![](data:image/x-wmf;base64,183GmgAAAAAAAKAD4AEACQAAAABRXAEACQAAA6ABAAACAJgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgAaADCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gAwAAlQEAAAUAAAAJAgAAAAIFAAAAFAL0AAMBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////JMAquAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAaBy8AQUAAAAUAqABOgAcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///7NACtAAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAADIxlAIAAwUAAAAUAqAB5AEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAANAl/HNgtwlN/v///8kwCq8AAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAC1IAAOYAAAAJgYPACYBQXBwc01GQ0MBAP8AAAD/AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCIMgADABwAAAsBAQEAAgCBaAAAAAoCBIYSIi0CAIgxAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AcY4FigIAAAoAew5mcY4FigIBAAAAGOQZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)。取对数可知当结点为n时，堆的高度为![](data:image/x-wmf;base64,183GmgAAAAAAAMAEgAIBCQAAAABQWAEACQAAA7UBAAACAJsAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAsAECwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6T///+ABAAAJAIAAAUAAAAJAgAAAAIFAAAAFAKgAd4AHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////UCAp2AAAKAAAAAAAEAAAALQEAAAwAAAAyCgAAAAADAAAAbG9nAGYAwAAAAwUAAAAUAqABAAMcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///5QTCkwAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAG55AAMFAAAAFAK+AUAAHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAADQJfxzYLcJTf7////UCAp3AAAKAAAAAAAEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAADq+pQDAAMFAAAAFAIGAkAACgAAADIKAAAAAAIAAADr+5QDAAObAAAAJgYPACsBQXBwc01GQ0MBAAQBAAAEAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAwAGAwABAAICgmwAAgCCbwACAIJnAAIAg24AAAIAlvD4AgCW+/gAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0Apo4FigIAAAoAhT5mpo4FigIBAAAAGOQZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=) 。

注意：在算法导论中树的高度是从0开始算的。

## 6.1-3

证：在最大堆中，根节点的值总是比孩子的结点的值大。所以，最大元素在子树的根结点的位置上。

## 6.1-4

最小元素在最大堆最后一层的最右边的叶子结点。

## 6.1-5

不一定。如在《算法导论》第三版，p84中的例子。

## 6.1-6

不是。

## 6.2-3

若A[i]比孩子的值都大，则MAX-HEAPIFY不会对元素进行变化。

## 6.2-4

若i>A.heap-size/2,则l，r要大于A.heap-size，故MAX-HEAPIFY第3~6行将不会满足，故整个递归也没什么意义。

## 6.3-2

循环不变量从A.heapsize/2到1，是因为在堆数组中，下标从n/2+1到n都为叶子结点。从A.heapsize/2执行MAX-HEAPIF可以从最少的结点建堆。若是从1开始，则不保证从根结点开始建立有效堆，如建立大根堆时，根结点为4，左右孩子分别为1,3。则此时MAX-HEAPIFY过程将不会工作。

## 6.4-3

若是升序数组，堆排序时，执行BuildHeap时执行复杂度为O(nlgn)，for循环调用n-1次MAX-HeapIFY，MAX-HeapIFY时间复杂度为O(lgn),故整个过程的时间复杂度为O(nlgn).

若为降序数组，执行BuildHeap时执行复杂度为O(n), for循环调用n-1次MAX-HeapIFY，MAX-HeapIFY时间复杂度为O(lgn),故整个过程的时间复杂度为O(nlgn).

## 6.5-3

|  |
| --- |
| HEAP-MINIMU(A, i){  return A[i];  }  HEAP-EXTRACT-MIN(A){  If (A.heapsize < 1)  error”heap underflow”  min = A[1]  A[1] = A[A.heapsize]  A.heapsize -= 1  MINHEAPIFY(A, 1)  return min  }  HEAP-DECRESE-KEY(A, i, key){  If key > A[i]  error “new key is greater than current key”  A[i] = key  while i > 1 and A[PARENT(i)] > A[i]  swap(A[i], A[PARENT(i)]  i = PARENT(i)  } |

## 6.5-4

MAX-HEAP-INSERT先把关键字设为![](data:image/x-wmf;base64,183GmgAAAAAAAGACQAECCQAAAAAzXQEACQAAAzEBAAACAI0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAWACCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAAAgAgAAZgEAAAUAAAAJAgAAAAIFAAAAFAIAAToAHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAADQJfxzKDhUvf7////EQQr4AAAKAAAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAALaXSAAADjQAAACYGDwAQAUFwcHNNRkNDAQDpAAAA6QAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIEhhIiLQIEhh4ipQAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AAIUEigIAAAoAB0Fmx4UEigL/////GOQZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=),即在堆中有一个比任何元素都小的元素，从而保证了插入的元素能顺利插入，若是没有这一步，则有可能会出现插入的元素比堆中的元素都小，这样HEAP-INCREASE-KEY就执行不了，从而插入失败。

## 6.5-6

从第三行开始：

|  |
| --- |
| while i > 1 and A[PARENT(i)] > A[i]  A[i] = A[PARENT(i)]  i = PARENT(i)  A[i] = key |

## 6.5-7

使用优先级序列实现一个先进先出队列的思路：

为一个进入队列的元素进行标号，然后在按照标号进行最小优先级队列的建立，要出队时，则调用HEAP-EXTRACT-MIN，返回出队的元素的小标，并用小标返回元素。

栈同理，只不过时用最大优先级队列来实现。

## 6.5-8

|  |
| --- |
| HEAP-DELETE(A, i){  A[i] = A[A.heapsize]  A.heapsize --  MAX-HEAPIFY(A, 1)  } |