1. 进程是正在执行的一个程序或命令，每个进程都是一个运行的实体，都有自己的地址空间，并占用一定的系统资源。进程存在于内存当中，是抽象的存在，进程的存在方便系统管理系统中所有运行中的程序。
2. 代码A会生成32个进程，而代码B会生成6个进程。代码A中，每次循环中，调用fork()函数会复制原程序，此后程序状态完全复制，父进程与子进程继续循环调用fork()函数，则每次循环程序变为两倍，最终生成![](data:image/x-wmf;base64,183GmgAAAAAAAO0BEQLsCQAAAAABXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AHAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENsZACc2t3VAfb91AAAAAAQAAAAtAQAACAAAADIK9AACAQEAAAA1gBwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2xkAJza3dUB9v3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAMgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDKIQCKAgAACgBBEmbKQRJmyiEAigJ43BkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)个进程即32个进程。 在代码B中，由于子进程的fork()函数返回值为0，父进程fork()返回值非零，则子进程的循环将会终止，最终只有第一个进程在创建子进程，最终创建了5个子进程，共6个进程。
3. 当进程调用了exit()函数后，该进程并不是马上消失，而是留下一个称为僵尸进程的数据结构。僵尸进程是Linux系统中的另一种特殊进程，它几乎放弃进程退出前占有的所有内存，既没有可执行代码也不能被调度，只在进程列表中保留一个位置，记载进程的退出状态等信息供父进程手机。若父进程中没有回收子进程的代码，子进程将会一直处于僵尸态。

调用wait()函数的进程会被挂起，进入阻塞状态，直到子进程变为僵尸态，wait()函数捕获到该子进程的退出信息时才会转为运行态，回收子进程资源并返回；若没有变为僵尸态的子进程，wait()函数会让进程一直阻塞。若当前进程有多个子进程，只要捕获到一个变为僵尸态的子进程信息，wait()函数就会返回并使进程恢复执行。

1. 信号全程软中断信号，其本质时软件层次上对中断机制的一种模拟，用于提醒进程某件事情已经发生。信号的编号从1开始，其中1~31号信号为常规信号，也就是早期信号模型中的不可靠信号；34~64号信号为实时信号，是用于计算机底层开发中的信号。信号被应用于进程间通信，但它实际并不由进程发送，在遇到某种情况时，内核会发送某个信号到某个进程。
2. 未决状态：发送的信号被阻塞，无法到达进程，内核就会将该信号的状态设置为未决。

作用：对进程来说，若信号的发送过于密集，即在处理信号的同时再次收到信号，那么进程会将后到的信号丢弃。对于信号的发送方来说，应该发送的信号已经发送，自然不会再次发送；但对于作为信号接收方的进程来说，未对信号做出应有处理，这显然是不符合预期的。所以需要信号处于未决状态，防止要处理的信号丢失。

1. 两个进程，对同一个共享内存读写。一个进程写，另一个进程读。通过信号量可以控制读写进程执行顺序，保证在写进程操作未完成时，需要防止其他进程从共享内存中读取数据。进程先从外部文件读取数据，将数据放入共享内存中，再通过fork函数创造子进程，用exec函数族转换子进程为写进程，通过写进程将共享内存的数据写入外部文件。