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1. Use the "poly()" function to fit a cubic polynomial regression to predict "nox" using "dis". Report the regression output, and plot the resulting data and polynomial fits.

set.seed(12)  
par(mfrow = c(1,1))  
  
library(MASS)  
library(boot)  
library(splines)  
df<-Boston  
fit <- lm(nox ~ poly(dis, 3), data = df)  
summary(fit)

##   
## Call:  
## lm(formula = nox ~ poly(dis, 3), data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.121130 -0.040619 -0.009738 0.023385 0.194904   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.554695 0.002759 201.021 < 2e-16 \*\*\*  
## poly(dis, 3)1 -2.003096 0.062071 -32.271 < 2e-16 \*\*\*  
## poly(dis, 3)2 0.856330 0.062071 13.796 < 2e-16 \*\*\*  
## poly(dis, 3)3 -0.318049 0.062071 -5.124 4.27e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06207 on 502 degrees of freedom  
## Multiple R-squared: 0.7148, Adjusted R-squared: 0.7131   
## F-statistic: 419.3 on 3 and 502 DF, p-value: < 2.2e-16

dis\_range = range(df$dis)  
dis\_seq = seq(from = dis\_range[1], to = dis\_range[2])  
prediction = predict(fit, list(dis = dis\_seq))  
plot(nox ~ dis, data = df,col="red")  
lines(dis\_seq, prediction, lwd = 2, col = 'blue')
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We may conclude that all polynomial terms are significant.

1. Plot the polynomial fits for a range of different polynomial degrees (say, from 1 to 10), and report the associated residual sum of squares.

RSS <- rep(NA, 10)  
for (i in 1:10) {  
 fit <- lm(nox ~ poly(dis, i), data = Boston)  
 RSS[i] <- sum(fit$residuals^2)  
}  
plot(1:10, RSS, xlab = "Degree", ylab = "RSS", type = "l")  
points(which.min(RSS), RSS[which.min(RSS)], col = "red", cex = 2, pch = 20)
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It seems that the RSS decreases with the degree of the polynomial, and so is minimum for a polynomial of degree 10.

1. Perform cross-validation or another approach to select the optimal degree for the polynomial, and explain your results.

MSE <- rep(NA, 10)  
for (i in 1:10) {  
 fit <- glm(nox ~ poly(dis, i), data = Boston)  
 MSE[i] <- cv.glm(Boston, fit, K = 10)$delta[1]  
}  
plot(1:10, MSE, xlab = "Degree", ylab = "10 fold CV Error", type = "l")  
points(which.min(MSE), MSE[which.min(MSE)], col = "red", cex = 2, pch = 20)
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We may see that a polynomial of degree 4 minimizes the test MSE.

1. Use the "bs()" function to fit a regression spline to predict "nox" using "dis". Report the output for the fit using 7 degrees of freedom (3 knots)

fit <- lm(nox ~ bs(dis, df = 4, knots = c(3, 7, 11)), data = df)  
summary(fit)

##   
## Call:  
## lm(formula = nox ~ bs(dis, df = 4, knots = c(3, 7, 11)), data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.130710 -0.039850 -0.008357 0.027792 0.188518   
##   
## Coefficients:  
## Estimate Std. Error t value  
## (Intercept) 0.714346 0.015846 45.081  
## bs(dis, df = 4, knots = c(3, 7, 11))1 -0.006626 0.024307 -0.273  
## bs(dis, df = 4, knots = c(3, 7, 11))2 -0.296980 0.018293 -16.234  
## bs(dis, df = 4, knots = c(3, 7, 11))3 -0.222840 0.033763 -6.600  
## bs(dis, df = 4, knots = c(3, 7, 11))4 -0.379811 0.042317 -8.975  
## bs(dis, df = 4, knots = c(3, 7, 11))5 -0.222959 0.086870 -2.567  
## bs(dis, df = 4, knots = c(3, 7, 11))6 -0.304346 0.063378 -4.802  
## Pr(>|t|)   
## (Intercept) < 2e-16 \*\*\*  
## bs(dis, df = 4, knots = c(3, 7, 11))1 0.7853   
## bs(dis, df = 4, knots = c(3, 7, 11))2 < 2e-16 \*\*\*  
## bs(dis, df = 4, knots = c(3, 7, 11))3 1.05e-10 \*\*\*  
## bs(dis, df = 4, knots = c(3, 7, 11))4 < 2e-16 \*\*\*  
## bs(dis, df = 4, knots = c(3, 7, 11))5 0.0106 \*   
## bs(dis, df = 4, knots = c(3, 7, 11))6 2.08e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06137 on 499 degrees of freedom  
## Multiple R-squared: 0.7229, Adjusted R-squared: 0.7196   
## F-statistic: 217 on 6 and 499 DF, p-value: < 2.2e-16

pred <- predict(fit, list(dis = dis\_seq))  
plot(nox ~ dis, data = Boston, col = "red")  
lines(dis\_seq, pred, col = "blue", lwd = 2)
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I chose the knots based such that the data was roughly split into even pieces (since dis 's lower limit is ~1 and its upper limit is ~13).

1. Now fit a regression spline for a range of degrees of freedom, and plot the resulting fits and report the resulting RSS. Describe the results obtained.

RSS <- rep(NA, 16)  
for (i in 3:16) {  
 fit <- lm(nox ~ bs(dis, df = i), data = Boston)  
 RSS[i] <- sum(fit$residuals^2)  
}  
plot(3:16, RSS[-c(1, 2)], xlab = "Degrees of freedom", ylab = "RSS", type = "l")  
points(which.min(RSS), RSS[which.min(RSS)], col = "red", cex = 2, pch = 20)

![](data:image/png;base64,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)  
We may see that RSS decreases until 14 and then slightly increases after that.

1. Perform cross-validation or another approach in order to select the best degrees of freedom for a regression spline on this data. Describe your results.

CVError <- rep(NA, 16)  
for (i in 3:16) {  
 fit <- glm(nox ~ bs(dis, df = i), data = Boston)  
 CVError[i] <- cv.glm(Boston, fit, K = 10)$delta[1]  
}

## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots =  
## c(1.1296, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots =  
## c(1.1296, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots =  
## c(1.137, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots =  
## c(1.137, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(3.1675, .Names =  
## "50%"), : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(3.1675, .Names =  
## "50%"), : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(3.1827, .Names =  
## "50%"), : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(3.1827, .Names =  
## "50%"), : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(2.3727,  
## 4.36263333333333: some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(2.3727,  
## 4.36263333333333: some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(2.4212,  
## 4.23913333333333: some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(2.4212,  
## 4.23913333333333: some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(2.10035, 3.2157,  
## 5.16495: some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(2.10035, 3.2157,  
## 5.16495: some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(2.0754, 3.1323,  
## 5.11735: some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(2.0754, 3.1323,  
## 5.11735: some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.96376, 2.66502,  
## 3.9175, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.96376, 2.66502,  
## 3.9175, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.9512, 2.6403,  
## 3.9454, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.9512, 2.6403,  
## 3.9454, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.8651,  
## 2.41306666666667, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.8651,  
## 2.41306666666667, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.86156666666667,  
## 2.38403333333333, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.86156666666667,  
## 2.38403333333333, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.78037142857143,  
## 2.2044, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.78037142857143,  
## 2.2044, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.81317142857143,  
## 2.25881428571429, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.81317142857143,  
## 2.25881428571429, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.743225, 2.0754,  
## 2.4999, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.743225, 2.0754,  
## 2.4999, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.6732,  
## 2.00496666666667, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.6732,  
## 2.00496666666667, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.6723,  
## 2.00613333333333, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.6723,  
## 2.00613333333333, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.6362, 1.9865,  
## 2.288, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.6362, 1.9865,  
## 2.288, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.64668, 1.96376,  
## 2.28422, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.64668, 1.96376,  
## 2.28422, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.60816363636364,  
## 1.87607272727273, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.60816363636364,  
## 1.87607272727273, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.59590909090909,  
## 1.87607272727273, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.59590909090909,  
## 1.87607272727273, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.58948333333333,  
## 1.8301, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.58948333333333,  
## 1.8301, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.60973333333333,  
## 1.8651, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.60973333333333,  
## 1.8651, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.5523,  
## 1.79772307692308, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.5523,  
## 1.79772307692308, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.5895, 1.8195,  
## 2.0407, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.5895, 1.8195,  
## 2.0407, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = structure(c(1.5311,  
## 1.78037142857143, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = structure(c(1.5311,  
## 1.78037142857143, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

plot(3:16, CVError[-c(1, 2)], xlab = "Degrees of freedom", ylab = "10 fold CV Error", type = "l")
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