**一、                   单选题（每题 2 分，共20分）**

* 1. 1.     对一个算法的评价，不包括如下（B ）方面的内容。

A．健壮性和可读性 B．并行性 C．正确性 D．时空复杂度

* 1. 2.     在带有头结点的单链表HL中，要向表头插入一个由指针p指向的结点，则执行( )。

A. p->next=HL->next; HL->next=p; B. p->next=HL; HL=p;

C. p->next=HL; p=HL; D. HL=p; p->next=HL;

* 1. 3.     对线性表，在下列哪种情况下应当采用链表表示？( )

A.经常需要随机地存取元素 B.经常需要进行插入和删除操作

C.表中元素需要占据一片连续的存储空间 D.表中元素的个数不变

* 1. 4.     一个栈的输入序列为1 2 3，则下列序列中不可能是栈的输出序列的是( C )

A. 2 3 1 B. 3 2 1

C. 3 1 2 D. 1 2 3

* 1. 5.     AOV网是一种（ ）。

A．有向图 B．无向图 C．无向无环图 D．有向无环图

* 1. 6.     采用开放定址法处理散列表的冲突时，其平均查找长度（ ）。

A．低于链接法处理冲突 B. 高于链接法处理冲突

C．与链接法处理冲突相同 D．高于二分查找

* 1. 7.     若需要利用形参直接访问实参时，应将形参变量说明为（ ）参数。

A．值 B．函数 C．指针 D．引用

* 1. 8.     在稀疏矩阵的带行指针向量的链接存储中，每个单链表中的结点都具有相同的（ ）。

A．行号 B．列号 C．元素值 D．非零元素个数

* 1. 9.     快速排序在最坏情况下的时间复杂度为（ ）。

A．O(log2n) B．O(nlog2n) C．0(n) D．0(n2)

* 1. 10. 从二叉搜索树中查找一个元素时，其时间复杂度大致为( )。

A. O(n) B. O(1) C. O(log2n) D. O(n2)

1. **二、                   运算题（每题 6 分，共24分）**
2. 1.        数据结构是指数据及其相互之间的\_\_\_\_\_\_\_\_\_\_\_\_\_\_。当结点之间存在M对N（M：N）的联系时，称这种结构为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
3. 2.        队列的插入操作是在队列的\_\_\_尾\_\_\_\_\_\_进行，删除操作是在队列的\_\_\_\_首\_\_\_\_\_\_进行。
4. 3.        当用长度为N的数组顺序存储一个栈时，假定用top==N表示栈空，则表示栈满的条件是\_\_\_top==0\_\_\_(要超出才为满)\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
5. 4.        对于一个长度为n的单链存储的线性表，在表头插入元素的时间复杂度为\_\_\_\_\_\_\_\_\_，在表尾插入元素的时间复杂度为\_\_\_\_\_\_\_\_\_\_\_\_。
6. 5.        设W为一个二维数组，其每个数据元素占用4个字节，行下标i从0到7 ，列下标j从0到3 ，则二维数组W的数据元素共占用＿\_\_\_\_\_＿个字节。W中第6 行的元素和第4 列的元素共占用＿\_\_\_\_\_\_\_＿个字节。若按行顺序存放二维数组W，其起始地址为100，则二维数组元素W[6，3]的起始地址为＿\_\_\_\_\_\_\_\_＿。
7. 6.        广义表A= (a,(a,b),((a,b),c)),则它的深度为\_\_\_\_\_\_\_\_\_\_\_\_，它的长度为\_\_\_\_\_\_\_\_\_\_\_\_。
8. 7.        二叉树是指度为2的\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_树。一棵结点数为N的二叉树，其所有结点的度的总和是\_\_\_\_\_\_\_\_\_\_\_\_\_。
9. 8.        对一棵二叉搜索树进行中序遍历时，得到的结点序列是一个\_\_\_\_\_\_\_\_\_\_\_\_\_\_。对一棵由算术表达式组成的二叉语法树进行后序遍历得到的结点序列是该算术表达式的\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
10. 9.        对于一棵具有n个结点的二叉树，用二叉链表存储时，其指针总数为\_\_\_\_\_\_\_\_\_\_\_\_\_个，其中\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_个用于指向孩子，\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_个指针是空闲的。
11. 10.    若对一棵完全二叉树从0开始进行结点的编号，并按此编号把它顺序存储到一维数组A中，即编号为0的结点存储到A[0]中。其余类推，则A[ i ]元素的左孩子元素为\_\_\_\_\_\_\_\_,右孩子元素为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_，双亲元素为\_\_\_\_\_\_\_\_\_\_\_\_。
12. 11.    在线性表的散列存储中，处理冲突的常用方法有\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_两种。
13. **12.** 当待排序的记录数较大，排序码较随机且对稳定性不作要求时，宜采用\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_排序；当待排序的记录数较大，存储空间允许且要求排序是稳定时，宜采用\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_排序。

1. **三、                   运算题（每题6分，共24分）**
2. 1.        已知一个6×5稀疏矩阵如下所示，

|  |
| --- |
|  |

试：

1. （1）        写出它的三元组线性表；
2. （2）        给出三元组线性表的顺序存储表示。
3. 2.        设有一个输入数据的序列是 **{** 46, 25, 78, 62, 12, 80 **}**, 试画出从空树起，逐个输入各个数据而生成的二叉搜索树。
4. 3.        对于图6所示的有向图若存储它采用邻接表，并且每个顶点邻接表中的边结点都是按照终点序号从小到大的次序链接的，试写出：

(1) 从顶点①出发进行深度优先搜索所得到的深度优先生成树；

(2) 从顶点②出发进行广度优先搜索所得到的广度优先生成树；

1. 4.        已知一个图的顶点集V和边集E分别为：

V={1,2,3,4,5,6,7};
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|  |
| --- |
| 图6 |

E={<2,1>,<3,2>,<3,6>,<4,3>,<4,5>,<4,6>,<5,1>,<5,7>,<6,1>,<6,2>,<6,5>};

若存储它采用邻接表，并且每个顶点邻接表中的边结点都是按照终点序号从小到大的次序链接的，按主教材中介绍的拓朴排序算法进行排序，试给出得到的拓朴排序的序列。

1. **四、                   阅读算法（每题7分，共14分）**
2. 1.                     int Prime(int n)

{

int i=1;

int x=(int) sqrt(n);

while (++i<=x)

if (n%i==0) break;

if (i>x) return 1;

else return 0;

}

1. (1)     指出该算法的功能；
2. (2)     该算法的时间复杂度是多少？
3. 2.                     写出下述算法的功能：

void AJ(adjlist GL, int i, int n)

{

Queue Q;

InitQueue(Q);

cout<<i<<' ';

visited[i]=true;

QInsert(Q,i);

while(!QueueEmpty(Q)) {

int k=QDelete(Q);

edgenode\* p=GL[k];

while(p!=NULL)

{

int j=p->adjvex;

if(!visited[j])

{

cout<<j<<' ';

visited[j]=true;

QInsert(Q,j);

}

p=p->next;

}

}

}

1. **五、                   算法填空（共8分）**

如下为二分查找的非递归算法，试将其填写完整。

Int Binsch(ElemType A[ ],int n,KeyType K)

{

int low=0;

int high=n-1;

while (low<=high)

{

int mid=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_；

if (K==A[mid].key) return mid; //查找成功，返回元素的下标

else if (K<[mid].key)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_; //在左子表上继续查找

else \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_; //在右子表上继续查找

}

return -1; //查找失败，返回-1

}

1. **六、                   编写算法（共8分）**

HL是单链表的头指针，试写出删除头结点的算法。

ElemType DeleFront(LNode \* & HL)

参考答案

1. **一、                     单选题（每题2分，共20分）**

1.B 2.A 3.B 4.C 5.D 6.B 7.D 8.A 9.D 10.C

1. **二、                     填空题（每空1分，共26分）**
2. 1.         联系 图（或图结构）
3. 2.         尾 首
4. 3.         top==0
5. 4.         O（1） O（n）
6. 5.         128 44 108
7. 6.         3 3
8. 7.         有序 n-1

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | 6 | 5 | 5 | | 1 | 5 | 1 | | 3 | 2 | -1 | | 4 | 5 | -2 | | 5 | 1 | 5 | | 6 | 3 | 7 |   图7 |

1. 8.         有序序列 后缀表达式（或逆波兰式）
2. 9.         2n n-1 n+1
3. 10.     2i+1 2i+2 (i-1)/2
4. 11.     开放定址法 链接法
5. 12.     快速 归并
6. **三、                     运算题（每题6分，共24分）**
7. 1.         （1） ((1,5,1),(3,2,-1),(4,5,-2),(5,1,5),(6,3,7)) (3分)

（2） 三元组线性表的顺序存储表示如图7示。

1. 2.         如图8所示。
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|  |
| --- |
| 图8 |

1. 3.         DFS：➀🕮

BFS：🕮➀

1. 4.         拓朴排序为： 4 3 6 5 7 2 1
2. 四、                      阅读算法（每题7分，共14分）
3. 1.         (1) 判断n是否是素数（或质数）

（2）O（![](data:image/x-wmf;base64,183GmgAAAAAAAGACQAL3CAAAAADGXwEACQAAA9MAAAAEABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7b///8gAgAA9gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAmgBSAAFAAAAEwJMAXkACQAAAPoCAAAgAAAAAAAAACIABAAAAC0BAQAFAAAAFAJUAXkABQAAABMC1gHAAAQAAAAtAQAABQAAABQC1gHIAAUAAAATAlIAJgEFAAAAFAJSACYBBQAAABMCUgASAhUAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAnAQAAAAtAQIACAAAADIKwAE+AQEAAABuAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEDAAQAAADwAQIAAwAAAAAA)）

1. 2.         功能为：从初始点vi出发广度优先搜索由邻接表GL所表示的图。
2. 五、                      算法填空（8 分）

(low+high)/2 high=mid-1 low=mid+1

1. 六、                      编写算法（8分）

ElemType DeleFront(LNode \* & HL)

{

if (HL==NULL){

cerr<<"空表"<<endl;

exit(1);

}

LNode\* p=HL;

HL=HL->next;

ElemType temp=p->data;

delete p;

return temp;

}

1. **一、                   单选题（每题 2 分，共20分）**
   1. 1.     栈和队列的共同特点是( )。

A.只允许在端点处插入和删除元素

B.都是先进后出

C.都是先进先出

D.没有共同点

* 1. 2.     用链接方式存储的队列，在进行插入运算时( ).

A. 仅修改头指针 　 B. 头、尾指针都要修改

C. 仅修改尾指针 D.头、尾指针可能都要修改

* 1. 3.     以下数据结构中哪一个是非线性结构？( )

A. 队列 　　 B. 栈 C. 线性表 　　 D. 二叉树

* 1. 4.     设有一个二维数组*A*[*m*][*n*]，假设*A*[0][0]存放位置在644(10)，*A*[2][2]存放位置在676(10)，每个元素占一个空间，问*A*[3][3](10)存放在什么位置？脚注(10)表示用10进制表示。

A．688 B．678 C．692 D．696

* 1. 5.     树最适合用来表示( )。

A.有序数据元素 B.无序数据元素

C.元素之间具有分支层次关系的数据 D.元素之间无联系的数据

* 1. 6.     二叉树的第k层的结点数最多为( ).

A．2k-1 B.2K+1 C.2K-1 　　　D. 2k-1

* 1. 7.     若有18个元素的有序表存放在一维数组A[19]中，第一个元素放A[1]中，现进行二分查找，则查找A［3］的比较序列的下标依次为( )

A. 1，2，3 B. 9，5，2，3

C. 9，5，3 D. 9，4，2，3

* 1. 8.     对n个记录的文件进行快速排序，所需要的辅助存储空间大致为

A. O（1） 　　B. O（n）　　 C. O（1og2n） D. O（n2）

* 1. 9.     对于线性表（7，34，55，25，64，46，20，10）进行散列存储时，若选用H（K）=K %9作为散列函数，则散列地址为1的元素有（ ）个，

A．1 B．2 C．3 D．4

* 1. 10. 设有6个结点的无向图，该图至少应有( )条边才能确保是一个连通图。

A.5 B.6 C.7 D.8

1. **二、                   填空题（每空1分，共26分）**
2. 1.        通常从四个方面评价算法的质量：\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_。
3. 2.        一个算法的时间复杂度为(*n*3+*n2*log2*n*+14*n*)/*n2*，其数量级表示为\_\_\_\_\_\_\_\_。
4. 3.        假定一棵树的广义表表示为A（C，D（E，F，G），H（I，J）），则树中所含的结点数为\_­­­­\_\_\_\_\_\_\_\_\_个，树的深度为\_\_\_\_\_\_\_\_\_\_\_，树的度为\_\_\_\_\_\_\_\_\_。
5. 4.        后缀算式9 2 3 +- 10 2 / -的值为\_\_\_\_\_\_\_\_\_\_。中缀算式（3+4X）-2Y/3对应的后缀算式为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
6. 5.        若用链表存储一棵二叉树时，每个结点除数据域外，还有指向左孩子和右孩子的两个指针。在这种存储结构中，n个结点的二叉树共有\_\_\_\_\_\_\_\_个指针域，其中有\_\_\_\_\_\_\_\_个指针域是存放了地址，有\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_个指针是空指针。
7. 6.        对于一个具有n个顶点和e条边的有向图和无向图，在其对应的邻接表中，所含边结点分别有\_\_\_\_\_\_\_个和\_\_\_\_\_\_\_\_个。
8. 7.        AOV网是一种\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_的图。
9. 8.        在一个具有n个顶点的无向完全图中，包含有\_\_\_\_\_\_\_\_条边，在一个具有n个顶点的有向完全图中，包含有\_\_\_\_\_\_\_\_条边。
10. 9.        假定一个线性表为(12,23,74,55,63,40)，若按Key % 4条件进行划分，使得同一余数的元素成为一个子表，则得到的四个子表分别为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
11. 10.    向一棵B\_树插入元素的过程中，若最终引起树根结点的分裂，则新树比原树的高度\_\_\_\_\_\_\_\_\_\_\_。
12. 11.    在堆排序的过程中，对任一分支结点进行筛运算的时间复杂度为\_\_\_\_\_\_\_\_，整个堆排序过程的时间复杂度为\_\_\_\_\_\_\_\_。
13. **12.** 在快速排序、堆排序、归并排序中，\_\_\_\_\_\_\_\_\_排序是稳定的。

1. **三、                   运算题（每题 6 分，共24分）**
2. 1.        在如下数组A中链接存储了一个线性表，表头指针为A [0].next，试写出该线性表。

A 0 1 2 3 4 5 6 7

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| data |  | 60 | 50 | 78 | 90 | 34 |  | 40 |
| next | 3 | 5 | 7 | 2 | 0 | 4 |  | 1 |

1. 2.        请画出图10的邻接矩阵和邻接表。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS4AAADLAQMAAADqcOyFAAAABGdBTUEAALGIlZj0pgAAAAZQTFRFAAAA////pdmf3QAABUZJREFUeJzt2c2O2zYQAGABPjiHAkTvBdQHCaD21NdInyGnnrSFC+zRfQM9indhIL5VfYCia8NAfWvk+hAZ0YolZ/gzJIeWNgiKHkIku2vvZ2pGlIYit5CzWvG/Zyf+l3sRsL5YcGooioqyh6+KmmHdshOEjQvZlwxbSfkzYb3qepmqUXXV1Z7t1f8DE1qF/y3b6TiY0PSX0jMh/cdIgwPce6Y/MaY56IPIo2MjdLROGLxzdqz3nw0a9H91DH9KxwsOMjh2gR8usRpr/1Uz7Ocas4H0qdl7nvURa+mHfTOfayJW82xtWUMiJs3k1L6QVTRW3z7gt9MEO30aM0FtPpnpk0SZvgKblHWlzSTP1BieRcjOfG8fWsIqHBguhTY8Ibq3appdM+xpmh0x3veWNXm2Ca8QFdtYRE3XspqwNfQ2fhexr9V7krAWWR0dVL33LMlFvoO3kntBvdH/QNgJYuNuwG5J7qwLsHPMVBSqpo6OIUjuelMcast6d5rC1phDG4YfeEwYnApfuPDwr+qYnchBbFEdX1cxg452nun62tciZhCz8Exf4p0txr7FBb9XYW3TmaEXfh6AyUjof32cw+ExnIzkXf1Q2fPt230nejq1yX1hE6ahlfFEKYvXMin5KojfxSZgMCZRDjAsTcie8eO0LRmmewtzGMoMC6ctnHCZ2NQpJg3PGNfbnqhRZBnNAUNjGc3BDCbH6Dg83mAkB3GD+Zuwr24wn4NNmmX+KWNlvm845nIYxU221dde5UPjD6qvJah/bjx41teDkA+1Cy3DxrLTibjQgD0lTAp9hoULDViTsp2+qU/+UmlMthHTc548rAKWxobj0ItJBi+qKQaFepxkWIHLKYbz3Xoea3NsNC9bgm/01ryEXaZY9RL2cR67TjAz935e9jyPDVNMQkGfZKq3xTz2dh77+FnZZd4JOc1j2+lR0EN/oGyTZdd5vSnzTzXRWwPsUk70huy0m2AtnLfdcYLtoIi3/QQ7QgFpXE3KMJyOKrcMzTBbuO5vMyyDtXs2zLB9jba7ze5LDNAu9TKs1EFt/VKaZ0Oln4B0IV/fYp2u+L3u6XiLHeWwxDTOLDNFVUV2h5seJge2Nx34gI92JgeW0RXvOs/oQ9I2z+gj1znP6EMoPpNwLNjFwPmNY+GaXeRYuMOyzbHgoRFz4Fi4+wM5MCzah4GXDOuDDDAHhsULhi3PthE78CxezOggIjYyG056HEJ2902aAXT/ayE86/TqI90M25mHPsseKrWWWSXsINVDH9wZdmWkXifLMRVGZ+4zXGepWFfMltlY6dtwaZm+MvbMBpwUpgYg0z8MPzLsXWk6AaZvopHZHMTwB8sgyDQDU+3ganfL2HSbzt5dpSSLYm6/FOtNI8kSO12J2+Vei+xKDhA2/zRX2H56hjWUYVRDll2mWOXCKWwE45tX8caJWcReKZNvEmU2gQ1r6BFoI89fM9gQsCZl/lvhpv2ZbJOwgWNpb5qdHaswWJ49UjZk2SpmTyzbUEarSsgqyrosEzTTv1imf7+g7O+aO286/zMdrN+y7EqH/s86N/Seqevtl4pjcKroZXnHbNUge8a1CLI/6nQ3T8L9fqW3jDL8nTW+xe3SAkpAhrVQqPztPDKbfhKKQzmjOPiFY2Ev0nQ3z5aNBhnmmP59gS5qXRlsGeafAFxRLRkGHUCpKszxuEHAgnyx7Cj58obbgSvLdOVn/sqD7+L+g2Z6zyjZGYSmpimcP2EGXNjdpSSHhfxeOvbw07dsBuo3dNrN/HVMx2NKIU7iHzPKtWIKfGFf2H/P/gWivnia0izViQAAAABJRU5ErkJggg==)

|  |
| --- |
| 图10 |

1. 3.        已知一个图的顶点集V和边集E分别为：

V={1,2,3,4,5,6,7}; E={(1,2)3,(1,3)5,(1,4)8,(2,5)10,(2,3)6,(3,4)15,

(3,5)12,(3,6)9,(4,6)4,(4,7)20,(5,6)18,(6,7)25};

用克鲁斯卡尔算法得到最小生成树，试写出在最小生成树中依次得到的各条边。

1. 4.        画出向小根堆中加入数据4, 2, 5, 8, 3时，每加入一个数据后堆的变化。

1. **四、                   阅读算法（每题7分，共14分）**
2. 1.     LinkList mynote(LinkList L)

{//L是不带头结点的单链表的头指针

if(L&&L->next){

q=L；L=L－>next；p=L；

S1： while(p－>next) p=p－>next；

S2： p－>next=q；q－>next=NULL；

}![](data:image/x-wmf;base64,183GmgAAAAAAACABAAL1CAAAAADEXAEACQAAA1AAAAAAAA4AAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAIgAQ4AAAAmBg8AEgD/////AAAIAAAAwP/A/+AAwAELAAAAJgYPAAwATWF0aFR5cGUAAFAACgAAACYGDwAKAP////8BAAAAAAADAAAAAAA=)

return L；

}

请回答下列问题：

（1）说明语句S1的功能；

（2）说明语句组S2的功能；![](data:image/x-wmf;base64,183GmgAAAAAAACABAAL1CAAAAADEXAEACQAAA1AAAAAAAA4AAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAIgAQ4AAAAmBg8AEgD/////AAAIAAAAwP/A/+AAwAELAAAAJgYPAAwATWF0aFR5cGUAAFAACgAAACYGDwAKAP////8BAAAAAAADAAAAAAA=)

（3）设链表表示的线性表为（a1,a2, …,an）,写出算法执行后的返回值所表示的线性表。

1. 2.     void ABC(BTNode \* BT)

{

if BT {

ABC (BT->left);

ABC (BT->right);

cout<<BT->data<<' ';

}

}

该算法的功能是：

1. **五、                   算法填空（共8分）**

二叉搜索树的查找——递归算法:

bool Find(BTreeNode\* BST,ElemType& item)

{

if (BST==NULL)

return false; //查找失败

else {

if (item==BST->data){

item=BST->data;//查找成功

return ­­­­­­­­­\_\_\_\_\_\_\_\_\_\_\_;}

else if(item<BST->data)

return Find(\_\_\_\_\_\_\_\_\_\_\_\_\_\_,item);

else return Find(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_,item);

}//if

}

1. **六、                   编写算法（共8分）**

统计出单链表HL中结点的值等于给定值X的结点数。

int CountX(LNode\* HL,ElemType x)

参考答案

1. 一、                      单选题（每题2分，共20分）

1.A 2.D 3.D 4.C 5.C 6.D 7.D 8.C 9.D 10.A

1. 二、                      填空题（每空1分，共26分）
   1. 1.     正确性 易读性 强壮性 高效率
   2. 2.     O(n)
   3. 3.     9 3 3
   4. 4.     -1 3 4 X \* + 2 Y \* 3 / -
   5. 5.     2n n-1 n+1
   6. 6.     e 2e
   7. 7.     有向无回路
   8. 8.     n(n-1)/2 n(n-1)
   9. 9.     （12，40） （ ） （74） （23,55，63）
   10. 10.  增加1
   11. 11.  O(log2n) O(nlog2n)
   12. 12.  归并
2. 三、                      运算题（每题6分，共24分）
3. 1.     线性表为：（78，50，40，60，34，90）
4. 2.     邻接矩阵：![](data:image/x-wmf;base64,183GmgAAAAAAAAALQAv9CAAAAACsXwEACQAAA+UBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAsACxIAAAAmBg8AGgD/////AAAQAAAAwP///8D////ACgAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKQgokCgEAAAD6AAgAAAAyCtIIJAoBAAAA+gAIAAAAMgpiByQKAQAAAPoACAAAADIK8gUkCgEAAAD6AAgAAAAyCoIEJAoBAAAA+gAIAAAAMgoSAyQKAQAAAPoACAAAADIK4gokCgEAAAD7AAgAAAAyCqIBJAoBAAAA+QAIAAAAMgpCCkAAAQAAAOoACAAAADIK0ghAAAEAAADqAAgAAAAyCmIHQAABAAAA6gAIAAAAMgryBUAAAQAAAOoACAAAADIKggRAAAEAAADqAAgAAAAyChIDQAABAAAA6gAIAAAAMgriCkAAAQAAAOsACAAAADIKogFAAAEAAADpABUAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAiQQAAAAtAQEABAAAAPABAAAIAAAAMgqGCl4JAQAAADAACAAAADIKhgo5BwEAAAAxAAgAAAAyCoYKFwUBAAAAMQAIAAAAMgqGCvUCAQAAADEACAAAADIKhgrWAAEAAAAwAAgAAAAyCkYIWwkBAAAAMQAIAAAAMgpGCDwHAQAAADAACAAAADIKRggXBQEAAAAxAAgAAAAyCkYI+AIBAAAAMAAIAAAAMgpGCNMAAQAAADEACAAAADIKBgZbCQEAAAAxAAgAAAAyCgYGOQcBAAAAMQAIAAAAMgoGBhoFAQAAADAACAAAADIKBgb1AgEAAAAxAAgAAAAyCgYG0wABAAAAMQAIAAAAMgrGA1sJAQAAADEACAAAADIKxgM8BwEAAAAwAAgAAAAyCsYDFwUBAAAAMQAIAAAAMgrGA/gCAQAAADAACAAAADIKxgPTAAEAAAAxAAgAAAAyCoYBXgkBAAAAMAAIAAAAMgqGATkHAQAAADEACAAAADIKhgEXBQEAAAAxAAgAAAAyCoYB9QIBAAAAMQAIAAAAMgqGAdYAAQAAADAACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQAABAAAAPABAQADAAAAAAA=)

邻接表如图11所示：

![2142-1](data:image/png;base64,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)

图11

1. 3.     用克鲁斯卡尔算法得到的最小生成树为：

(1,2)3, (4,6)4, (1,3)5, (1,4)8, (2,5)10, (4,7)20

1. 4.     见图12

|  |
| --- |
| 4 |

|  |
| --- |
| 4 |

|  |
| --- |
| 4 |

|  |
| --- |
| 4 |

|  |
| --- |
| 4 |

|  |
| --- |
| 2 |

|  |
| --- |
| 2 |

|  |
| --- |
| 2 |

|  |
| --- |
| 5 |

|  |
| --- |
| 5 |

|  |
| --- |
| 2 |

|  |
| --- |
| 8 |

|  |
| --- |
| 5 |

|  |
| --- |
| 2 |

|  |
| --- |
| 8 |

|  |
| --- |
| 3 |

|  |
| --- |
| 4 |

|  |
| --- |
| 5 |

|  |
| --- |
| 2 |

|  |
| --- |
| 8 |

|  |
| --- |
| 4 |

|  |
| --- |
| 3 |

图12

1. 四、                      阅读算法（每题7分，共14分）
2. 1.     （1）查询链表的尾结点

（2）将第一个结点链接到链表的尾部，作为新的尾结点

（3）返回的线性表为（a2,a3,…,an,a1）

1. 2.     递归地后序遍历链式存储的二叉树。
2. 五、                      算法填空（每空2分，共8 分）

true BST->left BST->right

1. 六、                      编写算法（8分）

int CountX(LNode\* HL,ElemType x)

{ int i=0; LNode\* p=HL;//i为计数器

while(p!=NULL)

{ if (P->data==x) i++;

p=p->next;

}//while, 出循环时i中的值即为x结点个数

return i;

}//CountX

1. 一、            单选题（每小题2分，共8分）
   1. 1、在一个长度为n的顺序线性表中顺序查找值为x的元素时，查找成功时的平均查找长度（即x与元素的平均比较次数，假定查找每个元素的概率都相等）为 ( B )。

A n B n/2 C (n+1)/2 D (n-1)/2

* 1. 2、在一个单链表中,若q所指结点是p所指结点的前驱结点,若在q与p之间插入一个s所指的结点,则执行( A )。

A s→link=p→link; p→link=s; B p→link=s; s→link=q;

C p→link=s→link; s→link=p; D q →link=s; s→link =p;

* 1. 3、      栈的插入和删除操作在（ ）进行。

A 栈顶 B 栈底 C 任意位置 D 指定位置

* 1. 4、      由权值分别为11，8，6，2，5的叶子结点生成一棵哈夫曼树，它的带权路径长度为（ ）

A 24 B 71 C 48 D 53

1. 二、            填空题（每空1分，共32分）
   1. 1、数据的逻辑结构被分为\_\_\_\_\_\_\_\_\_\_、 \_\_\_\_\_\_\_\_\_\_\_ 、\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_四种。
   2. 2、一种抽象数据类型包括\_\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_两个部分。
   3. 3、在下面的数组a中链接存储着一个线性表，表头指针为a[o].next，则该线性表为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

a 0 1 2 3 4 5 6 7 8

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 60 | 56 | 42 | 38 |  | 74 | 25 |  |
| 4 | 3 | 7 | 6 | 2 |  | 0 | 1 |  |

data

next

* 1. 4、在以HL为表头指针的带表头附加结点的单链表和循环单链表中，判断链表为空的条件分别为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  2. 5、用具有n个元素的一维数组存储一个循环队列，则其队首指针总是指向队首元素的\_\_\_\_\_\_\_\_\_\_\_，该循环队列的最大长度为\_\_\_\_\_\_\_\_\_\_。
  3. 6、当堆栈采用顺序存储结构时，栈顶元素的值可用———————表示；当堆栈采用链接存储结构时，栈顶元素的值可用\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_表示。
  4. 7、一棵高度为5的二叉树中最少含有\_\_\_\_\_\_\_\_\_个结点，最多含有\_\_\_\_\_\_\_\_个结点；

一棵高度为5的理想平衡树中，最少含有\_\_\_\_\_\_\_\_\_个结点，最多含有\_\_\_\_\_\_\_\_\_个结点。

* 1. 8、在图的邻接表中，每个结点被称为\_\_\_\_\_\_\_\_\_\_\_\_，通常它包含三个域：一是\_\_\_\_\_\_\_\_\_\_\_\_\_；二是\_\_\_\_\_\_\_\_\_\_\_；三是\_\_\_\_\_\_\_\_\_\_\_\_\_。
  2. 9、在一个索引文件的索引表中，每个索引项包含对应记录的\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_两项数据。
  3. 10、            假定一棵树的广义表表示为A（B（C，D（E，F，G），H（I，J））），则树中所含的结点数为\_\_\_\_\_\_\_\_\_个，树的深度为\_\_\_\_\_\_\_\_\_,树的度为\_\_\_\_\_\_\_\_, 结点H的双亲结点为\_\_\_\_\_\_\_\_,孩子结点为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ 。
  4. 11、            在堆排序的过程中，对任一分支结点进行筛运算的时间复杂度为\_\_\_\_\_\_\_\_\_,整个堆排序过程的时间复杂度为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  5. 12、            在对m阶的B\_树插入元素的过程中，每向一个结点插入一个索引项（叶子结点中的索引项为关键字和空指针）后，若该结点的索引项数等于\_\_\_\_\_\_个，则必须把它分裂为\_\_\_\_\_\_\_个结点。

1. 三、            运算题（每小题6分，共24分）
   1. 1、已知一组记录的排序码为（46，79，56，38，40，80, 95，24），写出对其进行快速排序的每一次划分结果。

* 1. 2、一个线性表为B=（12，23，45，57，20，03，78，31，15，36），设散列表为HT[0..12]，散列函数为H（key）= key % 13并用线性探查法解决冲突，请画出散列表，并计算等概率情况下查找成功的平均查找长度。

* 1. 3、已知一棵二叉树的前序遍历的结果序列是ABECKFGHIJ，中序遍历的结果是EBCDAFHIGJ，试写出这棵二叉树的后序遍历结果。

* 1. 4、已知一个图的顶点集V各边集G如下：

V = {0，1，2，3，4，5，6，7，8，9}；

E = {（0，1），（0，4），（1，2），（1，7），（2，8），（3，4），（3 ，8），（5，6），（5，8），（5，9），（6，7），（7，8），（8，9）}

当它用邻接矩阵表示和邻接表表示时，分别写出从顶点V0出发按深度优先搜索遍历得到的顶点序列和按广度优先搜索遍历等到的顶点序列。

假定每个顶点邻接表中的结点是按顶点序号从大到小的次序链接的。

|  |  |  |
| --- | --- | --- |
| 图 | 深度优先序列 | 广度优先序列 |
| 邻接矩阵表示时 |  |  |
| 邻接表表示时 |  |  |

1. 四、            阅读算法，回答问题（每小题8分，共16分）

1、假定从键盘上输入一批整数，依次为：78 63 45 30 91 34 –1，请写出输出结果。

# include < iostream.h>

# include < stdlib.h >

consst int stackmaxsize = 30;

typedef int elemtype;

struct stack {

elemtype stack [stackmaxsize];

int top;

};

# include “stack.h”

Void main ( )

{

stack a;

initstack(a);

int x;

cin >>x;

while (x! = -1) {

push (a, x );

cin >>x;

}

while (!stackempty (a))

cout <<pop (a) <<”” ;

cout <<end1;

}

该算法的输出结果为：

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_.

2、阅读以下二叉树操作算法，指出该算法的功能。

Template <calss type > void BinTree <Type> ：：

unknown (BinTreeNode<Type>\*t) {

BinTreeNode< Type> \*p =t, \*temp;

if (p!=NULL) {

temp = p→leftchild;

p→leftchild = p→rightchild;

p→rightchild = temp;

unknown(p→leftchild);

undnown(p→rightchild);

}

}

该算法的功能是：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. 五、            算法填空，在画有横线的地方填写合适的内容（10分）

对顺序存储的有序表进行二分查找的递归算法 。

int Binsch( ElemType A[ ],int low ,int high,KeyType K )

{

if (low <= high)

{

int mid = 1

if ( K= = A[ mid ].key )

return mid;

else if ( K < A[mid].key)

return 2

else

return 3

}

else

return 4

1. 六、            编写算法（10分）

编写算法，将一个结点类型为Lnode的单链表按逆序链接，即若原单链表中存储元素的次序为a1，……an-1，an，则逆序链接后变为, an，an-1，……a1。

Void contrary (Lnode \* & HL)

**数据结构试题（答案）**

一、单选题（每小题2分，共8分）

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 题 号 | 1 | 2 | 3 | 4 |
| 答 案 | C | D | A | B |

二、填空题（每空1分，共32分）

1： 集合、线性、树、图；

2： 数据描述、操作声名；

3： （38，56，25，60，42，74）；

4： HL→next =NULL； HL=HL→next；

5： 前一个位置； n-1；

6： S.stack [S.top]; HS→data;

7： 5 31

8： 边结点、邻接点域、权域、链域；

9： 索引值域、开始位置域；

10： 10、3、3、B、I和J；

11： O（log2n）、O(nlog2n);

12： m 、 m - 1

三、运算题（每小题6分，共24分）

1、

|  |  |
| --- | --- |
| 划分次序 | 划分结果 |
| 第一次 | [38 24 40] 46 [56 80 95 79] |
| 第二次 | 24 [38 40] 46 [56 80 95 79] |
| 第三次 | 24 38 40 46 [56 80 95 79] |
| 第四次 | 24 38 40 46 56 [80 95 79] |
| 第五次 | 24 38 40 46 56 79 [80 95] |
| 第六次 | 24 38 40 46 56 79 80 95 |

2、

0 1 2 3 4 5 6 7 8 9 10 11 12

|  |
| --- |
|  |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 78 |  | 15 | 03 |  | 57 | 45 | 20 | 31 |  | 23 | 36 | 12 |

查找成功的平均查找长度：ASL SUCC=14/10= 1.4

3、此二叉树的后序遍历结果是：EDCBIHJGFA

4、

|  |  |  |
| --- | --- | --- |
| 图 | 深度优先序列 | 广度优先序列 |
| 邻接矩阵表示时 | 0，1，2，8，3，4，5，6，7，9 | 0，1，4，2，7，3，8，6，5，9 |
| 邻接表表示时 | 0，4，3，8，9，5，6，7，1，2 | 0，4，1，3，7，2，8，6，9，5 |

四、阅读算法，回答问题（每小题8分，共16分）

* 1. 1、  该算法的输入结果是：34 91 30 45 63 78
  2. 2、  该算法的功能是：交换二叉树的左右子树的递归算法。

五、算法填空，在画有横线的地方填写合适的内容（10分）

1、1是：（low + high）/2;

2是： Binsch(A,low,mid–1,K);

3是： Binsch(A,mid+1,high,K);

4是： -1；

六、编写算法（10分）

根据编程情况，酌情给分。

{

Lnode \*P=HL;

HL=NULL;

While (p!=null)

{

Lnode\*q=p;

P=p→next;

q→next=HL;

HL=q;

}

}

第一部分 选择题(30分)

1. 一、项选择题（本大题共15小题，每小题2分，共30分）在每小题列出的四个选项中只有一个选项是符合题目要求的，请将正确选项前的字母填在题后的括号内。

1．算法指的是（ ）

A．计算机程序 B．解决问题的计算方法

C．排序算法 D．解决问题的有限运算序列

2．线性表采用链式存储时，结点的存储地址（ ）

A．必须是不连续的

B．连续与否均可

C．必须是连续的

D．和头结点的存储地址相连续

3．将长度为n的单链表链接在长度为m的单链表之后的算法的时间复杂度为（ ）

A．O（1） B．O（n） C．O（m） D．O（m+n）

4．由两个栈共享一个向量空间的好处是：（ ）

A．减少存取时间，降低下溢发生的机率

B．节省存储空间，降低上溢发生的机率

C．减少存取时间，降低上溢发生的机率

D．节省存储空间，降低下溢发生的机率

5．设数组data[m]作为循环队列SQ的存储空间，front为队头指针，rear为队尾指针，则执行出队操作后其头指针front值为（ ）

A．front=front+1 B．front=(front+1)%(m-1)

C．front=(front-1)%m D．front=(front+1)%m

6．如下陈述中正确的是（ ）

A．串是一种特殊的线性表 B．串的长度必须大于零

C．串中元素只能是字母 D．空串就是空白串

7．若目标串的长度为n，模式串的长度为[n/3]，则执行模式匹配算法时，在最坏情况下的时间复杂度是（ ）

A．O（![](data:image/x-wmf;base64,183GmgAAAAAAAIAB4AP6CAAAAACLXQEACQAAA6oAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AOAAQ4AAAAmBg8AEgD/////AAAIAAAAwP+3/0ABlwMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QE0ARUAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAhQQAAAAtAQEACQAAADIKaQFgAAEAAABuAMAACQAAADIKjANmAAEAAAAzAMAACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQIABAAAAPABAQADAAAAAAA=)） B．O（n） C．O（n2） D．O（n3）

8．一个非空广义表的表头（ ）

A．不可能是子表 B．只能是子表

C．只能是原子 D．可以是子表或原子

9．假设以带行表的三元组表表示稀疏矩阵，则和下列行表

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 2 | 3 | 3 | 5 |

对应的稀疏矩阵是（ ）

![](data:image/x-wmf;base64,183GmgAAAAAAACAKoAn9CAAAAABsXAEACQAAAwECAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCoAkgCg4AAAAmBg8AEgD/////AAAIAAAAwP+z/+AJUwkLAAAAJgYPAAwATWF0aFR5cGUAAEACFQAAAPsCwP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAJAAAAMgogBTYAAQAAAEEA5gAJAAAAMgogBSEBAQAAAC4AUAAJAAAAMgpdAWUCAQAAADAAoAAJAAAAMgpdATMFAQAAADgAoAAJAAAAMgpdAfoGAQAAADAAoAAJAAAAMgpdAcEIAQAAADYAoAAJAAAAMgo9A2ACAQAAADcAoAAJAAAAMgo9A9gEAQAAADAAoAAJAAAAMgo9A/oGAQAAADAAoAAJAAAAMgo9A8EIAQAAADAAoAAJAAAAMgodBWUCAQAAADAAoAAJAAAAMgodBdgEAQAAADAAoAAJAAAAMgodBfoGAQAAADAAoAAJAAAAMgodBcEIAQAAADAAoAAJAAAAMgr9BsUCAQAAADUAoAAJAAAAMgr9BtgEAQAAADAAoAAJAAAAMgr9BvUGAQAAADQAoAAJAAAAMgr9BsEIAQAAADAAoAAJAAAAMgrdCGUCAQAAADAAoAAJAAAAMgrdCNgEAQAAADAAoAAJAAAAMgrdCPoGAQAAADAAoAAJAAAAMgrdCMEIAQAAADAAoAAQAAAA+wLA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAJAAAAMgpdAYQEAQAAAC0ArwAJAAAAMgr9BhYCAQAAAC0ArwAJAAAAMgp1AZMBAQAAAOkAegAJAAAAMgo0CZMBAQAAAOsAegAJAAAAMgqmApMBAQAAAOoAegAJAAAAMgrXA5MBAQAAAOoAegAJAAAAMgoIBZMBAQAAAOoAegAJAAAAMgo5BpMBAQAAAOoAegAJAAAAMgpqB5MBAQAAAOoAegAJAAAAMgqbCJMBAQAAAOoAegAJAAAAMgp1AWAJAQAAAPkAegAJAAAAMgo0CWAJAQAAAPsAegAJAAAAMgqmAmAJAQAAAPoAegAJAAAAMgrXA2AJAQAAAPoAegAJAAAAMgoIBWAJAQAAAPoAegAJAAAAMgo5BmAJAQAAAPoAegAJAAAAMgpqB2AJAQAAAPoAegAJAAAAMgqbCGAJAQAAAPoAegAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) ![](data:image/x-wmf;base64,183GmgAAAAAAAAAKoAn9CAAAAABMXAEACQAAAwECAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCoAkACg4AAAAmBg8AEgD/////AAAIAAAAwP+z/8AJUwkLAAAAJgYPAAwATWF0aFR5cGUAAEACFQAAAPsCwP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAJAAAAMgogBUAAAQAAAEIA1AAJAAAAMgogBf4AAQAAAC4AUAAJAAAAMgpdAUICAQAAADAAoAAJAAAAMgpdARAFAQAAADgAoAAJAAAAMgpdAdcGAQAAADAAoAAJAAAAMgpdAZ4IAQAAADYAoAAJAAAAMgo9Az0CAQAAADcAoAAJAAAAMgo9A7UEAQAAADAAoAAJAAAAMgo9A9cGAQAAADAAoAAJAAAAMgo9A54IAQAAADAAoAAJAAAAMgodBaICAQAAADUAoAAJAAAAMgodBbUEAQAAADAAoAAJAAAAMgodBdIGAQAAADQAoAAJAAAAMgodBZ4IAQAAADAAoAAJAAAAMgr9BkICAQAAADAAoAAJAAAAMgr9BrUEAQAAADAAoAAJAAAAMgr9BtcGAQAAADAAoAAJAAAAMgr9Bp4IAQAAADAAoAAJAAAAMgrdCEICAQAAADAAoAAJAAAAMgrdCL8EAQAAADMAoAAJAAAAMgrdCNcGAQAAADAAoAAJAAAAMgrdCJ4IAQAAADAAoAAQAAAA+wLA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAJAAAAMgpdAWEEAQAAAC0ArwAJAAAAMgodBfMBAQAAAC0ArwAJAAAAMgp1AXABAQAAAOkAegAJAAAAMgo0CXABAQAAAOsAegAJAAAAMgqmAnABAQAAAOoAegAJAAAAMgrXA3ABAQAAAOoAegAJAAAAMgoIBXABAQAAAOoAegAJAAAAMgo5BnABAQAAAOoAegAJAAAAMgpqB3ABAQAAAOoAegAJAAAAMgqbCHABAQAAAOoAegAJAAAAMgp1AT0JAQAAAPkAegAJAAAAMgo0CT0JAQAAAPsAegAJAAAAMgqmAj0JAQAAAPoAegAJAAAAMgrXAz0JAQAAAPoAegAJAAAAMgoIBT0JAQAAAPoAegAJAAAAMgo5Bj0JAQAAAPoAegAJAAAAMgpqBz0JAQAAAPoAegAJAAAAMgqbCD0JAQAAAPoAegAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

![](data:image/x-wmf;base64,183GmgAAAAAAAAAKoAn9CAAAAABMXAEACQAAAwECAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCoAkACg4AAAAmBg8AEgD/////AAAIAAAAwP+z/8AJUwkLAAAAJgYPAAwATWF0aFR5cGUAAEACFQAAAPsCwP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAJAAAAMgogBToAAQAAAEMA1AAJAAAAMgogBQUBAQAAAC4AUAAJAAAAMgpdAUkCAQAAADAAoAAJAAAAMgpdARcFAQAAADgAoAAJAAAAMgpdAd4GAQAAADAAoAAJAAAAMgpdAaUIAQAAADYAoAAJAAAAMgo9A0kCAQAAADAAoAAJAAAAMgo9A7wEAQAAADAAoAAJAAAAMgo9A94GAQAAADAAoAAJAAAAMgo9A6UIAQAAADAAoAAJAAAAMgodBUkCAQAAADAAoAAJAAAAMgodBbcEAQAAADIAoAAJAAAAMgodBd4GAQAAADAAoAAJAAAAMgodBaUIAQAAADAAoAAJAAAAMgr9BqkCAQAAADUAoAAJAAAAMgr9BrwEAQAAADAAoAAJAAAAMgr9BtkGAQAAADQAoAAJAAAAMgr9BqUIAQAAADAAoAAJAAAAMgrdCEkCAQAAADAAoAAJAAAAMgrdCLwEAQAAADAAoAAJAAAAMgrdCN4GAQAAADAAoAAJAAAAMgrdCKUIAQAAADAAoAAQAAAA+wLA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAJAAAAMgpdAWgEAQAAAC0ArwAJAAAAMgr9BvoBAQAAAC0ArwAJAAAAMgp1AXcBAQAAAOkAegAJAAAAMgo0CXcBAQAAAOsAegAJAAAAMgqmAncBAQAAAOoAegAJAAAAMgrXA3cBAQAAAOoAegAJAAAAMgoIBXcBAQAAAOoAegAJAAAAMgo5BncBAQAAAOoAegAJAAAAMgpqB3cBAQAAAOoAegAJAAAAMgqbCHcBAQAAAOoAegAJAAAAMgp1AUQJAQAAAPkAegAJAAAAMgo0CUQJAQAAAPsAegAJAAAAMgqmAkQJAQAAAPoAegAJAAAAMgrXA0QJAQAAAPoAegAJAAAAMgoIBUQJAQAAAPoAegAJAAAAMgo5BkQJAQAAAPoAegAJAAAAMgpqB0QJAQAAAPoAegAJAAAAMgqbCEQJAQAAAPoAegAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) ![](data:image/x-wmf;base64,183GmgAAAAAAACALgAr9CAAAAABMXgEACQAAAx4CAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCgAogCw4AAAAmBg8AEgD/////AAAIAAAAwP+r/+AKKwoLAAAAJgYPAAwATWF0aFR5cGUAAHACFQAAAPsCoP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAJAAAAMgqgBUsAAQAAAEQA/QAVAAAA+wKg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIUEAAAALQEBAAQAAADwAQAACQAAADIKoAVDAQEAAAAuAFgACQAAADIKfQGiAgEAAAAwALAACQAAADIKfQG5BQEAAAA4ALAACQAAADIKfQGuBwEAAAAwALAACQAAADIKfQGiCQEAAAA2ALAACQAAADIKjQOiAgEAAAAwALAACQAAADIKjQNVBQEAAAAwALAACQAAADIKjQOuBwEAAAAwALAACQAAADIKjQOiCQEAAAAwALAACQAAADIKnQWcAgEAAAA3ALAACQAAADIKnQVVBQEAAAAwALAACQAAADIKnQWuBwEAAAAwALAACQAAADIKnQWiCQEAAAAwALAACQAAADIKrQcMAwEAAAA1ALAACQAAADIKrQdVBQEAAAAwALAACQAAADIKrQeoBwEAAAA0ALAACQAAADIKrQeiCQEAAAAwALAACQAAADIKvQmiAgEAAAAwALAACQAAADIKvQlaBQEAAAAzALAACQAAADIKvQmuBwEAAAAwALAACQAAADIKvQmiCQEAAAAwALAAEAAAAPsCoP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAIEAAAALQEAAAQAAADwAQEACQAAADIKfQH4BAEAAAAtAMEACQAAADIKrQdLAgEAAAAtAMEACQAAADIKmgG6AQEAAADpAIcACQAAADIKGQq6AQEAAADrAIcACQAAADIK6wK6AQEAAADqAIcACQAAADIKOwS6AQEAAADqAIcACQAAADIKiwW6AQEAAADqAIcACQAAADIK2wa6AQEAAADqAIcACQAAADIKKwi6AQEAAADqAIcACQAAADIKewm6AQEAAADqAIcACQAAADIKmgFRCgEAAAD5AIcACQAAADIKGQpRCgEAAAD7AIcACQAAADIK6wJRCgEAAAD6AIcACQAAADIKOwRRCgEAAAD6AIcACQAAADIKiwVRCgEAAAD6AIcACQAAADIK2wZRCgEAAAD6AIcACQAAADIKKwhRCgEAAAD6AIcACQAAADIKewlRCgEAAAD6AIcACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=)

10．在一棵度为3的树中,度为3的结点个数为2,度为2 的结点个数为1,则度为0的结点个数为( )

A．4 B．5 C．6 D．7

11．在含n个顶点和e条边的无向图的邻接矩阵中,零元素的个数为( )

A．e B．2e C．n2－e D．n2－2e

12．假设一个有n个顶点和e条弧的有向图用邻接表表示,则删除与某个顶点vi相关的所有弧的时间复杂度是( )

A．O(n) B．O(e) C．O(n+e) D．O(n\*e)

13．用某种排序方法对关键字序列（25，84，21，47，15，27，68，35，20）进行排序时，序列的变化情况如下：

20，15，21，25，47，27，68，35，84

15，20，21，25，35，27，47，68，84

15，20，21，25，27，35，47，68，84

则所采用的排序方法是（ ）

A．选择排序 B．希尔排序 C．归并排序 D．快速排序

14．适于对动态查找表进行高效率查找的组织结构是（ ）

A．有序表 B．分块有序表 C．三叉排序树 D．线性链表

15．不定长文件是指（ ）

A．文件的长度不固定 B．记录的长度不固定

C．字段的长度不固定 D．关键字项的长度不固定

第二部分 非选择题（共70分）

二、填空题（本大题共10小题，每小题2分，若有两个空格，每个空格1分，共20分）不写解答过程，将正确的答案写在每小题的空格内。错填或不填均无分。

16．数据的逻辑结构是从逻辑关系上描述数据，它与数据的 无关，是独立于计算机的。

17．在一个带头结点的单循环链表中，p指向尾结点的直接前驱，则指向头结点的指针head可用p表示为head= 。

18．栈顶的位置是随着 操作而变化的。

19．在串S=“structure”中，以t为首字符的子串有 个。

20．假设一个9阶的上三角矩阵A按列优先顺序压缩存储在一维数组B中，其中B[0]存储矩阵中第1个元素a1,1,则B[31]中存放的元素是 。

21．已知一棵完全二叉树中共有768结点，则该树中共有 个叶子结点。

![](data:image/png;base64,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)22．已知一个图的广度优先生成树如右图所示，则与此相

应的广度优先遍历序列为 。

23．在单链表上难以实现的排序方法有 和 。

24．在有序表（12，24，36，48，60，72，84）中二分查找关键字72时所需进行的关键字比较次数为 。

25．多重表文件和倒排文件都归属于 文件。

三、解答题（本大题共4小题，每小题5分，共20分）

26．画出下列广义表的共享结构图形表示

P=（（（z）,(x,y)）,((x,y),x),(z)）

27．请画出与下列二叉树对应的森林。

![](data:image/png;base64,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)

28．已知一个无向图的顶点集为{a, b, c, d, e} ,其邻接矩阵如下所示

a

b

c

d

e

![](data:image/x-wmf;base64,183GmgAAAAAAAGAFYAv+CAAAAADvUQEACQAAA3QBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCYAtgBQ4AAAAmBg8AEgD/////AAAIAAAAwP+m/yAFBgsLAAAAJgYPAAwATWF0aFR5cGUAAKACFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAPAAAAMgqgAdQABQAAADAxMDAxAMAAwADAAMAAwAAPAAAAMgrgA7wABQAAADEwMDEwAMAAwADAAMAAwAAPAAAAMgogBtQABQAAADAwMDExAMAAwADAAMAAwAAPAAAAMgpgCNQABQAAADAxMTAxAMAAwADAAMAAwAAPAAAAMgqgCrwABQAAADEwMTEwAMAAwADAAMAAwAAQAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAJAAAAMgq9AUAAAQAAAOkAkwAJAAAAMgoCC0AAAQAAAOsAkwAJAAAAMgouA0AAAQAAAOoAkwAJAAAAMgqfBEAAAQAAAOoAkwAJAAAAMgoQBkAAAQAAAOoAkwAJAAAAMgqBB0AAAQAAAOoAkwAJAAAAMgryCEAAAQAAAOoAkwAJAAAAMgpjCkAAAQAAAOoAkwAJAAAAMgq9AXsEAQAAAPkAkwAJAAAAMgoCC3sEAQAAAPsAkwAJAAAAMgouA3sEAQAAAPoAkwAJAAAAMgqfBHsEAQAAAPoAkwAJAAAAMgoQBnsEAQAAAPoAkwAJAAAAMgqBB3sEAQAAAPoAkwAJAAAAMgryCHsEAQAAAPoAkwAJAAAAMgpjCnsEAQAAAPoAkwAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

(1)画出该图的图形；

（2）根据邻接矩阵从顶点a出发进行深度优先遍历和广度优先遍历，写出相应的遍历序列。

29．已知一个散列表如下图所示：

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | 35 |  | 20 |  |  | 33 |  | 48 |  |  | 59 |

0 1 2 3 4 5 6 7 8 9 10 11 12

其散列函数为h(key)=key%13, 处理冲突的方法为双重散列法，探查序列为：

hi=(h(key)+![](data:image/x-wmf;base64,183GmgAAAAAAAOAAgAH0CAAAAACFXgEACQAAA4oAAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCgAHgAA4AAAAmBg8AEgD/////AAAIAAAAwP/I/6AASAELAAAAJgYPAAwATWF0aFR5cGUAACAAFQAAAPsCoP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAJAAAAMgpAATkAAQAAAGkAYgAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)\*h1(key))%m ![](data:image/x-wmf;base64,183GmgAAAAAAAOAAgAH0CAAAAACFXgEACQAAA4oAAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCgAHgAA4AAAAmBg8AEgD/////AAAIAAAAwP/I/6AASAELAAAAJgYPAAwATWF0aFR5cGUAACAAFQAAAPsCoP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAAAJAAAAMgpAATkAAQAAAGkAYgAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)=0,1,…，m－1

其中

h1(key)=key%11+1

回答下列问题：

（1）对表中关键字35，20，33和48进行查找时，所需进行的比较次数各为多少？

（2）该散列表在等概率查找时查找成功的平均查找长度为多少？

四、算法阅读题（本大题共4小题，每小题5分，共20分）

30．下列算法的功能是比较两个链串的大小，其返回值为：

comstr(s1,s2)=![](data:image/x-wmf;base64,183GmgAAAAAAAMAIwAb9CAAAAADsUQEACQAAA+ABAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAbACA4AAAAmBg8AEgD/////AAAIAAAAwP+k/4AIZAYLAAAAJgYPAAwATWF0aFR5cGUAAIABEAAAAPsCoP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAIEAAAALQEAAAkAAAAyCrAB7wABAAAALQDBAAkAAAAyCrABQAYBAAAAPADBAAkAAAAyCsADQQYBAAAAPQDBAAkAAAAyCtAFQAYBAAAAPgDBAAkAAAAyCqEBPAABAAAA7ACuAAkAAAAyCvsDPAABAAAA7QCuAAkAAAAyCu8CPAABAAAA7wCuAAkAAAAyClYGPAABAAAA7gCuAAkAAAAyClEFPAABAAAA7wCuABUAAAD7AqD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAhQQAAAAtAQEABAAAAPABAAAJAAAAMgqwAbABAQAAADEAsAAJAAAAMgrAA0MBAQAAADAAsAAJAAAAMgrQBUMBAQAAADEAsAAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIUEAAAALQEAAAQAAADwAQEACQAAADIKCAJ1BQEAAAAxAHAACQAAADIKCALbBwEAAAAyAHAACQAAADIKGARwBQEAAAAxAHAACQAAADIKGAThBwEAAAAyAHAACQAAADIKKAZ1BQEAAAAxAHAACQAAADIKKAbbBwEAAAAyAHAADwAAAPsCoP4AAAAAAACQAQAAAIYEAgAAy87M5QCGBAAAAC0BAQAEAAAA8AEAAAoAAAAyCrABmQMCAAAAtbFgAQAACgAAADIKwAOUAwIAAAC1sWABAAAKAAAAMgrQBZkDAgAAALWxYAEAABUAAAD7AqD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAhQQAAAAtAQAABAAAAPABAQAJAAAAMgqwAfkEAQAAAHMAiQAJAAAAMgqwAVEHAQAAAHMAiQAJAAAAMgrAA/QEAQAAAHMAiQAJAAAAMgrAA1cHAQAAAHMAiQAJAAAAMgrQBfkEAQAAAHMAiQAJAAAAMgrQBVEHAQAAAHMAiQAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

请在空白处填入适当的内容。

int comstr(LinkString s1,LinkString s2)

{//s1和s2为两个链串的头指针

while(s1&&s2){

if(s1－>date<s2－>date)return－1；

if(s1－>date>s2－>date)return1；

① ；

② ；

}

if( ③ )return－1；

if( ④ )return1；

⑤ ；

}

①

②

③

④

⑤

31．阅读下面的算法

LinkList mynote(LinkList L)

{//L是不带头结点的单链表的头指针

if(L&&L->next){

q=L；L=L－>next；p=L；

S1： while(p－>next) p=p－>next；

S2： p－>next=q；q－>next=NULL；

}![](data:image/x-wmf;base64,183GmgAAAAAAACABAAL1CAAAAADEXAEACQAAA1AAAAAAAA4AAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAIgAQ4AAAAmBg8AEgD/////AAAIAAAAwP/A/+AAwAELAAAAJgYPAAwATWF0aFR5cGUAAFAACgAAACYGDwAKAP////8BAAAAAAADAAAAAAA=)

return L；

}

请回答下列问题：

（1）说明语句S1的功能；

（2）说明语句组S2的功能；![](data:image/x-wmf;base64,183GmgAAAAAAACABAAL1CAAAAADEXAEACQAAA1AAAAAAAA4AAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAIgAQ4AAAAmBg8AEgD/////AAAIAAAAwP/A/+AAwAELAAAAJgYPAAwATWF0aFR5cGUAAFAACgAAACYGDwAKAP////8BAAAAAAADAAAAAAA=)

（3）设链表表示的线性表为（a1,a2, …,an）,写出算法执行后的返回值所表示的线性表。

![](data:image/png;base64,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)32．假设两个队列共享一个循环向量空间（参见右下图），

其类型Queue2定义如下：

typedef struct{

DateType data[MaxSize]；

int front[2],rear[2]；

}Queue2；

对于i=0或1，front[i]和rear[i]分别为第i个队列的头指针和尾指针。请对以下算法填空，实现第i个队列的入队操作。

int EnQueue (Queue2\*Q,int i,DateType x)

{//若第 i个队列不满，则元素x入队列，并返回1；否则返回0

if(i<0||i>1)return 0；

if(Q－>rear[i]==Q－>front[ ① ]return0；

Q－>data[ ② ]=x；

Q－>rear[i]=[ ③ ];

return1；

}

①

②

③

33．已知二叉树的存储结构为二叉链表，阅读下面算法。

typedef struct node {

DateType data；

Struct node \* next；

}ListNode；

typedef ListNode \* LinkList ；

LinkList Leafhead=NULL；

Void Inorder (BinTree T)

{

LinkList s；

If(T){

Inorder(T－>lchild)；

If ((!T－>lchild)&&(!T－>rchild)){

s=(ListNode\*)malloc(sizeof(ListNode))；

s－>data=T－>data；

s－>next=Leafhead；

Leafhead=s；

}

Inorder(T－>rchild)；

}

}

对于如下所示的二叉树
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（1）画出执行上述算法后所建立的结构；

（2）说明该算法的功能。

五、算法设计题（本题共10分）

34．阅读下列函数arrange()

int arrange(int a[],int 1,int h,int x)

{//1和h分别为数据区的下界和上界

int i,j,t；

i=1；j=h；

while(i<j){

while(i<j && a[j]>=x)j--；

while(i<j && a[j]>=x)i++；

if(i<j)

{ t=a[j]；a[j]=a[i]；a[i]=t；}

}

if(a[i]<x) return i；

else return i－1；

}

（1）写出该函数的功能；

（2）写一个调用上述函数实现下列功能的算法：对一整型数组b[n]中的元素进行重新排列，将所有负数均调整到数组的低下标端，将所有正数均调整到数组的高下标端，若有零值，则置于两者之间，并返回数组中零元素的个数。

数据结构试题参考答案

1. 一、            单项选择题（本大题共15小题，每小题2分，共30分）

1．D ２．Ｂ ３．Ｃ ４．Ｂ ５．Ｄ ６．Ａ ７．Ｃ ８，Ｄ ９，Ａ 10．Ｃ 11．Ｄ 12．Ｃ 13．Ｄ 14．Ｃ 15．Ｂ

二、填空题（本大题共10小题，每小题2分，共20分）

16．存储（或存储结构） 17.p－＞next－＞next 18．进栈和退栈 19．12 20．a4,8 21．384 22．abefcdg

23．快速排序、堆排序、希尔排序

24．２ 25.多关键字
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深度优先遍历序列为：abdce

广度优先遍历序列为：abedc

29．（１）对关键字35、20、33和48进行查找的比较次数为３、２、１、１；

（２）平均查找长度![](data:image/x-wmf;base64,183GmgAAAAAAAOANQAP+CAAAAABPUQEACQAAA2EBAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAPgDQ4AAAAmBg8AEgD/////AAAIAAAAwP+//6AN/wILAAAAJgYPAAwATWF0aFR5cGUAAKAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAKtAekDBQAAABMCrQFRCwUAAAAUAq0BuQwFAAAAEwKtAYMNFQAAAPsCwP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACFBAAAAC0BAQAMAAAAMgoAAjYAAwAAAEFTTADmALEAwwAQAAAA+wLA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQIABAAAAPABAQAJAAAAMgoAAt4CAQAAAD0ArwAJAAAAMgoxAcYEAQAAACsArwAJAAAAMgoxAYsGAQAAACsArwAJAAAAMgoxAR4IAQAAACsArwAJAAAAMgoxAbEJAQAAACsArwAJAAAAMgoAAq4LAQAAAD0ArwAVAAAA+wLA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIUEAAAALQEBAAQAAADwAQIACQAAADIKMQH/AwEAAAAzAKAACQAAADIKMQGwBQEAAAAyAKAACQAAADIKMQFhBwEAAAAxAKAACQAAADIKMQH0CAEAAAAxAKAACQAAADIKMQGbCgEAAAAyAKAACQAAADIK+QJSBwEAAAA1AKAACQAAADIKMQHPDAEAAAA5AKAACQAAADIK+QLTDAEAAAA1AKAACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQIABAAAAPABAQADAAAAAAA=)

四、算法阅读题（本大题共4小题，每小题5分，共20分）

30． ①S1=S1－>next

②s2=s2－>next

③s2(或s2!=NULL或s2&&!s1)

④s1(或s1!=NULL或s1&&!s2)

⑤return 0

31.（1）查询链表的尾结点

（2）将第一个结点链接到链表的尾部，作为新的尾结点

（3）返回的线性表为（a2,a3,…,an,a1）

32. ①(i＋1)%2(或1－i)

②Q－>rear[i]

③(Q－>rear[i]＋)%Maxsize

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 33.(1)*Leafhead* | F |  |  | H |  |  | G |  |  | D | ∧ |

（2）中序遍历二叉树，按遍历序列中叶子结点数据域的值构建一个以Leafhead为头指针的逆序单链表（或按二叉树中叶子结点数据自右至左链接成一个链表）。

五、算法设计题（本题共10分）

34．（1）该函数的功能是：调整整数数组a[]中的元素并返回分界值i，使所有＜x的元素均落在a[1..i]上，使所有≥x的元素均落在a[i＋1..h]上。

（2）int f(int b[],int n) 或 int f(int b[],int n)

{ {

int p,q； int p,q；

p=arrange(b,0,n－1,0)； p=arrange(b,0,n－1,1)；

q= arrange(b,p+1,n－1,1)； q= arrange(b,0,p,0)；

return q－p； return p－q；

} }

**一、选择题（20分）**

1．组成数据的基本单位是（ ）。

(A) 数据项 (B) 数据类型 (C) 数据元素 (D) 数据变量

2．设数据结构A=(D，R)，其中D={1，2，3，4}，R={r}，r={<1，2>，<2，3>，<3，4>，<4，1>}，则数据结构A是（ ）。

(A) 线性结构 (B) 树型结构 (C) 图型结构 (D) 集合

3．数组的逻辑结构不同于下列（ ）的逻辑结构。

(A) 线性表 (B) 栈 (C) 队列 (D) 树

4．二叉树中第i(i≥1)层上的结点数最多有（ ）个。

(A) 2i (B) 2i (C) 2i-1 (D) 2i-1

5．设指针变量p指向单链表结点A，则删除结点A的后继结点B需要的操作为（ ）。

(A) p->next=p->next->next (B) p=p->next

(C) p=p->next->next (D) p->next=p

6．设栈S和队列Q的初始状态为空，元素E1、E2、E3、E4、E5和E6依次通过栈S，一个元素出栈后即进入队列Q，若6个元素出列的顺序为E2、E4、E3、E6、E5和E1，则栈S的容量至少应该是（ ）。

(A) 6 (B) 4 (C) 3 (D) 2

7．将10阶对称矩阵压缩存储到一维数组A中，则数组A的长度最少为（ ）。

(A) 100 (B) 40 (C) 55 (D) 80

8．设结点A有3个兄弟结点且结点B为结点A的双亲结点，则结点B的度数数为（ ）。

(A) 3 (B) 4 (C) 5 (D) 1

9．根据二叉树的定义可知二叉树共有（ ）种不同的形态。

(A) 4 (B) 5 (C) 6 (D) 7

1. 10. 设有以下四种排序方法，则（ ）的空间复杂度最大。

(A) 冒泡排序 (B) 快速排序 (C) 堆排序 (D) 希尔排序

**二、填空题(30分)**

1. 1.        设顺序循环队列Q[0：m-1]的队头指针和队尾指针分别为F和R，其中队头指针F指向当前队头元素的前一个位置，队尾指针R指向当前队尾元素所在的位置，则出队列的语句为F =\_\_\_\_\_\_\_\_\_\_\_\_;。
2. 2.        设线性表中有n个数据元素，则在顺序存储结构上实现顺序查找的平均时间复杂度为\_\_\_\_\_\_\_\_\_\_\_，在链式存储结构上实现顺序查找的平均时间复杂度为\_\_\_\_\_\_\_\_\_\_\_。
3. 3.        设一棵二叉树中有n个结点，则当用二叉链表作为其存储结构时，该二叉链表中共有\_\_\_\_\_\_\_\_个指针域，\_\_\_\_\_\_\_\_\_\_个空指针域。
4. 4.        设指针变量p指向单链表中结点A，指针变量s指向被插入的结点B，则在结点A的后面插入结点B的操作序列为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
5. 5.        设无向图G中有n个顶点和e条边，则其对应的邻接表中有\_\_\_\_\_\_\_\_\_个表头结点和\_\_\_\_\_\_\_\_\_个表结点。
6. 6.        设无向图G中有n个顶点e条边，所有顶点的度数之和为m，则e和m有\_\_\_\_\_\_关系。
7. 7.        设一棵二叉树的前序遍历序列和中序遍历序列均为ABC，则该二叉树的后序遍历序列为\_\_\_\_\_\_\_\_\_\_。
8. 8.        设一棵完全二叉树中有21个结点，如果按照从上到下、从左到右的顺序从1开始顺序编号，则编号为8的双亲结点的编号是\_\_\_\_\_\_\_\_\_\_\_，编号为8的左孩子结点的编号是\_\_\_\_\_\_\_\_\_\_\_\_\_。
9. 9.        下列程序段的功能实现子串t在主串s中位置的算法，要求在下划线处填上正确语句。

int index(char s[ ], char t[ ])

{

i=j=0;

while(i<strlen(s) && j<strlen(t)) if(s[i]==t[j]){i=i+l; j=j+l;}else{i=\_\_\_\_\_\_\_; j=\_\_\_\_\_\_;}

if (j==strlen(t))return(i-strlen(t));else return (-1);

}

1. 10.    设一个连通图G中有n个顶点e条边，则其最小生成树上有\_\_\_\_\_\_\_\_条边。

**三、应用题（30分）**

1．设完全二叉树的顺序存储结构中存储数据ABCDE，要求给出该二叉树的链式存储结构并给出该二叉树的前序、中序和后序遍历序列。

2．设给定一个权值集合W=(3，5，7，9，11)，要求根据给定的权值集合构造一棵哈夫曼树并计算哈夫曼树的带权路径长度WPL。

![](data:image/png;base64,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)3．设一组初始记录关键字序列为(19，21，16，5，18，23)，要求给出以19为基准的一趟快速排序结果以及第2趟直接选择排序后的结果。

4．设一组初始记录关键字集合为(25，10，8，27，32，68)，散列表的长度为8，散列函数H(k)=k mod 7，要求分别用线性探测和链地址法作为解决冲突的方法设计哈希表。

5．设无向图G（所右图所示），要求给出该图的深度优先和广度优先遍历的序列并给出该图的最小生成树。

**四、算法设计题(20分)**

1. 1.        设计判断单链表中结点是否关于中心对称算法。
2. 2.        设计在链式存储结构上建立一棵二叉树的算法。
3. 3.        设计判断一棵二叉树是否是二叉排序树的算法。

**数据结构试卷参考答案**

**一、选择题**

1.C 2.C 3.D 4.C 5.A

6.C 7.C 8.B 9.B 10.B

**二、填空题**

1. 1.        (F+1) % m
2. 2.        O(n)，O(n)
3. 3.        2n，n+1
4. 4.        s->next=p->next; s->next=s
5. 5.        n, 2e
6. 6.        m=2e
7. 7.        CBA
8. 8.        4，16
9. 9.        i-j+1，0
10. 10.    n-1

**三、应用题**

1. 1.        链式存储结构略，前序ABDEC，中序DBEAC，后序DEBCA。
2. 2.        哈夫曼树略，WPL=78
3. 3.        (18,5,16,19,21,23)，(5，16，21，19，18，23)
4. 4.        线性探测：![](data:image/x-wmf;base64,183GmgAAAAAAAMASAAQACQAAAADRSAEACQAAAx0BAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAATAEhIAAAAmBg8AGgD/////AAAQAAAAwP///6////+AEgAArwMAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AAVAAAA+wKg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKQEAAAALQEAAAgAAAAyCm4DHhECAAAANjgIAAAAMgpuA3QOAgAAADI3CAAAADIKbgPKCwIAAAAzMggAAAAyCm4DMAkCAAAAMjUIAAAAMgpuA4YGAgAAADEwCAAAADIKbgNxAgEAAAA4AAgAAAAyCl4BcBEBAAAANwAIAAAAMgpeAcwOAQAAADYACAAAADIKXgEkDAEAAAA1AAgAAAAyCl4BhQkBAAAANAAIAAAAMgpeAfEGAQAAADMACAAAADIKXgGMBAEAAAAyAAgAAAAyCl4BcQIBAAAAMQAIAAAAMgpeAV4AAQAAADAAEAAAAPsCoP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAIEAAAALQEBAAQAAADwAQAACAAAADIKbgNmBAEAAABMAAgAAAAyCm4DOwABAAAATAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhQACQAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) 链地址法：![](data:image/x-wmf;base64,183GmgAAAAAAAMAIAA79CAAAAAAsWQEACQAAA9cBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAA7ACBIAAAAmBg8AGgD/////AAAQAAAAwP///6f///+ACAAApw0AAAsAAAAmBg8ADABNYXRoVHlwZQAAUAMVAAAA+wKg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKQEAAAALQEAAAgAAAAyClwNtgMCAAAAMjcIAAAAMgpDC6oDAgAAADY4CAAAADIKpgkwBwIAAAAzMggAAAAyCqYJugMCAAAAMjUIAAAAMgqWB4UDAgAAADEwCAAAADIKdgN/AwEAAAA4ABUAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAApAQAAAAtAQEABAAAAPABAAAIAAAAMgq0DeoAAQAAADYACAAAADIKmwvnAAEAAAA1AAgAAAAyCv4J7gABAAAANAAIAAAAMgruB+cAAQAAADMACAAAADIK3gXuAAEAAAAyAAgAAAAyCs4D1QABAAAAMQAIAAAAMgq+AeoAAQAAADAAEAAAAPsCoP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAIEAAAALQEAAAQAAADwAQEACAAAADIKXA2mAgEAAAA+AAgAAAAyClwNlgEBAAAALQAIAAAAMgpDC6ACAQAAAD4ACAAAADIKQwuQAQEAAAAtAAgAAAAyCqYJKwYBAAAAPgAIAAAAMgqmCRsFAQAAAC0ACAAAADIKpgmqAgEAAAA+AAgAAAAyCqYJmgEBAAAALQAIAAAAMgqWB5wCAQAAAD4ACAAAADIKlgeMAQEAAAAtAAgAAAAyCnYDgAIBAAAAPgAIAAAAMgp2A3ABAQAAAC0AFQAAAPsCoP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACkBAAAAC0BAQAEAAAA8AEAAAgAAAAyClwNOwABAAAAaAAIAAAAMgpDCzsAAQAAAGgACAAAADIKpgk7AAEAAABoAAgAAAAyCpYHOwABAAAAaAAIAAAAMgqGBTsAAQAAAGgACAAAADIKdgM7AAEAAABoAAgAAAAyCmYBOwABAAAAaAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhQACQAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)
5. 5.        深度：125364，广度：123456，最小生成树T的边集为E={(1，4)，(1，3)，(3，5)，(5，6)，(5,6)}

**四、算法设计题**

1. 1.        设计判断单链表中结点是否关于中心对称算法。

typedef struct {int s[100]; int top;} sqstack;

int lklistsymmetry(lklist \*head)

{

sqstack stack; stack.top= -1; lklist \*p;

for(p=head;p!=0;p=p->next) {stack.top++; stack.s[stack.top]=p->data;}

for(p=head;p!=0;p=p->next) if (p->data==stack.s[stack.top]) stack.top=stack.top-1; else return(0);

return(1);

}

1. 2.        设计在链式存储结构上建立一棵二叉树的算法。

typedef char datatype;

typedef struct node {datatype data; struct node \*lchild,\*rchild;} bitree;

void createbitree(bitree \*&bt)

{

char ch; scanf("%c",&ch);

if(ch=='#') {bt=0; return;}

bt=(bitree\*)malloc(sizeof(bitree)); bt->data=ch;

createbitree(bt->lchild); createbitree(bt->rchild);

}

1. 3.        设计判断一棵二叉树是否是二叉排序树的算法。

int minnum=-32768,flag=1;

typedef struct node{int key; struct node \*lchild,\*rchild;}bitree;

void inorder(bitree \*bt)

{

if (bt!=0)

{inorder(bt->lchild); if(minnum>bt->key)flag=0; minnum=bt->key; inorder(bt->rchild);}

}

**数据结构试卷（二）**

**一、选择题(24分)**

1．下面关于线性表的叙述错误的是（ ）。

(A) 线性表采用顺序存储必须占用一片连续的存储空间

(B) 线性表采用链式存储不必占用一片连续的存储空间

(C) 线性表采用链式存储便于插入和删除操作的实现

(D) 线性表采用顺序存储便于插入和删除操作的实现

2．设哈夫曼树中的叶子结点总数为m，若用二叉链表作为存储结构，则该哈夫曼树中总共有（ ）个空指针域。

(A) 2m-1 (B) 2m (C) 2m+1 (D) 4m

3．设顺序循环队列Q[0：M-1]的头指针和尾指针分别为F和R，头指针F总是指向队头元素的前一位置，尾指针R总是指向队尾元素的当前位置，则该循环队列中的元素个数为（ ）。

(A) R-F (B) F-R (C) (R-F+M)％M (D) (F-R+M)％M

4．设某棵二叉树的中序遍历序列为ABCD，前序遍历序列为CABD，则后序遍历该二叉树得到序列为（ ）。

(A) BADC (B) BCDA (C) CDAB (D) CBDA

5．设某完全无向图中有n个顶点，则该完全无向图中有（ ）条边。

(A) n(n-1)/2 (B) n(n-1) (C) n2 (D) n2-1

6．设某棵二叉树中有2000个结点，则该二叉树的最小高度为（ ）。

(A) 9 (B) 10 (C) 11 (D) 12

7．设某有向图中有n个顶点，则该有向图对应的邻接表中有（ ）个表头结点。

(A) n-1 (B) n (C) n+1 (D) 2n-1

8．设一组初始记录关键字序列(5，2，6，3，8)，以第一个记录关键字5为基准进行一趟快速排序的结果为（ ）。

(A) 2，3，5，8，6 (B) 3，2，5，8，6

(C) 3，2，5，6，8 (D) 2，3，6，5，8

**二、填空题(24分)**

* 1. 1.         为了能有效地应用HASH查找技术，必须解决的两个问题是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  2. 2.         下面程序段的功能实现数据x进栈，要求在下划线处填上正确的语句。

typedef struct {int s[100]; int top;} sqstack;

void push(sqstack &stack,int x)

{

if (stack.top==m-1) printf(“overflow”);

else {\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;}

}

* 1. 3.         中序遍历二叉排序树所得到的序列是\_\_\_\_\_\_\_\_\_\_\_序列（填有序或无序）。
  2. 4.         快速排序的最坏时间复杂度为\_\_\_\_\_\_\_\_\_\_\_，平均时间复杂度为\_\_\_\_\_\_\_\_\_\_。
  3. 5.         设某棵二叉树中度数为0的结点数为N0，度数为1的结点数为N1，则该二叉树中度数为2的结点数为\_\_\_\_\_\_\_\_\_；若采用二叉链表作为该二叉树的存储结构，则该二叉树中共有\_\_\_\_\_\_\_个空指针域。
  4. 6.         设某无向图中顶点数和边数分别为n和e，所有顶点的度数之和为d，则e=\_\_\_\_\_\_\_。
  5. 7.         设一组初始记录关键字序列为(55，63，44，38，75，80，31，56)，则利用筛选法建立的初始堆为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  6. 8.         设某无向图G的邻接表为![](data:image/x-wmf;base64,183GmgAAAAAAAAAKQAj9CAAAAACsXQEACQAAAwcCAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAgAChIAAAAmBg8AGgD/////AAAQAAAAwP///6L////ACQAA4gcAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AEVAAAA+wKg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKQEAAAALQEAAAgAAAAyCpsHNwYBAAAAMwAIAAAAMgqbB4cDAQAAADEACAAAADIKiwUKCQEAAAAyAAgAAAAyCosFNAYBAAAANAAIAAAAMgqLBXkDAQAAADEACAAAADIKewM3BgEAAAAzAAgAAAAyCnsDhwMBAAAAMQAIAAAAMgprARoJAQAAADQACAAAADIKawFEBgEAAAAyAAgAAAAyCmsBeQMBAAAAMwAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKQEAAAALQEBAAQAAADwAQAACAAAADIK8wfiAAEAAAA0AAgAAAAyCuMF2wABAAAAMwAIAAAAMgrTA+IAAQAAADIACAAAADIKwwHJAAEAAAAxABAAAAD7AqD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAACBAAAAC0BAAAEAAAA8AEBAAgAAAAyCpsHMgUBAAAAPgAIAAAAMgqbByIEAQAAAC0ACAAAADIKmweeAgEAAAA+AAgAAAAyCpsHjgEBAAAALQAIAAAAMgqLBfoHAQAAAD4ACAAAADIKiwXqBgEAAAAtAAgAAAAyCosFJAUBAAAAPgAIAAAAMgqLBRQEAQAAAC0ACAAAADIKiwWQAgEAAAA+AAgAAAAyCosFgAEBAAAALQAIAAAAMgp7AzIFAQAAAD4ACAAAADIKewMiBAEAAAAtAAgAAAAyCnsDngIBAAAAPgAIAAAAMgp7A44BAQAAAC0ACAAAADIKawEKCAEAAAA+AAgAAAAyCmsB+gYBAAAALQAIAAAAMgprATQFAQAAAD4ACAAAADIKawEkBAEAAAAtAAgAAAAyCmsBdAIBAAAAPgAIAAAAMgprAWQBAQAAAC0AFQAAAPsCoP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACkBAAAAC0BAQAEAAAA8AEAAAgAAAAyCpsHNQABAAAAdgAIAAAAMgqLBTUAAQAAAHYACAAAADIKewM1AAEAAAB2AAgAAAAyCmsBNQABAAAAdgAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhQACQAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，则从顶点V1开始的深度优先遍历序列为\_\_\_\_\_\_\_\_\_\_\_；广度优先遍历序列为\_\_\_\_\_\_\_\_\_\_\_\_。

**三、应用题(36分)**

1. 1．  设一组初始记录关键字序列为(45，80，48，40，22，78)，则分别给出第4趟简单选择排序和第4趟直接插入排序后的结果。
2. 2．  设指针变量p指向双向链表中结点A，指针变量q指向被插入结点B，要求给出在结点A的后面插入结点B的操作序列（设双向链表中结点的两个指针域分别为llink和rlink）。
3. 3．  ![](data:image/png;base64,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)设一组有序的记录关键字序列为(13，18，24，35，47，50，62，83，90)，查找方法用二分查找，要求计算出查找关键字62时的比较次数并计算出查找成功时的平均查找长度。
4. 4．  设一棵树T中边的集合为{(A，B)，(A，C)，(A，D)，(B，E)，(C，F)，(C，G)}，要求用孩子兄弟表示法（二叉链表）表示出该树的存储结构并将该树转化成对应的二叉树。
5. 5．  设有无向图G（如右图所示），要求给出用普里姆算法构造最小生成树所走过的边的集合。
6. 6．  设有一组初始记录关键字为(45，80，48，40，22，78)，要求构造一棵二叉排序树并给出构造过程。

**四、算法设计题(16分)**

* + 1. 1．   设有一组初始记录关键字序列（K1，K2，…，Kn），要求设计一个算法能够在O(n)的时间复杂度内将线性表划分成两部分，其中左半部分的每个关键字均小于Ki，右半部分的每个关键字均大于等于Ki。
    2. 2．   设有两个集合A和集合B，要求设计生成集合C=A∩B的算法，其中集合A、B和C用链式存储结构表示。

**数据结构试卷（二）参考答案**

**一、选择题**

1.D 2.B 3.C 4.A 5.A 6.C 7.B 8.C

**二、填空题**

1. 1.        构造一个好的HASH函数，确定解决冲突的方法
2. 2.        stack.top++，stack.s[stack.top]=x
3. 3.        有序
4. 4.        O(n2)，O(nlog2n)
5. 5.        N0-1，2N0+N1
6. 6.        d/2
7. 7.        (31，38，54，56，75，80，55，63)
8. 8.        (1，3，4，2)，(1，3，2，4)

**三、应用题**

1. 1.        (22，40，45，48，80，78)，(40，45，48，80，22，78)
2. 2.        q->llink=p; q->rlink=p->rlink; p->rlink->llink=q; p->rlink=q;
3. 3.        2,ASL=91\*1+2\*2+3\*4+4\*2)=25/9
4. 4.        树的链式存储结构略，二叉树略
5. 5.        E={(1，3)，(1，2)，(3，5)，(5，6)，(6，4)}
6. 6.        略

**四、算法设计题**

1. 1.            设有一组初始记录关键字序列（K1，K2，…，Kn），要求设计一个算法能够在O(n)的时间复杂度内将线性表划分成两部分，其中左半部分的每个关键字均小于Ki，右半部分的每个关键字均大于等于Ki。

void quickpass(int r[], int s, int t)

{

int i=s, j=t, x=r[s];

while(i<j){

while (i<j && r[j]>x) j=j-1; if (i<j) {r[i]=r[j];i=i+1;}

while (i<j && r[i]<x) i=i+1; if (i<j) {r[j]=r[i];j=j-1;}

}

r[i]=x;

}

1. 2.            设有两个集合A和集合B，要求设计生成集合C=A∩B的算法，其中集合A、B和C用链式存储结构表示。

typedef struct node {int data; struct node \*next;}lklist;

void intersection(lklist \*ha,lklist \*hb,lklist \*&hc)

{

lklist \*p,\*q,\*t;

for(p=ha,hc=0;p!=0;p=p->next)

{ for(q=hb;q!=0;q=q->next) if (q->data==p->data) break;

if(q!=0){ t=(lklist \*)malloc(sizeof(lklist)); t->data=p->data;t->next=hc; hc=t;}

}

}

**数据结构试卷（三）**

**一、选择题(30分)**

1．设某数据结构的二元组形式表示为A=(D，R)，D={01，02，03，04，05，06，07，08，09}，R={r}，r={<01，02>，<01，03>，<01，04>，<02，05>，<02，06>，<03，07>，<03，08>，<03，09>}，则数据结构A是（ ）。

(A) 线性结构 (B) 树型结构 (C) 物理结构 (D) 图型结构

2．下面程序的时间复杂为（ ）

for（i=1，s=0； i<=n； i++） {t=1；for(j=1；j<=i；j++) t=t\*j；s=s+t；}

(A) O(n) (B) O(n2) (C) O(n3) (D) O(n4)

3．设指针变量p指向单链表中结点A，若删除单链表中结点A，则需要修改指针的操作序列为（ ）。

(A) q=p->next；p->data=q->data；p->next=q->next；free(q)；

(B) q=p->next；q->data=p->data；p->next=q->next；free(q)；

(C) q=p->next；p->next=q->next；free(q)；

(D) q=p->next；p->data=q->data；free(q)；

4．设有n个待排序的记录关键字，则在堆排序中需要（ ）个辅助记录单元。

(A) 1 (B) n (C) nlog2n (D) n2

5．设一组初始关键字记录关键字为(20，15，14，18，21，36，40，10)，则以20为基准记录的一趟快速排序结束后的结果为( )。

(A) 10，15，14，18，20，36，40，21

(B) 10，15，14，18，20，40，36，21

(C) 10，15，14，20，18，40，36，2l

(D) 15，10，14，18，20，36，40，21

6．设二叉排序树中有n个结点，则在二叉排序树的平均平均查找长度为（ ）。

(A) O(1) (B) O(log2n) (C) (D) O(n2)

7．设无向图G中有n个顶点e条边，则其对应的邻接表中的表头结点和表结点的个数分别为（ ）。

(A) n，e (B) e，n (C) 2n，e (D) n，2e

8. 设某强连通图中有n个顶点，则该强连通图中至少有（ ）条边。

(A) n(n-1) (B) n+1 (C) n (D) n(n+1)

9．设有5000个待排序的记录关键字，如果需要用最快的方法选出其中最小的10个记录关键字，则用下列（ ）方法可以达到此目的。

(A) 快速排序 (B) 堆排序 (C) 归并排序 (D) 插入排序

10.下列四种排序中（ ）的空间复杂度最大。

(A) 插入排序 (B) 冒泡排序 (C) 堆排序 (D) 归并排序

**二、填空殖(48分，其中最后两小题各6分)**

1. 1.         数据的物理结构主要包括\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_两种情况。
2. 2.         设一棵完全二叉树中有500个结点，则该二叉树的深度为\_\_\_\_\_\_\_\_\_\_；若用二叉链表作为该完全二叉树的存储结构，则共有\_\_\_\_\_\_\_\_\_\_\_个空指针域。
3. 3.         设输入序列为1、2、3，则经过栈的作用后可以得到\_\_\_\_\_\_\_\_\_\_\_种不同的输出序列。
4. 4.         设有向图G用邻接矩阵A[n][n]作为存储结构，则该邻接矩阵中第i行上所有元素之和等于顶点i的\_\_\_\_\_\_\_\_，第i列上所有元素之和等于顶点i的\_\_\_\_\_\_\_\_。
5. 5.         设哈夫曼树中共有n个结点，则该哈夫曼树中有\_\_\_\_\_\_\_\_个度数为1的结点。
6. 6.         设有向图G中有n个顶点e条有向边，所有的顶点入度数之和为d，则e和d的关系为\_\_\_\_\_\_\_\_\_。
7. 7.         \_\_\_\_\_\_\_\_\_\_遍历二叉排序树中的结点可以得到一个递增的关键字序列（填先序、中序或后序）。
8. 8.         设查找表中有100个元素，如果用二分法查找方法查找数据元素X，则最多需要比较\_\_\_\_\_\_\_\_次就可以断定数据元素X是否在查找表中。
9. 9.         不论是顺序存储结构的栈还是链式存储结构的栈，其入栈和出栈操作的时间复杂度均为\_\_\_\_\_\_\_\_\_\_\_\_。
10. 10.     设有n个结点的完全二叉树，如果按照从自上到下、从左到右从1开始顺序编号，则第i个结点的双亲结点编号为\_\_\_\_\_\_\_\_\_\_\_\_，右孩子结点的编号为\_\_\_\_\_\_\_\_\_\_\_。
11. 11.     设一组初始记录关键字为(72，73，71，23，94，16，5)，则以记录关键字72为基准的一趟快速排序结果为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
12. 12.     设有向图G中有向边的集合E={<1，2>，<2，3>，<1，4>，<4，2>，<4，3>}，则该图的一种拓扑序列为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
13. 13.     下列算法实现在顺序散列表中查找值为x的关键字，请在下划线处填上正确的语句。

struct record{int key; int others;};

int hashsqsearch(struct record hashtable[ ],int k)

{

int i,j; j=i=k % p;

while (hashtable[j].key!=k&&hashtable[j].flag!=0){j=(\_\_\_\_) %m; if (i==j) return(-1);}

if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ) return(j); else return(-1);

}

1. 14.     下列算法实现在二叉排序树上查找关键值k，请在下划线处填上正确的语句。

typedef struct node{int key; struct node \*lchild; struct node \*rchild;}bitree;

bitree \*bstsearch(bitree \*t, int k)

{

if (t==0 ) return(0);else while (t!=0)

if (t->key==k)\_\_\_\_\_\_\_\_\_\_\_\_\_; else if (t->key>k) t=t->lchild; else\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

**三、算法设计题(22分)**

1. 1．  设计在单链表中删除值相同的多余结点的算法。
2. 2．  设计一个求结点x在二叉树中的双亲结点算法。

**数据结构试卷（三）参考答案**

**一、选择题**

1.B 2.B 3.A 4.A 5.A

6.B 7.D 8.C 9.B 10.D

第3小题分析：首先用指针变量q指向结点A的后继结点B，然后将结点B的值复制到结点A中，最后删除结点B。

第9小题分析：9快速排序、归并排序和插入排序必须等到整个排序结束后才能够求出最小的10个数，而堆排序只需要在初始堆的基础上再进行10次筛选即可，每次筛选的时间复杂度为O(log2n)。

**二、填空题**

1. 1.        顺序存储结构、链式存储结构
2. 2.        9，501
3. 3.        5
4. 4.        出度，入度
5. 5.        0
6. 6.        e=d
7. 7.        中序
8. 8.        7
9. 9.        O(1)
10. 10.     i/2，2i+1
11. 11.     (5，16，71，23，72，94，73)
12. 12.     (1，4，3，2)
13. 13.     j+1，hashtable[j].key==k
14. 14.     return(t)，t=t->rchild

第8小题分析：二分查找的过程可以用一棵二叉树来描述，该二叉树称为二叉判定树。在有序表上进行二分查找时的查找长度不超过二叉判定树的高度1+log2n。

**三、算法设计题**

1. 1.        设计在单链表中删除值相同的多余结点的算法。

typedef int datatype;

typedef struct node {datatype data; struct node \*next;}lklist;

void delredundant(lklist \*&head)

{

lklist \*p,\*q,\*s;

for(p=head;p!=0;p=p->next)

{

for(q=p->next,s=q;q!=0; )

if (q->data==p->data) {s->next=q->next; free(q);q=s->next;}

else {s=q,q=q->next;}

}

}

1. 2.        设计一个求结点x在二叉树中的双亲结点算法。

typedef struct node {datatype data; struct node \*lchild,\*rchild;} bitree;

bitree \*q[20]; int r=0,f=0,flag=0;

void preorder(bitree \*bt, char x)

{

if (bt!=0 && flag==0)

if (bt->data==x) { flag=1; return;}

else {r=(r+1)% 20; q[r]=bt; preorder(bt->lchild,x); preorder(bt->rchild,x); }

}

void parent(bitree \*bt,char x)

{

int i;

preorder(bt,x);

for(i=f+1; i<=r; i++) if (q[i]->lchild->data==x || q[i]->rchild->data) break;

if (flag==0) printf("not found x\n");

else if (i<=r) printf("%c",bt->data); else printf("not parent");

}

**数据结构试卷（四）**

**一、选择题(30分)**

1．设一维数组中有n个数组元素，则读取第i个数组元素的平均时间复杂度为（ ）。

(A) O(n) (B) O(nlog2n) (C) O(1) (D) O(n2)

2．设一棵二叉树的深度为k，则该二叉树中最多有（ ）个结点。

(A) 2k-1 (B) 2k (C) 2k-1 (D) 2k-1

3．设某无向图中有n个顶点e条边，则该无向图中所有顶点的入度之和为（ ）。

(A) n (B) e (C) 2n (D) 2e

4．在二叉排序树中插入一个结点的时间复杂度为（ ）。

(A) O(1) (B) O(n) (C) O(log2n) (D) O(n2)

5．设某有向图的邻接表中有n个表头结点和m个表结点，则该图中有（ ）条有向边。

(A) n (B) n-1 (C) m (D) m-1

6．设一组初始记录关键字序列为(345，253，674，924，627)，则用基数排序需要进行（ ）趟的分配和回收才能使得初始关键字序列变成有序序列。

(A) 3 (B) 4 (C) 5 (D) 8

7．设用链表作为栈的存储结构则退栈操作（ ）。

(A) 必须判别栈是否为满 (B) 必须判别栈是否为空

(C) 判别栈元素的类型 (D) 对栈不作任何判别

8．下列四种排序中（ ）的空间复杂度最大。

(A) 快速排序 (B) 冒泡排序 (C) 希尔排序 (D) 堆

9．设某二叉树中度数为0的结点数为N0，度数为1的结点数为Nl，度数为2的结点数为N2，则下列等式成立的是（ ）。

(A) N0=N1+1 (B) N0=Nl+N2 (C) N0=N2+1 (D) N0=2N1+l

10.设有序顺序表中有n个数据元素，则利用二分查找法查找数据元素X的最多比较次数不超过（ ）。

(A) log2n+1 (B) log2n-1 (C) log2n (D) log2(n+1)

**二、填空题(42分)**

* 1. 1．    设有n个无序的记录关键字，则直接插入排序的时间复杂度为\_\_\_\_\_\_\_\_，快速排序的平均时间复杂度为\_\_\_\_\_\_\_\_\_。
  2. 2．    设指针变量p指向双向循环链表中的结点X，则删除结点X需要执行的语句序列为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_（设结点中的两个指针域分别为llink和rlink）。
  3. 3．    根据初始关键字序列(19，22，01，38，10)建立的二叉排序树的高度为\_\_\_\_\_\_\_\_\_\_\_\_。
  4. 4．    深度为k的完全二叉树中最少有\_\_\_\_\_\_\_\_\_\_\_\_个结点。
  5. 5．    设初始记录关键字序列为(K1，K2，…，Kn)，则用筛选法思想建堆必须从第\_\_\_\_\_\_个元素开始进行筛选。
  6. 6．    设哈夫曼树中共有99个结点，则该树中有\_\_\_\_\_\_\_\_\_个叶子结点；若采用二叉链表作为存储结构，则该树中有\_\_\_\_\_个空指针域。
  7. 7．    设有一个顺序循环队列中有M个存储单元，则该循环队列中最多能够存储\_\_\_\_\_\_\_\_个队列元素；当前实际存储\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_个队列元素（设头指针F指向当前队头元素的前一个位置，尾指针指向当前队尾元素的位置）。
  8. 8．    设顺序线性表中有n个数据元素，则第i个位置上插入一个数据元素需要移动表中\_\_\_\_\_\_\_个数据元素；删除第i个位置上的数据元素需要移动表中\_\_\_\_\_\_\_个元素。
  9. 9．    设一组初始记录关键字序列为(20，18，22，16，30，19)，则以20为中轴的一趟快速排序结果为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  10. 10．设一组初始记录关键字序列为(20，18，22，16，30，19)，则根据这些初始关键字序列建成的初始堆为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  11. 11．设某无向图G中有n个顶点，用邻接矩阵A作为该图的存储结构，则顶点i和顶点j互为邻接点的条件是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  12. 12．设无向图对应的邻接矩阵为A，则A中第i上非0元素的个数\_\_\_\_\_\_\_\_\_第i列上非0元素的个数（填等于，大于或小于）。
  13. 13．设前序遍历某二叉树的序列为ABCD，中序遍历该二叉树的序列为BADC，则后序遍历该二叉树的序列为\_\_\_\_\_\_\_\_\_\_\_\_\_。
  14. 14．设散列函数H(k)=k mod p，解决冲突的方法为链地址法。要求在下列算法划线处填上正确的语句完成在散列表hashtalbe中查找关键字值等于k的结点，成功时返回指向关键字的指针，不成功时返回标志0。

typedef struct node {int key; struct node \*next;} lklist;

void createlkhash(lklist \*hashtable[ ])

{

int i,k; lklist \*s;

for(i=0;i<m;i++)\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

for(i=0;i<n;i++)

{

s=(lklist \*)malloc(sizeof(lklist)); s->key=a[i];

k=a[i] % p; s->next=hashtable[k];\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

}

**三、算法设计题(28分)**

* + 1. 1．    设单链表中有仅三类字符的数据元素(大写字母、数字和其它字符)，要求利用原单链表中结点空间设计出三个单链表的算法，使每个单链表只包含同类字符。
  1. 2.         设计在链式存储结构上交换二叉树中所有结点左右子树的算法。
  2. 3.         在链式存储结构上建立一棵二叉排序树。

**数据结构试卷（四）参考答案**

**一、选择题**

1．C 2．D 3．D 4．B 5．C

6．A 7．B 8．A 9．C 10．A

**二、填空题**

1. 1.        O(n2)，O(nlog2n)
2. 2.        p>llink->rlink=p->rlink; p->rlink->llink=p->rlink
3. 3.        3
4. 4.        2k-1
5. 5.        n/2
6. 6.        50，51
7. 7.        m-1，(R-F+M)%M
8. 8.        n+1-i，n-i
9. 9.        (19，18，16，20，30，22)
10. 10.     (16，18，19，20，32，22)
11. 11.     A[i][j]=1
12. 12.     等于
13. 13.     BDCA
14. 14.     hashtable[i]=0，hashtable[k]=s

**三、算法设计题**

1. 1.       设单链表中有仅三类字符的数据元素(大写字母、数字和其它字符)，要求利用原单链表中结点空间设计出三个单链表的算法，使每个单链表只包含同类字符。

typedef char datatype;

typedef struct node {datatype data; struct node \*next;}lklist;

void split(lklist \*head,lklist \*&ha,lklist \*&hb,lklist \*&hc)

{

lklist \*p; ha=0,hb=0,hc=0;

for(p=head;p!=0;p=head)

{

head=p->next; p->next=0;

if (p->data>='A' && p->data<='Z') {p->next=ha; ha=p;}

else if (p->data>='0' && p->data<='9') {p->next=hb; hb=p;} else {p->next=hc; hc=p;}

}

}

1. 2.        设计在链式存储结构上交换二叉树中所有结点左右子树的算法。

typedef struct node {int data; struct node \*lchild,\*rchild;} bitree;

void swapbitree(bitree \*bt)

{

bitree \*p;

if(bt==0) return;

swapbitree(bt->lchild); swapbitree(bt->rchild);

p=bt->lchild; bt->lchild=bt->rchild; bt->rchild=p;

}

1. 3.       在链式存储结构上建立一棵二叉排序树。

#define n 10

typedef struct node{int key; struct node \*lchild,\*rchild;}bitree;

void bstinsert(bitree \*&bt,int key)

{

if (bt==0){bt=(bitree \*)malloc(sizeof(bitree)); bt->key=key;bt->lchild=bt->rchild=0;}

else if (bt->key>key) bstinsert(bt->lchild,key); else bstinsert(bt->rchild,key);

}

void createbsttree(bitree \*&bt)

{

int i;

for(i=1;i<=n;i++) bstinsert(bt,random(100));

}

**数据结构试卷（五）**

**一、选择题(30分)**

1．数据的最小单位是（ ）。

(A) 数据项 (B) 数据类型 (C) 数据元素 (D) 数据变量

2．设一组初始记录关键字序列为(50，40，95，20，15，70，60，45)，则以增量d=4的一趟希尔排序结束后前4条记录关键字为（ ）。

(A) 40，50，20，95 (B) 15，40，60，20

(C) 15，20，40，45 (D) 45，40，15，20

3．设一组初始记录关键字序列为(25，50，15，35，80，85，20，40，36，70)，其中含有5个长度为2的有序子表，则用归并排序的方法对该记录关键字序列进行一趟归并后的结果为（ ）。

(A) 15，25，35，50，20，40，80，85，36，70

(B) 15，25，35，50，80，20，85，40，70，36

(C) 15，25，35，50，80，85，20，36，40，70

(D) 15，25，35，50，80，20，36，40，70，85

4．函数substr(“DATASTRUCTURE”，5，9)的返回值为（ ）。

(A) “STRUCTURE” (B) “DATA”

(C) “ASTRUCTUR” (D) “DATASTRUCTURE”

5．设一个有序的单链表中有n个结点，现要求插入一个新结点后使得单链表仍然保持有序，则该操作的时间复杂度为（ ）。

(A) O(log2n) (B) O(1) (C) O(n2) (D) O(n)

6．设一棵m叉树中度数为0的结点数为N0，度数为1的结点数为Nl，……，度数为m的结点数为Nm，则N0=（ ）。

(A) Nl+N2+……+Nm (B) l+N2+2N3+3N4+……+(m-1)Nm

(C) N2+2N3+3N4+……+(m-1)Nm (D) 2Nl+3N2+……+(m+1)Nm

7．设有序表中有1000个元素，则用二分查找查找元素X最多需要比较（ ）次。

(A) 25 (B) 10 (C) 7 (D) 1

8．设连通图G中的边集E={(a，b)，(a，e)，(a，c)，(b，e)，(e，d)，(d，f)，(f，c)}，则从顶点a出发可以得到一种深度优先遍历的顶点序列为（ ）。

(A) abedfc (B) acfebd (C) aebdfc (D) aedfcb

9．设输入序列是1、2、3、……、n，经过栈的作用后输出序列的第一个元素是n，则输出序列中第i个输出元素是（ ）。

(A) n-i (B) n-1-i (C) n+1-i (D) 不能确定

10 设一组初始记录关键字序列为(45，80，55，40，42，85)，则以第一个记录关键字45为基准而得到一趟快速排序的结果是（ ）。

(A) 40，42，45，55，80，83 (B) 42，40，45，80，85，88

(C) 42，40，45，55，80，85 (D) 42，40，45，85，55，80

**二、填空题(共30分)**

1. 1.         设有一个顺序共享栈S[0：n-1]，其中第一个栈项指针top1的初值为-1，第二个栈顶指针top2的初值为n，则判断共享栈满的条件是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
2. 2.         在图的邻接表中用顺序存储结构存储表头结点的优点是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
3. 3.         设有一个n阶的下三角矩阵A，如果按照行的顺序将下三角矩阵中的元素（包括对角线上元素）存放在n(n+1)个连续的存储单元中，则A[i][j]与A[0][0]之间有\_\_\_\_\_\_\_个数据元素。
4. 4.         栈的插入和删除只能在栈的栈顶进行，后进栈的元素必定先出栈，所以又把栈称为\_\_\_\_\_\_\_\_\_\_表；队列的插入和删除运算分别在队列的两端进行，先进队列的元素必定先出队列，所以又把队列称为\_\_\_\_\_\_\_\_\_表。
5. 5.         设一棵完全二叉树的顺序存储结构中存储数据元素为ABCDEF，则该二叉树的前序遍历序列为\_\_\_\_\_\_\_\_\_\_\_，中序遍历序列为\_\_\_\_\_\_\_\_\_\_\_，后序遍历序列为\_\_\_\_\_\_\_\_\_\_\_。
6. 6.         设一棵完全二叉树有128个结点，则该完全二叉树的深度为\_\_\_\_\_\_\_\_，有\_\_\_\_\_\_\_\_\_\_个叶子结点。
7. 7.         设有向图G的存储结构用邻接矩阵A来表示，则A中第i行中所有非零元素个数之和等于顶点i的\_\_\_\_\_\_\_\_，第i列中所有非零元素个数之和等于顶点i的\_\_\_\_\_\_\_\_\_\_。
8. 8.         设一组初始记录关键字序列(k1，k2，……，kn)是堆，则对i=1，2，…，n/2而言满足的条件为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
9. 9.         下面程序段的功能是实现冒泡排序算法，请在下划线处填上正确的语句。

void bubble(int r[n])

{

for(i=1;i<=n-1; i++)

{

for(exchange=0,j=0; j<\_\_\_\_\_\_\_\_\_\_\_\_\_;j++)

if (r[j]>r[j+1]){temp=r[j+1];\_\_\_\_\_\_\_\_\_\_\_\_\_\_;r[j]=temp;exchange=1;}

if (exchange==0) return；

}

}

1. 10.     下面程序段的功能是实现二分查找算法，请在下划线处填上正确的语句。

struct record{int key; int others;};

int bisearch(struct record r[ ], int k)

{

int low=0,mid,high=n-1;

while(low<=high)

{

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

if(r[mid].key==k) return(mid+1); else if(\_\_\_\_\_\_\_\_\_\_\_\_) high=mid-1;else low=mid+1;

}

return(0);

}

**三、应用题(24分)**

1. 1.       ![](data:image/png;base64,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)设某棵二叉树的中序遍历序列为DBEAC，前序遍历序列为ABDEC，要求给出该二叉树的的后序遍历序列。
2. 2.       设无向图G（如右图所示），给出该图的最小生成树上边的集合并计算最小生成树各边上的权值之和。
3. 3.       设一组初始记录关键字序列为(15，17，18，22，35，51，60)，要求计算出成功查找时的平均查找长度。
4. 4.       设散列表的长度为8，散列函数H(k)=k mod 7，初始记录关键字序列为(25，31，8，27，13，68)，要求分别计算出用线性探测法和链地址法作为解决冲突方法的平均查找长度。

**四、算法设计题(16分)**

1. 1．   设计判断两个二叉树是否相同的算法。
2. 2．   设计两个有序单链表的合并排序算法。

**数据结构试卷（五）参考答案**

**一、选择题**

1．A 2．B 3．A 4．A 5．D

6．B 7．B 8．B 9．C 10．C

**二、填空题**

1. 1.         top1+1=top2
2. 2.         可以随机访问到任一个顶点的简单链表
3. 3.         i(i+1)/2+j-1
4. 4.         FILO，FIFO
5. 5.         ABDECF，DBEAFC，DEBFCA
6. 6.         8，64
7. 7.         出度，入度
8. 8.         ki<=k2i && ki<=k2i+1
9. 9.         n-i，r[j+1]=r[j]
10. 10.     mid=(low+high)/2，r[mid].key>k

**三、应用题**

1. 1.         DEBCA
2. 2.         E={(1,5),(5,2),(5,3),(3,4)},W=10
3. 3.         ASL=(1\*1+2\*2+3\*4)/7=17/7
4. 4.         ASL1=7/6，ASL2=4/3

**四、算法设计题**

1. 1.         设计判断两个二叉树是否相同的算法。

typedef struct node {datatype data; struct node \*lchild,\*rchild;} bitree;

int judgebitree(bitree \*bt1,bitree \*bt2)

{

if (bt1==0 && bt2==0) return(1);

else if (bt1==0 || bt2==0 ||bt1->data!=bt2->data) return(0);

else return(judgebitree(bt1->lchild,bt2->lchild)\*judgebitree(bt1->rchild,bt2->rchild));

}

1. 2.         设计两个有序单链表的合并排序算法。

void mergelklist(lklist \*ha,lklist \*hb,lklist \*&hc)

{

lklist \*s=hc=0;

while(ha!=0 && hb!=0)

if(ha->data<hb->data){if(s==0) hc=s=ha; else {s->next=ha; s=ha;};ha=ha->next;}

else {if(s==0) hc=s=hb; else {s->next=hb; s=hb;};hb=hb->next;}

if(ha==0) s->next=hb; else s->next=ha;

}

**数据结构试卷（六）**

**一、选择题(30分)**

1． 设一组权值集合W={2，3，4，5，6}，则由该权值集合构造的哈夫曼树中带权路径长度之和为（ ）。

(A) 20 (B) 30 (C) 40 (D) 45

2．执行一趟快速排序能够得到的序列是（ ）。

(A) [41，12，34，45，27] 55 [72，63]

(B) [45，34，12，41] 55 [72，63，27]

(C) [63，12，34，45，27] 55 [41，72]

(D) [12，27，45，41] 55 [34，63，72]

3．设一条单链表的头指针变量为head且该链表没有头结点，则其判空条件是（ ）。

(A) head==0 (B) head->next==0

(C) head->next==head (D) head!=0

4．时间复杂度不受数据初始状态影响而恒为O(nlog2n)的是（ ）。

(A) 堆排序 (B) 冒泡排序 (C) 希尔排序 (D) 快速排序

5．设二叉树的先序遍历序列和后序遍历序列正好相反，则该二叉树满足的条件是（ ）。

(A) 空或只有一个结点 (B) 高度等于其结点数

(C) 任一结点无左孩子 (D) 任一结点无右孩子

6．一趟排序结束后不一定能够选出一个元素放在其最终位置上的是（ ）。

(A) 堆排序 (B) 冒泡排序 (C) 快速排序 (D) 希尔排序

7．设某棵三叉树中有40个结点，则该三叉树的最小高度为（ ）。

(A) 3 (B) 4 (C) 5 (D) 6

8．顺序查找不论在顺序线性表中还是在链式线性表中的时间复杂度为（ ）。

(A) O(n) (B) O(n2) (C) O(n1/2) (D) O(1og2n)

9．二路归并排序的时间复杂度为（ ）。

(A) O(n) (B) O(n2) (C) O(nlog2n) (D) O(1og2n)

10. 深度为k的完全二叉树中最少有（ ）个结点。

(A) 2k-1-1 (B) 2k-1 (C) 2k-1+1 (D) 2k-1

11.设指针变量front表示链式队列的队头指针，指针变量rear表示链式队列的队尾指针，指针变量s指向将要入队列的结点X，则入队列的操作序列为（ ）。

(A) front->next=s；front=s； (B) s->next=rear；rear=s；

(C) rear->next=s；rear=s； (D) s->next=front；front=s；

12.设某无向图中有n个顶点e条边，则建立该图邻接表的时间复杂度为（ ）。

(A) O(n+e) (B) O(n2) (C) O(ne) (D) O(n3)

13.设某哈夫曼树中有199个结点，则该哈夫曼树中有（ ）个叶子结点。

(A) 99 (B) 100 (C) 101 (D) 102

14.设二叉排序树上有n个结点，则在二叉排序树上查找结点的平均时间复杂度为（ ）。

(A) O(n) (B) O(n2) (C) O(nlog2n) (D) O(1og2n)

15.设用邻接矩阵A表示有向图G的存储结构，则有向图G中顶点i的入度为（ ）。

(A) 第i行非0元素的个数之和 (B) 第i列非0元素的个数之和

(C) 第i行0元素的个数之和 (D) 第i列0元素的个数之和

**二、判断题(20分)**

1．调用一次深度优先遍历可以访问到图中的所有顶点。（ ）

2．分块查找的平均查找长度不仅与索引表的长度有关，而且与块的长度有关。（ ）

3．冒泡排序在初始关键字序列为逆序的情况下执行的交换次数最多。（ ）

4．满二叉树一定是完全二叉树，完全二叉树不一定是满二叉树。（ ）

5．设一棵二叉树的先序序列和后序序列，则能够唯一确定出该二叉树的形状。（ ）

6．层次遍历初始堆可以得到一个有序的序列。（ ）

7．设一棵树T可以转化成二叉树BT，则二叉树BT中一定没有右子树。（ ）

8．线性表的顺序存储结构比链式存储结构更好。（ ）

9．中序遍历二叉排序树可以得到一个有序的序列。（ ）

10.快速排序是排序算法中平均性能最好的一种排序。（ ）

**三、填空题(30分)**

1．for(i=1，t=1，s=0；i<=n；i++) {t=t\*i；s=s+t；}的时间复杂度为\_\_\_\_\_\_\_\_\_。

2．设指针变量p指向单链表中结点A，指针变量s指向被插入的新结点X，则进行插入操作的语句序列为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_（设结点的指针域为next）。

3．设有向图G的二元组形式表示为G =（D，R），D={1，2，3，4，5}，R={r}，r={<1,2>，<2,4>，<4,5>，<1,3>，<3,2>，<3,5>}，则给出该图的一种拓扑排序序列\_\_\_\_\_\_\_\_\_\_。

4．设无向图G中有n个顶点，则该无向图中每个顶点的度数最多是\_\_\_\_\_\_\_\_\_。

5．设二叉树中度数为0的结点数为50，度数为1的结点数为30，则该二叉树中总共有\_\_\_\_\_\_\_个结点数。

6．设F和R分别表示顺序循环队列的头指针和尾指针，则判断该循环队列为空的条件为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

7．设二叉树中结点的两个指针域分别为lchild和rchild，则判断指针变量p所指向的结点为叶子结点的条件是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

8．简单选择排序和直接插入排序算法的平均时间复杂度为\_\_\_\_\_\_\_\_\_\_\_。

9．快速排序算法的空间复杂度平均情况下为\_\_\_\_\_\_\_\_\_\_，最坏的情况下为\_\_\_\_\_\_\_\_\_\_。

10.散列表中解决冲突的两种方法是\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_。

**四、算法设计题(20分)**

* 1. １．              设计在顺序有序表中实现二分查找的算法。
  2. ２．              设计判断二叉树是否为二叉排序树的算法。
  3. ３．              在链式存储结构上设计直接插入排序算法

**数据结构试卷（六）参考答案**

**一、选择题**

1．D 2．A 3．A 4．A 5．D

6．D 7．B 8．A 9．C 10．B

11．C 12．A 13．B 14．D 15．B

**二、判断题**

1．错 2．对 3．对 4．对 5．错

6．错 7．对 8．错 9．对 10．对

**三、填空题**

1. 1.         O(n)
2. 2.         s->next=p->next; p->next=s
3. 3.         (1，3，2，4，5)
4. 4.         n-1
5. 5.         129
6. 6.         F==R
7. 7.         p->lchild==0&&p->rchild==0
8. 8.         O(n2)
9. 9.         O(nlog2n)， O(n)
10. 10.     开放定址法，链地址法

**四、算法设计题**

1. 1.         设计在顺序有序表中实现二分查找的算法。

struct record {int key; int others;};

int bisearch(struct record r[ ], int k)

{

int low=0,mid,high=n-1;

while(low<=high)

{

mid=(low+high)/2;

if(r[mid].key==k) return(mid+1); else if(r[mid].key>k) high=mid-1; else low=mid+1;

}

return(0);

}

1. 2.         设计判断二叉树是否为二叉排序树的算法。

int minnum=-32768,flag=1;

typedef struct node{int key; struct node \*lchild,\*rchild;}bitree;

void inorder(bitree \*bt)

{

if (bt!=0) {inorder(bt->lchild); if(minnum>bt->key)flag=0; minnum=bt->key;inorder(bt->rchild);}

}

1. 3.         在链式存储结构上设计直接插入排序算法

void straightinsertsort(lklist \*&head)

{

lklist \*s,\*p,\*q; int t;

if (head==0 || head->next==0) return;

else for(q=head,p=head->next;p!=0;p=q->next)

{

for(s=head;s!=q->next;s=s->next) if (s->data>p->data) break;

if(s==q->next)q=p;

else{q->next=p->next; p->next=s->next; s->next=p; t=p->data;p->data=s->data;s->data=t;}

}

}

**数据结构试卷（七）**

**一、选择题(30分)**

1．设某无向图有n个顶点，则该无向图的邻接表中有（ ）个表头结点。

(A) 2n (B) n (C) n/2 (D) n(n-1)

2．设无向图G中有n个顶点，则该无向图的最小生成树上有（ ）条边。

(A) n (B) n-1 (C) 2n (D) 2n-1

3．设一组初始记录关键字序列为(60，80，55，40，42，85)，则以第一个关键字45为基准而得到的一趟快速排序结果是（ ）。

(A) 40，42，60，55，80，85 (B) 42，45，55，60，85，80

(C) 42，40，55，60，80，85 (D) 42，40，60，85，55，80

4．（ ）二叉排序树可以得到一个从小到大的有序序列。

(A) 先序遍历 (B) 中序遍历 (C) 后序遍历 (D) 层次遍历

5．设按照从上到下、从左到右的顺序从1开始对完全二叉树进行顺序编号，则编号为i结点的左孩子结点的编号为（ ）。

(A) 2i+1 (B) 2i (C) i/2 (D) 2i-1

6．程序段s=i=0；do {i=i+1； s=s+i；}while(i<=n)；的时间复杂度为（ ）。

(A) O(n) (B) O(nlog2n) (C) O(n2) (D) O(n3/2)

7．设带有头结点的单向循环链表的头指针变量为head，则其判空条件是（ ）。

(A) head==0 (B) head->next==0

(C) head->next==head (D) head!=0

8．设某棵二叉树的高度为10，则该二叉树上叶子结点最多有（ ）。

(A) 20 (B) 256 (C) 512 (D) 1024

9．设一组初始记录关键字序列为(13，18，24，35，47，50，62，83，90，115，134),则利用二分法查找关键字90需要比较的关键字个数为（ ）。

(A) 1 (B) 2 (C) 3 (D) 4

10.设指针变量top指向当前链式栈的栈顶，则删除栈顶元素的操作序列为（ ）。

(A) top=top+1; (B) top=top-1;

(C) top->next=top; (D) top=top->next;

**二、判断题(20分)**

1．不论是入队列操作还是入栈操作，在顺序存储结构上都需要考虑“溢出”情况。（ ）

2．当向二叉排序树中插入一个结点，则该结点一定成为叶子结点。（ ）

3．设某堆中有n个结点，则在该堆中插入一个新结点的时间复杂度为O(log2n)。（ ）

4．完全二叉树中的叶子结点只可能在最后两层中出现。（ ）

5．哈夫曼树中没有度数为1的结点。（ ）

6．对连通图进行深度优先遍历可以访问到该图中的所有顶点。（ ）

7．先序遍历一棵二叉排序树得到的结点序列不一定是有序的序列。（ ）

8．由树转化成二叉树，该二叉树的右子树不一定为空。（ ）

9．线性表中的所有元素都有一个前驱元素和后继元素。（ ）

10.带权无向图的最小生成树是唯一的。（ ）

**三、填空题(30分)**

1. 1.        设指针变量p指向双向链表中的结点A，指针变量s指向被插入的结点X，则在结点A的后面插入结点X的操作序列为\_\_\_\_\_\_\_\_\_=p；s->right=p->right；\_\_\_\_\_\_\_\_\_\_=s； p->right->left=s；（设结点中的两个指针域分别为left和right）。
2. 2.        设完全有向图中有n个顶点，则该完全有向图中共有\_\_\_\_\_\_\_\_条有向条；设完全无向图中有n个顶点，则该完全无向图中共有\_\_\_\_\_\_\_\_条无向边。
3. 3.        设关键字序列为(Kl，K2，…，Kn)，则用筛选法建初始堆必须从第\_\_\_\_\_\_个元素开始进行筛选。
4. 4.        解决散列表冲突的两种方法是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
5. 5.        设一棵三叉树中有50个度数为0的结点，21个度数为2的结点，则该二叉树中度数为3的结点数有\_\_\_\_\_\_个。
6. 6.        高度为h的完全二叉树中最少有\_\_\_\_\_\_\_\_个结点，最多有\_\_\_\_\_\_\_\_个结点。
7. 7.        设有一组初始关键字序列为(24，35，12，27，18，26)，则第3趟直接插入排序结束后的结果的是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
8. 8.        设有一组初始关键字序列为(24，35，12，27，18，26)，则第3趟简单选择排序结束后的结果的是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
9. 9.        设一棵二叉树的前序序列为ABC，则有\_\_\_\_\_\_\_\_\_\_\_\_\_\_种不同的二叉树可以得到这种序列。
10. 10.     下面程序段的功能是实现一趟快速排序，请在下划线处填上正确的语句。

struct record {int key;datatype others;};

void quickpass(struct record r[], int s, int t, int &i)

{

int j=t; struct record x=r[s]; i=s;

while(i<j)

{

while (i<j && r[j].key>x.key) j=j-1; if (i<j) {r[i]=r[j];i=i+1;}

while (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) i=i+1; if (i<j) {r[j]=r[i];j=j-1;}

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

**四、算法设计题(20分)**

1. 1.         设计在链式结构上实现简单选择排序算法。
2. 2.         设计在顺序存储结构上实现求子串算法。
3. 3.         设计求结点在二叉排序树中层次的算法。

**数据结构试卷（七）**

**一、选择题**

1．B 2．B 3．C 4．B 5．B

6．A 7．C 8．C 9．B 10．D

**二、判断题**

1．对 2．对 3．对 4．对 5．对

6．对 7．对 8．错 9．错 10．错

**三、填空题**

1. 1.         s->left=p，p->right
2. 2.         n(n-1)，n(n-1)/2
3. 3.         n/2
4. 4.         开放定址法，链地址法
5. 5.         14
6. 6.         2h-1，2h-1
7. 7.         (12，24，35，27，18，26)
8. 8.         (12，18，24，27，35，26)
9. 9.         5
10. 10.     i<j && r[i].key<x.key，r[i]=x

**四、算法设计题**

1. 1.         设计在链式结构上实现简单选择排序算法。

void simpleselectsorlklist(lklist \*&head)

{

lklist \*p,\*q,\*s; int min,t;

if(head==0 ||head->next==0) return;

for(q=head; q!=0;q=q->next)

{

min=q->data; s=q;

for(p=q->next; p!=0;p=p->next) if(min>p->data){min=p->data; s=p;}

if(s!=q){t=s->data; s->data=q->data; q->data=t;}

}

}

1. 2.         设计在顺序存储结构上实现求子串算法。

void substring(char s[ ], long start, long count, char t[ ])

{

long i,j,length=strlen(s);

if (start<1 || start>length) printf("The copy position is wrong");

else if (start+count-1>length) printf("Too characters to be copied");

else { for(i=start-1,j=0; i<start+count-1;i++,j++) t[j]=s[i]; t[j]= '\0';}

}

1. 3.         设计求结点在二叉排序树中层次的算法。

int lev=0;

typedef struct node{int key; struct node \*lchild,\*rchild;}bitree;

void level(bitree \*bt,int x)

{

if (bt!=0)

{lev++; if (bt->key==x) return; else if (bt->key>x) level(bt->lchild,x); else level(bt->rchild,x);}

}

**数据结构试卷（八）**

**一、选择题(30分)**

1. 1.        字符串的长度是指（ ）。

(A) 串中不同字符的个数 (B) 串中不同字母的个数

(C) 串中所含字符的个数 (D) 串中不同数字的个数

1. 2.        建立一个长度为n的有序单链表的时间复杂度为（ ）

(A) O(n) (B) O(1) (C) O(n2) (D) O(log2n)

1. 3.        两个字符串相等的充要条件是（ ）。

(A) 两个字符串的长度相等 (B) 两个字符串中对应位置上的字符相等

(C) 同时具备(A)和(B)两个条件 (D) 以上答案都不对

1. 4.        设某散列表的长度为100，散列函数H(k)=k % P，则P通常情况下最好选择（ ）。

(A) 99 (B) 97 (C) 91 (D) 93

1. 5.        在二叉排序树中插入一个关键字值的平均时间复杂度为（ ）。

(A) O(n) (B) O(1og2n) (C) O(nlog2n) (D) O(n2)

1. 6.        设一个顺序有序表A[1:14]中有14个元素，则采用二分法查找元素A[4]的过程中比较元素的顺序为( )。

(A) A[1]，A[2]，A[3]，A[4] (B) A[1]，A[14]，A[7]，A[4]

(C) A[7]，A[3]，A[5]，A[4] (D) A[7]，A[5] ，A[3]，A[4]

1. 7.        设一棵完全二叉树中有65个结点，则该完全二叉树的深度为（ ）。

(A) 8 (B) 7 (C) 6 (D) 5

1. 8.        设一棵三叉树中有2个度数为1的结点，2个度数为2的结点，2个度数为3的结点，则该三叉链权中有（ ）个度数为0的结点。

(A) 5 (B) 6 (C) 7 (D) 8

1. 9.        设无向图G中的边的集合E={(a，b)，(a，e)，(a，c)，(b，e)，(e，d)，(d，f)，(f，c)}，则从顶点a出发进行深度优先遍历可以得到的一种顶点序列为（ ）。

(A) aedfcb (B) acfebd (C) aebcfd (D) aedfbc

1. 10.     队列是一种（ ）的线性表。

(A) 先进先出 (B) 先进后出 (C) 只能插入 (D) 只能删除

**二、判断题(20分)**

1. 1.         如果两个关键字的值不等但哈希函数值相等，则称这两个关键字为同义词。（ ）
2. 2.         设初始记录关键字基本有序，则快速排序算法的时间复杂度为O(nlog2n)。（ ）
3. 3.         分块查找的基本思想是首先在索引表中进行查找，以便确定给定的关键字可能存在的块号，然后再在相应的块内进行顺序查找。（ ）
4. 4.         二维数组和多维数组均不是特殊的线性结构。（ ）
5. 5.         向二叉排序树中插入一个结点需要比较的次数可能大于该二叉树的高度。（ ）
6. 6.         如果某个有向图的邻接表中第i条单链表为空，则第i个顶点的出度为零。（ ）
7. 7.         非空的双向循环链表中任何结点的前驱指针均不为空。（ ）
8. 8.         不论线性表采用顺序存储结构还是链式存储结构，删除值为X的结点的时间复杂度均为O(n)。（ ）
9. 9.         图的深度优先遍历算法中需要设置一个标志数组，以便区分图中的每个顶点是否被访问过。（ ）
10. 10.     稀疏矩阵的压缩存储可以用一个三元组表来表示稀疏矩阵中的非0元素。（ ）

**三、填空题(30分)**

* 1. 1．   设一组初始记录关键字序列为(49，38，65，97，76，13，27，50)，则以d=4为增量的一趟希尔排序结束后的结果为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  2. 2．   下面程序段的功能是实现在二叉排序树中插入一个新结点，请在下划线处填上正确的内容。

typedef struct node{int data;struct node \*lchild;struct node \*rchild;}bitree;

void bstinsert(bitree \*&t,int k)

{

if (t==0 ) {\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;t->data=k;t->lchild=t->rchild=0;}

else if (t->data>k) bstinsert(t->lchild,k);else\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

* 1. 3．   设指针变量p指向单链表中结点A，指针变量s指向被插入的结点X，则在结点A的后面插入结点X需要执行的语句序列：s->next=p->next; \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;。
  2. 4．   设指针变量head指向双向链表中的头结点，指针变量p指向双向链表中的第一个结点，则指针变量p和指针变量head之间的关系是p=\_\_\_\_\_\_\_\_\_和head=\_\_\_\_\_\_\_\_\_\_（设结点中的两个指针域分别为llink和rlink）。
  3. 5．   设某棵二叉树的中序遍历序列为ABCD，后序遍历序列为BADC，则其前序遍历序列为\_\_\_\_\_\_\_\_\_\_。
  4. 6．   完全二叉树中第5层上最少有\_\_\_\_\_\_\_\_\_\_个结点，最多有\_\_\_\_\_\_\_\_\_个结点。
  5. 7．   设有向图中不存在有向边<Vi,Vj>，则其对应的邻接矩阵A中的数组元素A[i][j]的值等于\_\_\_\_\_\_\_\_\_\_\_\_。
  6. 8．   设一组初始记录关键字序列为(49，38，65，97，76，13，27，50)，则第4趟直接选择排序结束后的结果为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
  7. 9．   设连通图G中有n个顶点e条边，则对应的最小生成树上有\_\_\_\_\_\_\_\_\_\_\_条边。
  8. 10．            设有一组初始记录关键字序列为(50，16，23，68，94，70，73)，则将它们调整成初始堆只需把16与\_\_\_\_\_\_\_\_\_\_\_相互交换即可。

**四、算法设计题(20分)**

* + 1. 1.        设计一个在链式存储结构上统计二叉树中结点个数的算法。
    2. 2.        设计一个算法将无向图的邻接矩阵转为对应邻接表的算法。

**数据结构试卷（八）参考答案**

**一、选择题**

1．C 2．C 3．C 4．B 5．B

6．C 7．B 8．C 9．A 10．A

**二、判断题**

1．对 2．错 3．对 4．错 5．错

6．对 7．对 8．对 9．对 10．对

**三、填空题**

1. 1.        (49，13，27，50，76，38，65，97)
2. 2.        t=(bitree \*)malloc(sizeof(bitree))，bstinsert(t->rchild,k)
3. 3.        p->next=s
4. 4.        head->rlink，p->llink
5. 5.        CABD
6. 6.        1，16
7. 7.        0
8. 8.        (13，27，38，50，76，49，65，97)
9. 9.        n-1
10. 10.     50

**四、算法设计题**

1. 1.         设计一个在链式存储结构上统计二叉树中结点个数的算法。

void countnode(bitree \*bt,int &count)

{

if(bt!=0)

{count++; countnode(bt->lchild,count); countnode(bt->rchild,count);}

}

1. 2.         设计一个算法将无向图的邻接矩阵转为对应邻接表的算法。

typedef struct {int vertex[m]; int edge[m][m];}gadjmatrix;

typedef struct node1{int info;int adjvertex; struct node1 \*nextarc;}glinklistnode;

typedef struct node2{int vertexinfo;glinklistnode \*firstarc;}glinkheadnode;

void adjmatrixtoadjlist(gadjmatrix g1[ ],glinkheadnode g2[ ])

{

int i,j; glinklistnode \*p;

for(i=0;i<=n-1;i++) g2[i].firstarc=0;

for(i=0;i<=n-1;i++) for(j=0;j<=n-1;j++)

if (g1.edge[i][j]==1)

{

p=(glinklistnode \*)malloc(sizeof(glinklistnode));p->adjvertex=j;

p->nextarc=g[i].firstarc; g[i].firstarc=p;

p=(glinklistnode \*)malloc(sizeof(glinklistnode));p->adjvertex=i;

p->nextarc=g[j].firstarc; g[j].firstarc=p;

}

}

**数据结构试卷（九）**

**一、选择题(30分)**

1．下列程序段的时间复杂度为（ ）。

for(i=0； i<m； i++) for(j=0； j<t； j++) c[i][j]=0；

for(i=0； i<m； i++) for(j=0； j<t； j++) for(k=0； k<n； k++) c[i][j]=c[i][j]+a[i][k]\*b[k][j]；

(A) O(m\*n\*t) (B) O(m+n+t) (C) O(m+n\*t) (D) O(m\*t+n)

2．设顺序线性表中有n个数据元素，则删除表中第i个元素需要移动（ ）个元素。

(A) n-i (B) n+l -i (C) n-1-i (D) i

3．设F是由T1、T2和T3三棵树组成的森林，与F对应的二叉树为B，T1、T2和T3的结点数分别为N1、N2和N3，则二叉树B的根结点的左子树的结点数为（ ）。

(A) N1-1 (B) N2-1 (C) N2+N3 (D) N1+N3

4．利用直接插入排序法的思想建立一个有序线性表的时间复杂度为（ ）。

(A) O(n) (B) O(nlog2n) (C) O(n2) (D) O(1og2n)

5．设指针变量p指向双向链表中结点A，指针变量s指向被插入的结点X，则在结点A的后面插入结点X的操作序列为（ ）。

(A) p->right=s； s->left=p； p->right->left=s； s->right=p->right；

(B) s->left=p；s->right=p->right；p->right=s； p->right->left=s；

(C) p->right=s； p->right->left=s； s->left=p； s->right=p->right；

(D) s->left=p；s->right=p->right；p->right->left=s； p->right=s；

6．下列各种排序算法中平均时间复杂度为O(n2)是（ ）。

(A) 快速排序 (B) 堆排序 (C) 归并排序 (D) 冒泡排序

7．设输入序列1、2、3、…、n经过栈作用后，输出序列中的第一个元素是n，则输出序列中的第i个输出元素是（ ）。

(A) n-i (B) n-1-i (C) n+l -i (D) 不能确定

8．设散列表中有m个存储单元，散列函数H(key)= key % p，则p最好选择（ ）。

(A) 小于等于m的最大奇数 (B) 小于等于m的最大素数

(C) 小于等于m的最大偶数 (D) 小于等于m的最大合数

9．设在一棵度数为3的树中，度数为3的结点数有2个，度数为2的结点数有1个，度数为1的结点数有2个，那么度数为0的结点数有（ ）个。

(A) 4 (B) 5 (C) 6 (D) 7

10.设完全无向图中有n个顶点，则该完全无向图中有（ ）条边。

(A) n(n-1)/2 (B) n(n-1) (C) n(n+1)/2 (D) (n-1)/2

11.设顺序表的长度为n，则顺序查找的平均比较次数为（ ）。

(A) n (B) n/2 (C) (n+1)/2 (D) (n-1)/2

12.设有序表中的元素为(13，18，24，35，47，50，62)，则在其中利用二分法查找值为24的元素需要经过（ ）次比较。

(A) 1 (B) 2 (C) 3 (D) 4

13.设顺序线性表的长度为30，分成5块，每块6个元素，如果采用分块查找，则其平均查找长度为（ ）。

(A) 6 (B) 11 (C) 5 (D) 6.5

14.设有向无环图G中的有向边集合E={<1，2>，<2，3>，<3，4>，<1，4>}，则下列属于该有向图G的一种拓扑排序序列的是（ ）。

(A) 1，2，3，4 (B) 2，3，4，1 (C) 1，4，2，3 (D) 1，2，4，3

15.设有一组初始记录关键字序列为(34，76，45，18，26，54，92)，则由这组记录关键字生成的二叉排序树的深度为（ ）。

(A) 4 (B) 5 (C) 6 (D) 7

**二、填空题(30分)**

1. 1．       设指针p指向单链表中结点A，指针s指向被插入的结点X，则在结点A的前面插入结点X时的操作序列为：

1) s->next=\_\_\_\_\_\_\_\_\_\_\_；2) p->next=s；3) t=p->data；

4) p->data=\_\_\_\_\_\_\_\_\_\_\_；5) s->data=t；

1. 2．       设某棵完全二叉树中有100个结点，则该二叉树中有\_\_\_\_\_\_\_\_\_\_\_\_\_\_个叶子结点。
2. 3．       设某顺序循环队列中有m个元素，且规定队头指针F指向队头元素的前一个位置，队尾指针R指向队尾元素的当前位置，则该循环队列中最多存储\_\_\_\_\_\_\_队列元素。
3. 4．       对一组初始关键字序列（40，50，95，20，15，70，60，45，10）进行冒泡排序，则第一趟需要进行相邻记录的比较的次数为\_\_\_\_\_\_\_\_\_\_，在整个排序过程中最多需要进行\_\_\_\_\_\_\_\_\_\_趟排序才可以完成。
4. 5．       在堆排序和快速排序中，如果从平均情况下排序的速度最快的角度来考虑应最好选择\_\_\_\_\_\_\_\_\_排序，如果从节省存储空间的角度来考虑则最好选择\_\_\_\_\_\_\_\_排序。
5. 6．       设一组初始记录关键字序列为(20，12，42，31，18，14，28)，则根据这些记录关键字构造的二叉排序树的平均查找长度是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
6. 7．       设一棵二叉树的中序遍历序列为BDCA，后序遍历序列为DBAC，则这棵二叉树的前序序列为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
7. 8．       ![](data:image/png;base64,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)设用于通信的电文仅由8个字母组成，字母在电文中出现的频率分别为7、19、2、6、32、3、21、10，根据这些频率作为权值构造哈夫曼树，则这棵哈夫曼树的高度为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
8. 9．       设一组记录关键字序列为(80，70，33，65，24，56，48)，则用筛选法建成的初始堆为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
9. 10．   设无向图G（如右图所示），则其最小生成树上所有边的权值之和为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

**三、判断题(20分)**

* + 1. 1．    有向图的邻接表和逆邻接表中表结点的个数不一定相等。( )
    2. 2．    对链表进行插入和删除操作时不必移动链表中结点。( )
    3. 3．    子串“ABC”在主串“AABCABCD”中的位置为2。( )
    4. 4．    若一个叶子结点是某二叉树的中序遍历序列的最后一个结点，则它必是该二叉树的先序遍历序列中的最后一个结点。( )
    5. 5．    希尔排序算法的时间复杂度为O(n2)。( )
    6. 6．    用邻接矩阵作为图的存储结构时，则其所占用的存储空间与图中顶点数无关而与图中边数有关。( )
    7. 7．    中序遍历一棵二叉排序树可以得到一个有序的序列。( )
    8. 8．    入栈操作和入队列操作在链式存储结构上实现时不需要考虑栈溢出的情况。( )
    9. 9．    顺序表查找指的是在顺序存储结构上进行查找。（ ）
    10. 10．堆是完全二叉树，完全二叉树不一定是堆。（ ）

**五、算法设计题(20分)**

* + 1. 1．    设计计算二叉树中所有结点值之和的算法。
    2. 2．    设计将所有奇数移到所有偶数之前的算法。
    3. 3．    设计判断单链表中元素是否是递增的算法。

**数据结构试卷（九）参考答案**

**一、选择题**

1．A 2．A 3．A 4．C 5．D

6．D 7．C 8．B 9．C 10．A

11．C 12．C 13．D 14．A 15．A

**二、填空题**

1. 1.         p->next，s->data
2. 2.         50
3. 3.         m-1
4. 4.         6，8
5. 5.         快速，堆
6. 6.         19/7
7. 7.         CBDA
8. 8.         6
9. 9.         (24，65，33，80，70，56，48)
10. 10.     8

**三、判断题**

1．错 2．对 3．对 4．对 5．错

6．错 7．对 8．对 9．错 10．对

**四、算法设计题**

1. 1．   设计计算二叉树中所有结点值之和的算法。

void sum(bitree \*bt,int &s)

{

if(bt!=0) {s=s+bt->data; sum(bt->lchild,s); sum(bt->rchild,s);}

}

1. 2．   设计将所有奇数移到所有偶数之前的算法。

void quickpass(int r[], int s, int t)

{

int i=s,j=t,x=r[s];

while(i<j)

{

while (i<j && r[j]%2==0) j=j-1; if (i<j) {r[i]=r[j];i=i+1;}

while (i<j && r[i]%2==1) i=i+1; if (i<j) {r[j]=r[i];j=j-1;}

}

r[i]=x;

}

1. 3．   设计判断单链表中元素是否是递增的算法。

int isriselk(lklist \*head)

{

if(head==0||head->next==0) return(1);else

for(q=head,p=head->next; p!=0; q=p,p=p->next)if(q->data>p->data) return(0);

return(1);

}

**数据结构试卷（十）**

**一、选择题(24分)**

1．下列程序段的时间复杂度为（ ）。

i=0，s=0； while (s<n) {s=s+i；i++；}

(A) O(n1/2) (B) O(n1/3) (C) O(n) (D) O(n2)

2．设某链表中最常用的操作是在链表的尾部插入或删除元素，则选用下列（ ）存储方式最节省运算时间。

(A) 单向链表 (B) 单向循环链表

(C) 双向链表 (D) 双向循环链表

3．设指针q指向单链表中结点A，指针p指向单链表中结点A的后继结点B，指针s指向被插入的结点X，则在结点A和结点B插入结点X的操作序列为（ ）。

(A) s->next=p->next；p->next=-s； (B) q->next=s； s->next=p；

(C) p->next=s->next；s->next=p； (D) p->next=s；s->next=q；

4．设输入序列为1、2、3、4、5、6，则通过栈的作用后可以得到的输出序列为（ ）。

(A) 5，3，4，6，1，2 (B) 3，2，5，6，4，1

(C) 3，1，2，5，4，6 (D) 1，5，4，6，2，3

5．设有一个10阶的下三角矩阵A（包括对角线），按照从上到下、从左到右的顺序存储到连续的55个存储单元中，每个数组元素占1个字节的存储空间，则A[5][4]地址与A[0][0]的地址之差为（ ）。

(A) 10 (B) 19 (C) 28 (D) 55

6．设一棵m叉树中有N1个度数为1的结点，N2个度数为2的结点，……，Nm个度数为m的结点，则该树中共有（ ）个叶子结点。

(A) ![](data:image/x-wmf;base64,183GmgAAAAAAAAAHQAT+CAAAAACvXAEACQAAA4QBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAQABxIAAAAmBg8AGgD/////AAAQAAAAwP///6n////ABgAA6QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAQAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQAACAAAADIK4QI3AAEAAADlABAAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvcDwwABAAAAPQAQAAAA+wKg/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAiwDAQAAAC0AFQAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACfBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBswABAAAAbQAIAAAAMgr3A3MAAQAAAGkACAAAADIK2AJDBgEAAABpABUAAAD7AqD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAnwQAAAAtAQAABAAAAPABAQAIAAAAMgqAAjkFAQAAAE4ACAAAADIKgAJ0AgEAAABpABUAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAnwQAAAAtAQEABAAAAPABAAAIAAAAMgr3AzIBAQAAADEAFQAAAPsCoP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACfBAAAAC0BAAAEAAAA8AEBAAgAAAAyCoACqgQBAAAAKQAIAAAAMgqAAhUEAQAAADEACAAAADIKgAIAAgEAAAAoAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCFAAJAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA) (B) ![](data:image/x-wmf;base64,183GmgAAAAAAAOADQAT7CAAAAABKWAEACQAAAycBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQATgAxIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+gAwAA6QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAQAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQAACAAAADIK4QI3AAEAAADlABAAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvcDwwABAAAAPQAVAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AALIEAAAALQEAAAQAAADwAQEACAAAADIKAgGzAAEAAABtAAgAAAAyCvcDcwABAAAAaQAIAAAAMgrYAiADAQAAAGkAFQAAAPsCoP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACyBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoACFgIBAAAATgAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AALIEAAAALQEAAAQAAADwAQEACAAAADIK9wMyAQEAAAAxAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCFAAJAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA) (C) ![](data:image/x-wmf;base64,183GmgAAAAAAAOADQAT7CAAAAABKWAEACQAAAycBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQATgAxIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+gAwAA6QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAQAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQAACAAAADIK4QI3AAEAAADlABAAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvcDrgABAAAAPQAVAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAMoEAAAALQEAAAQAAADwAQEACAAAADIKAgGzAAEAAABtAAgAAAAyCvcDXgABAAAAaQAIAAAAMgrYAiADAQAAAGkAFQAAAPsCoP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAADKBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoACFgIBAAAATgAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAMoEAAAALQEAAAQAAADwAQEACAAAADIK9wM2AQEAAAAyAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCFAAJAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA) (D) ![](data:image/x-wmf;base64,183GmgAAAAAAAMAIQAT+CAAAAABvUwEACQAAA5QBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQATACBIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+ACAAA6QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAQAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQAACAAAADIK4QIFAgEAAADlABAAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvcDfAIBAAAAPQAQAAAA+wKg/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAvoEAQAAAC0ACAAAADIKgALzAAEAAAArABUAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAA4gQAAAAtAQEABAAAAPABAAAIAAAAMgoCAYECAQAAAG0ACAAAADIK9wMsAgEAAABpAAgAAAAyCtgCEQgBAAAAaQAVAAAA+wKg/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAOIEAAAALQEAAAQAAADwAQEACAAAADIKgAIHBwEAAABOAAgAAAAyCoACQgQBAAAAaQAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAOIEAAAALQEBAAQAAADwAQAACAAAADIK9wMEAwEAAAAyABUAAAD7AqD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAA4gQAAAAtAQAABAAAAPABAQAIAAAAMgqAAngGAQAAACkACAAAADIKgALjBQEAAAAxAAgAAAAyCoACzgMBAAAAKAAIAAAAMgqAAhQAAQAAADEACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIUAAkAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=)

7. 二叉排序树中左子树上所有结点的值均（ ）根结点的值。

(A) < (B) > (C) = (D) !=

8. 设一组权值集合W=(15，3，14，2，6，9，16，17)，要求根据这些权值集合构造一棵哈夫曼树，则这棵哈夫曼树的带权路径长度为（ ）。

(A) 129 (B) 219 (C) 189 (D) 229

9. 设有n个关键字具有相同的Hash函数值，则用线性探测法把这n个关键字映射到HASH表中需要做（ ）次线性探测。

(A) n2 (B) n(n+1) (C) n(n+1)/2 (D) n(n-1)/2

10.设某棵二叉树中只有度数为0和度数为2的结点且度数为0的结点数为n，则这棵二叉中共有（ ）个结点。

(A) 2n (B) n+l (C) 2n-1 (D) 2n+l

11.设一组初始记录关键字的长度为8，则最多经过（ ）趟插入排序可以得到有序序列。

(A) 6 (B) 7 (C) 8 (D) 9

12.设一组初始记录关键字序列为(Q，H，C，Y，P，A，M，S，R，D，F，X)，则按字母升序的第一趟冒泡排序结束后的结果是（ ）。

(A) F，H，C，D，P，A，M，Q，R，S，Y，X

(B) P，A，C，S，Q，D，F，X，R，H，M，Y

(C) A，D，C，R，F，Q，M，S，Y，P，H，X

(D) H，C，Q，P，A，M，S，R，D，F，X，Y

**二、填空题(48分，其中最后两小题各6分)**

1. 1.         设需要对5个不同的记录关键字进行排序，则至少需要比较\_\_\_\_\_\_\_\_\_\_\_\_\_次，至多需要比较\_\_\_\_\_\_\_\_\_\_\_\_\_次。
2. 2.         快速排序算法的平均时间复杂度为\_\_\_\_\_\_\_\_\_\_\_\_，直接插入排序算法的平均时间复杂度为\_\_\_\_\_\_\_\_\_\_\_。
3. 3.         设二叉排序树的高度为h，则在该树中查找关键字key最多需要比较\_\_\_\_\_\_\_\_\_次。
4. 4.         设在长度为20的有序表中进行二分查找，则比较一次查找成功的结点数有\_\_\_\_\_\_\_\_\_个，比较两次查找成功有结点数有\_\_\_\_\_\_\_\_\_个。
5. 5.         设一棵m叉树脂的结点数为n，用多重链表表示其存储结构，则该树中有\_\_\_\_\_\_\_\_\_个空指针域。
6. 6.         设指针变量p指向单链表中结点A，则删除结点A的语句序列为：

q=p->next；p->data=q->data；p->next=\_\_\_\_\_\_\_\_\_\_\_；feee(q)；

1. 7.         数据结构从逻辑上划分为三种基本类型：\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_。
2. 8.         设无向图G中有n个顶点e条边，则用邻接矩阵作为图的存储结构进行深度优先或广度优先遍历时的时间复杂度为\_\_\_\_\_\_\_\_\_；用邻接表作为图的存储结构进行深度优先或广度优先遍历的时间复杂度为\_\_\_\_\_\_\_\_\_。
3. 9.         设散列表的长度为8，散列函数H(k)=k % 7，用线性探测法解决冲突，则根据一组初始关键字序列(8，15，16，22，30，32)构造出的散列表的平均查找长度是\_\_\_\_\_\_\_\_。
4. 10.     设一组初始关键字序列为(38，65，97，76，13，27，10)，则第3趟冒泡排序结束后的结果为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
5. 11.     设一组初始关键字序列为(38，65，97，76，13，27，10)，则第3趟简单选择排序后的结果为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
6. 12.     设有向图G中的有向边的集合E={<1，2>，<2，3>，<1，4>，<4，5>，<5，3>，<4，6>，<6，5>}，则该图的一个拓扑序列为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
7. 13.     下面程序段的功能是建立二叉树的算法，请在下划线处填上正确的内容。

typedef struct node{int data;struct node \*lchild;\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;}bitree;

void createbitree(bitree \*&bt)

{

scanf(“%c”,&ch);

if(ch=='#') \_\_\_\_\_\_\_\_\_\_\_;else

{ bt=(bitree\*)malloc(sizeof(bitree)); bt->data=ch; \_\_\_\_\_\_\_\_;createbitree(bt->rchild);}

}

1. 14.     下面程序段的功能是利用从尾部插入的方法建立单链表的算法，请在下划线处填上正确的内容。

typedef struct node {int data; struct node \*next;} lklist;

void lklistcreate(\_\_\_\_\_\_\_\_\_\_\_\_\_ \*&head )

{

for (i=1;i<=n;i++)

{

p=(lklist \*)malloc(sizeof(lklist));scanf(“%d”,&(p->data));p->next=0;

if(i==1)head=q=p;else {q->next=p;\_\_\_\_\_\_\_\_\_\_\_\_;}

}

}

**三、算法设计题(22分)**

* 1. 1．    设计在链式存储结构上合并排序的算法。
  2. 2．    设计在二叉排序树上查找结点X的算法。
  3. 3．    设关键字序列(k1，k2，…，kn-1)是堆，设计算法将关键字序列(k1，k2，…，kn-1，x)调整为堆。

**数据结构试卷（十）参考答案**

**一、选择题**

1．A 2．D 3．B 4．B 5．B 6．D

7．A 8．D 9．D 10．C 11．B 12．D

**二、填空题**

1. 1.         4，10
2. 2.         O(nlog2n)，O(n2)
3. 3.         n
4. 4.         1，2
5. 5.         n(m-1)+1
6. 6.         q->next
7. 7.         线性结构，树型结构，图型结构
8. 8.         O(n2)， O(n+e)
9. 9.         8/3
10. 10.     (38，13，27，10，65，76，97)
11. 11.     (10，13，27，76，65，97，38)
12. 12.     124653
13. 13.     struct node \*rchild，bt=0，createbitree(bt->lchild)
14. 14.     lklist，q=p

**三、算法设计题**

1. 1.         设计在链式存储结构上合并排序的算法。

void mergelklist(lklist \*ha,lklist \*hb,lklist \*&hc)

{

lklist \*s=hc=0;

while(ha!=0 && hb!=0)

if(ha->data<hb->data){if(s==0) hc=s=ha; else {s->next=ha; s=ha;};ha=ha->next;}

else {if(s==0) hc=s=hb; else {s->next=hb; s=hb;};hb=hb->next;}

if(ha==0) s->next=hb; else s->next=ha;

}

1. 2.         设计在二叉排序树上查找结点X的算法。

bitree \*bstsearch1(bitree \*t, int key)

{

bitree \*p=t;

while(p!=0) if (p->key==key) return(p);else if (p->key>key)p=p->lchild; else p=p->rchild;

return(0);

}

1. 3.         设关键字序列(k1，k2，…，kn-1)是堆，设计算法将关键字序列(k1，k2，…，kn-1，x)调整为堆。

void adjustheap(int r[ ],int n)

{

int j=n,i=j/2,temp=r[j-1];

while (i>=1) if (temp>=r[i-1])break; else{r[j-1]=r[i-1]; j=i; i=i/2;}

r[j-1]=temp;

}