Grammatical sheaf cohomology, its MODOS proof-assistant and WorkSchool 365 market for learning reviewers

The “double plus” definition of sheafification says that not-only the outer families-of-families are modulo the germ-equality, but-also the inner families are modulo the germ-equality. This outer-inner contrast is the hint that the “double plus” should be some inductive construction... that grammatical sheaf cohomology exists!  
 And the MODOS proof-assistant implements the cut-elimination confluence of this inductive construction where the decreasing measure of families-gluing is the restricting covering: | Gluing : (forall (G : Site) (v : Site( G → V | in sieveV )), PreSheaves(Restrict F (sievesW\_ v) → Sheafified E)) ⊢ PreSheaves(Restrict F (Sum sievesV\_ over sieveU) → Sheafified E). And the separateness-property is expressed via the congruence-conversions clauses. Then the generalization to cohomology beyond 0th (sheaf) is that the grammatical sieves could be programmed such to inductively store the (possibly incompatible) data along with its gluing-differentials: Any list of (semantically-equal) arrows in the grammatical sieve now stores both data (on the singleton lists) and differentials (on the exhaustive ordered listings), and the (inductive) differentials of the outer-gluing of inner-gluings correctly-compute the differentials of the total/sum gluing because ∂∂ = 0… Moreover, the generating topological site has its own cut-elimination confluence of arrow-terms, each arrow-term is covered by its arrow-subterms, and the algebra-operation of composition ⟦f⟧\*⟦B⟧\*⟦g⟧ → ⟦f ∘\_B g⟧ is indeed geometric, is some sheaf condition. Possible applications are the constructive connecting-snake lemma for additive sheaves, or the constructive dependent homotopy types or the constructive geometry of quantum fields in physics.  
 This research is the fusion of prompts from two expert mathematicians: Kosta Dosen and Pierre Cartier. But should this research be immediately-conclusive and peer-reviewed only by experts in some publishing-market susceptible under falsifications/intoxications? And what sense is peer review of already-computer-verified mathematics? WorkSchool 365 is Your Market for Learning Reviewers. WorkSchool 365 is your education marketplace where the prompting authors pay to get peer reviews of their documents from any learning reviewers who pass the test quiz inside the prompting document, with shareable transcripts receipts of the school work. WorkSchool 365 documents are Word templates with business-logic automation and playable Coq scripts. WorkSchool 365 is free open-source code Microsoft Teams app in the web browser with authentication via only no-password email. Enroll today! WorkSchool365.com

.

**Learning Reviewers Quiz Q1.** The MODOS end-goal is:  
 (A) proof-assistant for the computational logic of inductive-constructive-sheafification.  
 (B) formalization of the correctness of the book “Categories for the Working Mathematician”.   
 (C) writing pretty vertical formulas in latex.

Click or tap here to enter text.

**Check** 37:nat. **Goal** 0=0. reflexivity. **Qed**.

*In Word, “Insert; Add-ins; WorkSchool 365” to* ***play this Coq script or sign-in for learning reviewers****.* [***WorkSchool365.com***](https://workschool365.com)

Outline:

1. **WorkSchool 365 market for learning reviewers**
2. **What is the minimal example of sheaf cohomology? Grammatically**
3. **Interactive outline of the MODOS grammar**

# **1. WorkSchool 365 market for learning reviewers**

What sense is peer review of already-computer-verified mathematics?

WorkSchool 365 is Your Market for Learned Reviews. Marketplace for peer reviews by paid learners qualified via quiz; open-source Word templates with business-logic automation.

*‟PROMPT: Something which inspires a response, especially a statement or series of questions designed to provoke creative or critical thought from a student.”*

WorkSchool 365 is your education marketplace where the prompting authors pay to get peer reviews of their documents from any ***learning reviewers who pass the quiz*** polls inside the prompting document, with ***shareable transcripts receipts*** of the school work.

In legalese, «peers» need not be experts but could be learners who are tested, and «publications» need not be conclusive but could be writing prompt documents, and the «market» need not be susceptible under ***falsifications/intoxications*** but could use some immune transcripts-receipts currency. Benefits for learning reviewers: get qualified and paid to share your view. Benefits for prompting authors: get valued by learning reviewers who pass your qualifying quiz.

WorkSchool 365 is free ***open-source code*** Microsoft Teams app (SharePoint with Power Automate) for unlimited users authenticated with only ***no-password*** email (via Microsoft Azure AD); with integration of many popular payments API for the marketplace currency (Stripe with Alipay, WeChat Pay, and PayPal) . The CRM and LMS features within WorkSchool 365 also imply: ⇒ Your MBA for the Classroom, ⇒ Your Form for Event Registrations. Ref: <https://github.com/1337777/workschool365>

WorkSchool 365 documents are Word templates which also integrate the open-source code ***Coq proof-assistant add-in for Word***, and come with sample content from the Gentle Introduction to the Art of Mathematics textbook ( <https://giam.southernct.edu> ). Ref: <https://github.com/1337777/1337777.github.io>

Enroll today! [WorkSchool365.com](https://WorkSchool365.com)

![](data:image/png;base64,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)

*Figure: open-source Word templates   
with business-logic automation and integration of the Coq proof-assistant*

# **2. What is the minimal example of sheaf cohomology? Grammatically**

## **2.1. Appendix**

**Lemma:** (The inductively-constructed sheaves have the separateness-property by construction via the congruence-conversions clauses.) Hold the topology site containing one terminal object (the 3-points space) covered by two objects (open sets) U and V which have another intersection object distinct from the initial (empty) object. Then the (sheafified) natural transformation from the coproduct object U + V to the terminal object has surjective image-sheaf, but is not surjective section map at every object (sheaf cohomology). The lemma is that this description can be programmed purely grammatically, in some new categorial computational logic proof-assistant which has cut-elimination confluence (as for proof-theory or type theory), polymorph universal operations (adjunction counits but on generalized elements not only singletons), constructive sheafified dataobjects (generated free term-algebras but via geometry), and fibred objects (dependent types but with no-variables logical-quantifiers).

The “double plus” definition of sheafification says that not-only the outer families-of-families are modulo the germ-equality, but-also the inner families are modulo the germ-equality. This outer-inner contrast is the hint that the “double plus” should be some inductive construction... that grammatical sheaf cohomology exists!

Indeed, here is some analogy. What is more primitive than appending (flattening) two (a sequence of) lists? Answer: the operation that cons the head with the tail.

And the MODOS proof-assistant implements the cut-elimination confluence of this inductive construction where the decreasing measure of families-gluing is the restricting covering sieves instead of the natural numbers:

| Constructing : (G : Site); (u : Site( G ~> U | in sieveU ));

(f : F G); (\_ : isGene f)

⊢ Element( G ~> Restrict F sieveU )

| UnitSheafified : (G : Site); (u : Site( G ~> U | in sieveU ));

(e : Element( G ~> E )); (ut : Site( U ~> T | in sieveT ))

⊢ Element( G ~> Sheafified (Restrict E sieveT) )

| RestrictCast :

(ut : Site( U ~> T | in sieveT ))

⊢ PreSheaves( Restrict E sieveU ~> Restrict E sieveT )

| SheafifiedMor :

PreSheaves( F ~> E )

⊢ PreSheaves( Sheafified F ~> Sheafified E )

| Destructing : (forall (G : Site) (u : Site( G ~> U | in sieveU ))

(f : F G) (\_ : isGene f), Element( G ~> E )); (ut : Site( U ~> T | in sieveT ))

⊢ PreSheaves( Restrict F sieveU ~> Sheafified (Restrict E sieveT) )

| Gluing : (forall (G : Site) (u : Site( G ~> U | in sieveU )),

PreSheaves( Restrict F (sievesV\_ u) ~> Sheafified E ))

⊢ PreSheaves( Restrict F (sum sievesV\_ over sieveU) ~> Sheafified E )

Lemma: cut-elimination holds. Corollary: grammatical sheaf cohomology exists.

And the separateness-property of the inductively-constructed sheaf is expressed by construction via the congruence-conversions clauses.

Then the generalization to cohomology beyond 0th (sheaf) is that the grammatical sieves could be programmed such to inductively store the (possibly incompatible) data along with its gluing-differentials: Any list of (semantically-equal) arrows in the grammatical sieve now stores both data (on the singleton lists) and differentials (on the exhaustive ordered listings), and the (inductive) differentials of the outer-gluing of inner-gluings correctly-compute the differentials of the total/sum gluing because ∂∂ = 0…

And to express fibred morphisms, the shape of the point is now any “A” instead of the singleton, and the context-extension is polymorph…

for (B over Delta) and for variable (Theta), then

Span(Theta ~> (Delta;B)) :<=> Hom( (x: Gamma; a: A( h(x) )) ~> B( f(x) ) ) with some (f: Gamma -> Delta) and (h: Gamma -> Theta) and (A over Theta)

And the definition of the restriction object uses this new style of “***intersection pullback***”:

G

U

V\_

g

data f : F(W\_ ∩ g\*V\_) over

only local-pieces of G

( Restrict F V\_ ) G := Sum (W\_ : sieve at G) × (g : G → U) × F(W\_ ∩ g\*V\_)

sieve V\_ at U

intersection with

any sieve W\_

pullback sieve g\*V\_

along g

And the definition of the sheafification object is:

G

A\_

elements e : (E A\_) of E

over local-pieces A\_ of G

( Sheafified E ) G := Sum (A\_ : sieve at G) × (E A\_)

any sieve A\_ at G

Contrast the foregoing description with these two well-studied topics: the categorial semantics of type theory syntax and the functorial-semantics of universal algebra syntax. For example: free algebras of some endofunctor which implement datatypes are iteratively constructed as colimits, which themselves are recursively constructed from coequalizers and coproducts; and multi-sorted structures such as any graph with one sort-of-edges and one sort-of-nodes are the covariant sketch models of some coherent theory. Instead, ***Kosta Dosen*** says that categories itself is already some computational logic syntax which has cut-elimination confluence of arrow-terms (in the signature for some adjunction, or comonad, or pairing-product, or 2-category, or proof-net star-autonomous category... ). The only difficulty was to discover that the universal arrow (counit) of some adjunction should instead be formulated as some polymorph operation (f “∘counit” : Left Right P → Q for any arrow f : P → Q ). Moreover, remember that the signature for any internal category has one sort-of-objects and one sort-of-arrows, and for any enriched category has many sorts-of-arrows at any source-target objects. Instead, now any arrow-term (such as the product-pairing <f,g> ) is one sort in the signature which will denote the set of occurrences of this arrow-term in the concrete model (any category with arrow-operations for products). Define any model (in Set) to be some grammatical sheaf (hence globular copresheaf) of (span of) sets over this site. The usual algebra-operations are now constructed via the geometry of coverings (each term is covered by its subterms, indeed the composition ⟦f⟧\*⟦B⟧\*⟦g⟧ → ⟦f∘Bg⟧ is geometric, is some sheaf condition), and the algebra-equations can now be oriented (directed) and are satisfied via the geometry of coverings (each redex term is covered by its contractum). The free algebra datatype construction is now via the geometry of associated-sheafification: starting with some generative presheaf data, then sheafification-restricted-below-any-sieve of this presheaf can be inductively constructed by refinements of the sieves; not merely computationally but with the logical constructing-destructing-refining clauses. Finally, to describe fibred objects with logical-quantifies, it may be assumed some generating cocontinuous adjunction of sites which generates some geometric morphism of topos; for example, any category model is fibred over its pre-order category.

Then what is the categorial semantics of this categorial syntax? The sense mimicks the usual Kripke-Joyal sense, as explicit definitions. The generic model contravariantly sends any object G to the covariant diagram of sets represented by the sheafified G over only the finitely-presentable (data) sheaf-models: G ↦ Hom(sheafified(Hom(–, G)), fpModelsSet(\_)) … and further could be sliced over any (outer/fixed) dataobject.
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**Proof:** Hold the generating topology site containing one terminal object T covered by two objects U (via arrow ut) and V (via arrow vt) which have another intersection object X (via arrow xu to U and arrow xv to V, such that xu∘>ut = xv∘>vt = xt). Then the sheafified copairing natural transformation Sheaf[ut|vt]: Sheaf(U+V) → Sheaf(T) is some epimorphism, but the post-composition (section) map ( \_ ∘> Sheaf[ut|vt]) is not surjective as there is no (global section) morphism in T → Sheaf(U+V) which is mapped to the unit. Now the proposition that Sheaf[ut|vt] is epic, really is some (“summarized”) tautological rephrasing of the congruence-conversion clauses for the constructors of sheaves.

Imprecisely, the goal is to show these two propositions:

for any presheaf functor F and cut-free natural transformations  
ff1, ff2: PreSheaves(Sheaf(Restrict T sieve{ut,vt}) → Sheaf(F)),   
if ((Sheaf[(Constructing ut)|(Constructing vt)]) ∘> ff1) ~ ((Sheaf[(Constructing ut)|(Constructing vt)]) ∘> ff2),   
then ff1 ~ ff2.

for any presheaf functor F and elements  
ff1, ff2: Element(T → Sheaf(F)),   
if ([ut|vt] ∘> ff1) ~ ([ut|vt] ∘> ff2),   
then ff1 ~ ff2.

The proof is by unfolding/externalizing the sum copairing, then the congruence-conversion clauses for the constructors with sheaf codomain are indeed separateness-properties of the sheafification. Proved.

Note that by induction, oneself proves that every grammatically-constructed presheaf object is separated if it is assumed that any covering sieve is jointly-epic in the site (or that the generating presheaf dataobjects are separated).

Lemma: tentatively, the connecting snake morphism would be programmed constructively (because the equality relation on any constructed sieve was designed to be grammatical/structural, not merely semantical), for the long exact sequence of sheaf cohomology 0 → 0 → 0 → ℤ → ℤ → 0 → 0 → 0 from this short exact sequence (c is the coproduct U+V).
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**Summary:** Hold any Dosen-style ***cut-elimination confluence of arrow-terms*** (for some comonad, or pairing-product, or 2-category, or proof-net star-autonomous category,... ), and form the (petit) grammatical-globular site (double category) whose objects are the arrow-terms and where any (necessarily finite) covering family of morphisms is either any reduction-conversion linkage or all the (immediate proper, including unit-arrows in cuts) subterms of some redex arrow-term. Define any model (in Set) to be some grammatical sheaf (hence globular copresheaf) of (span of) sets over this site, where each covering family become limit cone (constructively, using compatible families). Now starting with some generative presheaf data, then sheafification-restricted-below-any-sieve of this presheaf can be inductively constructed by refinements of the sieves. Moreover, it may be assumed some generating ***cocontinuous adjunction of sites***; the result is some dependent-constructive-computational-logic of geometric dataobjects (including homotopy-types): ***MODOS***. Now ***globular homology*** of any copresheaf computes the composable occurrences of arrow-terms (cycles from 0 to 1). Also ***grammatical cohomology*** of the sheafification (graded by the nerve of its sieve argument) computes the global solutions of occurrences of all arrow-terms in the model which satisfy the confluence of reductions in the site. Contrast to the covariant sketch models of some coherent theory; but now any globular-covariant (contravariant finite-limit sketch) concrete model is some category with operations on arrows. The sense mimicks the usual Kripke-Joyal sense, as explicit definitions. The ***generic model*** contravariantly sends any object G to the covariant diagram of sets represented by the sheafified G over only the finitely-presentable (data) sheaf-models: G ↦ Hom(sheafified(Hom(–, G)), fpModelsSet(\_)) … and further could be sliced over any (outer/fixed) dataobject.

## **2.2. Context**

(1.) What problem is to be solved? Attempt to formulate some homotopical computational logic for ***geometric dataobjects***, which is some common generalization of the constructive-inductive datatypes in logic and the sheaves in geometry. Also during this process, emphasize the communication-format in which this library of new-mathematics is multi-authored, published and reviewed inside structured-documents which integrate this same computational-logic proof-assistant.

(2.) ***OCAML/COQ*** computer is for reading and writing mathematical computations and proofs. Any collection of elements (“datatype”) may be presented constructively and inductively, and thereafter any function (“program”) may be defined on such datatype by case-analysis on the constructors and by recursion on this function itself. Links: [http://coq.inria.fr](http://coq.inria.fr/)

Moreover, the COQ computer extends mere computations (contrasted to OCAML) by allowing any datatype to be parameterized by elements from another datatype, therefore such parameterized datatypes become logical propositions and the programs defined thereon become proofs.

(3.) The computational logic foundation of OCAML/COQ is “type theory”, where there is no real grammatical distinction between elements and types as grammatical terms, and moreover only “singleton” terms can be touched/probed. Also, the usual constructive-inductive datatypes of “type theory” generalize the natural-numbers induction to allow structural constructors of the datatype to form expression-trees, but fails to articulate all the possible geometries in the new datatypes.

Type theory was OK for computer-science applications, but is not OK for mathematics (categorial-algebra). A corollary is that (differential cohesive linear) “homotopy type theory” inherits the same flaws. For instance, the algebraic geometry of affine schemes say that “points” (prime ideals) are more than mere singletons: they are morphisms of irreducible closed subschemes into the base scheme.

It is now learned that it was not necessary to retro-grade categorial-algebra into type theory (“categorical-logic” in the sense of Joachim Lambek); but there is instead some alternative reformulation of categorial-algebra as a cut-elimination computational-logic itself (in the sense of ***Kosta Dosen*** and ***Pierre Cartier***), where the generalized elements (arrows) remain internalized/accumulated (“point-as-morphism” / polymorphism) into grammatical-constructors and not become variables/terms as in the usual topos internal-language... Links: <http://www.mi.sanu.ac.rs/~kosta> ; <http://www.ihes.fr/~cartier>

(4.) ***GAP/SINGULAR*** computer is for computing in permutation groups and polynomial rings, whenever computational generators are possible, such as for the orbit-stabilizer algorithm (“Schreier generators”) or for the multiple-variables multiple-divisors division algorithm (“Euclid/Gauss/Groebner basis”). Links: [https://www.gap-system.org](https://www.gap-system.org/)

In contrast to GAP/SINGULAR which does the inner computational-algebra corresponding to the affine-projective aspects of geometry, the MODOS aims at the outer logical/categorial-algebra corresponding to the parameterized-schematic aspects of geometry; this contrast is similar as the OCAML-COQ contrast. In short: MODOS does the computational-logic of the coherent sheaf modules over some base scheme; dually the relative support/spectrum of such sheaf modules/algebras are schemes parameterized over this base scheme (alternatively, the slice topos over this sheaf is étale over the base topos). Links: [https://stacks.math.columbia.edu/tag/01LQ](https://stacks.math.columbia.edu/tag/01L%20Q)

(5.) MODOS proof-assistant has solved the critical techniques behind those questions, even if the production-grade engineering is still lacking. Some programming techniques (“cut-elimination”, “confluence”, “dependent-typed functional programming”...) from computer-science (electrical circuits) generalize to the alternative reformulation of categorial-algebra as a cut-elimination computational-logic ***(“adjunctions”, “comonads”, “products”, “enriched categories”, “internal categories”, “2-categories”, “fibred category with local internal products”, “associativity coherence”, “semi-associativity coherence”, “star-autonomous category coherence”***,...). Links: <https://github.com/1337777/cartier> ; <https://github.com/1337777/dosen>

(6.) The MODOS is the computational logic for ***geometric dataobjects***, which is some common generalization of the constructive-inductive datatypes in logic and the sheaves in geometry. The MODOS may be the solution to program such questions of the form: how to do the ***geometric parsing*** of some pattern (domain) to enumerate its morphisms/occurrences within/against some language/sheaf geometric dataobject (codomain). The computational logic of those morphisms/occurrences have algebraic operations (such as addition, linear action), and also have geometric operations (such as restriction, gluing). ***At the core, the MODOS has some constructive inductive/refined formulation of the sheafification-operation-restricted by any convering sieve whose refinements are the measure for the induction***.

## **2.3. Possible applications to geometric algorithmics and quantum-fields physics**

(1.) What problem is to be solved? In algorithmics, the usual constructive-inductive datatypes generalize the natural-numbers induction to allow structural constructors of the datatype to form expression-trees, but fails to articulate all the possible geometries in the new datatypes. In physics, Quantum Fields is an attempt to upgrade the mathematics of the 19th century's Maxwell equations of electromagnetism, in particular to clarify the duality between matter particles and light waves. However, those differential geometry methods (even post-Sardanashvily) are still “equational algebra” (from Newton x(t), to Lagrange q(t), to Schrodinger phi(t), up to Feynman psi(x,t)) and fail to upgrade the computational-logic.

(2.) The geometry content of the quantum fields in physics is often in the form of the differential-geometry variational-calculus to find the optimal action defined on the jet-bundles of the field-configurations. This is often formulated in differential, algebraic and even (differential cohesive linear) “homotopy type theory”, of fibered manifolds with equivariance under natural (gauge) symmetries. However, the interdependence between the geometry and the dynamics/momentum data/tensor is still lacking some computational-logic (constructive, mutually-inductive) formulation. Links: <https://ncatlab.org/nlab/show/jet+bundle> ; <https://ncatlab.org/nlab/show/geometry+of+physics>

(3.) The computational content of quantum mechanics is often formulated in the substructural-proof technique of dagger compact monoidal categories (linear logic of duality); this computational content should be reformulated ***using the grammatical/syntactical cut-elimination of star-autonomous categories, instead of using the proof-net/string-diagrams graphical normal forms***. Moreover this computational-logic should be ***upgraded to (the sheaves of quantum-states modules over) the jet-bundles of the field-configurations, parameterized over some spacetime manifold***. Now the computational content of the quantum-field is often in the form of the statistics of the correlation at different points of some field-configuration and the statistics of the partition function expressed in the field-configurations modes. A corollary: the point in spacetime is indeed not “singleton” (not even some “string” ...); the field configurations are statistical/thermal/quantum and “uncertain” (the derivative/commutator of some observable along another observable is not zero).

(4.) The MODOS is the homotopical computational logic for ***geometric dataobjects and parsing***, which is some generalization of the constructive-inductive datatypes in logic and the sheaves in geometry.

## 2.4. The generating site of arrow-terms with confluence

The topos of sheaves is presentable by generators from some site, freely-completed with pullback/substitution distributing over coequalizers-of-kernel-relations and unions-of-subobjects; in contrast to internal methods via Lawvere(-Tierney) geometric modalities. The site is both grammatical/inner (object is syntactic term) and globular/outer (object is span with dimension grading). For example the union of two free-monoid-on-one-generator (as one-object categories) requires sheafification (adding all compositions/cuts across) to become the free-monoid-on-two-generators

Moreover, it may be assumed some generating ***cocontinuous adjunction of sites*** (fibre of any covering sieve is covering), which is some instance of morphism of sites generating some geometric morphism of toposes. Examples of this assumption are: ***the étale map from the circle to the projective space***; or ***the fields-configurations jet-bundle over some spacetime manifold***. In short: ***the site may be parameterized below or relativized above.*** Applications: with proof-net star-autonomous categories, get some constructive alternative to Urs Schreiber's geometry of quantum-fields physics.

Additive sheaf cohomology over any site may also be formulated in this computational-logic. In short: ***MODOS interfaces the COQ categorial logic of sheaves down to the GAP/SINGULAR algebra of modules***.
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# 3. Interactive outline of the MODOS grammar

## 3.1. What is the end goal?

The end goal is not to verify that the sense is correct; of course, everything here makes sense. The end goal is whether it is possible to formulate some constructive computational logic grammatically. Therefore, this text shall be read first without attention to the sense, then read twice to imagine *some* sense. Ref: <https://github.com/1337777/cartier>

## 3.2. Outline:

In this Word document (search the file “WorkSchool365.docx”), click “Insert; Add-ins; WorkSchool 365 Coq” to load and ***play this script interactively***.

<https://github.com/1337777/cartier/blob/master/cartierSolution0.v>

**From** Coq **Require** **Import** RelationClasses **Setoid** SetoidClass

**Classes**.Morphisms\_Prop RelationPairs CRelationClasses CMorphisms.

**From** mathcomp **Require** **Import** ssreflect ssrfun ssrbool eqtype ssrnat fintype.

**From** Coq **Require** Lia.

**Set** **Implicit** **Arguments**. **Unset** Strict **Implicit**. **Unset** **Printing** **Implicit** Defensive.

**Set** Primitive **Projections**. **Set** **Universe** Polymorphism.

**Module** SHEAF.

**Close** **Scope** bool. **Declare** **Scope** poly\_scope. **Delimit** **Scope** poly\_scope with poly. **Open** **Scope** poly.

**Module** **Type** GENE.

**Class** relType : **Type** := RelType

{ \_type\_relType : **Type**;

\_rel\_relType : crelation \_type\_relType;

\_equiv\_relType :> Equivalence \_rel\_relType }.

**About** relType.

**Coercion** \_type\_relType : relType >-> Sortclass.

**Definition** equiv {A: **Type**} {R: crelation A} `{Equivalence A R} : crelation A := R.

(\* **TODO:** keep or comment \*)

**Arguments** \_rel\_relType : simpl never.

**Arguments** \_equiv\_relType : simpl never.

**Arguments** equiv : simpl never.

**Notation** " x == y " := (@equiv (\* (@\_type\_relType \_) \*) **\_** (@\_rel\_relType **\_**) (@\_equiv\_relType **\_**) x y)

(at level 70, no associativity) : type\_scope.

**Notation** LHS := (**\_** : **fun** XX => XX == **\_**).

**Notation** RHS := (**\_** : **fun** XX => **\_** == XX).

**Notation** "[| x ; .==. |]" := (exist (**fun** t => (**\_** == **\_**)) x **\_**) (at level 10, x at next level) : poly\_scope.

**Notation** "[| x ; .=. |]" := (exist (**fun** t => (**\_** = **\_**)) x **\_**) (at level 10, x at next level) : poly\_scope.

**Parameter** vertexGene : **Type**.

**Parameter** arrowGene : vertexGene -> vertexGene -> relType.

**Notation** "''Gene' ( V ~> U )" := (@arrowGene U V)

(at level 0, format "''Gene' ( V ~> U )") : poly\_scope.

**Parameter** composGene :

**forall** U, **forall** V W, 'Gene( W ~> V ) -> 'Gene( V ~> U ) -> 'Gene( W ~> U ).

**Notation** "wv o:>gene vu" := (@composGene **\_** **\_** **\_** wv vu)

(at level 40, vu at next level) : poly\_scope.

**Declare** **Instance** composGene\_Proper: **forall** U V W, Proper (equiv ==> equiv ==> equiv) (@composGene U V W).

**Parameter** identGene : **forall** {U : vertexGene}, 'Gene( U ~> U ).

**Parameter** composGene\_compos :

**forall** (U V : vertexGene) (vu : 'Gene( V ~> U ))

(W : vertexGene) (wv : 'Gene( W ~> V )),

**forall** X (xw : 'Gene( X ~> W )),

xw o:>gene ( wv o:>gene vu ) == ( xw o:>gene wv ) o:>gene vu.

**Parameter** composGene\_identGene :

**forall** (U V : vertexGene) (vu : 'Gene( V ~> U )),

(@identGene V) o:>gene vu == vu .

**Parameter** identGene\_composGene :

**forall** (U : vertexGene), **forall** (W : vertexGene) (wv : 'Gene( W ~> U )),

wv o:>gene (@identGene U) == wv.

**Notation** typeOf\_objects\_functor := (vertexGene -> relType).

**Class** relFunctor (F : typeOf\_objects\_functor) (G G' : vertexGene) : **Type** := RelFunctor

{ \_fun\_relFunctor : 'Gene( G' ~> G ) -> F G -> F G' ;

\_congr\_relFunctor :> Proper (equiv ==> @equiv **\_** **\_** (@\_equiv\_relType ( F G ))

==> @equiv **\_** **\_** (@\_equiv\_relType ( F G'))) \_fun\_relFunctor ; }.

**Coercion** \_fun\_relFunctor : relFunctor >-> Funclass.

**Definition** typeOf\_arrows\_functor (F : typeOf\_objects\_functor)

:= **forall** G G' : vertexGene, relFunctor F G G' .

**Definition** fun\_arrows\_functor\_ViewOb := composGene.

**Notation** "wv o>gene vu" := (@fun\_arrows\_functor\_ViewOb **\_** **\_** **\_** wv vu)

(at level 40, vu at next level) : poly\_scope.

**Definition** fun\_transf\_ViewObMor (G H: vertexGene) (g: 'Gene( H ~> G )) (H': vertexGene) :

'Gene(H' ~> H) -> 'Gene(H' ~> G) .

**Proof**. exact: ( **fun** h => h o:>gene g ). **Defined**.

(\* **TODO:** REDO GENERAL fun\_transf\_ViewObMor\_Proper \*)

**Global** **Instance** fun\_transf\_ViewObMor\_Proper G H g H' : Proper (equiv ==> equiv) (@fun\_transf\_ViewObMor G H g H').

**Proof**. move. intros ? ? Heq. unfold fun\_transf\_ViewObMor. rewrite -> Heq; reflexivity.

**Qed**.

**Notation** "wv :>gene vu" := (@fun\_transf\_ViewObMor **\_** **\_** vu **\_** wv)

(at level 40, vu at next level) : poly\_scope.

**Definition** typeOf\_functorialCompos\_functor (F : typeOf\_objects\_functor)

(F\_ : typeOf\_arrows\_functor F) :=

**forall** G G' (g : 'Gene( G' ~> G)) G'' (g' : 'Gene( G'' ~> G')) (f : F G),

F\_ **\_** **\_** g' (F\_ **\_** **\_** g f) ==

F\_ **\_** **\_** ( g' o>gene g (\*? or g' :>gene g or g' o:>gene g ?\*) ) f.

**Definition** typeOf\_functorialIdent\_functor (F : typeOf\_objects\_functor)

(F\_ : typeOf\_arrows\_functor F) :=

**forall** G (f : F G), F\_ **\_** **\_** (@identGene G) f == f.

**Record** functor := Functor

{ \_objects\_functor :> typeOf\_objects\_functor ;

\_arrows\_functor :> (\* :> ??? \*) typeOf\_arrows\_functor \_objects\_functor;

\_functorialCompos\_functor : typeOf\_functorialCompos\_functor \_arrows\_functor;

\_functorialIdent\_functor : typeOf\_functorialIdent\_functor \_arrows\_functor;

}.

**Notation** "g o>functor\_ [ F ] f" := (@\_arrows\_functor F **\_** **\_** g f)

(at level 40, f at next level) : poly\_scope.

**Notation** "g o>functor\_ f" := (@\_arrows\_functor **\_** **\_** **\_** g f)

(at level 40, f at next level) : poly\_scope.

**Definition** equiv\_rel\_functor\_ViewOb (G H : vertexGene) : crelation 'Gene( H ~> G ).

**Proof**. exact: equiv.

**Defined**.

(\* (\* no lack for now, unless want uniformity of the (opaque) witness... \*)

**Arguments** equiv\_rel\_functor\_ViewOb /.

\*)

**Definition** functor\_ViewOb (G : vertexGene) : functor.

**Proof**. unshelve eexists.

- (\* typeOf\_objects\_functor \*) intros H. exact: 'Gene( H ~> G ).

- (\* typeOf\_arrows\_functor \*) intros H H'. exists (@fun\_arrows\_functor\_ViewOb G H H').

abstract (typeclasses eauto).

- (\* typeOf\_functorialCompos\_functor \*) abstract (move; intros; exact: composGene\_compos).

- (\* typeOf\_functorialIdent\_functor \*) abstract (move; intros; exact: composGene\_identGene).

**Defined**.

**Definition** \_functorialCompos\_functor' {F : functor} :

**forall** G G' (g : 'Gene( G' ~> G)) G'' (g' : 'Gene( G'' ~> G')) (f : F G),

g' o>functor\_ [ F ] (g o>functor\_ [ F ] f)

== (g' o>functor\_ [ functor\_ViewOb G ] g) o>functor\_ [ F ] f

:= @\_functorialCompos\_functor F.

**Class** relTransf (F E : typeOf\_objects\_functor) (G : vertexGene) : **Type** := RelTransf

{ \_fun\_relTransf : F G -> E G ;

\_congr\_relTransf :> Proper (@equiv **\_** **\_** (@\_equiv\_relType ( F G ))

==> @equiv **\_** **\_** (@\_equiv\_relType ( E G))) \_fun\_relTransf ; }.

**Coercion** \_fun\_relTransf : relTransf >-> Funclass.

**Notation** typeOf\_arrows\_transf F E

:= (**forall** G : vertexGene, relTransf F E G) .

**Definition** typeOf\_natural\_transf (F E : functor)

(ee : typeOf\_arrows\_transf F E) :=

**forall** G G' (g : 'Gene( G' ~> G )) (f : F G),

g o>functor\_[E] (ee G f) == ee G' (g o>functor\_[F] f).

**Record** transf (F : functor) (E : functor) := Transf

{ \_arrows\_transf :> typeOf\_arrows\_transf F E ;

\_natural\_transf : typeOf\_natural\_transf \_arrows\_transf;

}.

**Notation** "f :>transf\_ [ G ] ee" := (@\_arrows\_transf **\_** **\_** ee G f)

(at level 40, ee at next level) : poly\_scope.

**Notation** "f :>transf\_ ee" := (@\_arrows\_transf **\_** **\_** ee **\_** f)

(at level 40, ee at next level) : poly\_scope.

**Definition** transf\_ViewObMor (G : vertexGene) (H : vertexGene) (g : 'Gene( H ~> G )) :

transf (functor\_ViewOb H) (functor\_ViewOb G).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) unshelve eexists.

+ (\* \_fun\_relTransf \*) exact: (fun\_transf\_ViewObMor g).

+ (\* \_congr\_relTransf \*) exact: fun\_transf\_ViewObMor\_Proper.

- (\* \_natural\_transf \*)abstract (move; simpl; intros; exact: composGene\_compos).

**Defined**.

**Definition** \_functorialCompos\_functor'' {F : functor} :

**forall** G G' (g : 'Gene( G' ~> G)) G'' (g' : 'Gene( G'' ~> G')) (f : F G),

g' o>functor\_ [ F ] (g o>functor\_ [ F ] f)

== (g' :>transf\_ (transf\_ViewObMor g)) o>functor\_ [ F ] f

:= @\_functorialCompos\_functor F.

**Record** sieveFunctor (U : vertexGene) : **Type** :=

{ \_functor\_sieveFunctor :> functor ;

\_transf\_sieveFunctor : transf \_functor\_sieveFunctor (functor\_ViewOb U) ; }.

**Lemma** transf\_sieveFunctor\_Proper (U : vertexGene) (UU : sieveFunctor U) H:

Proper (equiv ==> equiv) (\_transf\_sieveFunctor UU H).

apply: \_congr\_relTransf.

**Qed**.

**Notation** "''Sieve' ( G' ~> G | VV )" := (@\_functor\_sieveFunctor G VV G')

(at level 0, format "''Sieve' ( G' ~> G | VV )") : poly\_scope.

**Notation** "h o>sieve\_ v " := (h o>functor\_[@\_functor\_sieveFunctor **\_** **\_**] v)

(at level 40, v at next level, format "h o>sieve\_ v") : poly\_scope.

**Notation** "v :>sieve\_" := (v :>transf\_ (\_transf\_sieveFunctor **\_**)) (at level 40) : poly\_scope.

**Global** **Ltac** cbn\_ := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_objects\_functor \_arrows\_functor functor\_ViewOb

\_arrows\_transf transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor].

**Global** **Ltac** cbn\_equiv := unfold \_rel\_relType, equiv; cbn -[ \_arrows\_functor functor\_ViewOb

\_arrows\_transf transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor].

**Global** **Ltac** cbn\_view := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_objects\_functor \_arrows\_functor

\_arrows\_transf \_functor\_sieveFunctor \_transf\_sieveFunctor].

**Global** **Ltac** cbn\_functor := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType functor\_ViewOb

\_arrows\_transf transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor].

**Global** **Ltac** cbn\_transf := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor].

**Global** **Ltac** cbn\_sieve := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType functor\_ViewOb

transf\_ViewObMor ].

**Tactic** **Notation** "cbn\_" "in" hyp\_list(H) := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_objects\_functor \_arrows\_functor functor\_ViewOb

\_arrows\_transf transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor] in H.

**Tactic** **Notation** "cbn\_equiv" "in" hyp\_list(H) := unfold \_rel\_relType, equiv in H; cbn -[ \_arrows\_functor functor\_ViewOb

\_arrows\_transf transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor] in H.

**Tactic** **Notation** "cbn\_view" "in" hyp\_list(H) := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_objects\_functor \_arrows\_functor

\_arrows\_transf \_functor\_sieveFunctor \_transf\_sieveFunctor] in H.

**Tactic** **Notation** "cbn\_functor" "in" hyp\_list(H) := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType functor\_ViewOb

\_arrows\_transf transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor] in H.

**Tactic** **Notation** "cbn\_transf" "in" hyp\_list(H) := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor] in H.

**Tactic** **Notation** "cbn\_sieve" "in" hyp\_list(H) := cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType functor\_ViewOb

transf\_ViewObMor ] in H.

**Definition** compatEquiv {U : vertexGene} {UU : sieveFunctor U} {G} : crelation ('Sieve( G ~> **\_** | UU ))

:= **fun** u u' : 'Sieve( G ~> **\_** | UU ) => u :>sieve\_ == u' :>sieve\_ .

**Arguments** compatEquiv /.

**Definition** compatEquiv\_Equivalence (U : vertexGene) (UU : sieveFunctor U) G : Equivalence (@compatEquiv U UU G).

unshelve eexists.

- abstract(move; intros; move; reflexivity).

- abstract(move; intros; move; intros; symmetry; assumption).

- abstract(move; intros; move; intros; etransitivity; eassumption).

**Qed**.

**Definition** compatRelType (U : vertexGene) (UU : sieveFunctor U) (G : vertexGene) : relType.

exists ('Sieve( G ~> **\_** | UU )) compatEquiv.

exact: compatEquiv\_Equivalence.

**Defined**.

**Instance** compatEquiv\_subrelation (U : vertexGene) (UU : sieveFunctor U) (G : vertexGene) :

subrelation (@equiv **\_** **\_** (@\_equiv\_relType **\_**)) (@compatEquiv U UU G).

move. intros u1 u2 Heq. cbn\_. rewrite -> Heq. reflexivity.

**Qed**.

**Notation** "u ==s v" := (@equiv (\* (@\_type\_relType (compatRelType \_ \_)) \*) **\_**

(@\_rel\_relType (compatRelType **\_** **\_**)) (@\_equiv\_relType (compatRelType **\_** **\_**)) u v)

(at level 70, no associativity) : type\_scope.

**Definition** typeOf\_baseSieve (U : vertexGene) (UU : sieveFunctor U) :=

**forall** (H : vertexGene) (u u' : 'Sieve( H ~> **\_** | UU )), u ==s u' -> u == u'.

**Parameter** baseSieve : **forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base : typeOf\_baseSieve UU), **Type**.

**End** GENE.

**Module** **Type** COMOD (Gene : GENE).

**Import** Gene.

**Ltac** tac\_unsimpl := repeat

lazymatch goal with

| [ |- context [@fun\_transf\_ViewObMor ?G ?H ?g ?H' ?h] ] =>

change (@fun\_transf\_ViewObMor G H g H' h) with

(h :>transf\_ (transf\_ViewObMor g))

| [ |- context [@fun\_arrows\_functor\_ViewOb ?U ?V ?W ?wv ?vu] ] =>

change (@fun\_arrows\_functor\_ViewOb U V W wv vu) with

(wv o>functor\_[functor\_ViewOb U] vu)

(\* no lack\*)

| [ |- context [@equiv\_rel\_functor\_ViewOb ?G ?H ?x ?y] ] =>

change (@equiv\_rel\_functor\_ViewOb G H x y) with

(@equiv **\_** **\_** (@\_equiv\_relType ( (functor\_ViewOb G) H )) x y)

(\* | [ |- context [@equiv\_rel\_arrowSieve ?G ?G' ?g ?H ?x ?y] ] =>

change (@equiv\_rel\_arrowSieve G G' g H x y) with

(@equiv \_ (@\_rel\_relType ( (arrowSieve g) H )) x y) \*)

**end**.

**Definition** transf\_Compos :

**forall** (F F'' F' : functor) (ff\_ : transf F'' F') (ff' : transf F' F),

transf F'' F.

**Proof**. intros. unshelve eexists.

- intros G. unshelve eexists. intros f. exact:((f :>transf\_ ff\_) :>transf\_ ff').

abstract(solve\_proper).

(\* exists (Basics.compose (ff' G) (ff\_ G) ). abstract(typeclasses eauto). \*)

- abstract (move; cbn\_; intros; (\* unfold Basics.compose; \*)

rewrite -> \_natural\_transf , \_natural\_transf; reflexivity).

**Defined**.

**Definition** transf\_Ident :

**forall** (F : functor), transf F F.

**Proof**. intros. unshelve eexists.

- intros G. exists id.

abstract(simpl\_relation).

- abstract (move; cbn\_; intros; reflexivity).

**Defined**.

**Definition** typeOf\_commute\_sieveTransf

(G : vertexGene) (V1 V2 : sieveFunctor G) (vv : transf V1 V2) : **Type** :=

**forall** (H : vertexGene) (v : 'Sieve( H ~> G | V1 )),

(v :>transf\_ vv) :>transf\_ (\_transf\_sieveFunctor V2) == v :>sieve\_ .

**Record** sieveTransf G (V1 V2 : sieveFunctor G) : **Type** :=

{ \_transf\_sieveTransf :> transf V1 V2 ;

\_commute\_sieveTransf : typeOf\_commute\_sieveTransf \_transf\_sieveTransf} .

**Instance** fun\_transf\_ViewObMor\_measure {G H: vertexGene} {g: 'Gene( H ~> G )} {H': vertexGene}:

@Measure 'Gene(H' ~> H) 'Gene(H' ~> G) (@fun\_transf\_ViewObMor G H g H') := { }.

**Definition** sieveTransf\_Compos :

**forall** U (F F'' F' : sieveFunctor U) (ff\_ : sieveTransf F'' F') (ff' : sieveTransf F' F),

sieveTransf F'' F.

**Proof**. intros. unshelve eexists.

- exact: (transf\_Compos ff\_ ff').

- abstract(move; intros; cbn\_transf; autounfold; do 2 rewrite -> \_commute\_sieveTransf; reflexivity).

**Defined**.

**Definition** sieveTransf\_Ident :

**forall** U (F : sieveFunctor U) , sieveTransf F F.

**Proof**. intros. unshelve eexists.

- exact: (transf\_Ident F).

- abstract(move; intros; reflexivity).

**Defined**.

**Definition** identSieve (G: vertexGene) : sieveFunctor G.

unshelve eexists.

exact: (functor\_ViewOb G).

exact: (transf\_Ident (functor\_ViewOb G)).

**Defined**.

**Definition** sieveTransf\_identSieve :

**forall** U (F : sieveFunctor U) , sieveTransf F (identSieve U).

**Proof**. intros. unshelve eexists.

- exact: (\_transf\_sieveFunctor F).

- abstract(move; intros; reflexivity).

**Defined**.

(\* TODO MERE WITH sieveTransf\_identSieve \*)

**Lemma** sieveTransf\_sieveFunctor G (VV : sieveFunctor G) :

sieveTransf VV (identSieve G).

**Proof**. unshelve eexists. exact: \_transf\_sieveFunctor.

- (\* \_commute\_sieveTransf \*) abstract(move; reflexivity).

**Defined**.

**Record** sieveEquiv G (V1 V2 : sieveFunctor G) : **Type** :=

{ \_sieveTransf\_sieveEquiv :> sieveTransf V1 V2 ;

\_revSieveTransf\_sieveEquiv : sieveTransf V2 V1 ;

\_injProp\_sieveEquiv : **forall** H v, (v :>transf\_[H] \_revSieveTransf\_sieveEquiv )

:>transf\_ \_sieveTransf\_sieveEquiv == v ;

\_surProp\_sieveEquiv : **forall** H v, (v :>transf\_[H] \_sieveTransf\_sieveEquiv )

:>transf\_ \_revSieveTransf\_sieveEquiv == v } .

**Definition** rel\_sieveEquiv G : crelation (sieveFunctor G) := **fun** V1 V2 => sieveEquiv V1 V2.

**Instance** equiv\_sieveEquiv G: Equivalence (@rel\_sieveEquiv G ).

unshelve eexists.

- intros V1. unshelve eexists. exact (sieveTransf\_Ident **\_**). exact (sieveTransf\_Ident **\_**).

abstract (reflexivity). abstract (reflexivity).

- intros V1 V2 Hseq. unshelve eexists.

exact (\_revSieveTransf\_sieveEquiv Hseq). exact (\_sieveTransf\_sieveEquiv Hseq).

abstract(intros; rewrite -> \_surProp\_sieveEquiv; reflexivity).

abstract(intros; rewrite -> \_injProp\_sieveEquiv; reflexivity).

- intros V1 V2 V3 Hseq12 Hseq23. unshelve eexists. exact (sieveTransf\_Compos Hseq12 Hseq23).

exact (sieveTransf\_Compos (\_revSieveTransf\_sieveEquiv Hseq23) (\_revSieveTransf\_sieveEquiv Hseq12)).

abstract(intros; cbn\_transf; rewrite -> \_injProp\_sieveEquiv; rewrite -> \_injProp\_sieveEquiv; reflexivity).

abstract(intros; cbn\_transf; rewrite -> \_surProp\_sieveEquiv; rewrite -> \_surProp\_sieveEquiv; reflexivity).

**Defined**.

**Section** interSieve.

**Section** Section1.

**Variables** (G : vertexGene) (VV : sieveFunctor G)

(G' : vertexGene) (g : 'Gene( G' ~> G ))

(UU : sieveFunctor G').

**Record** type\_interSieve H :=

{ \_factor\_interSieve : 'Sieve( H ~> **\_** | UU ) ;

\_whole\_interSieve : 'Sieve( H ~> **\_** | VV ) ;

\_wholeProp\_interSieve : \_whole\_interSieve :>sieve\_

== (\_factor\_interSieve :>sieve\_) o>functor\_[functor\_ViewOb G] g }.

**Definition** rel\_interSieve H : crelation (type\_interSieve H).

intros v v'. exact (((\_factor\_interSieve v == \_factor\_interSieve v') \*

(\_whole\_interSieve v == \_whole\_interSieve v')) %type ).

**Defined**.

**Instance** equiv\_interSieve H : Equivalence (@rel\_interSieve H).

abstract(unshelve eexists;

[ (move; intros; move; split; reflexivity)

| (move; intros ? ? [? ?]; move; intros; split; symmetry; assumption)

| (move; intros ? ? ? [? ?] [? ?]; move; intros; split; etransitivity; eassumption)]).

**Qed**.

**Definition** interSieve : sieveFunctor G'.

**Proof**. unshelve eexists.

{ (\* functor \*) unshelve eexists.

- (\* typeOf\_objects\_functor \*) intros H.

+ (\* relType \*) unshelve eexists. exact (type\_interSieve H).

exact (@rel\_interSieve H).

exact (@equiv\_interSieve H).

- (\* typeOf\_arrows\_functor \*) unfold typeOf\_arrows\_functor. intros H H'.

+ (\* relFunctor \*) unshelve eexists.

\* (\* -> \*) cbn\_. intros h vg'. unshelve eexists.

exact: (h o>sieve\_ (\_factor\_interSieve vg')).

exact: (h o>sieve\_ (\_whole\_interSieve vg')).

abstract(cbn\_; tac\_unsimpl; rewrite <- 2!\_natural\_transf;

rewrite -> \_wholeProp\_interSieve, \_functorialCompos\_functor'; reflexivity).

\* (\* Proper \*) abstract(move; autounfold;

intros h1 h2 Heq\_h vg'1 vg'2; case => /= Heq\_vg' Heq\_vg'0;

split; cbn\_; rewrite -> Heq\_h; [rewrite -> Heq\_vg' | rewrite -> Heq\_vg'0]; reflexivity).

- (\* typeOf\_functorialCompos\_functor \*) abstract(move; intros; autounfold; split; cbn\_;

rewrite -> \_functorialCompos\_functor; reflexivity).

- (\* typeOf\_functorialIdent\_functor \*) abstract(move; intros; autounfold; split; cbn\_;

rewrite -> \_functorialIdent\_functor; reflexivity). }

{ (\* transf \*) unshelve eexists.

- (\* typeOf\_arrows\_transf \*) intros H. unshelve eexists.

+ (\* -> \*) cbn\_; intros vg'. exact: ((\_factor\_interSieve vg') :>sieve\_).

+ (\* Proper \*) abstract(move; autounfold; cbn\_;

intros vg'1 vg'2; case => /= Heq0 Heq; rewrite -> Heq0; reflexivity).

- (\* typeOf\_natural\_transf \*) abstract(move; cbn -[\_arrows\_functor]; intros;

rewrite -> \_natural\_transf; reflexivity). }

**Defined**.

**Lemma** transf\_interSieve\_Eq H (v : 'Sieve(H ~> **\_** | interSieve )) :

((\_factor\_interSieve v) :>sieve\_ ) == (v :>sieve\_ ) .

**Proof**. reflexivity.

**Qed**.

**Global** **Instance** whole\_interSieve\_Proper H : Proper (equiv ==> equiv)

(@\_whole\_interSieve H : 'Sieve( H ~> **\_** | interSieve ) -> 'Sieve( H ~> **\_** | VV )).

**Proof**. move. cbn\_. intros v1 v2 [Heq Heq']. exact Heq'.

**Qed**.

**Global** **Instance** factor\_interSieve\_Proper H : Proper (equiv ==> equiv)

(@\_factor\_interSieve H : 'Sieve( H ~> **\_** | interSieve ) -> 'Sieve( H ~> **\_** | UU )).

**Proof**. move. cbn\_. intros v1 v2 [Heq Heq']. exact Heq.

**Qed**.

**Definition** interSieve\_projWhole : transf interSieve VV.

**Proof**. unshelve eexists. unshelve eexists.

- (\* -> \*) exact: \_whole\_interSieve.

- (\* Proper \*) exact: whole\_interSieve\_Proper. (\* abstract (typeclasses eauto). \*)

- (\* typeOf\_natural\_transf \*) abstract(intros H H' h f; cbn\_; reflexivity).

**Defined**.

**Definition** interSieve\_projFactor : sieveTransf interSieve UU.

**Proof**. unshelve eexists. unshelve eexists. unshelve eexists.

- (\* -> \*) exact: \_factor\_interSieve.

- (\* Proper \*) exact: factor\_interSieve\_Proper. (\* abstract (typeclasses eauto). \*)

- (\* typeOf\_natural\_transf \*) abstract(intros H H' h f; cbn\_; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; cbn\_; intros; reflexivity).

**Defined**.

**End** Section1.

**Definition** pullSieve G VV G' g := @interSieve G VV G' g (identSieve G').

**Definition** meetSieve G VV UU := @interSieve G VV G (@identGene G) UU.

**Definition** pullSieve\_projWhole G VV G' g :

transf (@pullSieve G VV G' g) VV

:= (@interSieve\_projWhole G VV G' g (identSieve G')).

**Definition** pullSieve\_projFactor G VV G' g :

sieveTransf (@pullSieve G VV G' g) (identSieve G')

:= (@interSieve\_projFactor G VV G' g (identSieve G')).

**Definition** meetSieve\_projFactor G VV UU :

sieveTransf (@meetSieve G VV UU) UU := @interSieve\_projFactor G VV G (@identGene G) UU .

**Definition** meetSieve\_projWhole G VV UU :

sieveTransf (@meetSieve G VV UU) VV.

exists (interSieve\_projWhole **\_** **\_** **\_**).

intros H v; simpl. rewrite -> \_wholeProp\_interSieve.

(\* HERE \*) abstract(exact: identGene\_composGene).

**Defined**.

**Section** Section2.

**Variables** (G : vertexGene) (VV : sieveFunctor G)

(G' : vertexGene) (g : 'Gene( G' ~> G ))

(UU : sieveFunctor G')

(G'' : vertexGene) (g' : 'Gene( G'' ~> G' ))(WW : sieveFunctor G'').

**Definition** interSieve\_compos : transf (interSieve VV (g' o>functor\_[functor\_ViewOb G] g)

(interSieve UU g' WW) ) (interSieve VV g UU).

**Proof**. unshelve eexists. intros H. unshelve eexists.

- (\* -> \*) intros v; unshelve eexists.

exact: ((\_whole\_interSieve (\_factor\_interSieve v)) ).

exact: (\_whole\_interSieve v) .

abstract(do 2 rewrite -> \_wholeProp\_interSieve;

rewrite -> \_functorialCompos\_functor'; simpl; reflexivity).

- (\* Proper \*) abstract(move; move => f1 f2 Heq;

split; autounfold; simpl; [rewrite -> (whole\_interSieve\_Proper (factor\_interSieve\_Proper Heq)); reflexivity

| rewrite -> (whole\_interSieve\_Proper Heq); reflexivity]).

- (\* typeOf\_natural\_transf \*) abstract (intros H H' h f; autounfold; split; simpl; reflexivity).

**Defined**.

**Definition** pullSieve\_compos : transf (pullSieve VV (g' o>functor\_[functor\_ViewOb G] g)) (pullSieve VV g).

**Proof**. unshelve eexists. intros H. unshelve eexists.

- (\* -> \*) intros v; unshelve eexists.

exact: ((\_factor\_interSieve v) o>functor\_[functor\_ViewOb G'] g').

exact: (\_whole\_interSieve v) .

abstract(rewrite -> \_wholeProp\_interSieve; rewrite -> \_functorialCompos\_functor'; simpl; reflexivity).

- (\* Proper \*) abstract(move; move => f1 f2 Heq;

split; autounfold; simpl; [rewrite -> (factor\_interSieve\_Proper Heq); reflexivity

| rewrite -> (whole\_interSieve\_Proper Heq); reflexivity]).

- (\* typeOf\_natural\_transf \*) intros H H' h f; autounfold; split; cbn\_sieve; cbn\_functor;

[ rewrite -> \_functorialCompos\_functor'; reflexivity

| reflexivity ].

**Defined**.

**End** Section2.

**Lemma** interSieve\_congr G (VV1 VV2 : sieveFunctor G) (vv: sieveTransf VV1 VV2)

G' (g1 g2 : 'Gene(G' ~> G)) (genEquiv: g1 == g2)

(UU1 UU2 : sieveFunctor G') (uu: sieveTransf UU1 UU2):

sieveTransf (interSieve VV1 g1 UU1) (interSieve VV2 g2 UU2).

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact: ((\_factor\_interSieve v) :>transf\_ uu).

(\* \_whole\_interSieve \*) exact: ((\_whole\_interSieve v) :>transf\_ vv).

(\* \_wholeProp\_interSieve \*) abstract(simpl; rewrite -> \_commute\_sieveTransf ,

\_commute\_sieveTransf , \_wholeProp\_interSieve , genEquiv; reflexivity).

(\* \_congr\_relTransf \*) abstract(move; intros ? ? Heq; split; autounfold; simpl;

[ rewrite -> (factor\_interSieve\_Proper Heq); reflexivity

| rewrite -> (whole\_interSieve\_Proper Heq); reflexivity]).

- (\* \_natural\_transf \*) abstract(intros H' H h v; split; simpl;

rewrite -> \_natural\_transf; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(intros H v; simpl; rewrite -> \_commute\_sieveTransf; reflexivity).

**Defined**.

**Definition** pullSieve\_congr G (VV1 VV2 : sieveFunctor G) (vv: sieveTransf VV1 VV2)

G' (g1 g2 : 'Gene(G' ~> G)) (genEquiv: g1 == g2):

sieveTransf (pullSieve VV1 g1) (pullSieve VV2 g2)

:= @interSieve\_congr G VV1 VV2 vv G' g1 g2 genEquiv **\_** **\_** (sieveTransf\_Ident **\_**).

**Lemma** pullSieve\_pullSieve G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G)) G'' (g' : 'Gene(G'' ~> G')):

sieveTransf (pullSieve (pullSieve VV g) g') (pullSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g)).

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact (\_factor\_interSieve v).

(\* \_whole\_interSieve \*) exact: ((\_whole\_interSieve (\_whole\_interSieve v))).

(\* \_wholeProp\_interSieve \*) abstract(rewrite -> \_wholeProp\_interSieve;

rewrite -> \_functorialCompos\_functor';

setoid\_rewrite <- \_wholeProp\_interSieve at 2; simpl; reflexivity).

(\* \_congr\_relTransf \*) abstract(move; intros ? ? Heq; split; autounfold; cbn -[\_rel\_relType];

[ rewrite -> (factor\_interSieve\_Proper Heq); reflexivity

| rewrite -> (whole\_interSieve\_Proper (whole\_interSieve\_Proper Heq)); reflexivity]) .

- (\* \_natural\_transf \*) abstract(move; split; simpl; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; reflexivity).

**Defined**.

**Lemma** pullSieve\_pullSieve\_rev G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G))

G'' (g' : 'Gene(G'' ~> G')): sieveTransf (pullSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g)) (pullSieve (pullSieve VV g) g') .

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact (\_factor\_interSieve v).

(\* \_whole\_interSieve \*) { unshelve eexists.

(\* \_factor\_interSieve \*) exact (\_factor\_interSieve v o>functor\_[functor\_ViewOb **\_**] g').

(\* \_whole\_interSieve \*) exact: ( \_whole\_interSieve v).

(\* \_wholeProp\_interSieve \*) abstract(rewrite -> \_wholeProp\_interSieve;

rewrite -> \_functorialCompos\_functor'; reflexivity). }

(\* \_wholeProp\_interSieve \*) abstract(reflexivity).

(\* \_congr\_relTransf \*) abstract (move; intros v1 v2; case; autounfold; cbn\_;

move => Heq\_factor Heq\_whole; split; autounfold; cbn -[\_rel\_relType];

[rewrite -> Heq\_factor; reflexivity | ]; split; autounfold; cbn -[\_rel\_relType];

[rewrite -> Heq\_factor; reflexivity | rewrite -> Heq\_whole; reflexivity ]).

- (\* \_natural\_transf \*) abstract (move; split; cbn\_sieve;

[reflexivity | split; cbn\_sieve;

[ rewrite -> \_functorialCompos\_functor'; reflexivity | reflexivity ]]).

- (\* \_commute\_sieveTransf \*) abstract(move; reflexivity).

**Defined**.

**Lemma** pullSieve\_ident G (VV : sieveFunctor G) : sieveTransf (pullSieve VV identGene) VV.

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. exact: (\_whole\_interSieve v).

(\* \_congr\_relTransf \*) abstract (move; move => x y Heq;

rewrite -> (whole\_interSieve\_Proper Heq); reflexivity).

- (\* \_natural\_transf \*) abstract(move; intros; simpl; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; simpl; rewrite -> \_wholeProp\_interSieve; simpl;

(\* FUNCTOR/TRANSF PROBLEM \*) apply: identGene\_composGene).

**Defined**.

**Lemma** pullSieve\_ident\_rev G (VV : sieveFunctor G) : sieveTransf VV (pullSieve VV identGene).

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

exact (v :>sieve\_). exact v.

abstract (cbn\_sieve; symmetry; apply: identGene\_composGene).

(\* \_congr\_relTransf \*) abstract(move; move => x y Heq; cbn\_transf; split; cbn\_transf; rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*) abstract(move; intros; cbn\_sieve; split; cbn\_sieve;

last reflexivity; rewrite -> \_natural\_transf; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; cbn\_sieve; reflexivity).

**Defined**.

**End** interSieve.

**Existing** **Instance** whole\_interSieve\_Proper.

**Existing** **Instance** factor\_interSieve\_Proper.

**Lemma** interSieve\_composeOuter G (VV : sieveFunctor G)

G' (g : 'Gene(G' ~> G)) (UU : sieveFunctor G')

G'' (g' : 'Gene(G'' ~> G')) G''' (g'' : 'Gene(G''' ~> G'')) :

transf (interSieve (pullSieve VV (g' o>gene g)) g'' (pullSieve UU (g'' o>gene g')))

(interSieve VV g UU).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact: ((v :>transf\_ (interSieve\_projFactor **\_** **\_** **\_**))

:>transf\_ (pullSieve\_projWhole **\_** **\_** ) ).

(\* \_whole\_interSieve \*) exact: ((v :>transf\_ (interSieve\_projWhole **\_** **\_** **\_**))

:>transf\_ (pullSieve\_projWhole **\_** **\_** ) ).

(\* \_wholeProp\_interSieve \*) abstract (cbn\_transf; do 2 rewrite -> \_wholeProp\_interSieve;

rewrite -> (\_wholeProp\_interSieve v); tac\_unsimpl;

do 3 rewrite <- \_functorialCompos\_functor';

reflexivity).

(\* \_congr\_relTransf \*) abstract (move; intros ? ? Heq; split; cbn\_transf;

rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*) abstract (intros H' H h v; split; cbn\_sieve; reflexivity).

**Defined**.

**Lemma** interSieve\_composeOuter\_ident G (VV : sieveFunctor G)

G' (g : 'Gene(G' ~> G)) (UU : sieveFunctor G')

G'' (g' : 'Gene(G'' ~> G')) :

transf (interSieve (pullSieve VV (g' o>gene g)) (identGene) (pullSieve UU ( g')))

(interSieve VV g UU).

**Proof**. refine (transf\_Compos **\_** (interSieve\_composeOuter **\_** **\_** **\_** g' identGene)).

refine (interSieve\_congr (sieveTransf\_Ident **\_**) (reflexivity **\_**) **\_**).

refine (pullSieve\_congr (sieveTransf\_Ident **\_**) **\_**).

abstract (symmetry; exact: composGene\_identGene).

**Defined**.

**Lemma** interSieve\_congr\_sieveEquiv G (VV1 VV2 : sieveFunctor G) (vv: sieveEquiv VV1 VV2)

G' (g1 g2 : 'Gene(G' ~> G)) (genEquiv: g1 == g2)

(UU1 UU2 : sieveFunctor G') (uu: sieveEquiv UU1 UU2):

sieveEquiv (interSieve VV1 g1 UU1) (interSieve VV2 g2 UU2).

**Proof**. unshelve eexists.

exact: (interSieve\_congr vv genEquiv uu).

exact (interSieve\_congr (\_revSieveTransf\_sieveEquiv vv)

(symmetry genEquiv) (\_revSieveTransf\_sieveEquiv uu)).

abstract (intros; split; simpl; rewrite -> \_injProp\_sieveEquiv; reflexivity).

abstract(intros; split; simpl; rewrite -> \_surProp\_sieveEquiv; reflexivity).

**Defined**.

**Definition** pullSieve\_congr\_sieveEquiv G (VV1 VV2 : sieveFunctor G) (vv: sieveEquiv VV1 VV2)

G' (g1 g2 : 'Gene(G' ~> G)) (genEquiv: g1 == g2):

sieveEquiv (pullSieve VV1 g1) (pullSieve VV2 g2)

:= @interSieve\_congr\_sieveEquiv G VV1 VV2 vv G' g1 g2 genEquiv **\_** **\_** (reflexivity **\_**).

**Lemma** pullSieve\_pullSieve\_sieveEquiv G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G))

G'' (g' : 'Gene(G'' ~> G')): sieveEquiv (pullSieve (pullSieve VV g) g')

(pullSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g)).

**Proof**. unshelve eexists.

exact: pullSieve\_pullSieve.

exact: pullSieve\_pullSieve\_rev.

abstract(intros; split; cbn\_transf; reflexivity).

abstract(intros H v; split; cbn\_transf; first reflexivity;

last split; cbn\_transf; first (rewrite -> (\_wholeProp\_interSieve v); reflexivity);

last reflexivity).

**Defined**.

**Lemma** pullSieve\_ident\_sieveEquiv G (VV : sieveFunctor G) :

sieveEquiv (pullSieve VV identGene) VV.

**Proof**. unshelve eexists.

exact: pullSieve\_ident.

exact: pullSieve\_ident\_rev.

abstract(intros; cbn\_transf; reflexivity).

abstract(intros H v; split; cbn\_transf; last reflexivity;

first rewrite -> \_wholeProp\_interSieve; apply: identGene\_composGene).

**Defined**.

**Definition** interSieve\_identSieve\_sieveEquiv (G G': vertexGene)

(g: 'Gene( G' ~> G )) (WW : sieveFunctor G')

: sieveEquiv (interSieve (identSieve G) g WW) WW.

**Proof**. unshelve eexists. exact: interSieve\_projFactor.

- { unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

exact v. exact ((v :>sieve\_) :>transf\_ (transf\_ViewObMor g)).

abstract (cbn\_sieve; reflexivity).

(\* \_congr\_relTransf \*) abstract(move; move => x y Heq; cbn\_transf; split;

cbn\_transf; rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*)

abstract(move; intros; cbn\_sieve; split; cbn\_sieve; first reflexivity;

do 2 rewrite -> \_natural\_transf; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; cbn\_sieve; reflexivity).

}

- abstract (intros; cbn\_transf; reflexivity).

- abstract (intros H v; cbn\_transf; split; cbn\_transf; first reflexivity;

symmetry; apply: (\_wholeProp\_interSieve v)).

**Defined**.

(\* **TODO:** REDO: instance of interSieve\_identSieve\_sieveEquiv \*)

**Definition** pullSieve\_identSieve\_sieveEquiv (G G': vertexGene)

(g: 'Gene( G' ~> G ))

: sieveEquiv (pullSieve (identSieve G) g) (identSieve G').

**Proof**. unshelve eexists. exact: interSieve\_projFactor.

- { unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

exact (v :>sieve\_). exact (v :>transf\_ (transf\_ViewObMor g)).

abstract (cbn\_sieve; reflexivity).

(\* \_congr\_relTransf \*) abstract(move; move => x y Heq;

cbn\_transf; split; cbn\_transf; rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*)

abstract(move; intros; cbn\_sieve; split; cbn\_sieve;

first reflexivity; rewrite -> \_natural\_transf; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; cbn\_sieve; reflexivity).

}

- abstract (intros; cbn\_transf; reflexivity).

- abstract (intros H v; cbn\_transf; split; cbn\_transf; first reflexivity;

symmetry; apply: (\_wholeProp\_interSieve v)).

**Defined**.

**Lemma** interSieve\_interSieve\_rev G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G))

(WW : sieveFunctor G')

G'' (g' : 'Gene(G'' ~> G')) (UU : sieveFunctor G'') :

sieveTransf (interSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g) (interSieve WW g' UU))

(interSieve (interSieve VV g WW) g' UU) .

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact (\_factor\_interSieve (\_factor\_interSieve v)).

(\* \_whole\_interSieve \*) refine ( v :>transf\_ (interSieve\_compos **\_** **\_** **\_** **\_** **\_**) ).

(\* \_wholeProp\_interSieve \*) abstract (cbn\_sieve; rewrite -> \_wholeProp\_interSieve; reflexivity).

(\* \_congr\_relTransf \*) abstract (move; intros v1 v2; case; cbn\_sieve;

move => Heq\_factor Heq\_whole; split; cbn\_sieve;

[rewrite -> (factor\_interSieve\_Proper Heq\_factor); reflexivity | ]; split; cbn\_sieve;

[rewrite -> (whole\_interSieve\_Proper Heq\_factor); reflexivity | rewrite -> Heq\_whole; reflexivity ]).

- (\* \_natural\_transf \*) abstract (move; split; cbn\_sieve;

first reflexivity; split; cbn\_sieve; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; reflexivity).

**Defined**.

**Lemma** interSieve\_interSieve G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G))

(WW : sieveFunctor G')

G'' (g' : 'Gene(G'' ~> G')) (UU : sieveFunctor G'') :

sieveTransf (interSieve (interSieve VV g WW) g' UU)

(interSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g) (interSieve WW g' UU)).

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) refine ( v :>transf\_ (interSieve\_congr (interSieve\_projFactor **\_** **\_** **\_**)

(reflexivity **\_**) (sieveTransf\_Ident **\_**)) ).

(\* \_whole\_interSieve \*) exact: ((\_whole\_interSieve (\_whole\_interSieve v))).

(\* \_wholeProp\_interSieve \*) abstract(rewrite -> \_wholeProp\_interSieve;

rewrite -> \_functorialCompos\_functor';

setoid\_rewrite <- \_wholeProp\_interSieve at 2; simpl; reflexivity).

(\* \_congr\_relTransf \*) abstract (move; intros ? ? [Heq\_outer Heq\_inner];split; cbn\_sieve;

first (split; cbn\_sieve; first (rewrite -> Heq\_outer; reflexivity);

rewrite -> (factor\_interSieve\_Proper Heq\_inner); reflexivity );

last rewrite -> (whole\_interSieve\_Proper Heq\_inner); reflexivity).

- (\* \_natural\_transf \*) abstract(move; split; cbn\_sieve; first (split; cbn\_sieve; reflexivity);

last reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; reflexivity).

**Defined**.

**Lemma** interSieve\_interSieve\_sieveEquiv G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G))

(WW : sieveFunctor G')

G'' (g' : 'Gene(G'' ~> G')) (UU : sieveFunctor G'') :

sieveEquiv (interSieve (interSieve VV g WW) g' UU)

(interSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g) (interSieve WW g' UU)).

**Proof**. unshelve eexists.

exact: interSieve\_interSieve.

exact: interSieve\_interSieve\_rev.

abstract(intros; split; cbn\_transf; first (split; cbn\_transf; reflexivity); reflexivity).

abstract(intros H v; split; cbn\_transf; first reflexivity;

last split; cbn\_transf; reflexivity).

**Defined**.

(\* NOT LACKED, SEE GENERAL interSieve\_interSieve\_rev \*)

**Lemma** interSieve\_pullSieve\_rev G (VV : sieveFunctor G) G' (g : 'Gene(G' ~> G))

G'' (g' : 'Gene(G'' ~> G')) (UU : sieveFunctor G'') :

sieveTransf (interSieve VV (g' o>functor\_[functor\_ViewOb **\_**] g) UU)

(interSieve (pullSieve VV g) g' UU) .

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact (\_factor\_interSieve v).

(\* \_whole\_interSieve \*) { refine ( v :>transf\_ **\_** ).

refine (transf\_Compos (interSieve\_congr (sieveTransf\_Ident **\_**) (reflexivity **\_**)

(sieveTransf\_sieveFunctor **\_**)) **\_**).

exact (pullSieve\_compos **\_** **\_** **\_**). }

(\* \_wholeProp\_interSieve \*) abstract(reflexivity).

(\* \_congr\_relTransf \*) abstract (move; intros v1 v2; case; cbn\_sieve;

move => Heq\_factor Heq\_whole; split; cbn\_sieve;

[rewrite -> Heq\_factor; reflexivity | ]; split; cbn\_sieve;

[rewrite -> Heq\_factor; reflexivity | rewrite -> Heq\_whole; reflexivity ]).

- (\* \_natural\_transf \*) abstract (move; split; cbn\_sieve;

[reflexivity | split; cbn\_sieve;

[ rewrite -> \_functorialCompos\_functor';

rewrite -> \_natural\_transf; reflexivity | reflexivity ]]).

- (\* \_commute\_sieveTransf \*) abstract(move; reflexivity).

**Defined**.

**Definition** interSieve\_image\_rev (G : vertexGene)

(UU : sieveFunctor G)

(H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(VV : sieveFunctor H)

: sieveTransf (interSieve UU (u :>sieve\_) VV) VV.

**Proof**. exact: interSieve\_projFactor.

**Defined**.

**Definition** interSieve\_image (G : vertexGene)

(UU : sieveFunctor G)

(H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(VV : sieveFunctor H)

: sieveTransf VV (interSieve UU (u :>sieve\_) VV) .

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros K. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

exact v. exact ((v :>sieve\_) o>sieve\_ u).

abstract (cbn\_sieve; rewrite -> \_natural\_transf; reflexivity).

(\* \_congr\_relTransf \*) abstract(move; move => x y Heq; cbn\_transf; split;

cbn\_transf; rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*)

abstract(move; intros; cbn\_sieve; split; cbn\_sieve; first reflexivity;

rewrite <- \_natural\_transf, <- \_functorialCompos\_functor' ; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; cbn\_sieve; reflexivity).

**Defined**.

**Definition** interSieve\_image\_sieveEquiv (G : vertexGene)

(UU : sieveFunctor G)

(H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(VV : sieveFunctor H)

(UU\_base: typeOf\_baseSieve UU)

: sieveEquiv VV (interSieve UU (u :>sieve\_) VV) .

**Proof**. unshelve eexists.

- exact: interSieve\_image.

- exact: interSieve\_image\_rev.

- abstract (intros K v; cbn\_transf; split; cbn\_transf; first reflexivity;

apply: UU\_base; unfold \_rel\_relType, equiv; simpl; rewrite <- \_natural\_transf;

symmetry; apply: (\_wholeProp\_interSieve v)).

- abstract (intros; cbn\_transf; reflexivity).

**Defined**.

**Section** sumSieve.

**Section** Section1.

**Variables** (G : vertexGene) (VV : sieveFunctor G).

**Record** typeOf\_outer\_sumSieve :=

{ \_object\_typeOf\_outer\_sumSieve :> vertexGene ;

\_arrow\_typeOf\_outer\_sumSieve :> 'Sieve( \_object\_typeOf\_outer\_sumSieve ~> G | VV ) }.

(\* higher/congruent structure is possible... \*)

**Variables** (WP\_ : **forall** (object\_: vertexGene) (outer\_: 'Sieve( object\_ ~> G | VV )),

sieveFunctor object\_).

**Record** type\_sumSieve H :=

{ \_object\_sumSieve : vertexGene ;

\_outer\_sumSieve : 'Sieve( \_object\_sumSieve ~> G | VV ) ;

\_inner\_sumSieve : 'Sieve( H ~> **\_** | WP\_ \_outer\_sumSieve ) }.

**Inductive** rel\_sumSieve H (wv : type\_sumSieve H) : type\_sumSieve H -> **Type** :=

| Rel\_sumSieve : **forall** (outer': 'Sieve( \_object\_sumSieve wv ~> G | VV ))

(inner': (WP\_ outer') H),

outer' == \_outer\_sumSieve wv ->

(\* higher/congruent structure is possible... \*)

inner' :>sieve\_ == (\_inner\_sumSieve wv) :>sieve\_ ->

rel\_sumSieve wv

{| \_object\_sumSieve := **\_** ;

\_outer\_sumSieve := outer' ;

\_inner\_sumSieve := inner' |}.

Instance rel\_sumSieve\_Equivalence H : Equivalence (@rel\_sumSieve H).

abstract(unshelve eexists;

[ (intros [object\_wv outer\_wv inner\_wv]; constructor; reflexivity)

| (\* intros wv1 wv2 []. \*) (intros [object\_wv1 outer\_wv1 inner\_wv1] [object\_wv2 outer\_wv2 inner\_wv2] [];

constructor; symmetry; assumption)

| (intros wv1 wv2 wv3 Heq12 Heq23; destruct Heq23 as [outer3 inner3 Heq23 Heq23'];

destruct Heq12 as [outer2 inner2 Heq12 Heq12']; simpl; constructor; simpl;

[ rewrite -> Heq23; simpl; rewrite -> Heq12; simpl; reflexivity

| rewrite -> Heq23'; simpl; rewrite -> Heq12'; simpl; reflexivity])]).

**Qed**.

(\* **TODO:** sumSieve\_projOuter : sumSieve -> UU \*)

**Definition** sumSieve : sieveFunctor G.

**Proof**. unshelve eexists.

{ (\* functor \*) unshelve eexists.

- (\* typeOf\_objects\_functor \*) intros H.

+ (\* relType \*) unshelve eexists. exact (type\_sumSieve H).

+ (\* Setoid \*) exact (@rel\_sumSieve H).

(\* exists (equiv @@ (@compos\_sumSieve H))%signature. \*)

+ (\* Equivalence \*) exact: rel\_sumSieve\_Equivalence.

- (\* typeOf\_arrows\_functor \*) move. intros H H'.

(\* relFunctor \*) unshelve eexists.

+ (\* -> \*) simpl. intros h wv. unshelve eexists.

exact: (\_object\_sumSieve wv). exact: (\_outer\_sumSieve wv).

exact: (h o>sieve\_ \_inner\_sumSieve wv).

+ (\* Proper \*) abstract(move; autounfold; simpl;

intros h1 h2 Heq\_h [object\_wv1 outer\_wv1 inner\_wv1] wv2 Heq; tac\_unsimpl;

case: wv2 / Heq => /= [outer\_wv2 inner\_wv2 Heq12 Heq12']; constructor; simpl;

[ rewrite -> Heq12; reflexivity

| do 2 rewrite <- \_natural\_transf; rewrite -> Heq\_h , Heq12'; reflexivity]).

- (\* typeOf\_functorialCompos\_functor \*) abstract(intros H H' h H'' h' [object\_wv outer\_wv inner\_wv];

simpl; constructor; simpl; [ reflexivity | rewrite -> \_functorialCompos\_functor; reflexivity]).

- (\* typeOf\_functorialIdent\_functor \*) abstract(intros H [object\_wv outer\_wv inner\_wv];

simpl; constructor; simpl; [ reflexivity | rewrite -> \_functorialIdent\_functor; reflexivity]). }

{ (\* transf \*) unshelve eexists.

- (\* typeOf\_arrows\_transf \*) intros H. unshelve eexists.

+ (\* -> \*) simpl; intros wv. exact: ((\_inner\_sumSieve wv :>sieve\_) o>functor\_ (\_outer\_sumSieve wv :>sieve\_)).

+ (\* Proper \*) abstract(move; autounfold; simpl;

intros wv1 wv2 Heq; tac\_unsimpl;

case: wv2 / Heq => /= [outer\_wv2 inner\_wv2 Heq12 Heq12']; tac\_unsimpl; rewrite -> Heq12;

rewrite -> Heq12'; reflexivity).

- (\* typeOf\_natural\_transf \*) move. cbn\_functor. abstract(move; cbn\_functor; intros H H' h wv;

rewrite -> \_functorialCompos\_functor';

setoid\_rewrite -> \_natural\_transf at 2; reflexivity). }

**Defined**.

**Definition** sumSieve\_projOuter :

sieveTransf sumSieve VV.

**Proof**. unshelve eexists. unshelve eexists.

- intros K. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros wv. exact: ((\_inner\_sumSieve wv :>sieve\_) o>sieve\_ (\_outer\_sumSieve wv)).

+ (\* \_congr\_relTransf \*) abstract(move; intros wv1 wv2 [outer\_wv2 inner\_wv2 Heq\_outer\_wv2 Heq\_inner\_wv2];

cbn\_transf; rewrite -> Heq\_outer\_wv2, -> Heq\_inner\_wv2; reflexivity).

- (\* \_natural\_transf \*) abstract(move; intros; cbn\_sieve;

rewrite -> \_functorialCompos\_functor', -> \_natural\_transf; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; simpl; rewrite <- \_natural\_transf; reflexivity).

**Defined**.

**End** Section1.

**Definition** sumSieve\_sectionPull :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(VV\_ : **forall** (H: vertexGene) (outer\_: 'Sieve( H ~> U | UU )), sieveFunctor H)

(H: vertexGene)

(u: 'Sieve( H ~> **\_** | UU )),

sieveTransf (VV\_ H u)

(pullSieve (sumSieve VV\_) (u:>sieve\_)) .

**Proof**. unshelve eexists. unshelve eexists.

- intros K. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros v. unshelve eexists.

\* (\* \_factor\_interSieve \*)exact: ((v :>sieve\_) ).

(\* \_whole\_interSieve \*) unshelve eexists.

\* (\* \_object\_sumSieve \*) exact: H.

\* (\* \_outer\_sumSieve \*) exact: u.

\* (\* \_inner\_sumSieve \*) exact: v.

\* (\* \_wholeProp\_interSieve \*) abstract(simpl; reflexivity).

+ (\* \_congr\_relTransf \*) abstract(move; intros v1 v2 Heq\_v; split; autounfold; simpl;

first (rewrite -> Heq\_v; reflexivity); split; autounfold; simpl;

first reflexivity; rewrite -> Heq\_v; reflexivity).

- (\* \_natural\_transf \*) abstract(move; intros; split; cbn\_transf; last reflexivity;

cbn\_sieve; rewrite -> \_natural\_transf; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract(move; intros; simpl; reflexivity).

**Defined**.

**Definition** sumSieve\_section:

**forall** (U : vertexGene) (UU : sieveFunctor U)

(VV\_ : **forall** (H: vertexGene) (outer\_: 'Sieve( H ~> U | UU )), sieveFunctor H)

(H: vertexGene)

(u: 'Sieve( H ~> **\_** | UU )),

transf (VV\_ H u) (sumSieve VV\_) .

**Proof**. intros. exact: (transf\_Compos (sumSieve\_sectionPull **\_** **\_**) (pullSieve\_projWhole **\_** **\_**) ).

**Defined**.

**End** sumSieve.

(\* Global Hint Unfold compos\_sumSieve : poly. \*)

**Lemma** sumSieve\_congrTransf (G : vertexGene) (UU1 : sieveFunctor G)

G' ( UU2 : sieveFunctor G')

(uu : transf UU1 UU2)

(VV1\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU1 ) -> sieveFunctor H)

(VV2\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU2 ) -> sieveFunctor H)

(vv\_ : **forall** (H: vertexGene) (u1: 'Sieve( H ~> **\_** | UU1 )),

sieveTransf (VV1\_ **\_** u1) (VV2\_ **\_** (u1 :>transf\_ uu))) :

transf (sumSieve VV1\_ ) (sumSieve VV2\_).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros K. unshelve eexists.

(\* \_fun\_relTransf \*) intros vu. unshelve eexists.

(\* \_object\_sumSieve \*) exact: (\_object\_sumSieve vu).

(\* \_outer\_sumSieve \*) exact: (\_outer\_sumSieve vu :>transf\_ uu).

(\* \_inner\_sumSieve \*) exact: (\_inner\_sumSieve vu :>transf\_ (vv\_ **\_** **\_**)).

(\* \_congr\_relTransf \*) abstract(move; intros vu1 vu2 [outer\_vu2 inner\_vu2 Heq\_outer\_vu2 Heq\_inner\_vu2];

simpl; constructor; simpl; [rewrite -> Heq\_outer\_vu2; reflexivity

| do 2 rewrite -> \_commute\_sieveTransf; rewrite -> Heq\_inner\_vu2; reflexivity ]).

- (\* \_natural\_transf \*) abstract(intros K K' k vvu; cbn\_sieve;

constructor; simpl; [reflexivity | rewrite -> \_natural\_transf; reflexivity]).

**Defined**.

**Lemma** sumSieve\_congr (G : vertexGene) (UU1 UU2 : sieveFunctor G)

(uu : sieveTransf UU1 UU2)

(VV1\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU1 ) -> sieveFunctor H)

(VV2\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU2 ) -> sieveFunctor H)

(vv\_ : **forall** (H: vertexGene) (u1: 'Sieve( H ~> **\_** | UU1 )),

sieveTransf (VV1\_ **\_** u1) (VV2\_ **\_** (u1 :>transf\_ uu))) :

sieveTransf (sumSieve VV1\_ ) (sumSieve VV2\_).

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) exact: sumSieve\_congrTransf.

(\* \_commute\_sieveTransf \*) abstract(intros K vu; simpl; do 2 rewrite -> \_commute\_sieveTransf; reflexivity).

**Defined**.

**Lemma** sumSieve\_interSieve' (G : vertexGene) (UU : sieveFunctor G)

G' (g : 'Gene(G' ~> G)) (WW : sieveFunctor G')

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | (interSieve UU g WW) ) -> sieveFunctor H)

G'' (g' : 'Gene(G'' ~> G'))

(pullVV\_ := **fun** (H : vertexGene) (v : 'Sieve( H ~> **\_** | (interSieve UU (g' o>gene g) (pullSieve WW g') ) )) =>

VV\_ **\_** ( v :>transf\_ (interSieve\_compos **\_** g **\_** g' (identSieve **\_**))) ) :

sieveTransf (sumSieve pullVV\_ ) (pullSieve (sumSieve VV\_) g').

**Proof**. unshelve eexists. unshelve eexists.

intros K. unshelve eexists. intros vu.

{ unshelve eexists. refine (\_factor\_interSieve (((\_inner\_sumSieve vu) :>sieve\_)

o>functor\_ (\_factor\_interSieve (\_outer\_sumSieve vu)))).

unshelve eexists; cycle 1.

refine ( (\_outer\_sumSieve vu):>transf\_ (interSieve\_compos **\_** g **\_** g' (identSieve **\_**)) ).

refine (\_inner\_sumSieve vu).

abstract (cbn\_sieve; rewrite -> \_wholeProp\_interSieve; rewrite -> \_functorialCompos\_functor'; reflexivity).

}

- abstract (subst pullVV\_; move; intros vu1 vu2 [outer\_vu2 inner\_vu2 Heq\_outer\_vu2 Heq\_inner\_vu2]; cbn\_sieve; split; cbn\_sieve;

[rewrite -> Heq\_inner\_vu2; rewrite -> (factor\_interSieve\_Proper (factor\_interSieve\_Proper Heq\_outer\_vu2)); reflexivity | ];

constructor; cbn\_sieve; [ split; cbn\_sieve; [rewrite -> (whole\_interSieve\_Proper (factor\_interSieve\_Proper Heq\_outer\_vu2)); reflexivity

| rewrite -> (whole\_interSieve\_Proper Heq\_outer\_vu2); reflexivity]

| rewrite -> Heq\_inner\_vu2; reflexivity]).

- abstract(intros K K' k vu; cbn\_sieve; split; cbn\_sieve;

first (rewrite <- \_natural\_transf;

rewrite -> \_functorialCompos\_functor'; reflexivity);

reflexivity).

- abstract(intros K vu; simpl; reflexivity).

**Defined**.

**Lemma** sumSieve\_pullSieve' (G : vertexGene) (UU : sieveFunctor G)

G' (g : 'Gene(G' ~> G))

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | (pullSieve UU g) ) -> sieveFunctor H)

G'' (g' : 'Gene(G'' ~> G'))

(pullVV\_ := **fun** (H : vertexGene) (v : 'Sieve( H ~> **\_** | (pullSieve UU (g' o>gene g)) )) =>

VV\_ **\_** ( v :>transf\_ (pullSieve\_compos **\_** g g')) ) :

sieveTransf (sumSieve pullVV\_ ) (pullSieve (sumSieve VV\_) g').

**Proof**. unshelve eexists. unshelve eexists.

intros K. unshelve eexists. intros vu.

{ unshelve eexists. refine (((\_inner\_sumSieve vu) :>sieve\_) o>functor\_ (\_factor\_interSieve (\_outer\_sumSieve vu))).

unshelve eexists; cycle 1.

refine ( (\_outer\_sumSieve vu):>transf\_ (pullSieve\_compos **\_** g g') ).

refine (\_inner\_sumSieve vu).

abstract(cbn\_sieve; rewrite -> \_functorialCompos\_functor'; reflexivity).

}

- abstract (subst pullVV\_; move; intros vu1 vu2 [outer\_vu2 inner\_vu2 Heq\_outer\_vu2 Heq\_inner\_vu2]; cbn\_sieve; split; cbn\_sieve;

[rewrite -> Heq\_inner\_vu2; rewrite -> (factor\_interSieve\_Proper Heq\_outer\_vu2); reflexivity | ];

constructor; cbn\_sieve; [ split; cbn\_sieve; [rewrite -> (factor\_interSieve\_Proper Heq\_outer\_vu2); reflexivity

| rewrite -> (whole\_interSieve\_Proper Heq\_outer\_vu2); reflexivity]

| rewrite -> Heq\_inner\_vu2; reflexivity]).

- abstract(intros K K' k vu; cbn\_sieve; split; cbn\_sieve;

first (rewrite <- \_natural\_transf;

rewrite -> \_functorialCompos\_functor'; reflexivity);

reflexivity).

- abstract(intros K vu; simpl; reflexivity).

**Defined**.

(\* sumSieve\_pullSieve' -> sumSieve\_pullSieve \*)

**Lemma** sumSieve\_pullSieve (G : vertexGene) (UU : sieveFunctor G)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H)

G' (g : 'Gene(G' ~> G))

(pullVV\_ := **fun** (H : vertexGene) (v : 'Sieve( H ~> **\_** | (pullSieve UU g) )) =>

VV\_ **\_** (\_whole\_interSieve v) ) :

sieveTransf (sumSieve pullVV\_ ) (pullSieve (sumSieve VV\_) g).

**Proof**. unshelve eexists. unshelve eexists.

intros K. unshelve eexists. intros vu.

{ unshelve eexists. refine (((\_inner\_sumSieve vu) :>sieve\_) o>functor\_ (\_factor\_interSieve (\_outer\_sumSieve vu))).

unshelve eexists; cycle 1.

refine (\_whole\_interSieve (\_outer\_sumSieve vu)).

refine (\_inner\_sumSieve vu).

- abstract(cbn\_sieve; rewrite -> \_wholeProp\_interSieve; rewrite -> \_functorialCompos\_functor'; reflexivity). }

- abstract (subst pullVV\_; move; intros vu1 vu2 [outer\_vu2 inner\_vu2 Heq\_outer\_vu2 Heq\_inner\_vu2]; cbn\_sieve; split; cbn\_sieve;

[rewrite -> Heq\_inner\_vu2; rewrite -> (factor\_interSieve\_Proper Heq\_outer\_vu2); reflexivity | ];

constructor; cbn\_sieve; [rewrite -> (whole\_interSieve\_Proper Heq\_outer\_vu2); reflexivity

| rewrite -> Heq\_inner\_vu2; reflexivity ]).

- abstract (intros K K' k vu; cbn\_sieve; split;

first (cbn\_sieve; tac\_unsimpl; rewrite <- \_natural\_transf;

rewrite -> \_functorialCompos\_functor'; reflexivity);

cbn\_sieve; reflexivity).

- abstract(intros K vu; simpl; reflexivity).

**Defined**.

(\* **TODO:** KEEEP FOR GENERAL VIEW OBJECT\*)

**Definition** sumSieve\_interSieve\_image\_general

(U : vertexGene) (UU : sieveFunctor U)

(H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(WW : sieveFunctor H)

(VV\_ : **forall** object\_ : vertexGene,

'Sieve( object\_ ~> **\_** | (interSieve UU (u :>sieve\_) WW) ) -> sieveFunctor object\_)

(K : vertexGene) (w : 'Sieve( K ~> **\_** | WW )) :

sieveTransf (VV\_ **\_** (w :>transf\_ interSieve\_image u WW)) (pullSieve (sumSieve VV\_) (w :>sieve\_) ) .

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros L. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

(\* \_factor\_interSieve \*) exact: (v :>sieve\_).

(\* \_whole\_interSieve \*) unshelve eexists.

\* (\* \_object\_sumSieve \*) exact: K.

\* (\* \_outer\_sumSieve \*) exact (w :>transf\_ interSieve\_image u WW).

\* (\* \_inner\_sumSieve \*) exact: v.

(\* \_wholeProp\_interSieve \*) abstract (cbn\_sieve; reflexivity).

(\* \_congr\_relTransf \*) abstract (move; intros v1 v2 Heq\_v; unshelve eexists; cbn\_sieve;

first (rewrite -> Heq\_v; reflexivity);

split; cbn\_sieve; first reflexivity; last (rewrite -> Heq\_v; reflexivity)).

- (\* \_natural\_transf \*) abstract (move; unshelve eexists; cbn\_sieve; first (rewrite -> \_natural\_transf; reflexivity);

reflexivity).

- (\* \_commute\_sieveTransf \*) abstract (move; intros; cbn\_sieve; reflexivity).

**Defined**.

**Definition** sumSieve\_interSieve\_image

(U : vertexGene) (UU : sieveFunctor U)

(H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(VV\_ : **forall** object\_ : vertexGene,

'Sieve( object\_ ~> **\_** | (pullSieve UU (u :>sieve\_) ) ) -> sieveFunctor object\_) :

sieveTransf (VV\_ **\_** (identGene :>transf\_ interSieve\_image u (identSieve **\_**))) (sumSieve VV\_) .

**Proof**. unshelve eexists. (\* \_transf\_sieveTransf \*) unshelve eexists.

- (\* \_arrows\_transf \*) intros K. unshelve eexists.

(\* \_fun\_relTransf \*) intros v. unshelve eexists.

\* (\* \_object\_sumSieve \*) exact: H.

\* (\* \_outer\_sumSieve \*) exact: (identGene :>transf\_ interSieve\_image u (identSieve **\_**)).

\* (\* \_inner\_sumSieve \*) exact: v.

(\* \_congr\_relTransf \*) abstract (move; intros v1 v2 Heq\_v; unshelve eexists; cbn\_sieve;

first reflexivity; last (rewrite -> Heq\_v; reflexivity)).

- (\* \_natural\_transf \*) abstract (move; unshelve eexists; cbn\_sieve; reflexivity).

- (\* \_commute\_sieveTransf \*) abstract (move; intros; cbn\_sieve; (\* **TODO:** HERE \*)

exact: identGene\_composGene).

**Defined**.

**Definition** imageSieve (U : vertexGene) (UU : sieveFunctor U) : (sieveFunctor U).

**Proof**. unshelve eexists.

{ (\* functor \*) unshelve eexists.

- (\* typeOf\_objects\_functor \*) intros H. exact: (@compatRelType **\_** UU H).

- (\* \_arrows\_functor \*) move. intros H H'.

(\* relFunctor \*) unshelve eexists.

+ (\* -> \*) simpl. intros h u. exact: (h o>sieve\_ u).

+ (\* Proper \*) abstract(move; cbn\_transf;

intros h1 h2 Heq\_h u1 u2 Heq; rewrite -> Heq\_h; move: Heq; unfold \_rel\_relType, equiv;

simpl; intros Heq; do 2 rewrite <- \_natural\_transf; rewrite -> Heq; reflexivity).

- (\* typeOf\_functorialCompos\_functor \*) abstract (intros H H' h H'' h' u;

unfold \_rel\_relType, equiv; simpl;

do 3 rewrite <- \_natural\_transf; exact: \_functorialCompos\_functor).

- (\* typeOf\_functorialIdent\_functor \*) abstract(intros H u; unfold \_rel\_relType, equiv; simpl;

rewrite <- \_natural\_transf; exact: \_functorialIdent\_functor). }

{ (\* transf \*) unshelve eexists.

- (\* typeOf\_arrows\_transf \*) intros H. unshelve eexists.

+ (\* -> \*) simpl. intros u. exact: (u :>sieve\_).

+ (\* Proper \*) abstract(move; cbn\_transf;

intros u1 u2 Heq; exact: Heq).

- (\* typeOf\_natural\_transf \*) abstract (move; cbn\_transf; intros H H' h u;

exact: \_natural\_transf). }

**Defined**.

**Inductive** isCover : **forall** (U : vertexGene), (sieveFunctor U) -> **Type** :=

| BaseSieve\_isCover : **forall** (U : vertexGene) (UU : sieveFunctor U) (UU\_base : typeOf\_baseSieve UU ),

baseSieve UU\_base -> isCover UU

| IdentSieve\_isCover : **forall** (G : vertexGene),

isCover (identSieve G)

| InterSieve\_isCover : **forall** (G : vertexGene) (VV : sieveFunctor G)

(G' : vertexGene) (g : 'Gene( G' ~> G )) (UU : sieveFunctor G'),

isCover VV -> isCover (interSieve VV g UU)

| SumSieve\_isCover : **forall** (G : vertexGene) (VV : sieveFunctor G)

(WP\_ : **forall** (object\_: vertexGene) (outer\_: 'Sieve( object\_ ~> G | VV )),

sieveFunctor object\_),

isCover VV ->

(**forall** G' v, isCover (WP\_ G' v)) -> isCover (sumSieve WP\_).

**Record** type\_Restrict (F : functor) (U : vertexGene) (UU : sieveFunctor U)

(G : vertexGene) : **Type** :=

{ \_indexer\_type\_Restrict : 'Gene( G ~> U ) ;

\_sieve\_type\_Restrict : sieveFunctor G;

\_data\_type\_Restrict :> transf (interSieve UU \_indexer\_type\_Restrict \_sieve\_type\_Restrict) F;

\_congr\_type\_Restrict : **forall** H (u1 u2 : 'Sieve(H ~> **\_**| interSieve UU \_indexer\_type\_Restrict \_sieve\_type\_Restrict )),

\_factor\_interSieve u1 == \_factor\_interSieve u2 ->

u1 :>transf\_ \_data\_type\_Restrict == u2 :>transf\_ \_data\_type\_Restrict }.

**Record** equiv\_Restrict (F : functor) (U : vertexGene) (UU : sieveFunctor U)

(G : vertexGene) (f1\_ f2\_: type\_Restrict F UU G) :=

{ \_indexerEquiv\_equiv\_Restrict : \_indexer\_type\_Restrict f1\_ == \_indexer\_type\_Restrict f2\_ ;

\_sieveEquiv\_equiv\_Restrict : sieveEquiv (\_sieve\_type\_Restrict f1\_) (\_sieve\_type\_Restrict f2\_) ;

\_dataProp\_equiv\_Restrict : **forall** (H : vertexGene)

(c : 'Sieve( H ~> **\_** | interSieve UU (\_indexer\_type\_Restrict f1\_) (\_sieve\_type\_Restrict f1\_) )),

c :>transf\_ f1\_ ==

(c :>transf\_ interSieve\_congr (sieveTransf\_Ident UU) \_indexerEquiv\_equiv\_Restrict \_sieveEquiv\_equiv\_Restrict)

:>transf\_ f2\_ }.

**Instance** equiv\_Restrict\_Equivalence (F : functor) (U : vertexGene) (UU : sieveFunctor U)

(G : vertexGene) : Equivalence (@equiv\_Restrict F U UU G).

**Proof**. unshelve eexists.

\* abstract(intros f1\_ ; exists (reflexivity **\_**) (reflexivity **\_**) ; cbn\_transf; intros K c;

rewrite -> \_congr\_relTransf; first reflexivity; split; simpl; reflexivity).

\* abstract(intros f1\_ f2\_ [indexerEquiv\_ sieveEquiv\_ dataProp\_]; exists (symmetry indexerEquiv\_) (symmetry sieveEquiv\_);

intros K c; rewrite -> dataProp\_;

rewrite -> \_congr\_relTransf; first reflexivity; split; simpl; first rewrite -> \_injProp\_sieveEquiv; reflexivity).

\* abstract(intros f1\_ f2\_ f3\_ [indexerEquiv12 sieveEquiv12\_ Heq12] [indexerEquiv23 sieveEquiv23\_ Heq23];

exists (transitivity indexerEquiv12 indexerEquiv23)

(transitivity sieveEquiv12\_ sieveEquiv23\_) ;

intros K c; rewrite -> Heq12, Heq23;

rewrite -> \_congr\_relTransf; first reflexivity; split; simpl; reflexivity).

**Qed**.

**Definition** functor\_Restrict (F : functor) (U : vertexGene) (UU : sieveFunctor U) : functor.

**Proof**. unshelve eexists.

- (\* typeOf\_objects\_functor \*) intros G. unshelve eexists. exact (type\_Restrict F UU G).

(\* relation \*) exact (@equiv\_Restrict F U UU G).

(\* Equivalence \*) exact: equiv\_Restrict\_Equivalence.

- (\* \_arrows\_functor \*) intros H H'. unshelve eexists.

(\* \_fun\_relFunctor \*) simpl. intros h f\_. unshelve eexists.

(\* \_indexer\_type\_Restrict \*) exact (h o>functor\_[functor\_ViewOb U] (\_indexer\_type\_Restrict f\_)).

(\* \_sieve\_type\_Restrict \*) exact (pullSieve (\_sieve\_type\_Restrict f\_) h).

(\* \_data\_type\_Restrict \*) exact (transf\_Compos (interSieve\_compos **\_** **\_** **\_** **\_** (identSieve **\_**)) (\_data\_type\_Restrict f\_)).

(\* \_congr\_type\_Restrict \*) abstract(cbn\_transf; intros K u1 u2 Heq\_u;

apply: \_congr\_type\_Restrict; cbn\_transf; rewrite -> (whole\_interSieve\_Proper Heq\_u); reflexivity).

(\* \_congr\_relFunctor \*) abstract(move; cbn\_transf; intros h1 h2 Heq\_h f1\_ f2\_ [indexerEquiv sieveEquiv\_ Heq];

unshelve eexists; first (cbn\_transf; rewrite -> Heq\_h, indexerEquiv; reflexivity);

cbn\_transf; first (exact: (pullSieve\_congr\_sieveEquiv sieveEquiv\_ Heq\_h));

last intros K c; rewrite -> Heq; rewrite -> \_congr\_relTransf;

first reflexivity; split; simpl; reflexivity).

- (\* \_functorialCompos\_functor \*) abstract (move; cbn\_transf;

intros G G' g G'' g' f\_; unshelve eexists; first(cbn\_transf;

rewrite -> \_functorialCompos\_functor'; reflexivity);

first (cbn\_transf; exact: pullSieve\_pullSieve\_sieveEquiv);

last (cbn\_transf; intros H c; rewrite -> \_congr\_relTransf;

first reflexivity; split; cbn\_transf; reflexivity)).

- (\* \_functorialIdent\_functor \*) abstract(move; cbn\_transf; intros G f\_;

unshelve eexists; first(cbn\_transf;

rewrite -> \_functorialIdent\_functor; reflexivity);

first (cbn\_transf; exact: pullSieve\_ident\_sieveEquiv);

last (cbn\_transf; intros H c; rewrite -> \_congr\_relTransf;

first reflexivity; split; cbn\_transf; reflexivity)).

**Defined**.

**Ltac** tac\_unsimpl ::= repeat

lazymatch goal with

| [ |- context [@fun\_transf\_ViewObMor ?G ?H ?g ?H' ?h] ] =>

change (@fun\_transf\_ViewObMor G H g H' h) with

(h :>transf\_ (transf\_ViewObMor g))

| [ |- context [@fun\_arrows\_functor\_ViewOb ?U ?V ?W ?wv ?vu] ] =>

change (@fun\_arrows\_functor\_ViewOb U V W wv vu) with

(wv o>functor\_[functor\_ViewOb U] vu)

(\* no lack\*)

| [ |- context [@equiv\_rel\_functor\_ViewOb ?G ?H ?x ?y] ] =>

change (@equiv\_rel\_functor\_ViewOb G H x y) with

(@equiv **\_** **\_** (@\_equiv\_relType ( (functor\_ViewOb G) H )) x y)

| [ |- context [@equiv\_Restrict ?F ?U ?UU ?H ?x ?y] ] =>

change (@equiv\_Restrict F U UU H x y) with

(@equiv **\_** **\_** (@\_equiv\_relType ( (@functor\_Restrict F U UU) H )) x y)

**end**.

**Instance** indexer\_type\_Restrict\_Proper :

**forall** [F : functor] [U : vertexGene] [UU : sieveFunctor U] [G : vertexGene],

Proper (equiv ==> equiv) (@\_indexer\_type\_Restrict F U UU G).

**Proof**. intros. move. intros f1\_ f2\_ [indexerEquiv\_ sieveEquiv\_ Heq\_f].

exact: indexerEquiv\_.

**Qed**.

(\* **TODO:** note that ff and uu are never non-identity at the same time; \

so the grammatical transformation instead should be transf\_RestrictCast \*)

**Definition** transf\_RestrictMor (F E : functor)

(ff : transf F E) (U : vertexGene) (UU VV : sieveFunctor U)

(uu : sieveTransf VV UU) :

transf (functor\_Restrict F UU) (functor\_Restrict E VV).

**Proof**. intros. unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros f\_. unshelve eexists.

\* (\* \_indexer\_type\_Restrict \*) exact: (\_indexer\_type\_Restrict f\_).

\* (\* \_sieve\_type\_Restrict \*) exact: (\_sieve\_type\_Restrict f\_).

\* (\* \_data\_type\_Restrict \*) exact (transf\_Compos (interSieve\_congr uu (reflexivity **\_**) (sieveTransf\_Ident **\_**))

(transf\_Compos (\_data\_type\_Restrict f\_) ff)).

\* (\* \_congr\_type\_Restrict \*) abstract (intros K u1 u2 Heq\_u; cbn\_transf; apply: \_congr\_relTransf;

apply: \_congr\_type\_Restrict; cbn\_transf; rewrite -> Heq\_u; reflexivity).

+ (\* \_congr\_relTransf \*) abstract (move; intros f1\_ f2\_ [indexerEquiv sieveEquiv\_ Heq]; unshelve eexists; cbn\_transf;

first exact: indexerEquiv; first exact: sieveEquiv\_;

last intros K c; cbn\_transf; apply: \_congr\_relTransf;

rewrite -> Heq; apply: \_congr\_type\_Restrict; cbn\_transf; reflexivity).

- (\* \_natural\_transf \*) abstract (move; intros; unshelve eexists; cbn\_transf;

first exact: (reflexivity **\_**); first exact: (reflexivity **\_**);

cbn\_sieve; intros H c; apply: \_congr\_relTransf;

apply: \_congr\_type\_Restrict; cbn\_transf; reflexivity).

**Defined**.

**Definition** ident\_functor\_Restrict G (U : vertexGene) (UU : sieveFunctor U) (u: 'Sieve( G ~> **\_** | UU ))

: functor\_Restrict (functor\_ViewOb G) UU G.

**Proof**. unshelve eexists. exact: (u :>sieve\_). exact: (identSieve **\_**). unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros g. exact: (g :>sieve\_).

+ (\* \_congr\_relTransf \*) abstract(solve\_proper).

- (\* \_natural\_transf \*) abstract (move; intros; cbn\_transf; exact: \_natural\_transf).

- (\* \_congr\_type\_Restrict \*) abstract (intros; cbn\_sieve; assumption).

**Defined**.

**Definition** ident\_functor\_Restrict\_natural G (U : vertexGene) (UU : sieveFunctor U)

(u: 'Sieve( G ~> **\_** | UU )) G' (g: 'Gene( G' ~> G )):

g o>functor\_ ident\_functor\_Restrict (u) ==

ident\_functor\_Restrict (g o>sieve\_ u)

:>transf\_ transf\_RestrictMor (transf\_ViewObMor g) (sieveTransf\_Ident UU).

**Proof**. unshelve eexists. cbn\_transf; cbn\_functor.

rewrite <- \_natural\_transf. reflexivity.

- cbn\_sieve. exact: pullSieve\_identSieve\_sieveEquiv.

- cbn\_transf; intros H c. cbn\_sieve. exact: (\_wholeProp\_interSieve (\_factor\_interSieve c)).

**Qed**.

**Instance** ident\_functor\_Restrict\_Proper G U UU

: Proper (equiv ==> equiv) (@ident\_functor\_Restrict G U UU).

**Proof**. move. intros u1 u2 Heq. unshelve eexists.

- simpl. rewrite -> Heq; reflexivity.

- cbn\_sieve. reflexivity.

- intros K c; reflexivity.

**Qed**.

**Definition** functor\_Restrict\_interSieve (U : vertexGene) (UU : sieveFunctor U)

(F : functor) G (g : 'Gene(G ~> U)) (VV : sieveFunctor G)

(\* (uv: sieveTransf (pullSieve UU g) VV) \*) :

transf (functor\_Restrict F VV) (functor\_Restrict F UU).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

(\* \_fun\_relTransf \*) intros f\_. { unshelve eexists.

- (\* \_indexer\_type\_Restrict \*) exact: (\_indexer\_type\_Restrict f\_ o>functor\_[functor\_ViewOb **\_**] g).

- (\* \_sieve\_type\_Restrict \*) exact: (interSieve VV (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_) ) .

- (\* \_data\_type\_Restrict \*) refine (transf\_Compos (interSieve\_projFactor **\_** **\_** **\_**) (\_data\_type\_Restrict f\_)).

- (\* \_congr\_type\_Restrict \*) abstract (intros K u1 u2 Heq\_u; cbn\_transf;

apply: \_congr\_type\_Restrict; cbn\_transf; rewrite -> (factor\_interSieve\_Proper Heq\_u); reflexivity). }

(\* \_congr\_relTransf \*) abstract(move; intros f1\_ f2\_ [indexerEquiv\_ sieveEquiv\_ Heq\_];

unshelve eexists; cbn\_transf;

first abstract (rewrite -> indexerEquiv\_; reflexivity);

first exact: (interSieve\_congr\_sieveEquiv (reflexivity **\_**) indexerEquiv\_ sieveEquiv\_);

last intros K c; rewrite -> Heq\_; apply: \_congr\_relTransf;

split; cbn\_transf; reflexivity).

- (\* \_natural\_transf \*) abstract (intros H' H h f\_; unshelve eexists; cbn\_sieve;

first (rewrite -> \_functorialCompos\_functor'; reflexivity);

first exact: interSieve\_interSieve\_sieveEquiv;

last intros K c; apply: \_congr\_relTransf; split; cbn\_sieve; reflexivity).

**Defined**.

**Record** type\_Sheafified (F : functor)

(G : vertexGene) : **Type** :=

{ \_sieve\_type\_Sheafified : sieveFunctor G ;

\_data\_type\_Sheafified :> transf \_sieve\_type\_Sheafified F;

\_compat\_type\_Sheafified : **forall** (I : vertexGene), Proper ((@equiv **\_** **\_** (@\_equiv\_relType (compatRelType **\_** **\_**)))

==> (@equiv **\_** **\_** (@\_equiv\_relType **\_**))) (\_arrows\_transf \_data\_type\_Sheafified I) }.

**Record** equiv\_Sheafified (F : functor)

(G : vertexGene) (f1\_ f2\_: type\_Sheafified F G) :=

{ conflSieve\_Sheafified : sieveFunctor G ;

conflTransf1\_Sheafified : sieveTransf conflSieve\_Sheafified (\_sieve\_type\_Sheafified f1\_) ;

conflTransf2\_Sheafified : sieveTransf conflSieve\_Sheafified (\_sieve\_type\_Sheafified f2\_) ;

conflEquiv\_Sheafified : **forall** (J : vertexGene) (c : 'Sieve( J ~> **\_** | conflSieve\_Sheafified )),

(c :>transf\_ conflTransf1\_Sheafified) :>transf\_ (\_data\_type\_Sheafified f1\_) ==

(c :>transf\_ conflTransf2\_Sheafified) :>transf\_ (\_data\_type\_Sheafified f2\_) }.

**Instance** equiv\_Sheafified\_Equivalence (F : functor)

(G : vertexGene) : Equivalence (@equiv\_Sheafified F G).

**Proof**. unshelve eexists.

- abstract (intros f1\_ ; eexists (\_sieve\_type\_Sheafified f1\_) (sieveTransf\_Ident **\_**) (sieveTransf\_Ident **\_**); reflexivity).

- abstract (intros f1\_ f2\_ [conflSieve conflTransf1 conflTransf2 Heq];

exists conflSieve conflTransf2 conflTransf1; symmetry; exact: Heq).

- abstract (intros f1\_ f2\_ f3\_ [conflSieve12 conflTransf1 conflTransf2 Heq12]

[conflSieve23 conflTransf2' conflTransf3 Heq23];

exists (meetSieve conflSieve12 conflSieve23)

(sieveTransf\_Compos (meetSieve\_projWhole **\_** **\_**) conflTransf1)

(sieveTransf\_Compos (meetSieve\_projFactor **\_** **\_**) conflTransf3);

intros H c; cbn\_sieve; tac\_unsimpl; rewrite -> Heq12; rewrite <- Heq23;

apply \_compat\_type\_Sheafified; move; rewrite -/(equiv **\_** **\_**); rewrite -> \_commute\_sieveTransf; rewrite -> \_commute\_sieveTransf;

rewrite -> \_wholeProp\_interSieve; (\* FUNCTOR/TRANSF PROBLEM \*) exact: identGene\_composGene).

**Qed**.

**Definition** functor\_Sheafified (F : functor) : functor.

**Proof**. unshelve eexists.

- (\* typeOf\_objects\_functor \*) intros G. unshelve eexists. exact (type\_Sheafified F G).

+ (\* relation \*) exact (@equiv\_Sheafified F G).

+ (\* Equivalence \*) exact: equiv\_Sheafified\_Equivalence.

- (\* \_arrows\_functor \*) intros H H'. unshelve eexists.

(\* \_fun\_relFunctor \*) simpl. intros h f\_. unshelve eexists.

exact: (pullSieve (\_sieve\_type\_Sheafified f\_) h).

exact (transf\_Compos (pullSieve\_projWhole **\_** **\_**) (\_data\_type\_Sheafified f\_)).

abstract(intros I v v' Heq; cbn\_transf; apply: \_compat\_type\_Sheafified;

move: Heq; unfold \_rel\_relType, equiv; simpl; intros Heq;

do 2 rewrite -> \_wholeProp\_interSieve; rewrite -> Heq; reflexivity).

(\* \_congr\_relFunctor \*) abstract(move; simpl; intros h1 h2 Heq\_h f1\_ f2\_

[conflSieve12 conflTransf1 conflTransf2 Heq12]; simpl;

exists (pullSieve conflSieve12 h1)

(pullSieve\_congr conflTransf1 (reflexivity **\_**) )

(pullSieve\_congr conflTransf2 Heq\_h );

intros K c; cbn -[\_rel\_relType]; rewrite -> Heq12; reflexivity).

- (\* \_functorialCompos\_functor \*) abstract(move; simpl; intros G G' g G'' g' f\_;

unshelve eexists;

first exact (pullSieve (pullSieve ((\_sieve\_type\_Sheafified f\_)) g) g');

first exact (sieveTransf\_Ident **\_** );

first (simpl; exact (pullSieve\_pullSieve **\_** **\_** **\_**));

intros K c; simpl; tac\_unsimpl; reflexivity).

- (\* \_functorialIdent\_functor \*) abstract(move; simpl; intros G f\_; unshelve eexists;

first exact (pullSieve (\_sieve\_type\_Sheafified f\_) identGene); simpl;

first exact (sieveTransf\_Ident **\_** );

first exact (pullSieve\_ident **\_** );

intros K c; simpl; tac\_unsimpl; reflexivity).

**Defined**.

**Ltac** tac\_unsimpl ::= repeat

lazymatch goal with

| [ |- context [@fun\_transf\_ViewObMor ?G ?H ?g ?H' ?h] ] =>

change (@fun\_transf\_ViewObMor G H g H' h) with

(h :>transf\_ (transf\_ViewObMor g))

| [ |- context [@fun\_arrows\_functor\_ViewOb ?U ?V ?W ?wv ?vu] ] =>

change (@fun\_arrows\_functor\_ViewOb U V W wv vu) with

(wv o>functor\_[functor\_ViewOb U] vu)

(\* no lack\*)

| [ |- context [@equiv\_rel\_functor\_ViewOb ?G ?H ?x ?y] ] =>

change (@equiv\_rel\_functor\_ViewOb G H x y) with

(@equiv **\_** **\_** (@\_equiv\_relType ( (functor\_ViewOb G) H )) x y)

| [ |- context [@equiv\_Restrict ?F ?U ?UU ?H ?x ?y] ] =>

change (@equiv\_Restrict F U UU H x y) with

(@equiv **\_** **\_** (@\_equiv\_relType ( (@functor\_Restrict F U UU) H )) x y)

| [ |- context [@equiv\_Sheafified ?F ?U ?UU ?H ?x ?y] ] =>

change (@equiv\_Sheafified F U UU H x y) with

(@equiv **\_** **\_** (@\_equiv\_relType ( (@functor\_Sheafified F U UU) H )) x y)

**end**.

**Definition** relation\_transf (F E : functor) : crelation (transf F E). (\* in context of assuming congr \*)

intros ee1 ee2. exact (**forall** G (f1 f2 : F G), f1 == f2 -> f1 :>transf\_ ee1 == f2 :>transf\_ ee2).

**Defined**.

**Instance** equiv\_transf (F E : functor) : Equivalence (@relation\_transf F E).

unshelve eexists;

first (move; intros; move; intros ? ? ? ->; reflexivity);

first (move; intros ? ? Heq; move; intros; symmetry; apply: Heq; symmetry; assumption);

move; intros ? ? ? Heq1 Heq2; move; intros; etransitivity;

[apply:Heq1; eassumption

| apply: Heq2; reflexivity].

**Qed**.

**Definition** rel\_transf (F E : functor) : relType.

exists (transf F E) (@relation\_transf F E). exact (@equiv\_transf F E).

**Defined**.

**Definition** transf\_RestrictMor\_pullSieve

(U : vertexGene) (UU : sieveFunctor U) (F : functor) (G : vertexGene)

(f\_: functor\_Restrict F UU G) (G' : vertexGene) (g: 'Gene( G' ~> G)) :

functor\_Restrict F (pullSieve UU (g o>gene \_indexer\_type\_Restrict f\_ )) G'.

**Proof**.

unshelve eexists.

- exact: (@identGene G').

- exact: (pullSieve (\_sieve\_type\_Restrict f\_) g).

- refine (transf\_Compos (interSieve\_composeOuter\_ident **\_** **\_** **\_** **\_**) (\_data\_type\_Restrict f\_)).

- abstract (intros H u1 u2 Heq\_u; cbn\_transf; apply: \_congr\_type\_Restrict;

rewrite -> (whole\_interSieve\_Proper Heq\_u); reflexivity).

**Defined**.

**Section** Gluing\_typeOf.

**Variables** (U : vertexGene) (UU : sieveFunctor U) (UU\_base: typeOf\_baseSieve UU)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H).

**Definition** typeOf\_sieveCongr :=

**forall** (object\_ : vertexGene)

(outer\_ outer\_' : 'Sieve( object\_ ~> **\_** | UU )),

outer\_ == outer\_' ->

sieveEquiv (VV\_ outer\_) (VV\_ outer\_').

**Definition** typeOf\_sieveNatural :=

**forall** (object\_ : vertexGene)

(outer\_ : 'Sieve( object\_ ~> **\_** | UU ))

(K : vertexGene) (w : 'Gene( K ~> object\_ )),

(\* **TODO:** sieveEquiv? \*) sieveTransf (VV\_ (w o>sieve\_ outer\_))

(pullSieve (VV\_ outer\_) w).

**Variables** (VV\_congr : typeOf\_sieveCongr)

(VV\_natural : typeOf\_sieveNatural) (F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ u)) (functor\_Sheafified E)).

**Definition** typeOf\_gluingCongr :=

**forall** (H : vertexGene) (u1 u2 : 'Sieve( H ~> **\_** | UU ))

(K : vertexGene) (f1\_ : functor\_Restrict F (VV\_ u1) K)

(f2\_ : functor\_Restrict F (VV\_ u2) K) (Hequ : u1 == u2)

(Heq\_f : f1\_ == f2\_ :>transf\_ transf\_RestrictMor (transf\_Ident F) (VV\_congr Hequ) ),

(f1\_ :>transf\_ ee\_ u1) == (f2\_ :>transf\_ ee\_ u2).

**Definition** typeOf\_gluingNatural :=

**forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(K : vertexGene) (f\_ : functor\_Restrict F (VV\_ u) K)

(K' : vertexGene) (k : 'Gene( K' ~> K )),

k o>functor\_ (f\_ :>transf\_ ee\_ u) ==

(transf\_RestrictMor\_pullSieve f\_ k

:>transf\_ transf\_RestrictMor (transf\_Ident F)

(VV\_natural u (k o>gene \_indexer\_type\_Restrict f\_)))

:>transf\_ ee\_ ((k o>gene \_indexer\_type\_Restrict f\_) o>sieve\_ u).

**Definition** typeOf\_gluingCompat :=

**forall** (H1 : vertexGene) (u1 : 'Sieve( H1 ~> **\_** | UU ))

(K1 : vertexGene) (f1\_ : functor\_Restrict F (VV\_ u1) K1)

(H2 : vertexGene) (u2 : 'Sieve( H2 ~> **\_** | UU ))

(K2 : vertexGene) (f2\_ : functor\_Restrict F (VV\_ u2) K2)

(I : vertexGene)

(w1 : 'Sieve( I ~> K1 | \_sieve\_type\_Sheafified (f1\_ :>transf\_ ee\_ u1) ))

(w2 : 'Sieve( I ~> K2 | \_sieve\_type\_Sheafified (f2\_ :>transf\_ ee\_ u2) ))

(Heq\_wu : ((w1 :>sieve\_) o>functor\_[functor\_ViewOb **\_**] \_indexer\_type\_Restrict f1\_) o>functor\_ u1

== ((w2 :>sieve\_) o>functor\_[functor\_ViewOb **\_**] \_indexer\_type\_Restrict f2\_) o>functor\_ u2 )

(Heq\_f\_ : ( (transf\_RestrictMor\_pullSieve f1\_ (w1 :>sieve\_))

:>transf\_ transf\_RestrictMor (transf\_Ident **\_**) (VV\_natural **\_** **\_** ) )

== ( (transf\_RestrictMor\_pullSieve f2\_ (w2 :>sieve\_))

:>transf\_ transf\_RestrictMor (transf\_Ident **\_**) (VV\_natural **\_** **\_** ) )

:>transf\_ transf\_RestrictMor (transf\_Ident **\_**) (VV\_congr Heq\_wu) ),

w1 :>transf\_ (f1\_ :>transf\_ ee\_ u1) ==

w2 :>transf\_ (f2\_ :>transf\_ ee\_ u2).

**Lemma** gluingNatural\_identGene\_of\_gluingNatural

(ee\_natural : typeOf\_gluingNatural) : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU ))

(K : vertexGene) (f\_ : functor\_Restrict F (VV\_ u) K) ,

(f\_ :>transf\_ ee\_ u) ==

(transf\_RestrictMor\_pullSieve f\_ identGene

:>transf\_ transf\_RestrictMor (transf\_Ident F)

(VV\_natural u (identGene o>gene \_indexer\_type\_Restrict f\_)))

:>transf\_ ee\_ ((identGene o>gene \_indexer\_type\_Restrict f\_) o>sieve\_ u).

**Proof**. intros. etransitivity. symmetry; apply: \_functorialIdent\_functor.

etransitivity. apply: ee\_natural. reflexivity.

**Qed**.

**End** Gluing\_typeOf.

**Definition** transf\_Gluing\_lemma :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(VV\_ : **forall** (H: vertexGene) (outer\_: 'Sieve( H ~> U | UU )), sieveFunctor H)

(F : functor)

(G: vertexGene)

(f\_: functor\_Restrict F (sumSieve VV\_) G)

(H: vertexGene)

(u: 'Sieve( H ~> **\_** | interSieve UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_) )),

functor\_Restrict F

(VV\_ H (u :>transf\_ interSieve\_projWhole UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_))) H.

**Proof**. unshelve eexists.

- (\* \_indexer\_type\_Restrict \*) exact: (@identGene H).

- (\* \_sieve\_type\_Restrict \*) exact: (pullSieve (\_sieve\_type\_Restrict f\_) (u :>sieve\_) ).

- (\* \_data\_type\_Restrict \*)

(\* transf

(interSieve (VV\_ H (u :>transf\_ interSieve\_projWhole UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_)))

identGene (pullSieve (\_sieve\_type\_Restrict f\_) (u :>sieve\_))) F \*)

refine (transf\_Compos **\_** (\_data\_type\_Restrict f\_)).

refine (transf\_Compos (interSieve\_congr (sumSieve\_sectionPull **\_** **\_**) (reflexivity **\_**) (sieveTransf\_Ident **\_**)) **\_**).

refine (transf\_Compos (interSieve\_congr

(pullSieve\_congr (sieveTransf\_Ident **\_**) (\_wholeProp\_interSieve u))

(reflexivity **\_**) (sieveTransf\_Ident **\_**)) **\_**).

exact: interSieve\_composeOuter\_ident.

- (\* \_congr\_type\_Restrict \*) abstract (intros K v1 v2 Heq\_v;

cbn\_transf; apply: \_congr\_type\_Restrict; cbn\_transf;

rewrite -> (whole\_interSieve\_Proper Heq\_v); reflexivity).

**Defined**.

**Arguments** transf\_Gluing\_lemma [**\_** **\_** **\_** **\_** **\_**] f\_ [**\_**] u.

**Definition** transf\_Gluing :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H)

(VV\_congr : typeOf\_sieveCongr VV\_)

(VV\_natural : typeOf\_sieveNatural VV\_)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ H u)) (functor\_Sheafified E))

(ee\_congr : typeOf\_gluingCongr VV\_congr ee\_)

(\* ee\_natural used in code only not sense \*)

(ee\_natural : typeOf\_gluingNatural VV\_natural ee\_)

(ee\_compat : typeOf\_gluingCompat VV\_congr VV\_natural ee\_),

transf (functor\_Restrict F (sumSieve VV\_)) (functor\_Sheafified E).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros G. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros f\_. unshelve eexists.

\* { (\* \_sieve\_type\_Sheafified \*)

- (\* sieveFunctor G \*) refine (@sumSieve G (interSieve UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_) ) **\_**).

- (\* sieveFunctor H \*) intros H u. refine (\_sieve\_type\_Sheafified ( **\_** :>transf\_ ee\_ H (u :>transf\_ interSieve\_projWhole **\_** **\_** **\_**) )).

- (\* functor\_Restrict F (VV\_ H (u :>transf\_ interSieve\_projWhole UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_))) H \*)

exact: transf\_Gluing\_lemma. }

\* { (\* \_data\_type\_Sheafified \*) unshelve eexists.

+ (\* \_arrows\_transf \*) intros H. unshelve eexists.

\* (\* \_fun\_relTransf \*) intros wu.

refine ( (\_inner\_sumSieve wu) :>transf\_ (\_data\_type\_Sheafified ( (transf\_Gluing\_lemma **\_** (\_outer\_sumSieve wu))

:>transf\_ ee\_ **\_** ((\_outer\_sumSieve wu) :>transf\_ interSieve\_projWhole **\_** **\_** **\_**) )) ).

\* (\* \_congr\_relTransf \*) abstract(move; cbn\_sieve;

intros wu1 wu2 [outer\_wu2 inner\_wu2 Heq\_outer\_wu2 Heq\_inner\_wu2]; cbn\_sieve;

unshelve apply: ee\_compat;

first abstract (cbn\_; rewrite -> Heq\_outer\_wu2 , Heq\_inner\_wu2; reflexivity);

cbn\_; unshelve eexists; first reflexivity;

[ cbn\_transf; refine (pullSieve\_congr\_sieveEquiv (pullSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_**) **\_**);

first abstract (rewrite -> Heq\_outer\_wu2; reflexivity);

abstract (rewrite -> Heq\_inner\_wu2; reflexivity)

| (\* no use \_congr\_type\_Restrict \*) (cbn\_transf; intros K c;

apply: \_congr\_relTransf; cbn\_transf;

split; cbn\_transf; first reflexivity;

split; cbn\_transf; first (rewrite -> Heq\_outer\_wu2; reflexivity);

rewrite -> \_wholeProp\_interSieve, transf\_interSieve\_Eq, \_commute\_sieveTransf, \_commute\_sieveTransf;

rewrite -> \_wholeProp\_interSieve, transf\_interSieve\_Eq, \_commute\_sieveTransf;

rewrite -> Heq\_inner\_wu2; reflexivity) ]).

+ (\* \_natural\_transf \*) abstract(move; intros H H' h u; cbn\_sieve; rewrite -> \_natural\_transf; reflexivity). }

\* (\* \_compat\_type\_Sheafified \*) { abstract(intros I wu1 wu2 Heq\_wu; cbn\_transf; unshelve apply: ee\_compat;

[ abstract(apply: UU\_base; move: Heq\_wu; unfold equiv, \_rel\_relType, compatRelType; cbn\_sieve; intros Heq\_wu;

(\* HERE \*) simpl (**\_** o>functor\_[functor\_ViewOb **\_**] (@identGene **\_**)); do 2 rewrite -> identGene\_composGene;

do 2 rewrite <- \_natural\_transf; do 2 rewrite -> \_wholeProp\_interSieve;

do 2 rewrite -> \_functorialCompos\_functor'; rewrite -> Heq\_wu; reflexivity)

| unshelve eexists; cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_objects\_functor \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor transf\_Gluing\_lemma];

[ abstract (reflexivity)

| cbn\_transf; etransitivity; first exact: pullSieve\_pullSieve\_sieveEquiv;

etransitivity; last (symmetry; exact: pullSieve\_pullSieve\_sieveEquiv);

refine (pullSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_**); exact: Heq\_wu

| abstract (cbn\_transf;

intros H c; cbn\_transf;

apply: \_congr\_type\_Restrict; cbn\_transf; reflexivity) ] ]). }

+ (\* \_congr\_relTransf \*) abstract (intros f1\_ f2\_ [indexerEquiv\_ sieveEquiv\_ dataProp\_]; cbn\_transf;

pose l\_ := **fun** (H : vertexGene)

(u1 : 'Sieve( H ~> **\_** | interSieve UU (\_indexer\_type\_Restrict f1\_) (\_sieve\_type\_Restrict f1\_) )) =>

(transf\_Gluing\_lemma **\_** u1 :>transf\_ ee\_ H (\_whole\_interSieve u1));

pose r\_ := **fun** (H : vertexGene)

(u1 : 'Sieve( H ~> **\_** | interSieve UU (\_indexer\_type\_Restrict f1\_) (\_sieve\_type\_Restrict f1\_) )) =>

(transf\_Gluing\_lemma **\_** (u1 :>transf\_ interSieve\_congr (sieveTransf\_Ident UU) indexerEquiv\_ sieveEquiv\_)

:>transf\_ ee\_ H (\_whole\_interSieve (u1 :>transf\_ interSieve\_congr (sieveTransf\_Ident UU) indexerEquiv\_ sieveEquiv\_)));

have ee\_congr' : **forall** H u1,

l\_ H u1 == r\_ H u1;

first abstract (intros; unshelve apply: ee\_congr; intros;

[ reflexivity

| (\* HERE LEMMA **for** transf\_Gluing\_lemma \*) unshelve eexists; cbn\_transf;

[ reflexivity

| refine (pullSieve\_congr\_sieveEquiv sieveEquiv\_ **\_**);

cbn\_sieve; rewrite -> \_commute\_sieveTransf; reflexivity

| intros K c; rewrite -> dataProp\_; apply: \_congr\_relTransf; split; cbn\_transf;

[ reflexivity

| split; cbn\_transf; first reflexivity; rewrite -> \_commute\_sieveTransf; reflexivity ] ] ]);

unshelve eexists;

first exact: (sumSieve (**fun** H u => conflSieve\_Sheafified (ee\_congr' H u)));

first (cbn\_transf;

refine (sumSieve\_congr (uu := sieveTransf\_Ident **\_**)

(VV1\_ := (**fun** H u => conflSieve\_Sheafified (ee\_congr' H u)))

(VV2\_ := (**fun** H u => \_sieve\_type\_Sheafified (l\_ H u)))

(**fun** H u => conflTransf1\_Sheafified (ee\_congr' H u)) ));

first (cbn\_transf;

refine (sieveTransf\_Compos

(sumSieve\_congr (uu := sieveTransf\_Ident **\_**)

(VV1\_ := (**fun** H u => conflSieve\_Sheafified (ee\_congr' H u)))

(VV2\_ := (**fun** H u => \_sieve\_type\_Sheafified (r\_ H u)))

(**fun** H u => conflTransf2\_Sheafified (ee\_congr' H u)) ) **\_** );

refine (@sumSieve\_congr **\_** **\_** **\_**

(interSieve\_congr (sieveTransf\_Ident **\_**) indexerEquiv\_ sieveEquiv\_ )

**\_** **\_** ( **fun** H u1 => sieveTransf\_Ident **\_** ) ));

abstract(intros J c; cbn\_transf; exact: conflEquiv\_Sheafified)).

- (\* \_natural\_transf \*) abstract(intros G; intros G' g f\_; cbn\_; cbn\_transf;

pose l\_ := **fun** (H : vertexGene) (u : 'Sieve( H ~> **\_** |

interSieve UU (\_indexer\_type\_Restrict (g o>functor\_ f\_)) (\_sieve\_type\_Restrict (g o>functor\_ f\_)) )) =>

transf\_Gluing\_lemma **\_** u :>transf\_ ee\_ H (\_whole\_interSieve u);

pose r\_ := **fun** (H : vertexGene) (u : 'Sieve( H ~> **\_** |

interSieve UU (\_indexer\_type\_Restrict (g o>functor\_ f\_)) (\_sieve\_type\_Restrict (g o>functor\_ f\_)) )) =>

transf\_Gluing\_lemma **\_** (u :>transf\_

interSieve\_compos UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_) g (identSieve **\_**) )

:>transf\_ ee\_ H (\_whole\_interSieve (u :>transf\_

interSieve\_compos UU (\_indexer\_type\_Restrict f\_) (\_sieve\_type\_Restrict f\_) g (identSieve **\_**) ));

have Heq\_inner: **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** |

interSieve UU (\_indexer\_type\_Restrict (g o>functor\_ f\_)) (\_sieve\_type\_Restrict (g o>functor\_ f\_)) )),

l\_ H u == r\_ H u;

first (intros; subst l\_ r\_; cbn\_transf; apply: \_congr\_relTransf;

(\* HERE LEMMA for transf\_Gluing\_lemma \*) unshelve eexists; first (cbn\_transf; reflexivity);

[ cbn\_transf; cbn\_sieve;

etransitivity; first exact: (pullSieve\_pullSieve\_sieveEquiv (reflexivity **\_**) **\_** **\_**);

refine (pullSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_**);

abstract (rewrite -> \_wholeProp\_interSieve; reflexivity)

| intros K c; cbn\_transf; cbn\_sieve; apply: \_congr\_relTransf;

split; cbn\_sieve; reflexivity]);

unshelve eexists;

first exact: (sumSieve (**fun** H u => conflSieve\_Sheafified (Heq\_inner H u)));

only 2: (cbn -[\_indexer\_type\_Restrict functor\_Restrict ];

refine (sumSieve\_congr (uu := sieveTransf\_Ident **\_**)

(VV1\_ := (**fun** H u => conflSieve\_Sheafified (Heq\_inner H u)))

(VV2\_ := (**fun** H u => \_sieve\_type\_Sheafified (l\_ H u)))

(**fun** H u => conflTransf1\_Sheafified (Heq\_inner H u)) ));

first (cbn -[\_indexer\_type\_Restrict functor\_Restrict ];

refine (sieveTransf\_Compos (sumSieve\_congr (uu := sieveTransf\_Ident **\_**)

(VV1\_ := (**fun** H u => conflSieve\_Sheafified (Heq\_inner H u)))

(VV2\_ := (**fun** H u => \_sieve\_type\_Sheafified (r\_ H u)))

(**fun** H u => conflTransf2\_Sheafified (Heq\_inner H u)) ) **\_**);

simpl (\_indexer\_type\_Restrict **\_**);

exact (sumSieve\_interSieve' **\_** **\_** ));

last intros J c; cbn\_sieve; subst l\_ r\_; rewrite -> conflEquiv\_Sheafified; reflexivity).

**Defined**.

**Definition** transf\_RestrictCast (F E : functor)

(ff : transf F E) (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(V : vertexGene) (vu : 'Sieve(V ~> U | UU)) ( VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV) :

transf (functor\_Restrict F VV) (functor\_Restrict E UU).

**Proof**. intros. refine (transf\_Compos (transf\_RestrictMor ff (sieveTransf\_Ident **\_**))

(functor\_Restrict\_interSieve **\_** **\_** (vu :>sieve\_) **\_**)).

(\* intros. refine (transf\_Compos (transf\_RestrictMor ff (interSieve\_projFactor \_ (vu :>sieve\_) \_ ))

(functor\_Restrict\_interSieve \_ \_ (vu :>sieve\_) \_)). \*)

**Defined**.

**Definition** transf\_SheafifiedMor (F E : functor) (ee : transf F E) :

transf (functor\_Sheafified F) (functor\_Sheafified E).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros H. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros f\_. unshelve eexists.

\* (\* \_sieve\_type\_Sheafified \*) exact: (\_sieve\_type\_Sheafified f\_).

\* (\* \_data\_type\_Sheafified \*) exact: (transf\_Compos (\_data\_type\_Sheafified f\_) ee).

\* (\* \_compat\_type\_Sheafified \*) abstract (intros K u1 u2 Heq\_u; cbn\_transf; apply: \_congr\_relTransf;

apply: \_compat\_type\_Sheafified; cbn\_transf; rewrite -> Heq\_u; reflexivity).

+ (\* \_congr\_relTransf \*) abstract (move; intros f1\_ f2\_

[conflSieve\_ conflTransf1\_ conflTransf2\_ conflEquiv\_];

unshelve eexists; cbn\_transf;

first exact: conflSieve\_; first exact: conflTransf1\_; first exact: conflTransf2\_;

last intros K c; cbn\_transf; apply: \_congr\_relTransf;

rewrite -> conflEquiv\_; apply: \_compat\_type\_Sheafified; cbn\_transf; reflexivity).

- (\* \_natural\_transf \*) abstract (move; intros; unshelve eexists; cbn\_transf;

first shelve; first exact: (sieveTransf\_Ident **\_**); first exact: (sieveTransf\_Ident **\_**);

cbn\_sieve; intros H c; apply: \_congr\_relTransf;

apply: \_compat\_type\_Sheafified; cbn\_transf; reflexivity).

**Defined**.

**Section** Destructing\_typeOf.

**Variables** (U : vertexGene) (UU : sieveFunctor U).

**Variables** (UU\_base: typeOf\_baseSieve UU).

**Variables** (F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E).

**Definition** typeOf\_destructCongr :=

**forall** H, Proper ((@equiv **\_** **\_** (@\_equiv\_relType **\_**)) ==> equiv ==>

(@equiv **\_** **\_** (@\_equiv\_relType (@rel\_transf **\_** **\_**))) ) (@ee\_ H).

**Definition** typeOf\_destructNatural :=

**forall** (G : vertexGene) (u : 'Sieve(G ~> **\_** | UU)) (form : F G) (H : vertexGene)

(f : (functor\_ViewOb G) H)

(G' : vertexGene) (g : 'Gene( G' ~> G ))

u' form' f',

(g o>functor\_ u) == u' ->

(g o>functor\_ form) == form' ->

f == f' :>transf\_ (transf\_ViewObMor g) ->

f :>transf\_ ee\_ u form == f' :>transf\_ ee\_ u' form'.

**End** Destructing\_typeOf.

**Definition** transf\_Destructing\_preCast :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU )

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E)

(ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_),

transf (functor\_Restrict F UU) (functor\_Restrict E UU).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros G. unshelve eexists.

(\* \_fun\_relTransf \*) intros f\_. { unshelve eexists.

- (\* \_indexer\_type\_Restrict \*) exact: (\_indexer\_type\_Restrict f\_).

- (\* \_sieve\_type\_Restrict \*) exact: (\_sieve\_type\_Restrict f\_) .

- { (\* \_data\_type\_Restrict \*) unshelve eexists.

+ (\* \_arrows\_transf \*) intros H. unshelve eexists.

\* (\* \_fun\_relTransf \*) intros u. exact: (identGene

:>transf\_ ee\_ H (u :>transf\_ interSieve\_projWhole **\_** **\_** **\_**) (u :>transf\_ f\_)).

\* (\* \_congr\_relTransf \*) abstract (move; intros u1 u2 Heq; cbn\_transf; cbn\_functor;

rewrite -> ee\_congr; first reflexivity;

first (rewrite -> (whole\_interSieve\_Proper Heq); reflexivity);

first (rewrite -> Heq; reflexivity);

last reflexivity).

(\* abstract(move; intros u1 u2 Heq; cbn\_transf; cbn\_functor;

apply: ee\_congr; rewrite -> Heq; reflexivity). \*)

+ (\* \_natural\_transf \*) abstract(move; intros H H' h u; cbn\_transf;

rewrite -> \_natural\_transf; setoid\_rewrite <- ee\_natural at 2; first reflexivity;

first (cbn\_sieve; reflexivity);

first (rewrite <- \_natural\_transf; reflexivity); etransitivity;

first (exact:identGene\_composGene ); symmetry; exact: composGene\_identGene). }

- (\* \_congr\_type\_Restrict \*) abstract (intros I v v' Heq; cbn\_transf;

have Heq\_whole : \_whole\_interSieve v == \_whole\_interSieve v';

first (apply UU\_base; move: Heq; unfold \_rel\_relType, equiv; simpl;

intros Heq; do 2 rewrite -> \_wholeProp\_interSieve; rewrite -> Heq; reflexivity);

apply: ee\_congr;

first (rewrite -> Heq\_whole; reflexivity);

first (apply: \_congr\_type\_Restrict; exact Heq); reflexivity). }

(\* \_congr\_relTransf \*) abstract(move; intros f1\_ f2\_ [indexerEquiv sieveEquiv\_ Heq];

unshelve eexists; cbn\_sieve;

first (rewrite -> indexerEquiv; reflexivity);

first exact: sieveEquiv\_;

last intros J c; cbn\_sieve; apply: ee\_congr; cbn\_sieve; first reflexivity; last reflexivity;

rewrite -> Heq; apply: \_congr\_relTransf; split; cbn\_sieve; reflexivity).

- (\* \_natural\_transf \*) abstract(intros H' H h f\_; unshelve eexists; cbn\_sieve;

first reflexivity; first reflexivity;

first (intros K c; cbn\_sieve;

apply: ee\_congr; first reflexivity; last reflexivity;

apply: \_congr\_relTransf; split; cbn\_sieve; reflexivity)).

**Defined**.

**Definition** transf\_UnitSheafified\_prePoly\_preCast :

**forall** (F : functor),

transf F (functor\_Sheafified F).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros G. unshelve eexists.

+ (\* \_fun\_relTransf \*) intros f\_. unshelve eexists.

\* (\* \_sieve\_type\_Sheafified \*) exact: (identSieve **\_**).

\* { - (\* \_data\_type\_Sheafified \*) unshelve eexists.

+ (\* \_arrows\_transf \*) intros H. unshelve eexists.

\* (\* \_fun\_relTransf \*) intros u. exact: (u o>functor\_ f\_).

\* (\* \_congr\_relTransf \*) abstract(move; intros u1 u2 Heq; cbn -[functor\_Restrict];

tac\_unsimpl; rewrite -> Heq; reflexivity).

+ (\* \_natural\_transf \*) abstract(move; intros H H' h u; cbn -[functor\_Restrict];

tac\_unsimpl; rewrite -> \_functorialCompos\_functor'; reflexivity). }

\* (\* \_compat\_type\_Sheafified \*) abstract(intros I v v'; simpl; intros Heqs; rewrite -> Heqs; reflexivity).

+ (\* \_congr\_relTransf \*) abstract(move; intros f1\_ f2\_ Heq; unshelve eexists; cycle 1;

first exact (sieveTransf\_Ident **\_**); first exact (sieveTransf\_Ident **\_**);

intros K c; cbn -[functor\_Restrict]; tac\_unsimpl; rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*) abstract(move; intros G G' g f\_; cbn\_transf; cbn\_functor;

unshelve eexists; cycle 1; first exact (sieveTransf\_Ident **\_**); first exact (sieveTransf\_identSieve **\_**);

cbn\_transf; cbn\_functor; intros K c; rewrite -> \_functorialCompos\_functor';

apply: \_congr\_relFunctor; last reflexivity;

apply: (\_wholeProp\_interSieve c)).

**Defined**.

**Definition** transf\_Destructing

(U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU )

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E)

(ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ) :

transf (functor\_Restrict F UU) (functor\_Sheafified (functor\_Restrict E VV)).

**Proof**.

refine (transf\_Compos (transf\_Destructing\_preCast UU\_base ee\_congr ee\_natural) **\_**).

refine (transf\_Compos (transf\_RestrictCast (transf\_Ident **\_**) VV\_base uv UU\_base) **\_**).

exact: (transf\_UnitSheafified\_prePoly\_preCast **\_**).

**Defined**.

**Definition** transf\_Constructing (\* AKA UnitRestrict \*)

(U : vertexGene) (UU : sieveFunctor U)

(F : functor)

(K : vertexGene) (u : 'Sieve(K ~> **\_** | UU))

(form : F K) :

transf (functor\_ViewOb K) (functor\_Restrict F UU).

**Proof**. unshelve eexists.

- (\* \_arrows\_transf \*) intros G. unshelve eexists.

(\* \_fun\_relTransf \*) intros f\_. { unshelve eexists.

- (\* \_indexer\_type\_Restrict \*) exact: ((f\_ o>functor\_ u) :>sieve\_).

- (\* \_sieve\_type\_Restrict \*) exact: (identSieve **\_**).

- { (\* \_data\_type\_Restrict \*) unshelve eexists.

+ (\* \_arrows\_transf \*) intros H. unshelve eexists.

\* (\* \_fun\_relTransf \*) intros u'. refine (( (\_factor\_interSieve u') o>functor\_ f\_ ) o>functor\_ form).

\* (\* \_congr\_relTransf \*)

abstract (move; intros u1 u2 Heq; cbn\_sieve; rewrite -> (factor\_interSieve\_Proper Heq); reflexivity).

+ (\* \_natural\_transf \*) abstract(move; intros H H' h u'; cbn\_transf;

do 2 rewrite -> \_functorialCompos\_functor'; reflexivity). }

- (\* \_congr\_type\_Restrict \*) abstract (intros I v v' Heq; cbn\_transf;

rewrite -> Heq; reflexivity). }

(\* \_congr\_relTransf \*) abstract (move; intros f1\_ f2\_ Heq;

unshelve eexists; cbn\_sieve;

first (rewrite -> Heq; reflexivity);

first reflexivity;

last intros J c; cbn\_sieve; rewrite -> Heq; reflexivity).

- (\* \_natural\_transf \*) abstract(intros H' H h f\_; unshelve eexists; cbn\_sieve;

first (rewrite <- \_functorialCompos\_functor'; setoid\_rewrite <- \_natural\_transf at 2; reflexivity);

first exact: pullSieve\_identSieve\_sieveEquiv;

last intros K0 c; cbn\_transf;

apply: \_congr\_relFunctor; last reflexivity;

rewrite -> \_functorialCompos\_functor';

apply: \_congr\_relFunctor; last reflexivity;

apply: (\_wholeProp\_interSieve (\_factor\_interSieve c))).

**Defined**.

**Definition** transf\_UnitSheafified

(U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(F : functor)

(K : vertexGene) (u : 'Sieve(K ~> **\_** | UU))

(ff: transf (functor\_ViewOb K) F)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ) :

transf (functor\_ViewOb K) (functor\_Sheafified (functor\_Restrict F VV)).

**Proof**.

refine (transf\_Compos (transf\_Constructing u ( identGene :>transf\_ ff)) **\_**).

refine (transf\_Compos (transf\_RestrictCast (transf\_Ident **\_**) VV\_base uv UU\_base) **\_**).

refine (transf\_UnitSheafified\_prePoly\_preCast **\_**) .

**Defined**.

**Lemma** Constructing\_destructNatural

(U : vertexGene) (UU : sieveFunctor U)

(F : functor):

typeOf\_destructNatural (@transf\_Constructing U UU F ).

**Proof**. intros; move. intros G u form H f G' g u' form' f' Heq\_u Heq\_form Heq\_f .

unshelve eexists; cbn\_sieve.

- rewrite -> Heq\_f, <- Heq\_u, -> \_functorialCompos\_functor'. reflexivity.

- reflexivity.

- intros K c. rewrite <- Heq\_form. rewrite -> \_functorialCompos\_functor'.

apply: \_congr\_relFunctor; last reflexivity. rewrite -> Heq\_f. cbn\_transf.

rewrite <- \_functorialCompos\_functor'. reflexivity.

**Qed**.

**Time** **Inductive** elemCode : **forall** (G: vertexGene) (F : functor) (ff : transf (functor\_ViewOb G) F), **Type** :=

| Compos\_elemCode : **forall** (F : functor) ( F'' : vertexGene) (F' : functor)

(ff\_ : transf (functor\_ViewOb F'') F') (ff' : transf F' F),

elemCode ff\_ -> morCode ff' -> elemCode ( transf\_Compos ff\_ ff' )

| Constructing\_elemCode :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(F : functor)

(K : vertexGene) (u : 'Sieve(K ~> **\_** | UU))

(form : F K),

elemCode (transf\_Constructing u form)

| UnitSheafified\_elemCode :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(F : functor)

(K : vertexGene) (u : 'Sieve(K ~> **\_** | UU))

(ff: transf (functor\_ViewOb K) F)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) )

(Code\_ff : elemCode ff),

elemCode ( transf\_UnitSheafified UU\_base u ff VV\_base uv )

with morCode : **forall** (E: functor) (F : functor) (ff : transf E F), **Type** :=

| Compos\_morCode :

**forall** (F F'' F' : functor) (ff\_ : transf F'' F') (ff' : transf F' F),

morCode ff\_ -> morCode ff' -> morCode ( transf\_Compos ff\_ ff' )

| Ident\_morCode :

**forall** (F : functor),

@morCode F F ( transf\_Ident F )

| SheafifiedMor\_morCode :

**forall** (F E : functor) (ee : transf F E)

(Code\_ee : morCode ee),

morCode (transf\_SheafifiedMor ee )

| RestrictCast\_morCode :

**forall** (F : functor) (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(V : vertexGene) (vu : 'Sieve(V ~> U | UU)) ( VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV),

morCode (transf\_RestrictCast (transf\_Ident F) UU\_base vu VV\_base)

| Destructing\_morCode :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU )

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E)

(ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ) ,

**forall** (Code\_ee\_\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU))

(form: F H) , elemCode (ee\_ H u form) ),

morCode (transf\_Destructing UU\_base ee\_congr ee\_natural VV\_base uv)

| Gluing\_morCode :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H)

(VV\_congr : typeOf\_sieveCongr VV\_)

(VV\_natural : typeOf\_sieveNatural VV\_)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ H u)) (functor\_Sheafified E))

(ee\_congr : typeOf\_gluingCongr VV\_congr ee\_)

(ee\_natural : typeOf\_gluingNatural VV\_natural ee\_)

(ee\_compat : typeOf\_gluingCompat VV\_congr VV\_natural ee\_),

**forall** (Code\_ee : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

morCode (ee\_ H u)),

morCode (transf\_Gluing UU\_base ee\_congr ee\_natural ee\_compat).

(\* /!\ LONG TIME /!\

Finished transaction in 534.461 secs (533.984u,0.031s) (successful)

33 sec without Gluing\_morCode

/!\ NOPE /!\ after delete all polymorphism config leaving only Set Universe Polymorphism.:

Finished transaction in 0.183 secs (0.171u,0.s) (successful)

Finished transaction in 0.214 secs (0.218u,0.s) (successful) \*)

**Inductive** obCoMod : **forall** (F : functor), **Type** :=

| Restrict : **forall** (F : functor) (U : vertexGene) (UU : sieveFunctor U),

obCoMod (functor\_Restrict F UU)

| SheafifiedOb : **forall** (F : functor),

obCoMod (functor\_Sheafified F)

| ViewOb : **forall** (G : vertexGene),

obCoMod (functor\_ViewOb G).

**Notation** "u ==1 v" := (@relation\_transf **\_** **\_** u v)

(at level 70, no associativity) : type\_scope.

**Tactic** **Notation** "cbn\_rel\_transf" :=

cbn\_equiv; unfold rel\_transf, relation\_transf.

**Tactic** **Notation** "cbn\_rel\_transf" "in" hyp\_list(H) :=

cbn\_equiv in H; unfold rel\_transf, relation\_transf in H.

**Lemma** Congr\_Compos\_cong :

**forall** (F F'' F' : functor) (ff\_ : transf F'' F') (ff' : transf F' F),

**forall** (dd\_ : transf F'' F') (dd' : transf F' F)

(Congr\_congr\_ff\_ : ff\_ ==1 dd\_)

(Congr\_congr\_ff' : ff' ==1 dd'),

(transf\_Compos ff\_ ff') ==1 (transf\_Compos dd\_ dd').

**Proof**. intros. cbn\_rel\_transf in Congr\_congr\_ff\_ Congr\_congr\_ff'. cbn\_rel\_transf. intros.

apply: ( Congr\_congr\_ff'). apply: ( Congr\_congr\_ff\_). assumption.

**Qed**.

(\* **TODO:** keep or erase \*)

**Instance** Congr\_Compos\_cong' :

**forall** (F F'' F' : functor),

Proper ( @equiv **\_** (@\_rel\_relType (rel\_transf **\_** **\_**)) (@\_equiv\_relType (rel\_transf **\_** **\_**))

==> @equiv **\_** (@\_rel\_relType (rel\_transf **\_** **\_**)) (@\_equiv\_relType (rel\_transf **\_** **\_**))

==> @equiv **\_** (@\_rel\_relType (rel\_transf **\_** **\_**)) (@\_equiv\_relType (rel\_transf **\_** **\_**)) )

(@transf\_Compos F F'' F').

**Proof**. intros. move. intros ff\_ dd\_ Congr\_congr\_ff\_ ff' dd' Congr\_congr\_ff'.

cbn\_rel\_transf in Congr\_congr\_ff\_ Congr\_congr\_ff'. cbn\_rel\_transf. intros.

apply: ( Congr\_congr\_ff'). apply: ( Congr\_congr\_ff\_). assumption.

**Qed**.

**Lemma** Congr\_Constructing\_cong:

**forall** (U : vertexGene) (UU : sieveFunctor U)

(F : functor)

(K : vertexGene) (u : 'Sieve(K ~> **\_** | UU))

(form : F K),

**forall** (u' : 'Sieve(K ~> **\_** | UU))

(form' : F K),

**forall** (Heq\_u : u == u')

(Heq\_form : form == form'),

(transf\_Constructing u form) ==1

(transf\_Constructing u' form').

**Proof**. intros. cbn\_rel\_transf. intros G k k' Heq\_k . rewrite -> Heq\_k. unshelve eexists; cbn\_transf;

first (rewrite -> Heq\_u; reflexivity);

first reflexivity;

last intros H c; cbn\_sieve; rewrite -> Heq\_form; reflexivity.

**Qed**.

**Definition** Congr\_UnitSheafified\_cong :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(F : functor)

(K : vertexGene) (u : 'Sieve(K ~> **\_** | UU))

(ff: transf (functor\_ViewOb K) F)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) )

(U' : vertexGene) (UU' : sieveFunctor U')

(UU\_base': typeOf\_baseSieve UU')

(u' : 'Sieve(K ~> **\_** | UU'))

(ff': transf (functor\_ViewOb K) F)

(VV\_base': typeOf\_baseSieve VV)

(uv' : 'Sieve(U' ~> V | VV) )

(KK : sieveFunctor K)

(Congr\_ff\_Sieve: **forall** (K' : vertexGene) (k : 'Sieve( K' ~> **\_** | KK )) ,

( (k :>sieve\_)) :>transf\_ ff == ( (k :>sieve\_)) :>transf\_ ff')

(Congr\_UU\_u : sieveEquiv (pullSieve UU (u :>sieve\_))

(pullSieve UU' (u' :>sieve\_)))

(\* (Congr\_u : (u :>sieve\_) == (u' :>sieve\_)) \*)

(\* MEMO DO NOT USE Congr\_Restrict\_cast\_cong \*)

(Congr\_u\_uv : (u :>sieve\_) o>sieve\_ uv == (u' :>sieve\_) o>sieve\_ uv' ),

(transf\_UnitSheafified UU\_base u ff VV\_base uv) ==1 (transf\_UnitSheafified UU\_base' u' ff' VV\_base' uv').

**Proof**. intros. intros H f f' Heq\_f.

unfold transf\_UnitSheafified.

cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor

transf\_Constructing transf\_RestrictCast transf\_UnitSheafified\_prePoly\_preCast].

rewrite -> Heq\_f; clear Heq\_f.

unshelve eexists; cbn\_transf.

exact: (pullSieve KK f'). exact: sieveTransf\_identSieve. exact: sieveTransf\_identSieve.

intros J c; cbn\_transf.

unshelve eexists; cbn\_sieve;

first (do 2 rewrite <- \_natural\_transf, <- \_functorialCompos\_functor';

setoid\_rewrite -> \_natural\_transf;

rewrite -> Congr\_u\_uv; reflexivity).

apply: (pullSieve\_congr\_sieveEquiv **\_** (reflexivity **\_**)).

etransitivity;

first (apply: (interSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_** (reflexivity **\_**));

do 1 rewrite <- \_natural\_transf; reflexivity).

etransitivity;

last (apply: (interSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_** (reflexivity **\_**));

do 1 rewrite <- \_natural\_transf; reflexivity).

etransitivity;

last apply: pullSieve\_pullSieve\_sieveEquiv.

etransitivity;

first (symmetry; apply: pullSieve\_pullSieve\_sieveEquiv).

apply: (interSieve\_congr\_sieveEquiv Congr\_UU\_u (reflexivity **\_**) (reflexivity **\_**)).

intros H0 c0. cbn\_transf. do 2 rewrite -> \_natural\_transf. cbn\_equiv in c0.

set ll := (X in X :>transf\_ **\_** == X :>transf\_ **\_** ).

have Heq : ll == ( \_whole\_interSieve (((\_factor\_interSieve c0) :>sieve\_) o>sieve\_ c) ) :>sieve\_ ;

last (rewrite -> Heq; apply: Congr\_ff\_Sieve).

subst ll. etransitivity; first apply: identGene\_composGene.

rewrite -> \_wholeProp\_interSieve. setoid\_rewrite <- \_natural\_transf.

rewrite <- (\_wholeProp\_interSieve (\_factor\_interSieve c0 )). reflexivity.

**Qed**.

**Lemma** Congr\_SheafifiedMor\_cong :

**forall** (F E : functor) (ee : transf F E),

**forall** (ee' : transf F E)

(Congr\_ee : ee ==1 ee'),

(transf\_SheafifiedMor ee ) ==1 (transf\_SheafifiedMor ee' ).

**Proof**. intros. intros G f f' Heq\_f . rewrite -> Heq\_f. unshelve eexists;

first shelve;

first exact (sieveTransf\_Ident **\_**);

first exact (sieveTransf\_Ident **\_**).

abstract (intros H c; cbn\_sieve; apply: Congr\_ee; reflexivity).

**Qed**.

**Definition** Congr\_Destructing\_cong :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU )

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E)

(ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ),

**forall**

(UU\_base': typeOf\_baseSieve UU)

(dd\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E)

(dd\_congr : typeOf\_destructCongr dd\_)

(dd\_natural : typeOf\_destructNatural dd\_)

(VV\_base': typeOf\_baseSieve VV)

(uv' : 'Sieve(U ~> V | VV) ),

**forall** (Congr\_ee\_: **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

**forall** (f : F H ), identGene :>transf\_ ee\_ H u f == identGene :>transf\_ dd\_ H u f ) ,

**forall** (Congr\_uv : uv == uv'),

(transf\_Destructing UU\_base ee\_congr ee\_natural VV\_base uv)

==1 (transf\_Destructing UU\_base' dd\_congr dd\_natural VV\_base' uv').

**Proof**. intros. intros H f\_ f\_' Heq\_f\_.

rewrite -> Heq\_f\_; clear Heq\_f\_.

unshelve eexists; cbn\_transf.

- exact (identSieve **\_**).

- exact: (sieveTransf\_Ident **\_**).

- exact: (sieveTransf\_Ident **\_**).

- intros J c. cbn\_transf; unshelve eexists.

+ abstract (cbn\_sieve; rewrite -> Congr\_uv; reflexivity).

+ cbn\_sieve; reflexivity.

+ cbn\_sieve. intros H0 c0. etransitivity; first apply: Congr\_ee\_. apply dd\_congr.

\* abstract (reflexivity).

\* apply: \_congr\_relTransf. unshelve eexists; cbn\_transf; reflexivity.

\* reflexivity.

**Qed**.

**Definition** Congr\_Gluing\_cong :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H)

(VV\_congr : typeOf\_sieveCongr VV\_)

(VV\_natural : typeOf\_sieveNatural VV\_)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ H u)) (functor\_Sheafified E))

(ee\_congr : typeOf\_gluingCongr VV\_congr ee\_)

(\* ee\_natural used in code only not sense \*)

(ee\_natural : typeOf\_gluingNatural VV\_natural ee\_)

(ee\_compat : typeOf\_gluingCompat VV\_congr VV\_natural ee\_),

**forall** (UU\_base': typeOf\_baseSieve UU)

(VV\_congr' : typeOf\_sieveCongr VV\_)

(VV\_natural' : typeOf\_sieveNatural VV\_)

(dd\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ H u)) (functor\_Sheafified E))

(dd\_congr : typeOf\_gluingCongr VV\_congr' dd\_)

(dd\_natural : typeOf\_gluingNatural VV\_natural' dd\_)

(dd\_compat: typeOf\_gluingCompat VV\_congr' VV\_natural' dd\_),

**forall** (Congr\_ee\_: **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

ee\_ H u ==1 dd\_ H u) ,

(transf\_Gluing UU\_base ee\_congr ee\_natural ee\_compat)

==1 (transf\_Gluing UU\_base' dd\_congr dd\_natural dd\_compat) .

**Proof**. intros. intros H f\_ f\_' Heq\_f\_.

rewrite -> Heq\_f\_; clear Heq\_f\_.

have @Congr\_ee\_': (**forall** (H0 : vertexGene)

(u : 'Sieve( H0 ~> **\_** | interSieve UU (\_indexer\_type\_Restrict f\_')

(\_sieve\_type\_Restrict f\_') )),

(transf\_Gluing\_lemma f\_' u :>transf\_ ee\_ H0 (\_whole\_interSieve u))

== (transf\_Gluing\_lemma f\_' u :>transf\_ dd\_ H0 (\_whole\_interSieve u)) );

first (intros; apply: Congr\_ee\_;reflexivity).

unshelve eexists; cbn\_transf.

- exact: (sumSieve (**fun** H0 u => (conflSieve\_Sheafified (Congr\_ee\_' H0 u)) )).

- exact: (sumSieve\_congr (uu := sieveTransf\_Ident **\_** )

(**fun** H0 u => (conflTransf1\_Sheafified (Congr\_ee\_' H0 u)) )).

- exact: (sumSieve\_congr (uu := sieveTransf\_Ident **\_** )

(**fun** H0 u => (conflTransf2\_Sheafified (Congr\_ee\_' H0 u)) )).

- abstract (cbn\_transf; intros J c;

apply: (@conflEquiv\_Sheafified **\_** **\_** **\_** **\_** (Congr\_ee\_' **\_** **\_**))).

**Qed**.

**Definition** Congr\_Restrict\_cong (F E : functor)

(ff : transf F E) (U : vertexGene) (UU VV : sieveFunctor U)

(uu : sieveTransf VV UU) (ff' : transf F E) (uu' : sieveTransf VV UU)

(Congr\_ff : ff ==1 ff')

(\* TODO MEMO (Congr\_uu : uu ==1 uu')

NOT LACKED BECAUSE OF \_congr\_type\_Restrict \*) :

(transf\_RestrictMor ff uu) ==1 (transf\_RestrictMor ff' uu').

**Proof**. cbn\_rel\_transf in Congr\_ff. intros G f\_ f\_' [indexerEquiv\_ sieveEquiv\_ Heq\_f\_ ].

unshelve eexists; cbn\_transf;

first (exact: indexerEquiv\_);

first (exact: sieveEquiv\_);

last intros H c; cbn\_sieve. apply: Congr\_ff.

rewrite -> Heq\_f\_;

(\* **TODO:** HERE \*) apply: \_congr\_type\_Restrict; cbn\_transf; reflexivity.

(\* apply: \_congr\_relTransf;

unshelve eexists; cbn\_transf; first reflexivity; last apply: Congr\_uu; reflexivity.

\*)

**Qed**.

**Definition** Congr\_Restrict\_cast\_cong (F E : functor)

(ff : transf F E) (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(V : vertexGene) (vu : 'Sieve(V ~> U | UU)) ( VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(ff' : transf F E) (UU\_base': typeOf\_baseSieve UU) (vu' : 'Sieve(V ~> U | UU))

(VV\_base': typeOf\_baseSieve VV)

(Congr\_ff : ff ==1 ff') (Congr\_vu : vu == vu') :

(transf\_RestrictCast ff UU\_base vu VV\_base) ==1 (transf\_RestrictCast ff' UU\_base' vu' VV\_base').

**Proof**. cbn\_rel\_transf in Congr\_ff. intros G f\_ f\_' [indexerEquiv\_ sieveEquiv\_ Heq\_f\_ ].

unshelve eexists; cbn\_transf;

first (rewrite -> Congr\_vu, -> indexerEquiv\_; reflexivity);

first refine (interSieve\_congr\_sieveEquiv (reflexivity **\_**) indexerEquiv\_ sieveEquiv\_);

last intros H c; cbn\_sieve. apply: Congr\_ff.

rewrite -> Heq\_f\_. (\* **TODO:** HERE POSSIBLE \_congr\_type\_Restrict \*)

apply: \_congr\_relTransf. unshelve eexists; cbn\_transf; reflexivity.

**Qed**.

**Definition** Congr\_Compos\_Ident (F E : functor)

(ff : transf F E) :

(transf\_Compos ff (transf\_Ident E))

==1 ff.

**Proof**. intros G f f' Heq\_f. cbn\_transf. rewrite -> Heq\_f; reflexivity.

**Qed**.

**Definition** Congr\_Restrict\_comp\_Restrict (F E : functor)

(ff : transf F E) (U : vertexGene) (UU VV : sieveFunctor U)

(uu : sieveTransf VV UU)

(D : functor)

(ff' : transf E D) (WW : sieveFunctor U) (vv : sieveTransf WW VV) :

(transf\_Compos (transf\_RestrictMor ff uu) (transf\_RestrictMor ff' vv))

==1 (transf\_RestrictMor (transf\_Compos ff ff') (sieveTransf\_Compos vv uu)).

**Proof**. intros G f\_ f\_' [indexerEquiv\_ sieveEquiv\_ Heq\_f\_ ].

unshelve eexists; cbn\_transf;

first (exact: indexerEquiv\_);

first (exact: sieveEquiv\_);

last intros H c; cbn\_sieve.

rewrite -> Heq\_f\_. do 3 apply: \_congr\_relTransf.

unshelve eexists; cbn\_transf; reflexivity.

**Qed**.

**Definition** Congr\_Restrict\_cast\_comp\_Restrict\_cast (F E : functor)

(ff : transf F E) (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(V : vertexGene) (vu : 'Sieve(V ~> U | UU)) ( VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(D : functor) (ff' : transf E D) (W : vertexGene) (WW : sieveFunctor W)

(WW\_base: typeOf\_baseSieve WW)

(uw : 'Sieve(U ~> W | WW))

(UU\_base': typeOf\_baseSieve UU) :

(transf\_Compos (transf\_RestrictCast ff UU\_base vu VV\_base)

(transf\_RestrictCast ff' WW\_base uw UU\_base'))

==1 (transf\_RestrictCast (transf\_Compos ff ff') WW\_base ((vu :>sieve\_) o>sieve\_ uw ) VV\_base).

**Proof**. intros G f\_ f\_' [indexerEquiv\_ sieveEquiv\_ Heq\_f\_ ].

unshelve eexists; cbn\_transf;

first(rewrite -> indexerEquiv\_; rewrite <- \_functorialCompos\_functor', -> \_natural\_transf;

reflexivity).

- etransitivity. refine (interSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_** **\_**).

(rewrite -> \_natural\_transf; reflexivity).

refine (interSieve\_congr\_sieveEquiv (reflexivity **\_**) indexerEquiv\_ sieveEquiv\_).

symmetry; apply: interSieve\_image\_sieveEquiv. exact: UU\_base.

- intros H c; cbn\_sieve.

rewrite -> Heq\_f\_. do 3 apply: \_congr\_relTransf.

unshelve eexists; cbn\_transf; reflexivity.

**Qed**.

**Definition** Congr\_SheafifiedMor\_comp\_SheafifiedMor :

**forall** (F E : functor) (ee : transf F E),

**forall** (D : functor) (dd : transf E D),

(transf\_Compos (transf\_SheafifiedMor ee) (transf\_SheafifiedMor dd))

==1 (transf\_SheafifiedMor (transf\_Compos ee dd )).

**Proof**. intros. move. intros H f\_ f\_' Heq\_f\_. rewrite -> Heq\_f\_. unshelve eexists; cbn\_transf.

- exact (\_sieve\_type\_Sheafified f\_').

- exact: (sieveTransf\_Ident **\_**).

- exact: (sieveTransf\_Ident **\_**).

- abstract (intros J c; reflexivity).

**Qed**.

**Section** Gluing\_comp\_SheafifiedMor.

**Variables** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H)

(VV\_congr : typeOf\_sieveCongr VV\_)

(VV\_natural : typeOf\_sieveNatural VV\_)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ u)) (functor\_Sheafified E)).

**Variables** (ee\_congr : typeOf\_gluingCongr VV\_congr ee\_)

(ee\_natural : typeOf\_gluingNatural VV\_natural ee\_)

(ee\_compat : typeOf\_gluingCompat VV\_congr VV\_natural ee\_).

**Variables** (D : functor) (dd : transf E D).

**Lemma** Gluing\_comp\_SheafifiedMor\_gluingCongr :

typeOf\_gluingCongr VV\_congr (**fun** H u => (transf\_Compos (ee\_ u) (transf\_SheafifiedMor dd))) .

**Proof**. move. intros.

cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor transf\_SheafifiedMor].

apply: \_congr\_relTransf. apply: ee\_congr; eassumption.

**Qed**.

**Lemma** Gluing\_comp\_SheafifiedMor\_gluingNatural :

typeOf\_gluingNatural VV\_natural (**fun** H u => (transf\_Compos (ee\_ u) (transf\_SheafifiedMor dd))) .

**Proof**. move. intros.

cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor transf\_SheafifiedMor transf\_RestrictMor].

rewrite -> \_natural\_transf.

apply: \_congr\_relTransf. apply: ee\_natural; eassumption.

**Qed**.

**Lemma** Gluing\_comp\_SheafifiedMor\_gluingCompat :

typeOf\_gluingCompat VV\_congr VV\_natural (**fun** H u => (transf\_Compos (ee\_ u) (transf\_SheafifiedMor dd))) .

**Proof**. move. intros.

cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType \_arrows\_functor functor\_ViewOb

transf\_ViewObMor \_functor\_sieveFunctor \_transf\_sieveFunctor ].

apply: \_congr\_relTransf. apply: ee\_compat; eassumption.

**Qed**.

**Definition** Congr\_Gluing\_comp\_SheafifiedMor:

(transf\_Compos (transf\_Gluing UU\_base ee\_congr ee\_natural ee\_compat) (transf\_SheafifiedMor dd) )

==1 (transf\_Gluing UU\_base (Gluing\_comp\_SheafifiedMor\_gluingCongr)

(Gluing\_comp\_SheafifiedMor\_gluingNatural) (Gluing\_comp\_SheafifiedMor\_gluingCompat) ).

**Proof**. intros. move. intros H f\_ f\_' Heq\_f\_. rewrite -> Heq\_f\_. unshelve eexists; cbn\_transf.

- shelve.

- exact: (sieveTransf\_Ident **\_**).

- exact: (sieveTransf\_Ident **\_**).

- abstract (intros J c; reflexivity).

**Qed**.

**End** Gluing\_comp\_SheafifiedMor.

**Section** Destructing\_comp\_SheafifiedMor.

**Variables** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E).

**Variables** (ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ) .

**Variables** (D : functor) (dd : transf E D)

(W : vertexGene) (WW : sieveFunctor W)

(WW\_base: typeOf\_baseSieve WW) (vw : 'Sieve(V ~> W | WW))

(VV\_base': typeOf\_baseSieve VV) .

**Lemma** Destructing\_comp\_SheafifiedMor\_destructCongr :

typeOf\_destructCongr (**fun** H u f => (transf\_Compos (@ee\_ H u f) dd)) .

**Proof**. do 4 (move; intros). cbn\_transf.

apply: \_congr\_relTransf. apply: ee\_congr; eassumption.

**Qed**.

**Lemma** Destructing\_comp\_SheafifiedMor\_destructNatural :

typeOf\_destructNatural (**fun** H u f => (transf\_Compos (@ee\_ H u f) dd)) .

**Proof**. move. intros. cbn\_transf.

apply: \_congr\_relTransf. apply: ee\_natural; eassumption.

**Qed**.

**Definition** Congr\_Destructing\_comp\_SheafifiedMor:

(transf\_Compos (transf\_Destructing UU\_base ee\_congr ee\_natural VV\_base uv)

(transf\_SheafifiedMor (transf\_RestrictCast dd WW\_base vw VV\_base' )) )

==1 (transf\_Destructing UU\_base (Destructing\_comp\_SheafifiedMor\_destructCongr)

(Destructing\_comp\_SheafifiedMor\_destructNatural) WW\_base ((uv :>sieve\_) o>sieve\_ vw) ).

**Proof**. intros. move. intros H f\_ f\_' Heq\_f\_. rewrite -> Heq\_f\_.

clear Heq\_f\_. unshelve eexists.

- shelve.

- cbn\_sieve. exact: (sieveTransf\_Ident **\_**).

- cbn\_sieve. exact: (sieveTransf\_Ident **\_**).

- intros J c. unshelve eexists.

+ abstract(cbn\_sieve; rewrite <- \_natural\_transf;

do 3 rewrite -> \_functorialCompos\_functor; reflexivity).

+ cbn\_sieve. cbn\_sieve in c.

etransitivity. refine (interSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_** (reflexivity **\_**)).

(rewrite -> \_functorialCompos\_functor', -> \_natural\_transf; reflexivity).

symmetry; apply: interSieve\_image\_sieveEquiv. exact: VV\_base.

+ abstract(intros H0 c0; cbn\_sieve; reflexivity).

**Qed**.

**End** Destructing\_comp\_SheafifiedMor.

**Section** RestrictCast\_comp\_Destructing.

**Variables** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E).

**Variables** (ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_)

(V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ) .

**Variables** (D : functor) (dd : transf D F) (UU\_base': typeOf\_baseSieve UU)

(W : vertexGene) (wu : 'Sieve(W ~> U | UU))

(WW : sieveFunctor W) (WW\_base: typeOf\_baseSieve WW) .

**Lemma** RestrictCast\_comp\_Destructing\_destructCongr :

typeOf\_destructCongr (**fun** H (w : 'Sieve(H ~> W | WW)) f =>

@ee\_ H ((w :>sieve\_) o>sieve\_ wu) (f :>transf\_ dd)) .

**Proof**. move. intros H. move. intros w1 w2 Heq\_w. move. intros d1 d2 Heq\_d.

apply: ee\_congr. rewrite -> Heq\_w. reflexivity.

rewrite -> Heq\_d. reflexivity.

**Qed**.

**Lemma** RestrictCast\_comp\_Destructing\_destructNatural :

typeOf\_destructNatural (**fun** H (w : 'Sieve(H ~> W | WW)) f =>

@ee\_ H ((w :>sieve\_) o>sieve\_ wu) (f :>transf\_ dd)).

**Proof**. move. intros G w form H f G' g w' form' f' Heq\_w Heq\_form Heq\_f.

apply: (ee\_natural (g:= g)).

- rewrite <- Heq\_w. rewrite <- \_natural\_transf.

rewrite <- \_functorialCompos\_functor'. reflexivity.

- rewrite <- Heq\_form. rewrite <- \_natural\_transf. reflexivity.

- exact: Heq\_f.

**Qed**.

**Definition** Congr\_RestrictCast\_comp\_Destructing:

(transf\_Compos (transf\_RestrictCast dd UU\_base' wu WW\_base )

(transf\_Destructing UU\_base ee\_congr ee\_natural VV\_base uv) )

==1 (transf\_Destructing WW\_base (RestrictCast\_comp\_Destructing\_destructCongr)

(RestrictCast\_comp\_Destructing\_destructNatural) VV\_base ((wu :>sieve\_) o>sieve\_ uv) ).

**Proof**. intros. move. intros H f\_ f\_' Heq\_f\_. rewrite -> Heq\_f\_.

clear Heq\_f\_. unshelve eexists.

- shelve.

- cbn\_sieve. exact: (sieveTransf\_Ident **\_**).

- cbn\_sieve. exact: (sieveTransf\_Ident **\_**).

- intros J c. unshelve eexists.

+ cbn\_sieve. rewrite <- \_natural\_transf.

do 1 rewrite <- \_functorialCompos\_functor'. reflexivity.

+ cbn\_sieve. cbn\_sieve in c.

refine (interSieve\_congr\_sieveEquiv **\_** (reflexivity **\_**) (reflexivity **\_**)).

etransitivity. refine (interSieve\_congr\_sieveEquiv (reflexivity **\_**) **\_** (reflexivity **\_**)).

(rewrite -> \_natural\_transf; reflexivity).

symmetry; apply: interSieve\_image\_sieveEquiv. exact: UU\_base.

+ intros H0 c0; cbn\_sieve. apply: ee\_congr.

\* apply: UU\_base. unfold \_rel\_relType, equiv; simpl.

do 2 rewrite -> \_wholeProp\_interSieve. cbn\_sieve.

rewrite -> \_functorialCompos\_functor'. do 1 rewrite <- \_natural\_transf. reflexivity.

\* do 2 apply: \_congr\_relTransf. unshelve eexists; cbn\_transf; reflexivity.

\* reflexivity.

**Qed**.

**End** RestrictCast\_comp\_Destructing.

**Definition** Congr\_Constructing\_comp\_Restrict\_cast :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(F : functor) (K : vertexGene) (u : 'Sieve(K ~> **\_** | UU)) (form : F K),

**forall** ( E : functor) (ff : transf F E) (V : vertexGene) (VV : sieveFunctor V)

(VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV)),

(transf\_Compos (transf\_Constructing u form) (transf\_RestrictCast ff VV\_base uv UU\_base) )

==1 (transf\_Constructing ((u :>sieve\_) o>sieve\_ uv) (form :>transf\_ ff)) .

**Proof**. intros. intros G k1 k2 Heq\_k.

unshelve eexists; cbn\_transf;

first (rewrite -> Heq\_k; rewrite -> \_functorialCompos\_functor';

do 2 rewrite <- \_natural\_transf; reflexivity).

- symmetry; apply: interSieve\_image\_sieveEquiv. exact: UU\_base.

- intros H c; cbn\_sieve.

rewrite <- \_natural\_transf. apply: \_congr\_relFunctor; last reflexivity.

apply: \_congr\_relFunctor; last rewrite -> Heq\_k; reflexivity.

**Qed**.

(\* /!\ SOLUTION /!\ \*)

**Definition** Congr\_Constructing\_comp\_Destructing :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU) (F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve(H ~> **\_** | UU)),

F H -> transf (functor\_ViewOb H) E)

(ee\_congr : typeOf\_destructCongr ee\_)

(ee\_natural : typeOf\_destructNatural ee\_)

(V : vertexGene) (VV : sieveFunctor V) (VV\_base: typeOf\_baseSieve VV)

(uv : 'Sieve(U ~> V | VV) ),

**forall** (K : vertexGene) (u : 'Sieve(K ~> **\_** | UU)) (form : F K),

(transf\_Compos (transf\_Constructing u form)

(transf\_Destructing UU\_base ee\_congr ee\_natural VV\_base uv))

==1 (transf\_UnitSheafified UU\_base u (ee\_ K u form) VV\_base uv).

**Proof**. intros. move. intros H h h0 Heq. rewrite -> Heq. unshelve eexists.

- exact (identSieve **\_**).

- exact: (sieveTransf\_Ident **\_**).

- exact: (sieveTransf\_Ident **\_**).

- intros J c. unshelve eexists.

+ reflexivity.

+ reflexivity.

+ intros H0 c0. cbn\_sieve. cbn\_sieve in c0. rewrite -> \_natural\_transf.

symmetry; apply: ee\_natural.

\* apply: UU\_base. unfold \_rel\_relType, equiv; simpl.

rewrite -> \_wholeProp\_interSieve. cbn\_sieve.

do 2 rewrite <- \_natural\_transf.

rewrite -> \_functorialCompos\_functor'.

reflexivity.

\* cbn\_transf. reflexivity.

\* cbn\_sieve. etransitivity; first exact: identGene\_composGene;

symmetry; exact: composGene\_identGene.

**Qed**.

**Definition** Congr\_Constructing\_comp\_Gluing :

**forall** (U : vertexGene) (UU : sieveFunctor U)

(UU\_base: typeOf\_baseSieve UU)

(VV\_ : **forall** H : vertexGene, 'Sieve( H ~> **\_** | UU ) -> sieveFunctor H)

(VV\_congr : typeOf\_sieveCongr VV\_)

(VV\_natural : typeOf\_sieveNatural VV\_)

(F E : functor)

(ee\_ : **forall** (H : vertexGene) (u : 'Sieve( H ~> **\_** | UU )),

transf (functor\_Restrict F (VV\_ H u)) (functor\_Sheafified E))

(ee\_congr : typeOf\_gluingCongr VV\_congr ee\_)

(ee\_natural : typeOf\_gluingNatural VV\_natural ee\_)

(ee\_compat : typeOf\_gluingCompat VV\_congr VV\_natural ee\_),

**forall** (K : vertexGene) (u : 'Sieve(K ~> **\_** | (sumSieve VV\_))) (form : F K),

(transf\_Compos (transf\_Constructing u form)

(transf\_Gluing UU\_base ee\_congr ee\_natural ee\_compat))

==1 (transf\_Compos (transf\_Constructing (\_inner\_sumSieve u) form)

(ee\_ (\_object\_sumSieve u) (\_outer\_sumSieve u))).

**Proof**. intros. symmetry. move. intros G form'0 form' Heq. rewrite -> Heq. clear Heq. etransitivity.

cbn -[equiv \_type\_relType \_rel\_relType \_equiv\_relType functor\_ViewOb

transf\_ViewObMor transf\_Constructing ].

apply: (gluingNatural\_identGene\_of\_gluingNatural ee\_natural).

have @identGene\_u : 'Sieve(G ~> **\_** | interSieve UU

((( form' o>sieve\_ \_inner\_sumSieve u) :>sieve\_)

o>functor\_ (\_outer\_sumSieve u :>sieve\_)) (identSieve G)) .

refine (((identGene : 'Sieve(G ~> **\_** | identSieve G) )

:>transf\_ interSieve\_image

((( form' o>sieve\_ \_inner\_sumSieve u) :>sieve\_)

o>functor\_ \_outer\_sumSieve u) **\_**)

:>transf\_ (interSieve\_congr (sieveTransf\_Ident **\_**) **\_** (sieveTransf\_Ident **\_**) )).

abstract (rewrite <- \_natural\_transf; reflexivity).

(\* To get this unsimplification, continue and do

refine (sieveTransf\_Compos \_ (sumSieve\_interSieve\_image \_ )).

\*)

have Heq\_ee: ((transf\_RestrictMor\_pullSieve (form' :>transf\_ transf\_Constructing (\_inner\_sumSieve u) form) identGene

:>transf\_ transf\_RestrictMor (transf\_Ident F)

(VV\_natural (\_object\_sumSieve u) (\_outer\_sumSieve u) G

(identGene o>gene \_indexer\_type\_Restrict (form' :>transf\_ transf\_Constructing (\_inner\_sumSieve u) form))))

:>transf\_ ee\_ G ((identGene o>gene \_indexer\_type\_Restrict (form' :>transf\_ transf\_Constructing (\_inner\_sumSieve u) form)) o>sieve\_

\_outer\_sumSieve u))

== (transf\_Gluing\_lemma (form' :>transf\_ transf\_Constructing u form) identGene\_u

:>transf\_ ee\_ G (identGene\_u

:>transf\_ interSieve\_projWhole UU (\_indexer\_type\_Restrict (form' :>transf\_ transf\_Constructing u form))

(\_sieve\_type\_Restrict (form' :>transf\_ transf\_Constructing u form)))).

abstract (unshelve apply: ee\_congr;

first abstract (cbn\_sieve; rewrite -> \_functorialCompos\_functor'; reflexivity);

last unshelve eexists; cbn\_sieve;

first reflexivity;

first reflexivity;

last intros H c; reflexivity).

unshelve eexists.

- exact: (conflSieve\_Sheafified Heq\_ee) . (\* exact (identSieve \_). \*)

- exact: (conflTransf1\_Sheafified **\_**). (\* READ Heq\_ee HERE \*)

- refine (sieveTransf\_Compos (conflTransf2\_Sheafified **\_**) **\_**).

refine (sieveTransf\_Compos **\_** (sumSieve\_congr

(UU1 := pullSieve UU (((( form' o>sieve\_ \_inner\_sumSieve u) :>sieve\_)

o>functor\_ \_outer\_sumSieve u) :>sieve\_) ) (**fun** H0 u0 => sieveTransf\_Ident **\_**) ) ).

refine (sieveTransf\_Compos **\_** (sumSieve\_interSieve\_image **\_** )).

subst identGene\_u. exact: (sieveTransf\_Ident **\_**).

apply: (@conflEquiv\_Sheafified **\_** **\_** **\_** **\_** Heq\_ee).

**Defined**.

**End** COMOD.

**End** SHEAF.

Voila.