一句话设计模式——快速掌握23种设计模式的核心思想(上)
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《一句话设计模式》的想法起源于前段时间为一个培训机构上课的时候，每讲完一个设计模式我都会用一句话总结。总结往往不是“将抽象部分与它的实现部分分离，使它们都可以独立地变化”这种晦涩抽象的表达，而是通俗的表述最核心的部分。

这篇文章不适合深入学习设计模式，因为没有代码，没有模式扩展。

正确的使用方式：1. 初学者在深入学习之前先留下一个粗略的印象。2. 已经系统学习了设计模式的人快速回顾。

简单工厂模式

核心思想：**将类的创建过程与对象的使用过程分离。**

简单工厂模式

具体实现过程：定义一个工厂，根据参数（通常是字符串）的不同返回不同类的实例。因为我们希望将工厂生产的对象可以使用相同的方式处理，所以产品类类通常会实现相同的接口。

工厂方法模式

核心思想：**简单工厂基础上，通过实例化不同的工厂，来创建不同的类。**

工厂方法模式

具体实现过程：在简单工厂的基础上，对工厂进行抽象，将类的创建过程延迟到工厂的子类中完成。这样做的好处是当需要新增加一个新的产品类的时候，只需要新增一个“具体的工厂”就可以，而不需要像简单工厂一样，修改工厂类的具体实现。符合“开闭原则”。

抽象工厂模式

核心思想：**工厂方法基础上，让一个工厂生产一类对象。**

抽象工厂模式

具体实现过程：在工厂方法的基础上，在一个具体工厂中实现生产不同产品的方法。可以达到方便生产一个“产品簇”的目的。

建造者模式

核心思想：**定义一个建造过程，具体的建造放在子类当中，这样可以使用相同的建造过程构造不同的实例。**

建造者模式

原型模式

核心思想：**使用Object类的clone方法，快速复制对象。**

原型模式

单例模式

核心思想：**让一个类自身持有其实例的成员变量，声明为static和private，来达到系统中只有一个实例的目的。**

单例模式

具体实现过程：为了确保全系统只有一个实例，所以不可以让用户自己创建，所以这个类需要一个private的构造函数。还需要一个getInstance()方法用来获得这个唯一的实例，因为需要在系统的每一处都能获得，所以这个方法应该是public的。因为调用的getInstance()的目的是获取实例，只能在类上面调用，所以getInstance()应该是static的。

适配器模式

核心思想：**创建一个适配器类可以同时具备有现有类的行为，和期望的接口。**

对象适配器模式

具体实现过程：分为两种情况

1. 类适配器：适配器类实现期望的接口，继承现有的类已获得他的行为（方法）。
2. 对象适配器：适配器类实现期望的接口，并持有现有类的实例，通过实例调用方法。  
   目的都是相同的。

桥接模式

核心思想：**使用组合或者聚合的方式处理抽象和实现之间的联系，让具体的实现在不同维度上变化**

桥接模式

组合模式

核心思想：**让具体类和这些类的容器实现同一个接口，用户调用到容器类时使用递归调用，不需要区分这两者的区别。**

组合模式

外观模式

核心思想：**在外观类内实现具体的操作，用户只需要和外观类打交道，屏蔽方法调用细节。**

外观模式

享元模式

核心思想：**建一个对象池，复用需要在系统中多次出现的对象。**

装饰模式

核心思想：**，装饰器和被装饰的对象有相同的接口，装饰器在使用时获得被装饰的对象，为其增加新的操作。**

装饰模式

具体实现过程：不论是具体的组件，和装饰过后的组件，都希望可以用相同过的方式使用，所以实现同一个接口。装饰类需要持有一个具体组件的实例，才能调用他的方法，所以需要一个聚合关联。

代理模式

核心思想：**代理类持有具体实现类的实例，将在代理类上的操作转化为实例上方法的调用。**

代理模式