OA+Ssh整合

版本信息

|  |  |
| --- | --- |
| Struts2 | 2.37 |
| Hibernate | 3.5.5-final |
| Spring | 3.1.0 |
| Juit | 4 |
| Mysql | 5 |
| Myeclipse | 10.1 |

配置文件描述（注解版ssh）

##### applicationContext.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xmlns:context=*"http://www.springframework.org/schema/context"*  xmlns:tx=*"http://www.springframework.org/schema/tx"*  xmlns:aop=*"http://www.springframework.org/schema/aop"*  xsi:schemaLocation=*"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans.xsd*  *http://www.springframework.org/schema/context*  *http://www.springframework.org/schema/context/spring-context.xsd*  *http://www.springframework.org/schema/tx*  *http://www.springframework.org/schema/tx/spring-tx.xsd*  *http://www.springframework.org/schema/aop*  *http://www.springframework.org/schema/aop/spring-aop.xsd*  *"*>  <!-- 自动扫描与装配bean -->  <context:component-scan base-package=*"cn.itcast.oa"*></context:component-scan>  <!-- 配置SessionFactory（整合Hibernate） -->  <context:property-placeholder location=*"classpath:jdbc.properties"*/>  <!--配置数据库连接池 -->  <bean id=*"dataSource"* class=*"org.apache.commons.dbcp.BasicDataSource"*>  <!-- 连接信息 -->  <property name=*"url"* value=*"${url}"*></property>  <property name=*"driverClassName"* value=*"${driverClassName}"*></property>  <property name=*"username"* value=*"${username}"*></property>  <property name=*"password"* value=*"${password}"*></property>  <!-- 其他信息 -->  </bean>    <bean id=*"sessionFactory"* class=*"org.springframework.orm.hibernate3.LocalSessionFactoryBean"*>  <!-- 指定Hibernate的配置文件 -->  <property name=*"configLocation"* value=*"classpath:hibernate.cfg.xml"*></property>  <!-- 配置数据源 -->  <property name=*"dataSource"* ref=*"dataSource"*></property>  </bean>  <!-- 配置声明式事务管理（基于注解的方式） -->  <bean id=*"transactionManager"* class=*"org.springframework.orm.hibernate3.HibernateTransactionManager"*>  <property name=*"sessionFactory"* ref=*"sessionFactory"*></property>  </bean>  <tx:annotation-driven transaction-manager=*"transactionManager"*/>  </beans> |

##### Jdbc.properties

|  |
| --- |
| driverClassName = com.mysql.jdbc.Driver  url = jdbc:mysql://localhost:3306/test  username = root  password =root |

##### Hibernate.cfg.xml

|  |
| --- |
| <!DOCTYPE hibernate-configuration PUBLIC  "-//Hibernate/Hibernate Configuration DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">  <hibernate-configuration>  <session-factory>  <!-- 数据库连接信息 -->  <property name=*"hibernate.dialect"*>  org.hibernate.dialect.MySQL5Dialect  </property>  <!-- 其他配置 -->  <property name=*"show\_sql"*>true</property>  <property name=*"hbm2ddl.auto"*>update</property>  <!-- 声明映射文件 -->  <mapping resource=*"com/oa/pojo/User.hbm.xml"* />  </session-factory>  </hibernate-configuration> |

##### User.hbm.xml

|  |
| --- |
| <?xml version=*"1.0"*?>  <!DOCTYPE hibernate-mapping PUBLIC  "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">  <hibernate-mapping>  <class name=*"com.oa.pojo.User"* table=*"t\_users"*>  <id name=*"id"* column=*"id"* type=*"integer"*>  <generator class=*"native"*></generator>  </id>  <property name=*"name"* column=*"name"* type=*"string"* length=*"24"*></property>  </class>  </hibernate-mapping> |

Log4j.properties

|  |
| --- |
| log4j.rootLogger=debug,appender1  log4j.appender.appender1=org.apache.log4j.FileAppender  log4j.appender.appender1.layout=org.apache.log4j.HTMLLayout  log4j.appender.appender1.File=D:/MyEclipse/Workspaces/OA/WebRoot/demolog4j.htm |

## S2s3h3整合

### Hibernate 与 spring 整合

版本信息：

Hibernate 3.5.5-Final spring 3.1.0.RC1

#### 测试：

测试1：数据连接池的使用

测试2：事务的使用

##### Juit

|  |
| --- |
| **package** com.oa.test;  **import** org.apache.commons.logging.Log;  **import** org.apache.commons.logging.LogFactory;  **import** org.hibernate.SessionFactory;  **import** org.junit.Test;  **import** org.springframework.context.ApplicationContext;  **import** org.springframework.context.support.ClassPathXmlApplicationContext;  **public** **class** TestApplictionContext {  **private** ApplicationContext ac = **new** ClassPathXmlApplicationContext("applicationContext.xml");  @Test  **public** **void** testSessionFactory(){  SessionFactory sf = (SessionFactory) ac.getBean("sessionFactory");  System.*out*.println("---->"+sf);  }  @Test  **public** **void** testTran(){  Log log = LogFactory.*getLog*(getClass());  log.info("------save-------");  TestService test = (TestService) ac.getBean("testService");  test.save();  }  } |

测试事务时，使用User对象写入Id和name，get set下，在用service层

##### TestService

|  |
| --- |
| **@Service("testService")**  **public** **class** TestService {    @Resource//设置SessionFactory数据池拿出session  **private** SessionFactory sessionFactory;    @Transactional//设置事务，说明只有这个方法可以使用事务  **public** **void** save(){  Session session = sessionFactory.getCurrentSession();  session.save(**new** User());  session.save(**new** User());  session.flush();  }  } |

注意：@Component是所有受Spring管理组件的通用形式，Spring还提供了更加细化的注解形式：@Repository、@Service、@Controller，它们分别对应存储层Bean，业务层Bean，和展示层Bean。目前版本（2.5）中，这些注解与@Component的语义是一样的，完全通用，在Spring以后的版本中可能会给它们追加更多的语义。所以，我们推荐使用@Repository、@Service、@Controller来替代@Component。

### Spring与struts2整合

##### 第一步：配置Struts2（TestAction.java）

|  |
| --- |
| **public** **class** TestAction **extends** ActionSupport{  **public** String execute() **throws** Exception {  **return** "success";  }  } |

##### Struts.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"* ?>  <!DOCTYPE struts PUBLIC  "-//Apache Software Foundation//DTD Struts Configuration 2.3//EN"  "http://struts.apache.org/dtds/struts-2.3.dtd">  <struts>  <!-- 开发模式 -->  <constant name=*"struts.devMode"* value=*"true"*></constant>  <!-- 配置扩展名为.action -->  <constant name=*"struts.action.extension"* value=*"action"*></constant>    <package name=*"com"* namespace=*"/"* extends=*"struts-default"*>  <!-- 测试用的Action，当与Spring整合后，class属性就是配置的bean的名称了 -->  <action name=*"testAction"* class=*"com.oa.test.TestAction"*>  <result name=*"success"*>/index.jsp</result>  </action>  </package>  </struts> |

现在可以测试下，通过<http://localhost:9876/OA/testAction.action>可以访问到index.jsp，由于这样只用于struts2的框架，而没有由于到sprng控制反转的资源，所以由下，可以将Action交付给spring管理，从而ssh整合，而不是各玩各的

##### 第二步，将struts2由spring管理

|  |
| --- |
| @Controller("testAction")//将action交个spring管理  @Scope("prototype")//使用spring管理产生对象是默认为单例，用prototype可以设置为多例  **public** **class** TestAction **extends** ActionSupport{  @Resource//在controller层肯定要调用service层的对象，所以利用spring的依赖注入  **private** TestService testService;    **public** String execute() **throws** Exception {  **return** "success";  }  } |

**注意：那么现在只需要将struts2中action的class=”com.oa.test.TestAction”改为class=”testAction”其中struts2交个spring管理**

**怎么在容器中取到testAction，由于已启动就加载struts对象，所以取到spring管理的对象testAction需要再web.xml中配置spring的监听器，用于创建applicationContext的对象，从而取得applicationContext中testAction**

##### Web.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <web-app version=*"2.5"*  xmlns=*"http://java.sun.com/xml/ns/javaee"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee*  *http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd"*>    <!-- 配置Spring的监听器，用于创建ApplicationContext对象 -->  **<listener> <listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>**  **</listener>**  **<context-param>**  **<param-name>contextConfigLocation</param-name>**  **<param-value>classpath:applicationContext\*.xml</param-value>**  **</context-param>**  <!-- 配置Struts2的过滤器 -->  <filter>  <filter-name>struts2</filter-name>  <filter-class>org.apache.struts2.dispatcher.ng.filter.StrutsPrepareAndExecuteFilter</filter-class>  </filter>  <filter-mapping>  <filter-name>struts2</filter-name>  <url-pattern>/\*</url-pattern>  </filter-mapping>  <welcome-file-list>  <welcome-file>index.jsp</welcome-file>  </welcome-file-list>  </web-app> |

**现在可以测试下，**<http://localhost:9876/OA/testAction.action，通过在struts.xml>中的修改为class=”testAction”说名spring成功注入，spring监听器取testAction的成功。

**注意：**

**使用时：**

**1，与Spring整合后，配置Action时class属性就是配置的bean的名称了。**

**2，Action上要加注解：**

**@Controller**

**@Scope("prototype")**

## 设计BaseDao接口与BaseDaoImpl类

每个实体都应有一个对应的Dao，他封装了对这个实体的数据库操作。例

实体 Dao接口 实现类

========================================================

User --> UserDao --> UserDaoImpl

Role --> RoleDao --> RoleDaoImpl

Department --> DepartmentDao --> DepartmentDaoImpl

Article --> ArticleDao --> ArticleDaoImpl

...
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说明：

* 1. 实体的Dao接口要继承BaseDao接口。
  2. Dao的实现类要继承DaoImplBase类。
  3. 也可以不继承指定的接口或类，这样就要自己写相应的方法。
  4. T getById(Long id)与List<T> getByIdList(Long[] idList)不要合并为List getById(Long... ids)，因为获取一个对象时也是返回List，不方便。

BaseDao.java

|  |
| --- |
| **package** com.oa.base;  **import** java.util.List;  **public** **interface** BaseDao<T> {  /\*  \* 保存元素  \* \*/  **void** save(T entry);    /\*  \* 更新元素  \* \*/  **void** update(T entry);  /\*  \* 通过id删除元素  \* \*/  **void** dalete(Long id);  /\*  \* 查找全部元素  \* \*/  List<T> getAll();  /\*  \* 通过多个id查找元素  \* \*/  List<T> getByIds(Long[] ids);  /\*  \* 通过id查找单个元素  \* \*/  T getById(Long id);} |

BaseDaoImpl.java

|  |
| --- |
| **package** com.oa.base;  **import** java.lang.reflect.ParameterizedType;  **import** java.util.List;  **import** javax.annotation.Resource;  **import** org.hibernate.Session;  **import** org.hibernate.SessionFactory;  **import** org.springframework.stereotype.Controller;  @SuppressWarnings("unchecked")  **public** **class** BaseDaoImpl<T> **implements** BaseDao<T> {    @Resource  **private** SessionFactory sessionFactory;  **private** Class<T> clazz;    **protected** Session getSession(){  **return** sessionFactory.getCurrentSession();  }  /\*  \* 当用private session时  \* 由于\*DaoImpl实现类都继承了BaseDaoImpl。而当\*DaoImpl都需要写自己独立的类时，又需要  \* 创建Session才可以使用，现在用protected可以使子类使用session，不需要在重新创建session  \* \*/  **public** BaseDaoImpl(){  ParameterizedType pt = (ParameterizedType) **this**.getClass().getGenericSuperclass();  **this**.clazz = (Class<T>) pt.getActualTypeArguments()[0];  }  **public** **void** save(T entry) {  // **TODO** Auto-generated method stub  getSession().save(entry);  }  **public** **void** update(T entry) {  // **TODO** Auto-generated method stub  getSession().update(entry);  }  **public** **void** dalete(Long id) {  // **TODO** Auto-generated method stub  Object o = getSession().get(clazz, id);  getSession().delete(o);  }  **public** List<T> getAll() {  // **TODO** Auto-generated method stub  **return** getSession().createQuery(  "from "+clazz.getSimpleName())  .list();  }  **public** List<T> getByIds(Long[] ids) {  // **TODO** Auto-generated method stub  **return** getSession().createQuery("" +  "from "+clazz.getSimpleName()+" where id in (:ids)")  .setParameterList("ids", ids)  .list();  }  **public** T getById(Long id) {  // **TODO** Auto-generated method stub  **return** (T) getSession().get(clazz, id);  }  } |

**获取 BaseDao的类型参数T的Class**

问题：

1. 有了DaoBase与DaoImplBase，还要用UserDao、RoleDao吗？

答：要用。因为UserDao或RoleDao中的方法可以分为有公有的方法与特有的方法两部分。公有的方法是通过继承BaseDao得到的，特有的方法要写在自己里面（BaseDao中是没有的）。

1. UserDaoImpl已经继承了BaseDaoImpl，就不实现UserDao可以吗？

答：不可以。否则UserDao userDao = new UserDaoImpl(); 就不成立。

使用反射获取类型参数的真实类型的代码如下：

|  |
| --- |
| **public** DaoBaseImpl () {  Type type = **this**.getClass().getGenericSuperclass();  ParameterizedType pt = (ParameterizedType) type;  **this**.clazz = (Class<T>) pt.getActualTypeArguments()[0];  } |

说明：

1. 使用Session时，不要自己创建，也不要管理事务，直接调用getSession()即可。
2. 暂时不实现getSession()方法，在后面的事务管理中实现：  
   **protected** Session getSession(){  
    **throw** **new** UnsupportedOperationException();  
   }

### 步骤

1，充分了解需求（包括所有的细节）：分析页面等。

2，设计实体/表

正向工程：设计实体 --> 建表（推荐）：设计实体 --> JavaBean --> hbm.xml --> 建表

反向工程：设计表 --> 实体

3，分析功能到每个请求的粒度。

得到的结果是我们需要处理多少种请求，每种请求对应一个Action方法。

4，实现功能：

1，创建Action，并定义出其中的方法。

2，实现Action方法，并创建出所用到的新的Service方法。

3，实现Service方法，并创建出所用到的新的Dao方法。

4，实现Dao方法。

5，创建并完成JSP页面。

5，单元测试与运行测试

## 系统管理实现

增删改查 + 树状结构 + 表单验证。

### 设计实体（重要）

1，有几个实体？

一般是一组增删改查对应一个实体。

2，实体之间有什么关系？

一般是页面引用了其他的实体时，就表示与这个实体有关联关系。

3，每个实体中都有什么属性？

**1，主键**

**2，关联关系属性**

**在类图中，关联关系是一条线，有两端，每一端对应一个表达此关联关系的属性。**

**有几个端指定本类，本类中就有几个关联关系属性。**

**3，一般属性：**

**分析所有有关的页面，找出表单中要填写的或是在显示页面中要显示的信息等。**

**4，特殊属性：为解决某问题而设计的属性。**

**比如要显示年龄，但不能设计一个int age字段，而是一个Date birthday字段，年龄是显示时实时计算出来的。**

### 映射实体(重要)

1，写注释：

格式为：？属性，表达的是本对象与？的？关系。

例：<!-- department属性，本对象与Department的多对一 -->

1. 拷模板：

|  |
| --- |
| **多对一：**  <many-to-one name="" class="" column=""></many-to-one>  **一对多（Set）：**  <set name="">  <key column=""></key>  <one-to-many class=""/>  </set>  **多对多（Set）：**  <set name="" table="">  <key column=""></key>  <many-to-many class="" column=""></many-to-many>  </set>  3，填空：  **name属性：属性名（注释中的第1问号）**  **class属性：关联的实体类型（注释中的第2个问号）**  **column属性：**  <many-to-one column="..">：一般可以写成属性名加Id后缀，如属性为department，则column值写成departmentId。  一对多中的<key column="..">：从关联的对方（对方是多对一）映射中把column值拷贝过来。  多对多中的<key column="..">：一般可以写成本对象的名加Id后缀，强本对象名为User，则写为userId。  **多对多中的<many-to-many column="..">：一般可以写为关联对象的名称加Id后缀。** |

实体就不列举了

例举：Role.hbm.xml

|  |
| --- |
| <?xml version=*"1.0"*?>  <!DOCTYPE hibernate-mapping PUBLIC  "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">  <hibernate-mapping>  <class name=*"com.oa.pojo.Role"* table=*"t\_role"*>  <id name=*"id"* column=*"id"* type=*"long"*>  <generator class=*"native"*></generator>  </id>  <property name=*"name"* column=*"name"* type=*"string"* length=*"30"*></property>  <property name=*"* *description"* column=*"* *description"* type=*"string"* length=*"300"*></property>    <!-- Role对象与User对象多对多 -->  **<set name=*"users"* table=*"t\_u\_r"*>**  **<key column=*"roleId"*></key>**  **<many-to-many class=*"com.oa.pojo.User"* column=*"userId"*></many-to-many>**  **</set>**  </class>  </hibernate-mapping> |

**User.hbm.xml**

|  |
| --- |
| <?xml version=*"1.0"*?>  <!DOCTYPE hibernate-mapping PUBLIC  "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">  <hibernate-mapping>  <class name=*"com.oa.pojo.User"* table=*"t\_user"*>  <id name=*"id"* column=*"id"* type=*"long"*>  <generator class=*"native"*></generator>  </id>  <property name=*"name"* column=*"name"* type=*"string"* length=*"30"*></property>  <property name=*"loginName"* column=*"loginName"* type=*"string"* length=*"30"*></property>  <property name=*"password"* column=*"password"* type=*"string"* length=*"30"*></property>  <property name=*"sex"* column=*"sex"* type=*"string"* length=*"10"*></property>  <property name=*"phoneNumber"* column=*"phoneNumber"* type=*"string"* length=*"50"*></property>  <property name=*"email"* column=*"email"* type=*"string"* length=*"50"*></property>  <property name=*"* *description"* column=*"* *description"* type=*"string"* length=*"300"*></property>    <!-- User属性，本对象与department的多对一 -->  <many-to-one name=*"department"* class=*"com.oa.pojo.Department"* column=*"departmentId"*></many-to-one>  <!-- User属性，本对象与Role对象多对多 -->  <set name=*"roles"* table=*"t\_u\_r"*>  <key column=*"userId"*></key>  <many-to-many class=*"com.oa.pojo.Role"* column=*"roleId"*></many-to-many>  </set>  </class>  </hibernate-mapping> |

**Department.hbm.xml**

|  |
| --- |
| <?xml version=*"1.0"*?>  <!DOCTYPE hibernate-mapping PUBLIC  "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">  <hibernate-mapping>    <class name=*"com.oa.pojo.Department"* table=*"t\_dept"*>  <id name=*"id"* column=*"id"* type=*"long"*>  <generator class=*"native"*></generator>  </id>  <property name=*"name"* column=*"name"* type=*"string"* length=*"30"*></property>  <property name=*"* *description"* column=*"* *description"* type=*"string"* length=*"300"*></property>  <!--department对象，本对象与User关系一对多 -->  <set name=*"user"*>  <key column=*"departmentId"*></key>  <one-to-many class=*"com.oa.pojo.User"*/>  </set>  <!-- department对象，本对象与parent 多对一 -->  <many-to-one name=*"parent"* class=*"com.oa.pojo.Department"* column=*"parentId"*></many-to-one>  <!-- department对象，本对象与children 一对多 -->  <set name=*"children"*>  <key column=*"parentId"*></key>  <one-to-many class=*"com.oa.pojo.Department"*/>  </set>  </class>  </hibernate-mapping> |

出现问题：我把关键字desc，写入进去了，所以一直创建不了，最后description，就成功了

### 分析增删改查功能

**增删改查共4个功能，6个请求，所以需要在Action中有6个对应的处理方法。**

**作用 方法名 返回值 页面**

**------------------------------------------**

**列表 list() list list.jsp**

**删除 delete() toList actionName="roleAction\_list" type="redirectAction"**

**添加页面 addUI() addUI addUI.jsp**

**添加 add() toList**

**修改页面 editUI() editUI editUI.jsp**

**修改 edit() toList**

**转发 重定向**

**--------------------------------**

**请求数 1 2**

**浏览器地址栏 不变 变**

### 关于spring的注解版在MVC中使用的注意事宜：

对于@Transactional，事务管理，需要在调用其中dao方法是正常使用session时，一般在service中写入事务管理

对于@Service ，@Repository，@Controller中需要使spring管理并可以通过@Resource拿到的类

对于spring默认是单例的，所以在使用action的时候需要注入@Scope("prototype")变成每次获取时都是不同的对象

@Service ，@Repository，@Controller在实现类中使用，而不是在接口中使用，不然就会报错：No matching bean of type [com.oa.pojo.service.RoleService] found for dependency: expected at least 1 bean which qualifies as autowire candidate for this dependency.

Struts.xml部分编码

|  |
| --- |
| <action name=*"roleAction\_\*"* class=*"roleAction"* method=*"{1}"*>  <result name=*"list"*>/WEB-INF/jsp/role/list.jsp</result>  <result name=*"addUI"*>/WEB-INF/jsp/role/add.jsp</result>  <result name=*"editUI"*>/WEB-INF/jsp/role/edit.jsp</result>  <result name=*"tolist"* type=*"redirectAction"*>roleAction\_list</result>  </action> |

其中action中name为地址栏，当显示全部，地址为<http://localhost:9876/OA/roleAction_list.action>，其中\_\*就是方法名，通过method=”{1}”而拿到方法名，从而跳转到Action类中方法去，从而通过返回值list而在xml中result跳转到相应的界面

### Struts2 的流程：

一开始web.xml监听到spring，创建对象，而当浏览器请求时，struts监听到，到struts.xml去找到相应的action，跳转到Action类中去，得到返回值后，再到struts.xml中去在action中找到相应返回值后在result中跳转到页面中，结束

|  |
| --- |
| 1. 客户端浏览器发出Http请求。   🡪2.根据web.xml配置，该请求被FilterDispatch接收  🡪3.根据struts.xml配置，找到需要调用的Action类和方法，并通过IOC方式，将值注入Action  🡪4.Action调用业务逻辑组件处理业务逻辑，这一不包含表单验证  🡪5.Action执行后，根据struts.xml中配置找到对应返回结果result，并跳转到相应界面  🡪6.返回Http相应到客户端浏览器 |

### 使用strurt2标签与传值，：

第一：<%@ taglib prefix=*"s"* uri=*"/struts-tags"* %>

在Action中使用

ActionContext.*getContext*().put("roleList", roleList);

将对象**传入**保存到mapping中，

页面通过标签**获取值**

|  |
| --- |
| <s:iterator value=*"#roleList"*>  <s:property value=*"id"*/>,  ${name }  <s:property value=*"description"*/>  <s:a action=*"roleAction\_delete?id=%{id}"* onClick="return window.confirm('您确定11要将该用户')">删除</s:a><br>  <s:a action=*"roleAction\_edit?id=%{id}"*>修改</s:a><br>  </s:iterator> |

Set或list都可以通过iterator迭代出来，而用#roleList只是同#对象拿到mapping中的值，而其中也可以用EL表达式，因为struts重写了request. getAttribute方法等，所以可以用${name}

故可以更简单写成

|  |
| --- |
| <s:iterator value=*"#roleList"*>  ${id }  ${name }  ${description }  <s:iterator value=*"#roleList"*> |

### 修改时回显 ：

在以前的时候，我是通过链接先跳转到通过id找到对象再用request传入forword页面中，这时候，就复杂并不正规，两次请求

1. 而用struts2继承了ActinSupport就就不需要这么麻烦，直接在方法中写入

|  |
| --- |
| /\*\* 修改页面 \*/  public String editUI() throws Exception {  Role role = roleService.getById(id);  name = role.getName();  description = role.getDescription();  return "editUI";  } |

**因为有栈，所以直接传入name，description就可以了，在表单中就可以直接使用了**

1. **实现了ModelDriver就只需要使用**

用**ActionContext.getContext().getValueStack().push(role);在实现了ModelDriver回显意义**

|  |
| --- |
| <s:form action=*"roleAction\_edit.action"* method=*"post"*>  <s:hidden name=*"id"*></s:hidden>  <s:textfield name=*"name"* label=*"岗位名称"*></s:textfield><br>  <s:textarea name=*"description"* label=*"岗位说明"* ></s:textarea><br>  <s:submit value=*"确定"*></s:submit><s:reset value=*"取消"*></s:reset> </s:form> |

由于Action直继承了ActionSupport，不提供值专递与封装，所以就需要写入实体类，私有属性与相对应的get与set方法，由于我们已经有实体类了，按照java特性就需要封装概念，于是就出来

Action继承ActionSupport并实现ModelDriver<T>

修改Action代码

|  |
| --- |
| @Controller("roleAction")  @Scope("prototype")  public class **RoleAction extends ActionSupport implements ModelDriven<Role>**{    **@Resource**  **private RoleService roleService;**    **Role model = new Role();**    **public Role getModel(){**  **return model;**  **}**  //其中实现了ModelDriver，每一个实体独有一个对应的Action，所以可以只需要写成get方法就可以了  public String list() throws Exception{  List<Role> roleList = roleService.getAll();  ActionContext.getContext().put("roleList", roleList);  return "list";  }    public String delete() throws Exception{  roleService.dalete(model.getId());  return "tolist";  }    public String editUI() throws Exception{  Role role = roleService.getById(model.getId());  **ActionContext.getContext().getValueStack().push(role);**  return "editUI";  }  public String edit() throws Exception{  // Role role = new Role();  // role.setId(model.getId());  // role.setName(model.getName());  // role.setDescription(model.getDescription());  roleService.update(model);  return "tolist";  }    public String addUI() throws Exception{  return "addUI";  }  public String add() throws Exception{  // Role role = new Role();  // role.setName(model.getName());  // role.setDescription(model.getDescription());  roleService.save(model);  return "tolist";  } } |

用**ActionContext.getContext().getValueStack().push(role);在实现了ModelDriver回显意义**

### 整合页面：

![](data:image/png;base64,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)

其中数据都来自于js中效果，为了使页面更加简便

<script language="javascript" src="../script/DemoData.js" charset="utf-8"></script>

<script language="javascript" src="../script/DataShowManager.js" charset="utf-8"></script> <!--显示数据列表-->

<tbody id="TableData" class="dataContainer" datakey="roleList">

**<tr class="TableDetail1 template">**

<td>${role.name}&nbsp;</td>

<td>${role.description}&nbsp;</td>

<td><a onClick="return delConfirm()" href="list.html">删除</a>

<a href="saveUI.html">修改</a>

<a href="setPrivilegeUI.html">设置权限</a>

</td>

</tr>

</tbody>

1. 将style，script和html都导入相应的位置
2. 将js，css都写入绝对位置，ctrl+f，中查找到../替换成${pageContext.request.contextPath }*/*
3. 将strut2写入**<constant name="struts.ui.theme" value="simple" />** 会使label标签失效

### jQuery的validate插件简单使用

### 部门的实现

要求一：删除部门时，同时删除此部门的所有下级部门

而同时我们创建部门表的自身关联所以在hibernate中department.hbm.xml写入

<set name=*"children"* cascade=*"delete"*>级联操作

经过试验后，可以删除

部门在保存数据同时的时候，选择

部门回显：

![](data:image/png;base64,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)

回显，难点在于，不仅在上级部门中显示本来的上级部门和能选择的树形（上级部门），并且由于上级部门的回显数据库中没有父类对象存在，而只有id存在，所以必须有parentId显示

当部门对象没有上级部门，同parentId传入值为null，所以通过getById()找到数据，从而得到数据，但是为null，则说明需要判断为null，如果在DepartmentAction中得到每个调用getById（）的，则太过于麻烦，所以在baseDaoImpl写入判断

Select显示

|  |
| --- |
| <s:hidden name=*"id"*></s:hidden>  <s:select name=*"parentId"* list=*"#departmentList"* cssClass=*"SelectStyle"*  listKey=*"id"* listValue=*"name"* headerKey=*""* headerValue=*"请选择部门"*>  </s:select>  由于修改的对象，没有id，所以id需要隐式传入  Name是属性名，list是树形结构需要对象容器，cssClass是样式，listKey是option的value值 也就是传入的值给struts，listValue是option的name显示的值，headerKey开头的id，headerValue树形结构开头的name |

|  |
| --- |
| **public** String editUI() **throws** Exception{  // 准备数据，应显示树状结构的所有部门列表，先使用所有部门列表代替  List<Department> departmentList = departmentService.getAll();  ActionContext.*getContext*().put("departmentList", departmentList);  // 准备回显的数据  Department department = departmentService.getById(model.getId());  ActionContext.*getContext*().getValueStack().push(department);  **if** (department.getParent() != **null**) {  parentId = department.getParent().getId();  }  **return** "editUI";  } |

从上面数据，departmentList可以清楚得到树形结构的值，在select中用list=“#departmentList”，而其中用model.getId()得到对象，从而回显出id和name，description，但是回显不了select中name=“parentId”的值，所以用赋值给parentId

**注意：我不知道为啥可以页面上拿到了parentId能自动转换为对象**

修改操作：

1. 通过id跳转到修改页面，并回显值

准备数据，应显示树状结构的所有部门列表，先使用所有部门列表代替

List<Department> departmentList = departmentService.getAll();

ActionContext.*getContext*().put("departmentList", departmentList);

准备回显的数据

--准备数据，是由于回显是可能需要其他对象的值，所以需要mapping存放，从而不影响取出数据

--回显数据，是回显对象的数据，但需要注意其中特殊数据，比如关联字段的时候，是通过id来联系的，但是由于需要取得相应的对象，所以要赋值给id，通过struts2的，可以通过id来自动得到相应的对象

1. 修改后跳转到列表页面

在保存时，mode可以保存对象的值，但是有关联对象是id，所以需要关联对象实体保存数据

Department parent = departmentService.getById(parentId);

model.setParent(parent);得到model对象

这才同update数据才可以修改得到

ActionContext.getContext().getValueStack().push(department);

（数据保存在值栈中）这个一般用于单个对象的回显作用

ActionContext.*getContext*().put("department", department);

（数据保存在mapping中）一般保存容器对象中