# Array Traverse

Traverse the array can be one independent category in Array problem. Normally this happens in a 2D array, a matrix. The common trick is that we should remember current positions and traverse in an organized way.

## 48. Rotate Image

Medium

You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

**Note:**

You have to rotate the image [**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm), which means you have to modify the input 2D matrix directly. **DO NOT** allocate another 2D matrix and do the rotation.

**Example 1:**

Given **input matrix** =

[

[1,2,3],

[4,5,6],

[7,8,9]

],

rotate the input matrix **in-place** such that it becomes:

[

[7,4,1],

[8,5,2],

[9,6,3]

]

**Example 2:**

Given **input matrix** =

[

[ 5, 1, 9,11],

[ 2, 4, 8,10],

[13, 3, 6, 7],

[15,14,12,16]

],

rotate the input matrix **in-place** such that it becomes:

[

[15,13, 2, 5],

[14, 3, 4, 1],

[12, 6, 8, 9],

[16, 7,10,11]

]

### Analysis:

The difficulty part is how to traverse the matrix in order. Assume you start from four side with start row, end row, start column and end column and push the 4 side to the center until they all same. You always swap the start row to other 3 sides.

/// <summary>

/// Leet code #48. Rotate Image

///

/// You are given an n x n 2D matrix representing an image.

///

/// Rotate the image by 90 degrees (clockwise).

///

/// Note:

///

/// You have to rotate the image in-place, which means you have to

/// modify the input 2D matrix directly. DO NOT allocate another 2D

/// matrix and do the rotation.

///

/// Example 1:

///

/// Given input matrix =

/// [

/// [1,2,3],

/// [4,5,6],

/// [7,8,9]

/// ],

///

/// rotate the input matrix in-place such that it becomes:

/// [

/// [7,4,1],

/// [8,5,2],

/// [9,6,3]

/// ]

///

/// Example 2:

///

/// Given input matrix =

/// [

/// [ 5, 1, 9,11],

/// [ 2, 4, 8,10],

/// [13, 3, 6, 7],

/// [15,14,12,16]

/// ],

///

/// rotate the input matrix in-place such that it becomes:

/// [

/// [15,13, 2, 5],

/// [14, 3, 4, 1],

// [12, 6, 8, 9],

/// [16, 7,10,11]

/// ]

/// </summary>

void LeetCodeArray::rotate(vector<vector<int>>& matrix)

{

if (matrix.empty() || matrix[0].empty()) return;

int begin\_row = 0;

int end\_row = matrix.size() - 1;

int begin\_col = 0;

int end\_col = matrix[0].size() - 1;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

for (int i = 0; i < (end\_col - begin\_col); i++)

{

swap(matrix[begin\_row][begin\_col + i], matrix[begin\_row + i][end\_col]);

swap(matrix[begin\_row][begin\_col + i], matrix[end\_row][end\_col - i]);

swap(matrix[begin\_row][begin\_col + i], matrix[end\_row - i][begin\_col]);

}

begin\_row++;

end\_row--;

begin\_col++;

end\_col--;

}

}

## 54. Spiral Matrix

Medium

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

**Example 1:**

**Input:**

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

**Output:** [1,2,3,6,9,8,7,4,5]

**Example 2:**

**Input:**

[

[1, 2, 3, 4],

[5, 6, 7, 8],

[9,10,11,12]

]

**Output:** [1,2,3,4,8,12,11,10,9,5,6,7]

### Analysis:

We can use the same method as above by using start row, end row, start column and end column and push the 4 side to the center until they all same.

/// <summary>

/// LeetCode #54. Spiral Matrix

///

/// Given a matrix of m x n elements (m rows, n columns), return all elements

/// of the matrix in spiral order.

///

/// Example 1:

///

/// Input:

/// [

/// [ 1, 2, 3 ],

/// [ 4, 5, 6 ],

/// [ 7, 8, 9 ]

/// ]

/// Output: [1,2,3,6,9,8,7,4,5]

///

/// Example 2:

///

/// Input:

/// [

/// [1, 2, 3, 4],

/// [5, 6, 7, 8],

/// [9,10,11,12]

/// ]

/// Output: [1,2,3,4,8,12,11,10,9,5,6,7]

/// You are given an n x n 2D matrix representing an image.

/// </summary>

vector<int> LeetCodeArray::spiralOrder(vector<vector<int>>& matrix)

{

vector<int> result;

if (matrix.empty() || matrix[0].empty()) return result;

int begin\_row = 0;

int end\_row = matrix.size() - 1;

int begin\_col = 0;

int end\_col = matrix[0].size() - 1;

int direction = 0;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

switch (direction)

{

case 0:

for (int i = begin\_col; i <= end\_col; i++)

{

result.push\_back(matrix[begin\_row][i]);

}

begin\_row++;

break;

case 1:

for (int i = begin\_row; i <= end\_row; i++)

{

result.push\_back(matrix[i][end\_col]);

}

end\_col--;

break;

case 2:

for (int i = end\_col; i >= begin\_col; i--)

{

result.push\_back(matrix[end\_row][i]);

}

end\_row--;

break;

case 3:

for (int i = end\_row; i >= begin\_row; i--)

{

result.push\_back(matrix[i][begin\_col]);

}

begin\_col++;

break;

}

direction = (direction + 1) % 4;

}

return result;

}

## 59. Spiral Matrix II

Medium

Given a positive integer *n*, generate a square matrix filled with elements from 1 to *n*2 in spiral order.

**Example:**

**Input:** 3

**Output:**

[

[ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]

]

### Analysis:

Almost same as LeetCode 54.

/// <summary>

/// Leet code #59. Spiral Matrix II

///

/// Medium

///

/// Given a positive integer n, generate a square matrix filled with elements

/// from 1 to n2 in spiral order.

///

/// Example:

///

/// Input: 3

/// Output:

/// [

/// [ 1, 2, 3 ],

/// [ 8, 9, 4 ],

/// [ 7, 6, 5 ]

/// ]

/// </summary>

vector<vector<int>> LeetCodeArray::generateMatrix(int n)

{

vector<vector<int>> result(n, vector<int>(n, 0));

if (n <= 0) return result;

int begin\_row = 0;

int end\_row = n - 1;

int begin\_col = 0;

int end\_col = n - 1;

int direction = 0;

int index = 0;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

switch (direction)

{

case 0:

for (int i = begin\_col; i <= end\_col; i++)

{

index++;

result[begin\_row][i] = index;

}

begin\_row++;

break;

case 1:

for (int i = begin\_row; i <= end\_row; i++)

{

index++;

result[i][end\_col] = index;

}

end\_col--;

break;

case 2:

for (int i = end\_col; i >= begin\_col; i--)

{

index++;

result[end\_row][i] = index;

}

end\_row--;

break;

case 3:

for (int i = end\_row; i >= begin\_row; i--)

{

index++;

result[i][begin\_col] = index;

}

begin\_col++;

break;

}

direction = (direction + 1) % 4;

}

return result;

}

## 1424. Diagonal Traverse II

Medium

Given a list of lists of integers, nums, return all elements of nums in diagonal order as shown in the below images.

**Example 1:**

**![](data:image/png;base64,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)**

**Input:** nums = [[1,2,3],[4,5,6],[7,8,9]]

**Output:** [1,4,2,7,5,3,8,6,9]

**Example 2:**
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**Input:** nums = [[1,2,3,4,5],[6,7],[8],[9,10,11],[12,13,14,15,16]]

**Output:** [1,6,2,8,7,3,9,4,12,10,5,13,11,14,15,16]

**Example 3:**

**Input:** nums = [[1,2,3],[4],[5,6,7],[8],[9,10,11]]

**Output:** [1,4,2,5,3,8,6,9,7,10,11]

**Example 4:**

**Input:** nums = [[1,2,3,4,5,6]]

**Output:** [1,2,3,4,5,6]

**Constraints:**

* 1 <= nums.length <= 10^5
* 1 <= nums[i].length <= 10^5
* 1 <= nums[i][j] <= 10^9
* There at most 10^5 elements in nums.

### Analysis:

This is an continuous array, every time you move down one row, starts with column 0 and move up one row one step, adding column by one, if that row has enough columns on specific column then output otherwise skip it.

However there is an issue here, the matrix is very big, so we cannot waste our time on non-existing cells, in this case there are two ways to do so, one is a little bit easy, you iterate original array, and store all the cells by the row+col in first come last out manner in a new matrix, and output that matrix, but it will cause extra memory. Another way is that you record all rows with remaining columns not iterated and every time you revisit the rows.

/// <summary>

/// Leet code #1424. Diagonal Traverse II

///

/// Medium

///

/// Given a list of lists of integers, nums, return all elements of nums

/// in diagonal order as shown in the below images.

///

/// Example 1:

/// Input: nums = [[1,2,3],[4,5,6],[7,8,9]]

/// Output: [1,4,2,7,5,3,8,6,9]

///

/// Example 2:

/// Input: nums = [[1,2,3,4,5],[6,7],[8],[9,10,11],[12,13,14,15,16]]

/// Output: [1,6,2,8,7,3,9,4,12,10,5,13,11,14,15,16]

///

/// Example 3:

/// Input: nums = [[1,2,3],[4],[5,6,7],[8],[9,10,11]]

/// Output: [1,4,2,5,3,8,6,9,7,10,11]

///

/// Example 4:

/// Input: nums = [[1,2,3,4,5,6]]

/// Output: [1,2,3,4,5,6]

///

/// Constraints:

/// 1. 1 <= nums.length <= 10^5

/// 2. 1 <= nums[i].length <= 10^5

/// 3. 1 <= nums[i][j] <= 10^9

/// 4. There at most 10^5 elements in nums.

/// </summary>

vector<int> LeetCodeArray::findDiagonalOrder(vector<vector<int>>& nums)

{

map<int, int> index\_map;

for (int i = 0; i < (int)nums.size(); i++) index\_map[0 - i] = 0;

int index = 0;

vector<int> result;

while (!index\_map.empty())

{

auto pos = index\_map.lower\_bound(index);

while (pos != index\_map.end())

{

int row = 0 - pos->first;

result.push\_back(nums[row][pos->second]);

pos->second++;

auto temp = pos;

pos++;

if (temp->second >= (int)nums[row].size()) index\_map.erase(temp);

}

index--;

}

return result;

}