# Linked List

The linked list problem is a favorite topic in C++ or Java, the key solution in such problem is to traverse the list, track the position of the target node and update the list while keeping its integrity. Because during the update it is easy to lose the link and the linked list become a corrupted list.

In real project we may maintain a double linked list, but in LeetCode, all the linked list is a singly linked list, which means only the next pointer will be used to maintain the list. There are some common tricks you may need to know in solving the linked list.

1. Create an empty head and add it to the front of the linked list. This will make some operation such as reverse works well.
2. Track the previous node of the target node is more important than keep the target node, because if you want to delete the target node, you should update the prev->next.
3. If you want to update a link such as prev->next, you should store it first, otherwise you will lose track on the remaining list.
4. If you want to know N positions ahead of the target node, you should use a slow traveler following the traversing node, with distance of N.

## 138. Copy List with Random Pointer

Medium

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a [**deep copy**](https://en.wikipedia.org/wiki/Object_copying#Deep_copy) of the list.

**Example 1:**
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**Input:**

{"$id":"1","next":{"$id":"2","next":null,"random":{"$ref":"2"},"val":2},"random":{"$ref":"2"},"val":1}

**Explanation:**

Node 1's value is 1, both of its next and random pointer points to Node 2.

Node 2's value is 2, its next pointer points to null and its random pointer points to itself.

**Note:**

1. You must return the **copy of the given head** as a reference to the cloned list.

### Analysis:

This is a favorite problem for Microsoft and Amazon, to clone the linked list, we first ignore the random pointer but clone node by node and insert the new node right after the original node, which means the original node next point to the clone node, and the clone node next point to the next node in original list. The clone node now is side by side as the clone node.

Then we take care the random pointer, the original random pointer points to a random node, the clone node should point to the same node in the clone list, and we know it is right after the original random node.

In the last iteration we can disconnect the original list and the clone list by updating the next pointer. Actually, this step can be merged in the above when we update the random list.

/// <summary>

/// Leet code #138. Copy List with Random Pointer

///

/// A linked list is given such that each node contains an additional random

/// pointer which could point to any node in the list or null.

///

/// Return a deep copy of the list.

///

/// Example 1:

///

/// Input:

/// {"$id":"1","next":{"$id":"2","next":null,"random":{"$ref":"2"},"val":2},

/// "random":{"$ref":"2"},"val":1}

///

/// Explanation:

/// Node 1's value is 1, both of its next and random pointer points to Node 2.

/// Node 2's value is 2, its next pointer points to null and its random

/// pointer points to itself.

///

/// Note:

/// 1. You must return the copy of the given head as a reference to the

/// cloned list.

/// </summary>

RandomListNode \* LeetCodeLinkedList::copyRandomList(RandomListNode \*head)

{

RandomListNode \*node = head;

// clone the next link

while (node != nullptr)

{

RandomListNode\* new\_node = new RandomListNode(node->label);

new\_node->next = node->next;

node->next = new\_node;

node = new\_node->next;

}

// clone the random link

node = head;

while (node != nullptr)

{

RandomListNode\* new\_node = node->next;

if (node->random != nullptr)

{

new\_node->random = node->random->next;

}

node = new\_node->next;

}

// separate two link list

node = head;

RandomListNode \*new\_head = nullptr;

if (head != nullptr)

{

new\_head = head->next;

}

while (node != nullptr)

{

RandomListNode\* new\_node = node->next;

node->next = new\_node->next;

node = node->next;

if (node != nullptr)

{

new\_node->next = node->next;

}

}

return new\_head;

}

## 23. Merge k Sorted Lists

Hard

Merge *k* sorted linked lists and return it as one sorted list. Analyze and describe its complexity.

**Example:**

**Input:**

[

  1->4->5,

  1->3->4,

  2->6

]

**Output:** 1->1->2->3->4->4->5->6

### Analysis:

For every head node in the array, we put the negative value and its node in the priority queue and keep on popping from the priority queue.

/// <summary>

/// Leet code #23. Merge k Sorted Lists

///

/// Merge k sorted linked lists and return it as one sorted list. Analyze and

/// describe its complexity.

///

/// Example:

///

/// Input:

/// [

/// 1->4->5,

/// 1->3->4,

/// 2->6

/// ]

/// Output: 1->1->2->3->4->4->5->6

/// </summary>

ListNode\* LeetCodeLinkedList::mergeKLists(vector<ListNode\*>& lists)

{

ListNode \* head = nullptr;

ListNode\* curr = nullptr;

priority\_queue<pair<int, ListNode\*>> heap;

for (size\_t i = 0; i < lists.size(); i++)

{

ListNode\* node = lists[i];

if (node != nullptr)

{

heap.push(make\_pair(-node->val, node));

}

}

while (!heap.empty())

{

pair<int, ListNode\*> first = heap.top();

heap.pop();

if (first.second != nullptr && first.second->next != nullptr)

{

heap.push(make\_pair(-first.second->next->val, first.second->next));

}

if (head == nullptr)

{

head = first.second;

curr = head;

}

else

{

curr->next = first.second;

curr = curr->next;

}

if (curr != nullptr) curr->next = nullptr;

}

return head;

}

## 25. Reverse Nodes in k-Group

Hard

Given a linked list, reverse the nodes of a linked list *k* at a time and return its modified list.

*k* is a positive integer and is less than or equal to the length of the linked list. If the number of nodes is not a multiple of *k* then left-out nodes in the end should remain as it is.

**Example:**

Given this linked list: 1->2->3->4->5

For *k* = 2, you should return: 2->1->4->3->5

For *k* = 3, you should return: 3->2->1->4->5

**Note:**

* Only constant extra memory is allowed.
* You may not alter the values in the list's nodes, only nodes itself may be changed.

### Analysis:

We can add an empty head, and reverse K node, then move to the end of group and reverse next group. Before we start to reverse we first test if we have k node in the group, of course if we can also reverse again if we found there is less than k nodes in a group.

/// <summary>

/// Leet code #25. Reverse Nodes in k-Group

///

/// Given a linked list, reverse the nodes of a linked list k at a time and

/// return its modified list.

///

/// k is a positive integer and is less than or equal to the length of the

/// linked list. If the number of nodes is not a multiple of k then left-out

/// nodes in the end should remain as it is.

///

/// Example:

///

/// Given this linked list: 1->2->3->4->5

///

/// For k = 2, you should return: 2->1->4->3->5

///

/// For k = 3, you should return: 3->2->1->4->5

///

/// Note:

///

/// 1. Only constant extra memory is allowed.

/// 2. You may not alter the values in the list's nodes, only nodes itself

/// may be changed.

/// </summary>

ListNode\* LeetCode::reverseKGroup(ListNode\* head, int k)

{

ListNode\* fake\_head = new ListNode(0);

fake\_head->next = head;

ListNode\* prev = fake\_head;

ListNode\* last = head;

while (last != nullptr && last->next != nullptr)

{

// test if we have k nodes

ListNode\* next = prev;

for (int i = 0; i < k; i++)

{

if (next == nullptr) break;

next = next->next;

}

if (next == nullptr) break;

for (int i = 0; i < k - 1; i++)

{

// watch the order of operation.

next = last->next;

last->next = next->next;

next->next = prev->next;

prev->next = next;

}

prev = last;

last = last->next;

}

head = fake\_head->next;

delete fake\_head;

return head;

}

## 19. Remove Nth Node From End of List

Medium

Given a linked list, remove the *n*-th node from the end of list and return its head.

**Example:**

Given linked list: **1->2->3->4->5**, and ***n* = 2**.

After removing the second node from the end, the linked list becomes **1->2->3->5**.

**Note:**

Given *n* will always be valid.

**Follow up:**

Could you do this in one pass?

### Analysis:

We have a slow iterator which is N step after the fast iterator, to make it able to remove the node, we should record the previous node instead of the target node. For this case, we add a fake head.

/// <summary>

/// Leet code #19. Remove Nth Node From End of List

///

/// Given a linked list, remove the n-th node from the end of list and return

/// its head.

///

/// Example:

///

/// Given linked list: 1->2->3->4->5, and n = 2.

///

/// After removing the second node from the end, the linked list

/// becomes 1->2->3->5.

///

/// Note:

/// 1. Given n will always be valid.

///

/// Follow up:

///

/// 1. Could you do this in one pass?

/// </summary>

ListNode\* LeetCodeLinkedList::removeNthFromEnd(ListNode\* head, int n)

{

ListNode\* fake\_head = new ListNode(0);

fake\_head->next = head;

ListNode\* first = fake\_head;

ListNode\* last = fake\_head;

for (int i = 0; i < n; i++)

{

last = last->next;

}

while (last->next != nullptr)

{

first = first->next;

last = last->next;

}

ListNode \* next = first->next;

if (next != nullptr) first->next = next->next;

delete next;

head = fake\_head->next;

delete fake\_head;

return head;

}

## 143. Reorder List

Medium

Given a singly linked list *L*: *L*0→*L*1→…→*Ln*-1→*L*n,  
reorder it to: *L*0→*Ln*→*L*1→*Ln*-1→*L*2→*Ln*-2→…

You may **not** modify the values in the list's nodes, only nodes itself may be changed.

**Example 1:**

Given 1->2->3->4, reorder it to 1->4->2->3.

**Example 2:**

Given 1->2->3->4->5, reorder it to 1->5->2->4->3.

### Analysis:

We should position to the middle of the list first, then reverse the second half and finally merge them.

/// <summary>

/// Leet code #143. Reorder List

///

/// Given a singly linked list L: L0→L1→…→Ln-1→Ln,

/// reorder it to: L0→Ln→L1→Ln-1→L2→Ln-2→…

///

/// You may not modify the values in the list's nodes, only nodes itself

/// may be changed.

///

/// Example 1:

///

/// Given 1->2->3->4, reorder it to 1->4->2->3.

///

/// Example 2:

///

/// Given 1->2->3->4->5, reorder it to 1->5->2->4->3.

/// </summary>

void LeetCode::reorderList(ListNode\* head)

{

if ((head == nullptr) || head->next == nullptr) return;

ListNode\* fake\_head = new ListNode(0);

fake\_head->next = head;

ListNode\* slow = fake\_head;

ListNode \*fast = fake\_head;

while (fast->next != nullptr)

{

fast = fast->next;

if (fast->next != nullptr) fast = fast->next;

slow = slow->next;

}

// reverse second half

fast = slow->next;

while (fast->next != nullptr)

{

ListNode \* next = fast->next;

fast->next = next->next;

next->next = slow->next;

slow->next = next;

}

// merge the second half

fast = slow;

slow = head;

while (slow != fast)

{

ListNode \* next = fast->next;

fast->next = next->next;

next->next = slow->next;

slow->next = next;

slow = next->next;

}

delete fake\_head;

}

## 148. Sort List

Medium

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

**Example 1:**

**Input:** 4->2->1->3

**Output:** 1->2->3->4

**Example 2:**

**Input:** -1->5->3->4->0

**Output:** -1->0->3->4->5

### Analysis:

The straight forward sort for linked list is bubble sort, but it will not be O(nlog(n)). A stable O(nlog(n)) algorithm is merge sort, which is to sort two adjacent items then merge them, then merge 4 adjacent items, then 8… until you merge n/2 with n/2 to get n sorted list. This sorting algorithm is easier to implement than you think, you can use recursive call, so every time you just need to position the middle of the list which you suppose to sort, here we use fast traveler which traverse two nodes at a step and slow traveler which traverse one node at a step.

/// <summary>

/// Leet code #21. Merge Two Sorted Lists

///

/// Merge two sorted linked lists and return it as a new list. The new list

/// should be made by splicing together the nodes of the first two lists.

///

/// Example:

/// Input: 1->2->4, 1->3->4

/// Output: 1->1->2->3->4->4

/// </summary>

ListNode\* LeetCodeLinkedList::mergeTwoLists(ListNode\* l1, ListNode\* l2)

{

ListNode\* fake\_head = new ListNode(0);

ListNode\* head = nullptr;

ListNode\* prev = fake\_head;

while ((l1 != nullptr) || (l2 != nullptr))

{

if (l1 == nullptr)

{

prev->next = l2;

l2 = nullptr;

}

else if (l2 == nullptr)

{

prev->next = l1;

l1 = nullptr;

}

else if (l1->val < l2->val)

{

prev->next = l1;

l1 = l1->next;

}

else

{

prev->next = l2;

l2 = l2->next;

}

prev = prev->next;

}

head = fake\_head->next;

delete fake\_head;

return head;

}

/// <summary>

/// Leet code #148. Sort List

///

/// Sort a linked list in O(n log n) time using constant space complexity.

///

/// Example 1:

/// Input: 4->2->1->3

/// Output: 1->2->3->4

///

/// Example 2:

/// Input: -1->5->3->4->0

/// Output: -1->0->3->4->5

/// </summary>

ListNode\* LeetCodeLinkedList::sortList(ListNode\* head)

{

if ((head == nullptr) || (head->next == nullptr)) return head;

ListNode\* slow = head, \* fast = head;

while (fast != nullptr)

{

fast = fast->next;

if (fast != nullptr) fast = fast->next;

if (fast == nullptr) break;

slow = slow->next;

}

fast = slow->next;

slow->next = nullptr;

slow = sortList(head);

fast = sortList(fast);

return mergeTwoLists(slow, fast);

}

## 142. Linked List Cycle II

Medium

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

To represent a cycle in the given linked list, we use an integer pos which represents the position (0-indexed) in the linked list where tail connects to. If pos is -1, then there is no cycle in the linked list.

**Note:** Do not modify the linked list.

**Example 1:**

**Input:** head = [3,2,0,-4], pos = 1

**Output:** tail connects to node index 1

**Explanation:** There is a cycle in the linked list, where tail connects to the second node.
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**Example 2:**

**Input:** head = [1,2], pos = 0

**Output:** tail connects to node index 0

**Explanation:** There is a cycle in the linked list, where tail connects to the first node.
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**Example 3:**

**Input:** head = [1], pos = -1

**Output:** no cycle

**Explanation:** There is no cycle in the linked list.

![](data:image/png;base64,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)

**Follow-up**:  
Can you solve it without using extra space?

### Analysis:

This is another typicla problem, we have a fast traveler which moves 2 nodes a step and a slow traveler which moves 1 node a step. If they meet, we know there is a cycle. Then we move the fast traveler from the head along with a slow traveler, both move 1 node a step, until they meet it is the start of cycle.

The theory is this, assume H steps before the cycle and L is the circle length and when they meet it is D steps ahead of start of cycle.

2\*(H + D) = L + D + H -> H = L -D.

Consider the following linked list, where E is the cylce entry and X, the crossing point of fast and slow.

H: distance from head to cycle entry E

D: distance from E to X

L: cycle length

\_\_\_\_\_

/ \

head\_\_\_\_\_H\_\_\_\_\_\_E \

\ /

X\_\_\_\_\_/

If fast and slow both start at head, when fast catches slow, slow has traveled H+D and fast 2(H+D).

Assume fast has traveled n loops in the cycle, we have:

2H + 2D = H + D + L --> H + D = nL --> H = nL - D

Thus if two pointers start from head and X, respectively, one first reaches E, the other also reaches E.

/// <summary>

/// Leet code #142. Linked List Cycle II

///

/// Given a linked list, return the node where the cycle begins. If there

/// is no cycle, return null.

///

/// To represent a cycle in the given linked list, we use an integer pos

/// which represents the position (0-indexed) in the linked list where tail

/// connects to. If pos is -1, then there is no cycle in the linked list.

///

/// Note: Do not modify the linked list.

///

///

/// Example 1:

/// Input: head = [3,2,0,-4], pos = 1

/// Output: tail connects to node index 1

/// Explanation: There is a cycle in the linked list, where tail connects to

/// the second node.

///

///

/// Example 2:

///

/// Input: head = [1,2], pos = 0

/// Output: tail connects to node index 0

/// Explanation: There is a cycle in the linked list, where tail connects to

/// the first node.

///

/// Example 3:

///

/// Input: head = [1], pos = -1

/// Output: no cycle

/// Explanation: There is no cycle in the linked list.

///

/// Follow-up:

/// Can you solve it without using extra space?

/// </summary>

ListNode\* LeetCodeLinkedList::detectCycle(ListNode\* head)

{

ListNode\* slow = head;

ListNode\* fast = head;

while (fast != nullptr)

{

slow = slow->next;

fast = fast->next;

if (fast != nullptr)

{

fast = fast->next;

if (slow == fast)

{

break;

}

}

}

if (fast == nullptr)

{

return nullptr;

}

else

{

fast = head;

while (slow != fast)

{

slow = slow->next;

fast = fast->next;

}

return slow;

}

}

## 1206. Design Skiplist

Hard

Design a Skiplist without using any built-in libraries.

A Skiplist is a data structure that takes O(log(n)) time to *add*, *erase* and *search*. Comparing with treap and red-black tree which has the same function and performance, the code length of Skiplist can be comparatively short and the idea behind Skiplists are just simple linked lists.

For example: we have a Skiplist containing *[30,40,50,60,70,90]* and we want to add *80* and *45* into it. The Skiplist works this way:
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Artyom Kalinin [CC BY-SA 3.0], via [Wikimedia Commons](https://commons.wikimedia.org/wiki/File:Skip_list_add_element-en.gif)

You can see there are many layers in the Skiplist. Each layer is a sorted linked list. With the help of the top layers, *add* , *erase* and *search*can be faster than O(n). It can be proven that the average time complexity for each operation is O(log(n)) and space complexity is O(n).

To be specific, your design should include these functions:

* bool search(int target) : Return whether the target exists in the Skiplist or not.
* void add(int num): Insert a value into the SkipList.
* bool erase(int num): Remove a value in the Skiplist. If num does not exist in the Skiplist, do nothing and return false. If there exists multiple num values, removing any one of them is fine.

See more about Skiplist : <https://en.wikipedia.org/wiki/Skip_list>

Note that duplicates may exist in the Skiplist, your code needs to handle this situation.

**Example:**

Skiplist skiplist = new Skiplist();

skiplist.add(1);

skiplist.add(2);

skiplist.add(3);

skiplist.search(0); // return false.

skiplist.add(4);

skiplist.search(1); // return true.

skiplist.erase(0); // return false, 0 is not in skiplist.

skiplist.erase(1); // return true.

skiplist.search(1); // return false, 1 has already been erased.

**Constraints:**

* 0 <= num, target <= 20000
* At most 50000 calls will be made to search, add, and erase.

### Analysis:

This problem may be beyond the scope of interview, but we can take it as an exercise. The skip list has multi-layer a node can be promoted depending on the random probability, if it is 50% or less, it moves up a level. A delete will always delete the node from top to bottom to make our life easy, during the travel from top to bottom, we will always remember the previous node, so if we need to promote a node, we know after which node we can add.

/// <summary>

/// Leet code #1206. Design Skiplist

///

/// Design a Skiplist without using any built-in libraries.

///

/// A Skiplist is a data structure that takes O(log(n)) time to add, erase

/// and search. Comparing with treap and red-black tree which has the same

/// function and performance, the code length of Skiplist can be

/// comparatively short and the idea behind Skiplists are just simple linked

/// lists.

///

/// For example: we have a Skiplist containing [30,40,50,60,70,90] and we want

/// to add 80 and 45 into it. The Skiplist works this way:

///

/// Artyom Kalinin [CC BY-SA 3.0], via Wikimedia Commons

///

/// You can see there are many layers in the Skiplist. Each layer is a sorted

/// linked list. With the help of the top layers, add , erase and search can

/// be faster than O(n). It can be proven that the average time complexity

/// for each operation is O(log(n)) and space complexity is O(n).

///

/// To be specific, your design should include these functions:

///

/// bool search(int target) : Return whether the target exists in the Skiplist

/// or not.

///

/// void add(int num): Insert a value into the SkipList.

///

/// bool erase(int num): Remove a value in the Skiplist. If num does not exist

/// in the Skiplist, do nothing and return false. If there exists multiple num

//// values, removing any one of them is fine.

/// See more about Skiplist : https://en.wikipedia.org/wiki/Skip\_list

///

/// Note that duplicates may exist in the Skiplist, your code needs to handle

/// this situation.

///

/// Example:

///

/// Skiplist skiplist = new Skiplist();

///

/// skiplist.add(1);

/// skiplist.add(2);

/// skiplist.add(3);

/// skiplist.search(0); // return false.

/// skiplist.add(4);

/// skiplist.search(1); // return true.

/// skiplist.erase(0); // return false, 0 is not in skiplist.

/// skiplist.erase(1); // return true.

/// skiplist.search(1); // return false, 1 has already been erased.

///

/// Constraints:

///

/// 1. 0 <= num, target <= 20000

/// 2. At most 50000 calls will be made to search, add, and erase.

/// </summary>

class Skiplist

{

private:

struct SkipNode

{

int value;

SkipNode\* down;

SkipNode\* prev;

SkipNode\* next;

SkipNode(int v)

{

value = v;

down = nullptr;

prev = nullptr;

next = nullptr;

}

};

vector<SkipNode\*> skip\_layer;

SkipNode \* search\_next(SkipNode\* start, int target)

{

SkipNode\* node = start;

while (node->next != nullptr && target > node->next->value)

{

node = node->next;

}

return node;

}

SkipNode\* search\_down(int target, vector<SkipNode \*>& layer\_nodes)

{

SkipNode\* node = nullptr;

for (int i = skip\_layer.size() - 1; i >= 0; i--)

{

if (i == skip\_layer.size() - 1)

{

node = skip\_layer[i];

}

else

{

if (node != nullptr) node = node->down;

}

node = search\_next(node, target);

layer\_nodes.push\_back(node);

}

return node;

}

public:

Skiplist()

{

SkipNode\* prev = nullptr;

srand((unsigned int)time(0));

for (size\_t i = 0; i < 32; i++)

{

SkipNode\* node = new SkipNode(0);

skip\_layer.push\_back(node);

if (prev != nullptr)

{

node->down = prev;

}

prev = node;

}

}

~Skiplist()

{

for (size\_t i = 0; i < skip\_layer.size(); i++)

{

SkipNode\* node = skip\_layer[i];

while (node != nullptr)

{

SkipNode\* temp = node;

node = node->next;

delete temp;

}

}

}

bool search(int target)

{

SkipNode\* start = nullptr;

vector<SkipNode \*> layer\_nodes;

SkipNode\* node = search\_down(target, layer\_nodes);

if (node != nullptr && node->next != nullptr && node->next->value == target)

{

return true;

}

else

{

return false;

}

}

void add(int num)

{

vector<SkipNode\*> layer\_nodes;

SkipNode\* node = search\_down(num, layer\_nodes);

int n = 1;

SkipNode\* down = nullptr;

while (!layer\_nodes.empty())

{

// coin flip negative stop pop up

if (n == 0) break;

node = layer\_nodes.back();

layer\_nodes.pop\_back();

SkipNode\* new\_node = new SkipNode(num);

new\_node->next = node->next;

if (node->next != nullptr) node->next->prev = new\_node;

node->next = new\_node;

if (new\_node != nullptr) new\_node->prev = node;

if (new\_node != nullptr) new\_node->down = down;

down = new\_node;

n = rand() % 2;

}

}

bool erase(int num)

{

bool result = false;

vector<SkipNode\*> layer\_nodes;

SkipNode\* node = search\_down(num, layer\_nodes);

while (!layer\_nodes.empty())

{

node = layer\_nodes.back();

layer\_nodes.pop\_back();

if (node != nullptr && node->next != nullptr && node->next->value == num)

{

result = true;

SkipNode\* temp = node->next;

node->next = temp->next;

if (node->next != nullptr)

{

node->next->prev = node;

}

delete temp;

}

}

return result;

}

void print()

{

printf("#\n");

for (size\_t i = 0; i < skip\_layer.size(); i++)

{

SkipNode\* node = skip\_layer[i];

if (node == nullptr || node->next == nullptr) break;

node = node->next;

string message;

while (node != nullptr)

{

if (!message.empty())

{

message.append("->");

}

message.append(to\_string(node->value));

node = node->next;

}

printf("%s\n", message.c\_str());

}

}

};