# **Rust“与众不同”特点的汇总**

[![IMG_256](data:image/jpeg;base64,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)](https://www.zhihu.com/people/Tmacy)

**[Tmacy](https://www.zhihu.com/people/Tmacy" \t "https://zhuanlan.zhihu.com/p/_blank)**

知乎深潜者

​关注他

14 人赞同了该文章

参考《rust程序设计语言》，一点学习笔记分享

## **所有权**

Rust提供所有权系统，可以让Rust程序无需垃圾回收也可以保障内存安全。所有权系统时理解Rust程序最重要的部分。所有权让写代码变得更谨慎，更复杂，但会让程序运行在不降低运行速度的前提下，更加安全，同时能降低Bug概率。

所有权规则：

1. Rust中的值都有一个被称为所有者变量。
2. 值只能有一个所有者变量。
3. 所有者变量离开作用域，此值将被丢弃。

这里所有权与其他语言的作用域概念时类似的。对于程序里的一个值，它的存储方式有三种，一个是直接编译到程序中，一个是在运行时分配到栈上，最后一个是在运行时分配到堆上。直接编译到程序的值是不可改变的，例如常量。编译后就可以确定存储空间的可变量，会被分配到内存的栈空间中。在运行时才能确定存储空间的值，会被分配到堆空间中。

栈空间的值，如果退出作用域将会被释放，而堆空间的值，对于不同的语言处理方式不一样。C/C++需要在代码中指定释放空间，Java，Go一类有垃圾回收的语言则依靠垃圾回收器来释放不需要的值。

Rust采取的方式是：一旦离开作用域，就会释放空间。这种类似半自动垃圾回收的策略，可以让Rust满足C/C++的运行效率，同时能有效减少内存泄漏的问题。

变量离开作用域后，Rust会调用一个特殊的函数：drop，帮助释放内存。你可以为特定类型定义drop的行为。

### **所有权的转移**

1. 数据的移动

// 将变量x赋值给y

let x = 1;

let y = x;

​

将值1绑定到变量x上，接着生成一个值x的拷贝绑定到变量y上。此时x与y所对应的值都是1。数值的赋值过程其实就是值拷贝，x与y所对应的值其实是两个拷贝。

let s1 = String::from("Hello");

let s2 = s1;

字符串s1的值是对应分配在堆空间的，s1是对于此空间的一个引用(绑定)。s1本身包括一个指向堆空间的指针，一个代表字符串长度的值以及一个代表容量的值。将s1赋值给s2，堆空间的值并没有被复制，s2引用的还是同样的内存空间。

但此时s1将失去对此内存空间的所有权！因此在let s2 = s1之后，s1将无法使用，其值的所有权被转移到s2了。同时，当s1离开作用域时，无需清理任何空间，因为s1已经不再有效。

当s2离开作用域后，其所绑定的内存空间将会被释放。

1. 数据的克隆

如果想同时使用s1与s2，上述情况需要使用深度拷贝:

let s1 = String::from("hello");

let s2 = s1.clone();

clone会将堆上的数据复制一份绑定给s2，此时s1与s2引用了同样的值("hello")，但并不是同一个值。

Rust中提供一个Copy trait，如果一个类型有Copy的trait，则可以直接通过赋值来传递值。类似整型变量的传递方式。本质就是复制变量所绑定的值。但是如果一个类型的任何部分实现了Drop的trait，则无法使用Copy trait。能使用Copy的类型例如：整数，浮点数，布尔类型，字符类型，包括以上类型的元组。

1. 所有权与函数

函数的传参过程可能会导致所有权的移动，与变量赋值类似。

* 当具有Copy trait类型的变量通过函数传参，就是传值。原变量在传递到函数中后依然可以使用
* 当一个引用传递给函数，其引用的值的所有权也相应转移到函数中了，该引用变量将无法在后续代码中使用。

返回值也会发生所有权的转移。

变量的所有权总是遵循相同的模式：将值赋给另一个变量时移动它。当持有堆中数据值 的变量离开作用域时，其值将通过 drop 被清理掉,除非数据被移动为另一个变量所 有。

**如何在传参与返回过程中取消所有权的转移**

* 传递一个引用

**fn** **main**() { **let** s1 **=** String::from("hello"); **let** len **=** calculate\_length(**&**s1); println**!**("The length of '{}' is {}.", s1, len);}**fn** **calculate\_length**(s: **&**String) -> **usize** { *//s是对String的引用* s.len()}*//s离开作用域，但它不拥有引用值的所有权，所以不会有所有权转移*

使用&符号就表示一个数据的引用。它们允许使用值但不获取所有权。

这种获取引用作为函数参数叫做：借用(borrowing)，例如一个人借用了某样东西，从哪里借来还需要还回去。

**但是借来的东西无法修改**

如果想尝试修改借用变量，会无法编译。如果需要修改一个引用的值，需要传递一个可变引用：&mut s

可变引用有个很大的限制，就是在特定作用域内只允许有一个可变引用。这个限制好处就是Rust可以在编译时就避免数据竞争（data race）。数据竞争的发生会导致未定义的行为，很难在运行时被调试追踪。

数据竞争的产生有三个条件：

1. 两个或更多的指针同时访问一个数据
2. 至少有一个指针写入数据
3. 没有同步数据访问的机制

### **没有所有权的类型**

第一种没有所有权的类型就是引用。其实所有权的概念相对于引用的值，而非引用本身。当然引用本身的值应该就是所引用值的地址。

引用的特点：

1. 在任意时间点，要么只能有一个可变引用，要么只能有多个不可变引用。
2. 引用不能失效。（其实就是引用的值必须存在）

第二种没有所有权类型的值是slice，应该翻译为切片。

slice允许引用集合中一段连续的元素序列，而不用引用整个集合。

**let** s **=** String::from("hello world");**let** hello **=** **&**s[0..5]; *//包括0,但不包括5***let** world **=** **&**s[6..11];*//同上//////////////////////////////////////***let** hello **=** **&**s[0..**=**4]; *//使用=表示包括4***let** world **=** **&**s[6..**=**10];**let** slice **=** **&**s[..2]; *//默认是从0开始***let** slice **=** **&**s[3..]; *//也可以省略结束索引值，表示索引到字符串的最后*

“字符串 slice” 的类型声明写作 &str ，其他类型的例如整型slice，写作&[i32]

### **HashMap与所有权**

对于像 i32 这样的实现了 Copy trait 的类型,其值可以拷贝进哈希 map。对于像 String 这样拥有所有权的值，其值将被移动而哈希 map 会成为这些值的所有者，一旦键值被插入到HashMap中，就被HashMap所有了。

## **生命周期**

Rust中的每个引用都有其生命周期(lifetime)，也就是引用保持有效的作用域。大部分的生命周期是隐含并可以推断的。但也会出现一些引用的生命周期存在一些不同方式的关联，因此Rust也需要我们使用生命周期的标注来表明他们的关系。

### **生命周期的注解语法**

生命周期注解并不改变任何引用的声明周期的长短。生命周期注解描述了多个引用生命周期相互关系，并不影响其生命周期。语法是使用(')开头，名称通常是小写。'a 时大多数人默认使用的名称。生命周期参数注解位于引用符号&之后，并有一个空格来将引用类型与生命周期注解分隔开。

**&i32** *// 引用***&**'a **i32** *//带有显式生命周期的引用***&**'a **mut** **i32** *//带有显式生命周期的可变引用*

单个生命周期注解本身没有多少意义，因为生命周期是表示多个引用的生命周期参数的相互关系。具有相同生命周期注解的引用意味着他们存在一样久。

### **函数签名中的生命周期注解**

一个例子：

**fn** **longest<**'a**>**(x: **&**'a **str**, y: **&**'a **str**) -> **&**'a **str** { **if** x.len() **>** y.len() { x } **else** { y }}

函数签名表示，对于某些生命周期'a，函数会获得两个参数，他们都是生命周期‘a存在一样长的字符串slice。函数也会返回一个与生命周期'a存在一样长的slice。这就是告诉Rust需要保证这个约定。**注意在函数签名中指定生命周期参数时，我们没有改变任何传入后返回的值的生命周期，而是指任何不遵循这个约定的传入值将被拒绝**。

这些生命周期的注解，只会在函数签名中，不存在函数体中的任何代码中。当函数体引用外部代码的引用时，Rust分析函数的参数或返回值的生命周期是几乎不可能的，这些生命周期在每次调用时都可能不同，因此我们需要手动标记声明周期。

当具体引用被传递给函数时，'a所代表的具体生命周期是x的作用域与y作用域相重叠的部分。返回的引用值，能保证在最短生命周期结束前有效。

### **结构体中的生命周期注解**

定义一个包括引用的结构体：

**struct** **Important<**'a**>** { part :**&**'a **str**,}

part部分存放了一个字符串slice，这是一个引用，必须在结构体名称后声明生命周期参数，以便在结构体中使用生命周期。

### **生命周期注解的省略**

三条规则可以省略：

1. 每一个引用都有自己的生命周期参数。例如一个引用参数有一个生命周期：fn foo<'a>(x: &'a i32),两个引用参数有两个生命周期：fn foo<'a,'b>(x:&'a i32,y: &'b i32)。
2. 如果只有一个输入生命周期，它被用于所有的输出生命周期参数：fn foo <'a>(x: &'a i32) -> &'a i32
3. 如果方法有多个输入生命周期参数，如果其中有&self 或者&mut self，并且self的生命周期被赋予所以输出生命周期参数。

### **方法中的生命周期**

当为带有生命周期的结构体实现方法时，结构体字段的生命周期必须在impl关键字之后声明，并在结构体名称之后被使用，这些生命周期时结构体类型的一部分。

**impl<**'a**>** Important**<**'a**>** { **fn** **level**(**&**self) -> **i32** { 3 }}

这里唯一的参数是self，返回值只有一个i32类型，impl之后何类型名之后的生命周期参数是必要的，但是因为省略规则，self可以不必标注。

**impl<**'a**>** Important**<**'a**>** { **fn** **announce\_and\_return\_part**(**&**self, announcement: **&str**) -> **&str** { println**!**("Attention please: {}", announcement); self.part }}

这里有两个输入生命周期，因为self与announcement有各自的生命周期，因此可以省略。而返回值的生命周期被赋予了self的生命周期，因此所有生命周期都可以被计算出来，可以省略。

### **静态生命周期**

'static是静态生命周期，其存活于整个程序期间。所有的字符串字面量都拥有'static生命周期。因为它们被储存在程序二进制文件中。

### **生命周期注解本质**

生命周期注解的本质也是泛型。其代表了任意一个作用域，这个作用域是需要推断与计算的。

### **几个生命周期高级用法**

1. 明确的指明某一个生命周期不小于另一个生命周期:'a : 'b
2. 为泛型生命周期增加边界:struct Ref<'a,T:'a> (&'a T)
3. 匿名生命周期'\_：在一个需要省略注解的函数中，用在参数与返回值中具有生命周期的struct类型标识：fn foo(string: &str) -> StrWrap<'\_>。

## **枚举**

枚举是一个很多语言都有的功能，不过不同语言中其功能各不相同。Rust 的枚举与 F#、OCaml 和 Haskell 这样的函数式编程语言中的 代数数据类型(algebraic data types)最为相似。这里汇总一下相关特点。

枚举主要是数据类型的列举，每个类型都被看作枚举的成员。参考《Rust程序设计语言》的例子：

**enum** **IpAddrKind** { V4, V6,}

创建两个不同成员的实例：

**let** four **=** IpAddrKind::V4;**let** six **=** IpAddrKind::V6;

可以定义一个函数来获取任意一个IpAddrKind：

fn route(ip\_type: IpAddrKind){}

这样就可以接收任一一个成员了：

route(IpAddrKind::V4);route(IpAddrKind::V6);

可以直接将数据附加在每个成员上：

**enum** **IpAddr** { V4(String), V6(String),}**let** home **=** IpAddr::V4(String::from("127.0.0.1"));**let** loopback **=** IpAddr::V6(String::from("::1"));

用枚举替代结构体还有一个优势：每个成员可以处理不同类型何数量的数据：

**enum** **IpAddr** { V4(**u8**, **u8**, **u8**, **u8**), V6(String),}**let** home **=** IpAddr::V4(127, 0, 0, 1);**let** loopback **=** IpAddr::V6(String::from("::1"));

一个枚举可以嵌入多种多样的类型：

**enum** **Message** { Quit,*//没有关联任何数据* Move { x: **i32**, y: **i32** },*// 一个结构体* Write(String), *//一个字符串* ChangeColor(**i32**, **i32**, **i32**),*//三个i32*}

总体来说还是一个类型，可以直接实现这个Message类型的方法来处理这些不同的类型。

**impl** Message { **fn** **call**(**&**self) { *// 在这里定义方法体* }}**let** m **=** Message::Write(String::from("hello"));m.call();*//可以用一个方法处理各种数据*

### **Option**

Rust中没有空值，利用Option枚举来表示空值。Option的定义如下：

**enum** Option**<**T**>** { Some(T), None,}

Option非常常用，被包括在prelude中，可以直接使用其成员变量Some(T)和None。

为什么Option比空值要好？简单来说Option<T>包括了类型信息，编译器不允许默认就保证Option<T>是有效的。

**let** x: **i8** **=** 5;**let** y: Option**<i8>** **=** Some(5);​**let** sum **=** x **+** y;

编译器会报错，表示Option<i8>与i8不是一种类型。如果要相加，必须处理Option中的None值，这就在一定程度上保证避免最常见的错误：假设某一个值不为空，但实际为空。