证件单元: ClaimTypes 保存姓名等信息

身份证:ClaimIdentity 添加或者删除证件

string Name 定义证件对象的基本功能

string AuthenticationType 用于标识证件的载体类型

bool IsAuthenticated 是否合法证件

证件当事人:ClaimsPrincipal

### 认证管理员: AuthenticationManager 处于httpcontent

public abstract class AuthenticationManager{

//AuthenticateContext包含了需要认证的上下文，里面就有小李

public abstract Task AuthenticateAsync(AuthenticateContext context);

//握手

public abstract Task ChallengeAsync(string authenticationScheme, AuthenticationProperties properties, ChallengeBehavior behavior);

//登入

public abstract Task SignInAsync(string authenticationScheme, ClaimsPrincipal principal, AuthenticationProperties properties);

//登出

public abstract Task SignOutAsync(string authenticationScheme, AuthenticationProperties properties);

}

IAuthenticationHandler: 这个接口是在 AuthenticationManager 实现类 DefaultAuthenticationManager 中延伸出来的，所以大家不用再去看里面的源码了，记住以后如果需要重写认证相关的东西，实现IAuthenticationHandler就可以了。

Authentication 中间件

对 IAuthenticationHandler 的初步实现，封装了 AuthenticationHandler 这个抽象类，把具体的核心功能都交给下游去实现了，下面的CookieAuthentication 中间件核心类 CookieAuthenticationHandler 就是继承自AuthenticationHandler， 知道这么多就够了。

### 准备

* 1. 创建一个名为AuthorizationForoNetCore的（web）解决方案,选择Empty模板
  2. 添加相关nuget包引用Microsoft.AspNetCore.Mvc（选择最新版本）
  3. 编辑Startup.cs文件，添加mvcservice并进行默认路由配置

1 public class *Startup* 2 { 3 public void ConfigureServices(IServiceCollection services) 4 { 5 services.AddMvc(); 6 } 7 8 public void Configure(IApplicationBuilder app) 9 {10 app.UseMvc(routes =>11 {12 routes.MapRoute(13 name: "default",14 template: "{controller=Home}/{action=Index}/{id?}");15 });16 }17 }

* 1. 添加Controllers文件夹，添加HomeContrller

public class HomeController : Controller

{ public IActionResult Index() { return View();

}

}

* 1. 创建Views/Home文件夹,并添加Index(Action)对应的Index.cshtml文件

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | <!--Index.cshtml-->  假如生活欺骗了你  假如生活欺骗了你，  不要悲伤，不要心急！  忧郁的日子里须要镇静：  相信吧，快乐的日子将会来临！ |

### 使用Authorization

1. 添加相关nuget包（均使用最新版本）
   1. Microsoft.AspNetCore.Authorization
   2. Microsoft.AspNetCore.Authentication.Cookies
2. 在ConfigureServices()方法中添加对应服务:  services.AddAuthorization()
3. 在Index(Action)方法上添加 [Authorize] 特性，毫无疑问，添加后执行dotnet run 指令后后会返回401的授权码，那么接着操作
4. 编辑Startup.cs在Configureapp.UseMvc()方法之前，我们添加一个cookie 中间件，用于持久化请求管道中的身份配置信息

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | app.UseCookieAuthentication(new CookieAuthenticationOptions  {                 AuthenticationScheme = "MyCookieMiddlewareInstance",                 LoginPath = new PathString("/Account/Unauthorized/"),                 AccessDeniedPath = new PathString("/Account/Forbidden/"),                 AutomaticAuthenticate = true,                 AutomaticChallenge = true  }); |

1. tip：相关配置参数细节请参阅：https://docs.asp.net/en/latest/security/authentication/cookie.html
2. 添加Controllers/Account文件夹，添加 AccountController.cs 控制器文件，实现上述指定的方法，可能这里你会疑惑，为什么文档里不是一个 /Account/Login 这类的，文档说了别较真，这就是个例子而已，继续你就明白了。
3. 添加并实现上述中间件重定向的action 方法如下，你可以看到其实Unauthorized方法模拟实现了登陆的过程。tip:假如你添加Unauthorized视图，并且没有该不实现模拟登陆，那么运行你会直接看到 Unauthorized.cshtml 的内容，这里我们不需要添加该视图，仅作说明。
4. public class AccountController : Controller
5. { public async Task<IActionResult> Unauthorized(string returnUrl = null) {
6. List<Claim> claims = new List<Claim>();
7. claims.Add(new Claim(ClaimTypes.Name, "halower", ClaimValueTypes.String, "https://www.cnblogs.com/rohelm")); var userIdentity = new ClaimsIdentity("管理员");
8. userIdentity.AddClaims(claims); var userPrincipal = new ClaimsPrincipal(userIdentity); await HttpContext.Authentication.SignInAsync("MyCookieMiddlewareInstance", userPrincipal, new AuthenticationProperties
9. {
10. ExpiresUtc = DateTime.UtcNow.AddMinutes(20),
11. IsPersistent = false,
12. AllowRefresh = false
13. });
14. if (Url.IsLocalUrl(returnUrl))
15. { return Redirect(returnUrl);
16. } else
17. { return RedirectToAction("Index", "Home");
18. }
19. }
20. public IActionResult Forbidden() { return View();
21. }

}

1. 编辑 Home/Index.schtml

@using System.Security.Claims;

@if (User.Identities.Any(u => u.IsAuthenticated))

{<h1>欢迎登陆 @User.Identities.First(u => u.IsAuthenticated).FindFirst(ClaimTypes.Name).Value</h1>

<h2>所使用的身份验证的类型：@User.Identity.AuthenticationType</h2> }

<article>假如生活欺骗了你<br />假如生活欺骗了你<br />不要悲伤，不要心急<br />忧郁的日子里须要镇静<br />相信吧，快乐的日子将会来临 　</article>

1. 运行代码你会看到如下结果（程序获取我们提供的由issuer发布claims并展示在视图中,后续会检查Claims看他们是否匹配）  
   ![http://www.csharpkit.com/Data/csharpkit/upload/image/20170923/6364180123997654554551235.png](data:image/png;base64,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)

### 使用全局授权策略

1. 去除Home/Index （Action）上的  [Authorize]  特性
2. 添加 Views/Account/Forbidden.cshtml 页面,内容为 <h1>拒绝访问</h1>
3. 修改 ConfigureServices 方法中的 services.AddMvc() 使用它的 AddMvc(this IServiceCollection services, Action<MvcOptions> setupAction) 重载
4. 运行查看结果，你会发现这几乎成了一个无限的重定向从而造成错误，因为每个页面都需要授权。
5. 为 AccountController 添加 [AllowAnonymous] 特性，启动匿名访问，再次运行项目，查看结果
6. 结果就是重定向到了 Forbidden.cshtml 页面

### 使用角色授权

1. 在 HomeController 上添加 [Authorize(Roles = "Administrator")] 特性
2. 在模拟登陆处（ Unauthorized方法中 ）添加角色说明的身份信息条目：
3. claims.Add(new Claim(ClaimTypes.Role, "Administrator", ClaimValueTypes.String, "https://www.cnblogs.com/rohelm"));
4. 运行项目查看结果

可以使用中你会发现Asp.net Core安全验证方面较以往的版本最大的改变就是全部采用中间件的方式进行验证授权，并很好的使用了Policy （策略）这个概念，下那么继续~。

### 基于声明的授权

1. 返回Startup.cs,修改 services.AddAuthorization() 方法如下：
2. services.AddAuthorization(options =>{
3. options.AddPolicy("EmployeeOnly", policy => policy.RequireClaim("EmployeeNumber"));

});

1. 修改HomeController上的特性，添加 [Authorize(Policy = "EmployeeOnly")]
2. 运行项目查看结果，发现被拒绝了
3. 在模拟登陆处 Unauthorize方法添加：

claims.Add(new Claim("EmployeeNumber", "123456", ClaimValueTypes.String, "http://www.cnblogs.com/rohelm"));

1. goto 3.
2. 多重策略的应用，与之前的版本几乎一样，例如本次修改的结果可以为：

[Authorize(Roles = "Administrator")] public class HomeController:Controller

{

[Authorize(Policy = "EmployeeOnly")] public IActionResult Index() { return View();

}

}

1. 详情请参阅：https://docs.asp.net/en/latest/security/authorization/claims.html的说明

### 自定义授权策略

自定义授权策略的实现，包括实现一个 IAuthorizationRequirement 的Requirement，和实现 AuthorizationHandler<TRequirement> 的处理器，这里使用文档

https://docs.asp.net/en/latest/security/authorization/policies.html中的Code。

1. 添加 MinimumAgeHandler 处理器实现

public class MinimumAgeRequirement: AuthorizationHandler<MinimumAgeRequirement>, IAuthorizationRequirement

{ int \_minimumAge; public MinimumAgeRequirement(int minimumAge) {

\_minimumAge = minimumAge;

} protected override void Handle(AuthorizationContext context, MinimumAgeRequirement requirement) { if (!context.User.HasClaim(c => c.Type == ClaimTypes.DateOfBirth))

{ return;

} var dateOfBirth = Convert.ToDateTime(

context.User.FindFirst(c => c.Type == ClaimTypes.DateOfBirth).Value); int calculatedAge = DateTime.Today.Year - dateOfBirth.Year; if (dateOfBirth > DateTime.Today.AddYears(-calculatedAge))

{

calculatedAge--;

} if (calculatedAge >= \_minimumAge)

{

context.Succeed(requirement);

}

}

}

1. 在 AddAuthorization  中添加一个名为Over21的策略

options.AddPolicy("Over21", policy => policy.Requirements.Add(new MinimumAgeRequirement(21)));

1. 在HomeController上应用该策略  [Authorize(Policy = "Over21")]
2. 在 Unauthorized 函数中添加对应的声明信息条目 claims.Add(new Claim(ClaimTypes.DateOfBirth, "1900-01-01", ClaimValueTypes.Date));
3. 修改时间（例如小于21岁的生日，2000-01-01）并运行调试，查看结果

### 对一个Requirement应用多个处理器

tip：上面的演示，我们使用了一个同时实现AuthorizationHandler<MinimumAgeRequirement>, IAuthorizationRequirement的MinimumAgeRequirement来做演示，但是如果一个Requirement徐要实现多个处理器就需要分开写了，原因很简单，这里无法实现类的多重继承。

下面我们实现一个使用Token登陆的需求

1. 添加一个LoginRequirement的需求
2. public class LoginRequirement: IAuthorizationRequirement
3. {

}

1. 添加一个使用用户名密码登陆的处理器

public class HasPasswordHandler : AuthorizationHandler<LoginRequirement>

{ protected override void Handle(AuthorizationContext context, LoginRequirement requirement) { if (!context.User.HasClaim(c => c.Type == "UsernameAndPassword" && c.Issuer == "http://www.cnblogs.com/rohelm")) return;

context.Succeed(requirement);

}

}

1. 在一些场景中我们也会使用发放访问令牌的方式让用户登陆

public class HasAccessTokenHandler : AuthorizationHandler<LoginRequirement>

{ protected override void Handle(AuthorizationContext context, LoginRequirement requirement) { if (!context.User.HasClaim(c => c.Type == "AccessToken" && c.Issuer == "http://www.cnblogs.com/rohelm")) return; var toeknExpiryIn = Convert.ToDateTime(context.User.FindFirst(c => c.Type == "AccessToken" && c.Issuer == "http://www.cnblogs.com/rohelm").Value); if (toeknExpiryIn > DateTime.Now)

{

context.Succeed(requirement);

}

}

}

1. 在 AddAuthorization  中添加一个名为CanLogin的策略

options.AddPolicy("CanLogin", policy => policy.Requirements.Add(new LoginRequirement()));

1. 注册自定义策略
2. services.AddSingleton<IAuthorizationHandler, HasPasswordHandler>();

services.AddSingleton<IAuthorizationHandler, HasAccessTokenHandler>();

1. 在Unauthorized 函数中添加对应的声明信息条目
2. claims.Add(new Claim("UsernameAndPassword", "123456", ClaimValueTypes.String, "http://www.cnblogs.com/rohelm"));
3. // 测试切换登陆声明方式

// claims.Add(new Claim("AccessToken", DateTime.Now.AddMinutes(1).ToString(), ClaimValueTypes.String, "http://www.cnblogs.com/rohelm"));

1. 在HomeController上应用该策略  [Authorize(Policy = "CanLogin")]
2. 运行并查看结果。

### 基于资源的Requirements

在实际开发者中，除了基于用户的授权验证外，通过我们也会遇到针对一些资源的授权限制，例如有的人可以编辑文档，有的人只能查看文档，由此引出该话题

https://docs.asp.net/en/latest/security/authorization/resourcebased.html

1. 定义一个Document类
2. public class Document
3. { public int Id { get; set; } public string Author { get; set; }

}

1. 定义Document仓储接口
2. public interface *IDocumentRepository*
3. {
4. IEnumerable<Document> Get();
5. Document Get(int id);

}

1. 模拟实现上述接口

public class FakeDocumentRepository : IDocumentRepository

{ static List<Document> \_documents = new List<Document> { new Document { Id = 1, Author = "halower" }, new Document { Id = 2, Author = "others" }

}; public IEnumerable<Document> Get() { return \_documents;

} public Document Get(int id) { return \_documents.FirstOrDefault(d => d.Id == id);

}

}

1. 注册接口实现类

services.AddSingleton<IDocumentRepository, FakeDocumentRepository>();

1. 创建一个 DocumentController 并修改为如下内容

public class DocumentController : Controller

{

IDocumentRepository \_documentRepository; public DocumentController(IDocumentRepository documentRepository) {

\_documentRepository = documentRepository;

} public IActionResult Index() { return View(\_documentRepository.Get());

} public IActionResult Edit(int id) { var document = \_documentRepository.Get(id); if (document == null) return new NotFoundResult(); return View(document);

}

}

1. 添加对应 Index.cshtml  视图文件

@model IEnumerable<AuthorizationForoNetCore.Modles.Document>

<h1>文档列表</h1>@foreach (var document in Model)

{ <p>

@Html.ActionLink("文档 #" + document.Id, "编辑", new { id = document.Id }) </p>}

1. 添加对应的 Edit.cshtml 视图文件
2. @model AuthorizationForoNetCore.Modles.Document<h1>文档 #@Model.Id</h1>

<h2>作者: @Model.Author</h2>

1. 定义EditRequirement
2. public class EditRequirement : IAuthorizationRequirement
3. {

}

1. 添加对应的编辑文档处理器

public class DocumentEditHandler : AuthorizationHandler<EditRequirement, Document>

{ protected override void Handle(AuthorizationContext context, EditRequirement requirement, Document resource) { if (resource.Author == context.User.FindFirst(ClaimTypes.Name).Value)

{

context.Succeed(requirement);

}

}

}

1. 在 ConfigureServices() 方法中注册处理器实现

1 services.AddSingleton<IAuthorizationHandler, DocumentEditHandler>();

1. 由于对于文档的授权服务仅仅反正在操作方法的内部，因此我们需要直接注入 IAuthorizationService 对象并在需要的Action内部直接处理

public class DocumentController : Controller

{

IDocumentRepository \_documentRepository;

IAuthorizationService \_authorizationService; public DocumentController(IDocumentRepository documentRepository, IAuthorizationService authorizationService) {

\_documentRepository = documentRepository;

\_authorizationService = authorizationService;

} public IActionResult Index() { return View(\_documentRepository.Get());

} public async Task<IActionResult> Edit(int id) { var document = \_documentRepository.Get(id); if (document == null) return new NotFoundResult(); if (await \_authorizationService.AuthorizeAsync(User, document, new EditRequirement()))

{ return View(document);

} else

{ return new ChallengeResult();

}

}

}

1. 运行查看结果

### 在视图中进行授权

问题来了额，上面示例的视图中怎么做限制了，那就继续了

1.使用  @inject 命令注入 AuthorizationService

2.应用该上述同样策略，做简单修改

@using Microsoft.AspNetCore.Authorization

@model IEnumerable<AuthorizationForoNetCore.Modles.Document>@inject IAuthorizationService AuthorizationService

@using AuthorizationForoNetCore.Policy<h1>文档列表</h1>@{ var requirement = new EditRequirement(); foreach (var document in Model)

{ if (await AuthorizationService.AuthorizeAsync(User, document, requirement)) { <p>

@Html.ActionLink("文档 #" + document.Id, "编辑", new { id = document.Id }) </p>

}

}

}
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