**监听器学习**

**问题：**

* Servlet 技术中我们学习了 request 、 session 、

application (Sevlet中称为ServletContext)作用域对象，其主要作用是实现数据的在不同场景中的灵活流转。但是数据的具体流转过程我们是看不到的，比如作用域对象是什么时候创建和销毁的，数据是什么时候存取，改变和删除的。因为具体的流转过程看不到，所以也就无法再指定的时机对数据和对象进行操作。

**解决：**

使用监听器

**概念：**

Servlet 监听器是 Servlet 规范中定义的一种特殊类，用

于监听 ServletContext、HttpSession 和 ServletRequest 等域

对象的创建与销毁事件，以及监听这些域对象中属性发生

修改的事件。

**监听对象：**

Request

Session

Application(ServletContext)

**监听内容：**

创建、销毁、属性改变事件**监听作用：**

在事件发生之前，之后进行一些处理，比如统计在线人数

**使用：**

监听 request

### ServletRequestListener接口

requestInitialized(ServletRequestEvent sre)

形参ServletRequestEvent sre：可以获取当前被监听的request对象，在request对象创建的同时可以给request对象中的资源进行操作

|  |
| --- |
| **package** com.manager.listener;  **import** javax.servlet.ServletRequest; **import** javax.servlet.ServletRequestEvent; **import** javax.servlet.ServletRequestListener; **import** javax.servlet.annotation.WebListener; **import** javax.servlet.annotation.WebServlet; **import** javax.servlet.http.HttpServletRequest;  @WebListener(value = **"MyRequestLisenter"**) **public class** MyRequestLisenter **implements** ServletRequestListener {  @Override  **public void** requestDestroyed(ServletRequestEvent sre) {  System.***out***.println(**"request被销毁了"**);  ServletRequest servletRequest = sre.getServletRequest();  HttpServletRequest req = (HttpServletRequest)servletRequest;  String uname = req.getParameter(**"uname"**);  String pwd = req.getParameter(**"pwd"**);  System.***out***.println(**"截取到:"**+uname);  System.***out***.println(**"截取到:"**+pwd);  req.setAttribute(**"error"**,**"病毒"**); *// req.getRequestDispatcher("请求转到的Servlet").forward(req,resp);//理论上可以做到  //监听器,可以偷摸着截取用户提交的信息,或往系统中偷摸着加入一些数据等等* }   @Override  **public void** requestInitialized(ServletRequestEvent sre) {  System.***out***.println(**"request被初始化了"**);  } } |

### ServletRequestAttributeListener

|  |
| --- |
| **package** com.manager.servlet;  **import** com.google.gson.Gson; **import** com.manager.pojo.User; **import** com.manager.util.DBUtil;  **import** javax.servlet.ServletException; **import** javax.servlet.annotation.WebServlet; **import** javax.servlet.http.HttpServlet; **import** javax.servlet.http.HttpServletRequest; **import** javax.servlet.http.HttpServletResponse; **import** java.io.IOException; **import** java.sql.PreparedStatement; **import** java.sql.ResultSet; **import** java.sql.SQLException; **import** java.util.ArrayList;  @WebServlet(name = **"ServletTest"**,urlPatterns = **"/ServletTest"**) **public class** ServletTest **extends** HttpServlet {  @Override  **protected void** service(HttpServletRequest req, HttpServletResponse resp) **throws** ServletException, IOException {  resp.setContentType(**"text/html;charset=utf-8"**);  PreparedStatement pstmt = DBUtil.*getPstmt*(**"select \* from t\_user2 where sid = 21"**);  req.setAttribute(**"abc"**,**"abc"**);  req.setAttribute(**"abc"**,**"阿部察察ccc"**);  req.removeAttribute(**"abc"**);  } } |
| **package** com.manager.listener;  **import** javax.servlet.\*; **import** javax.servlet.annotation.WebListener; **import** javax.servlet.annotation.WebServlet; **import** javax.servlet.http.HttpServletRequest;  @WebListener(value = **"MyRequestLisenter"**) **public class** MyRequestLisenter **implements** ServletRequestAttributeListener {    **public void** attributeAdded(ServletRequestAttributeEvent srae) {  System.***out***.println(**"request对象中放入了一个属性"**);  ServletRequest servletRequest = srae.getServletRequest();  HttpServletRequest req = (HttpServletRequest)servletRequest;  String msg = (String)req.getAttribute(**"msg"**);  req.setAttribute(**"msg"**,**"系统出大问题了"**);  System.***out***.println(msg);  }   @Override  **public void** attributeRemoved(ServletRequestAttributeEvent srae) {  System.***out***.println(**"被移除"**);  }   @Override  **public void** attributeReplaced(ServletRequestAttributeEvent srae) {  System.***out***.println(**"被修改了"**);  } } |
|  |

监听 session

**HttpSessionListener**

**HttpSessionAttributeListener**

|  |
| --- |
| **package** com.manager.listener;  **import** javax.servlet.annotation.WebListener; **import** javax.servlet.http.\*;  @WebListener(value = **"MySessionListener"**) **public class** MySessionListener **implements** HttpSessionListener, HttpSessionAttributeListener {  @Override  **public void** sessionCreated(HttpSessionEvent se) {  HttpSession session = se.getSession();  String aaa = (String)session.getAttribute(**"aaa"**);  System.***out***.println(**"session被创建了"**);  }   @Override  **public void** sessionDestroyed(HttpSessionEvent se) {  System.***out***.println(**"session被销毁了"**);  }   @Override  **public void** attributeAdded(HttpSessionBindingEvent se) {  System.***out***.println(**"session中添加了属性"**);  }   @Override  **public void** attributeRemoved(HttpSessionBindingEvent se) {  System.***out***.println(**"session中属性被移除"**);  }   @Override  **public void** attributeReplaced(HttpSessionBindingEvent se) {  System.***out***.println(**"session中属性被修改"**);  } } |
| **package** com.manager.servlet;  **import** com.google.gson.Gson; **import** com.manager.pojo.User; **import** com.manager.util.DBUtil;  **import** javax.servlet.ServletException; **import** javax.servlet.annotation.WebServlet; **import** javax.servlet.http.HttpServlet; **import** javax.servlet.http.HttpServletRequest; **import** javax.servlet.http.HttpServletResponse; **import** javax.servlet.http.HttpSession; **import** java.io.IOException; **import** java.sql.PreparedStatement; **import** java.sql.ResultSet; **import** java.sql.SQLException; **import** java.util.ArrayList;  @WebServlet(name = **"ServletTest"**,urlPatterns = **"/ServletTest"**) **public class** ServletTest **extends** HttpServlet {  @Override  **protected void** service(HttpServletRequest req, HttpServletResponse resp) **throws** ServletException, IOException {  resp.setContentType(**"text/html;charset=utf-8"**);  HttpSession session = req.getSession();  session.setAttribute(**"aaa"**,**"abc"**);  session.setAttribute(**"bbb"**,**"abc"**);  session.setAttribute(**"aaa"**,**"bcd"**);  session.removeAttribute(**"bbb"**);  session.invalidate();  } } |
|  |

监听ServletContext (application)

**ServletContextListener**

**ServletContextAttributeListener**

**案例：**用监听实现统计网站在线登录人数。

ServerletContext中的属性num来记录人数

监听器的实现方式：

图解:

|  |
| --- |
| 1.session记录登录的状态的,所以与监听session有关  2.记录登录人数的属性num,对所有的用户都可以访问到(ServletContext)  3.在什么时候让num++ ?,session中加入user属性时  4.下线,num-- ? ,退出登录或session(默认30分钟)失效了 |

|  |
| --- |
| **package** com.manager.listener;  **import** javax.servlet.ServletContext; **import** javax.servlet.ServletContextEvent; **import** javax.servlet.ServletContextListener; **import** javax.servlet.annotation.WebListener; **import** javax.servlet.http.\*;  @WebListener(value = **"ManagerListener"**) **public class** ManagerListener **implements** HttpSessionListener, HttpSessionAttributeListener, ServletContextListener {  */\*\*  \* 启动是,申明并初始化num变量  \** ***@param sce*** *\*/* @Override  **public void** contextInitialized(ServletContextEvent sce) {  ServletContext sc = sce.getServletContext();  sc.setAttribute(**"num"**,0);  System.***out***.println(**"num:"**+sc.getAttribute(**"num"**));  }   */\*\*  \* 退出登录或session(默认30分钟)失效了时num--  \** ***@param se*** *\*/* @Override  **public void** sessionDestroyed(HttpSessionEvent se) {  HttpSession session = se.getSession();  ServletContext sc = session.getServletContext();  **int** num = (Integer) sc.getAttribute(**"num"**);  num--;  sc.setAttribute(**"num"**,num);  }   @Override  **public void** sessionCreated(HttpSessionEvent se) {  System.***out***.println(**"session被创建了"**);  }   */\*\*  \* sesssion中加入属性user时num++  \** ***@param se*** *\*/* @Override  **public void** attributeAdded(HttpSessionBindingEvent se) {  System.***out***.println(**"被调用了"**);  HttpSession session = se.getSession();  Object user = session.getAttribute(**"user"**);  **if**(user != **null**){  *//num++* ServletContext sc = session.getServletContext();  **int** num =(Integer) sc.getAttribute(**"num"**);  num++;  *//放回ServletContext域中* sc.setAttribute(**"num"**,num);  }  } } |
| **测试的时候,用两个不同的浏览器去测试** |

**过滤器学习**

**问题：**

目前我们访问Servlet是可以直接访问的，没有进行任何防护，可能会造成服务器资源的浪费和非法请求，安全性不高，我们希望在请求被servlet处理之前，进行一次请求的校验，符合要求再调用响应的servlet.

**解决：**

使用过滤器。

**作用：**

对服务器资源进行管理

保护 servlet

校验请求是否合法（比如：权限是否够）

**使用：**

Filter 接口

Filter 过滤器的配置

详解过滤器：

服务器在接收到浏览器发过来的请求后，先解析请求信息，创建对象request和response，然后根据请求URL地址判断如果符合过滤器的过滤范围，则会调用过滤器中的dofilter来进行请求拦截，并将request和response对象作为实参传递给doFilter方法，我们可以在doFilter方法中申明过滤器的拦截代码

Init方法：服务器开启时调用

Destory方法：服务器关闭时调用

证明过滤器的生命周期：从服务器开启，到服务器关闭

### 拦截范围设置

拦截所有：/\*

拦截部分servlet请求：\*.do

拦截指定servlet请求：和要拦截的Servlet配置相同的url-pattern即可==>/home.do

![](data:image/png;base64,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)

|  |
| --- |
| **package** com.manager.filter;  **import** javax.servlet.\*; **import** javax.servlet.annotation.WebFilter; **import** java.io.IOException;  @WebFilter(urlPatterns = **"/\*"**) **public class** MyFilter **implements** Filter {  @Override  **public void** doFilter(ServletRequest servletRequest, ServletResponse servletResponse, FilterChain filterChain) **throws** IOException, ServletException {  System.***out***.println(**"被长沙高铁站拦截"**);  *//放行请求* filterChain.doFilter(servletRequest,servletResponse);  } } |
| **package** com.manager.filter;  **import** javax.servlet.\*; **import** javax.servlet.annotation.WebFilter; **import** java.io.IOException;  @WebFilter(urlPatterns = **"\*.do"**) **public class** MyFilter2 **implements** Filter {  @Override  **public void** doFilter(ServletRequest servletRequest, ServletResponse servletResponse, FilterChain filterChain) **throws** IOException, ServletException {  System.***out***.println(**"北京西高铁站"**);  filterChain.doFilter(servletRequest,servletResponse);  } } |
| **package** com.manager.servlet;  **import** javax.servlet.ServletException; **import** javax.servlet.annotation.WebServlet; **import** javax.servlet.http.HttpServlet; **import** javax.servlet.http.HttpServletRequest; **import** javax.servlet.http.HttpServletResponse; **import** java.io.IOException;  @WebServlet(name = **"SanServlet"**,urlPatterns = **"/SanServlet.do"**) **public class** SanServlet **extends** HttpServlet {  @Override  **protected void** service(HttpServletRequest req, HttpServletResponse resp) **throws** ServletException, IOException {  System.***out***.println(**"张三在北京回龙观小区的家"**);  } } |
| 注意:  第二道过滤器\*.do这个是过滤所有以.do结尾的请求uri,这个do可以随便自定义  如果配了这个过滤器,被访问的Servlet的urlPatterns记住也加上.do结尾,不然不匹配 |
|  |

**拦截规则：先大范围，后小范围**

### 过滤器的使用

案例：

1. 统一管理字符编码

|  |
| --- |
| **package** com.manager.filter;  **import** javax.servlet.\*; **import** javax.servlet.annotation.WebFilter; **import** javax.servlet.http.HttpServletRequest; **import** javax.servlet.http.HttpServletResponse; **import** java.io.IOException;  @WebFilter(urlPatterns = **"/\*"**) **public class** MyFilter **implements** Filter {  @Override  **public void** doFilter(ServletRequest servletRequest, ServletResponse servletResponse, FilterChain filterChain) **throws** IOException, ServletException {  HttpServletRequest req = (HttpServletRequest)servletRequest;  HttpServletResponse resp = (HttpServletResponse)servletResponse;  req.setCharacterEncoding(**"utf-8"**);  resp.setContentType(**"text/html;charset=utf-8"**);  *//放行请求* filterChain.doFilter(servletRequest,servletResponse);  } } |

1. session 管理

请求地址放行：

3.进行权限管理

|  |
| --- |
| **package** com.manager.filter;  **import** com.manager.pojo.User;  **import** javax.servlet.\*; **import** javax.servlet.annotation.WebFilter; **import** javax.servlet.http.HttpServletRequest; **import** javax.servlet.http.HttpServletResponse; **import** javax.servlet.http.HttpSession; **import** java.io.IOException;  @WebFilter(urlPatterns = **"/\*"**) **public class** MyFilter **implements** Filter {  @Override  **public void** doFilter(ServletRequest servletRequest, ServletResponse servletResponse, FilterChain filterChain) **throws** IOException, ServletException {  HttpServletRequest req = (HttpServletRequest)servletRequest;  HttpServletResponse resp = (HttpServletResponse)servletResponse;  req.setCharacterEncoding(**"utf-8"**);  resp.setContentType(**"text/html;charset=utf-8"**);  String uri = req.getRequestURI();  System.***out***.println(uri);  **boolean** url1 = uri.endsWith(**"/Manager\_war\_exploded/index.jsp"**);  **boolean** url2 = uri.endsWith(**"/Manager\_war\_exploded/LoginServlet"**);  *//放行静态资源* **boolean** url3 = uri.startsWith(**"/Manager\_war\_exploded/css/"**);  **boolean** url4 = uri.startsWith(**"/Manager\_war\_exploded/images/"**);  **boolean** url5 = uri.startsWith(**"/Manager\_war\_exploded/js/"**);  **if**(url1 || url2 || url3 ||url4 ||url5){  *//放行请求* filterChain.doFilter(servletRequest,servletResponse);  }**else**{  HttpSession session = req.getSession();  User user =(User)session.getAttribute(**"user"**);  **if**(user != **null**){ *//是登录状态  //全部放行* filterChain.doFilter(servletRequest,servletResponse);  }**else** {  req.setAttribute(**"msg"**,**"请先登录再访问"**);  req.getRequestDispatcher(**"index.jsp"**).forward(servletRequest,servletResponse);  }  }  } } |