VUE官网笔记整理

# 基础

## 安装

兼容：VUE不兼容IE8以下的浏览器

插件：VueDevtools

CND方式:<scriptsrc="https://cdn.jsdelivr.net/npm/vue@2.5.17/dist/vue.js"></script> //通过script直接引入

NPM方式：npm install vue //最新稳定版

CLI（命令行工具）：npmivue-cli

## 介绍

Script引入：<script src="https://cdn.jsdelivr.net/npm/vue/dist/vue.js"></script>//此为开发版本

<script src="https://cdn.jsdelivr.net/npm/vue"></script>//此为生产版本

## 声明式渲染

<div id="app">

<p>{{ message }}</p>//直接用模板渲染数据

<input type="text" name="" id="" value="" v-model="message"/>//用model双向数据绑定

<p v-bind:title="message2">悬停查看提示信息</p>//bind数据绑定属性

<p v-if="seen">you can see me</p> //判断是否显示

<ul>

<li v-for="item in list">{{item.text}}</li>//for循环数据

<mycomponentv-for="item in list" v-bind:data='item' v-bind:key="item.id"></mycomponet> //vue组件

</ul>

<button v-on:click="reset">reset message</button> //按钮事件

</div>

Vue.component('mycomponent',{

props: ['data'],

template: '<li>{{data.text}}</li>'

}) //设置自定义组件

varapp = new Vue({

el: '#app',

data: {

message: 'Hello Vue!', //定义数据

message2: '页面加载于 '+ new Date().toLocaleString(),

seen: true,

list: [

{text: 'asd',id: '01'},

{text: 'bdf',id: '02'},

{text: 'dagad',id: '03'}

]

},

methods: {//挂载

reset: function(){

var\_self =this;

\_self.message= \_self.message.split('').reverse().join('')

}

}

})

## 模板语法

### 缩写

v-bind:attr='' === :attr=''

v-on:click='' === @click=''

## 计算属性和侦听器

### 计算属性

<p>Original message: "{{ reversedMessage }}"</p>

computed: {  
reversedMessage: function () {  
returnthis.message.split('').reverse().join('')  
 }  
 }

当 vm.message 发生改变时，所有依赖 vm.reversedMessage 的绑定也会更新

#### 计算属性缓存

计算属性是基于它们的依赖进行缓存的。只在相关依赖发生改变时它们才会重新求值。例如

computed: {  
 now: function () {  
returnDate.now()  
 }  
}

Date.now() 不是响应式依赖，所以重复使用now获取到的都是同一个时间，相比之下，每当触发重新渲染时，调用方法将**总会**再次执行函数。

#### 计算属性与侦听器

watch: {  
firstName: function (val) {  
this.fullName = val + ' ' + this.lastName  
 },  
lastName: function (val) {  
this.fullName = this.firstName + ' ' + val  
 }  
 }

computed: {  
fullName: function () {  
returnthis.firstName + ' ' + this.lastName  
 }  
 }

当你有一些数据需要随着其它数据变动而变动时，更好的做法是使用计算属性而不是命令式的 watch 回调。

### 侦听器

需要在数据变化时执行异步或开销较大的操作时，这个方式是最有用的

<inputv-model="question">  
watch: {  
 // 如果 `question` 发生改变，这个函数就会运行  
 question: function (newQuestion, oldQuestion) {  
this.answer = 'Waiting for you to stop typing...'  
this.debouncedGetAnswer()  
 }  
 }

## Class与style绑定

### 绑定HTML Class

#### 对象语法

<divv-bind:class="{ active: isActive }"></div>

active 这个 class 存在与否将取决于数据属性 isActive 的 [**truthiness**](https://developer.mozilla.org/zh-CN/docs/Glossary/Truthy)

<divclass="static"  
v-bind:class="{ active: isActive, 'text-danger': hasError }">  
</div>

Class与:class**共存**，切:class可以存在多个变量

|  |
| --- |
| <div v-bind:class="classObject"></div> |

|  |
| --- |
| data: { classObject: {  active: true, 'text-danger': false  } } |

也可不必写在**内联**里

computed: {  
classObject: function () {  
return {  
 active: this.isActive&& !this.error,  
'text-danger': this.error&&this.error.type === 'fatal'  
 }  
 }  
}

也可以是**计算属性**

#### 数组语法

<divv-bind:class="[activeClass, errorClass]"></div>

<divv-bind:class="[isActive ? activeClass : '', errorClass]"></div>

可以是三元

<divv-bind:class="[{ active: isActive }, errorClass]"></div>

数组中写三元语法

#### 组件上使用

Vue.component('my-component', {  
 template: '<p class="foo bar">Hi</p>'  
})

<my-componentclass="baz boo"></my-component>

直接添加，也可以使用对象或数组语法

### 绑定内联样式

#### 对象语法

CSS 属性名可以用驼峰式 (camelCase) 或短横线分隔 (kebab-case，记得用单引号括起来) 来命名：

<divv-bind:style="{ color: activeColor, fontSize: fontSize + 'px' }"></div>

直接绑定对象

|  |
| --- |
| <div v-bind:style="styleObject"></div> |

|  |
| --- |
| data: { styleObject: {  color: 'red', fontSize: '13px'  } } |

#### 数组语法

可以将多个样式绑定到元素上

<divv-bind:style="[baseStyles, overridingStyles]"></div>

#### 自动添加前缀

当 v-bind:style 使用需要添加[**浏览器引擎前缀**](https://developer.mozilla.org/zh-CN/docs/Glossary/Vendor_Prefix)的 CSS 属性时，如 transform，Vue.js 会自动侦测并添加相应的前缀。

#### 多重值

从 2.3.0 起你可以为 style 绑定中的属性提供一个包含多个值的数组，常用于提供多个带前缀的值，例如：

<div:style="{ display: ['-webkit-box', '-ms-flexbox', 'flex'] }"></div>

只会渲染数组中最后一个被浏览器支持的值

## 条件渲染

### v-if

<h1v-if="ok">Yes</h1>

<h1v-else>No</h1>

#### Template元素上使用

切换多个元素时，可以把一个 <template> 元素当做不可见的包裹元素，并在上面使用 v-if。最终的渲染结果将不包含 <template> 元素。

<templatev-if="ok">  
<h1>Title</h1>  
<p>Paragraph 1</p>  
<p>Paragraph 2</p>  
</template>

#### v-else

v-else 元素必须紧跟在带 v-if 或者 v-else-if 的元素的后面，否则它将不会被识别。

#### v-else-if

版本：**2.1.0 新增**

类似于 v-else，v-else-if 也必须紧跟在带 v-if 或者 v-else-if 的元素之后。

#### 用key管理可复用的元素

Vue会尽可能高效地渲染元素，通常会复用已有元素而不是从头开始渲染。这么做除了使Vue变得非常快之外，还有其它一些好处。例如，如果你允许用户在不同的登录方式之间切换：

<templatev-if="loginType === 'username'">  
<label>Username</label>  
<inputplaceholder="Enter your username">  
</template>  
<templatev-else>  
<label>Email</label>  
<inputplaceholder="Enter your email address">  
</template>

再重复的input上增加key，切换时输入框都将被重新渲染

<templatev-if="loginType === 'username'">  
<label>Username</label>  
<inputplaceholder="Enter your username"key="username-input">  
</template>  
<templatev-else>  
<label>Email</label>  
<inputplaceholder="Enter your email address"key="email-input">  
</template>

### v-show

v-show 的元素始终会被渲染并保留在 DOM 中。v-show 只是简单地切换元素的 CSS 属性 display

<h1v-show="ok">Hello!</h1>

### v-if与v-show

v-if 是“真正”的条件渲染，因为它会确保在切换过程中条件块内的事件监听器和子组件适当地被销毁和重建。是**惰性的**：如果在初始渲染时条件为假，则什么也不做——直到条件第一次变为真时，才会开始渲染条件块

v-show 就简单得多——不管初始条件是什么，元素总是会被渲染，并且只是简单地基于 CSS 进行切换。

v-if 有更高的切换开销，而 v-show 有更高的初始渲染开销。因此，如果需要非常频繁地切换，则使用 v-show 较好；如果在运行时条件很少改变，则使用 v-if 较好

### v-if与v-for

**不推荐**同时使用 v-if 和 v-for

## 列表渲染

### 遍历数组

items 是源数据数组并且 item 是数组元素迭代的别名

<li v-for="item in items">  
 {{ item.message }}  
</li>

data: {  
 items: [  
 { message: 'Foo' },  
 { message: 'Bar' }  
 ]  
 }

v-for 还支持一个可选的第二个参数为当前项的索引

<liv-for="(item, index) in items">  
 {{ parentMessage }} - {{ index }} - {{ item.message }}  
</li>

可以用 of 替代 in 作为分隔符，因为它是最接近 JavaScript 迭代器的语法

<divv-for="item of items"></div>

### 遍历对象

<liv-for="value in object">  
 {{ value }}  
</li>

object: {  
firstName: 'John',  
lastName: 'Doe',  
 age: 30  
}

第二个的参数为键名

<divv-for="(value, key) in object">  
 {{ key }}: {{ value }}  
</div>

第三个参数为索引

<divv-for="(value, key, index) in object">  
 {{ index }}. {{ key }}: {{ value }}  
</div>

Ps:在遍历对象时，是按 Object.keys() 的结果遍历，但是不能保证它的结果在不同的 JavaScript 引擎下是一致的

### key

当 Vue.js 用 v-for 正在更新已渲染过的元素列表时，它默认用“就地复用”策略。如果数据项的顺序被改变，Vue将不会移动 DOM 元素来匹配数据项的顺序，而是简单复用此处每个元素，并且确保它在特定索引下显示已被渲染过的每个元素.

这个默认的模式是高效的，但是只适用于**不依赖子组件状态或临时 DOM 状态 (例如：表单输入值) 的列表渲染输出**。

它能跟踪每个节点的身份，从而重用和重新排序现有元素，你需要为每项提供一个唯一 key 属性。理想的 key 值是每项都有的唯一 id。

<div v-for="item in items" :key="item.id">  
<!-- 内容 -->  
</div>

### 数组更新检测

#### 变异方法

以下方法会触发视图更新

push、pop、shift、unshift、splice、sort、reverse

#### 替换数组

变异方法 (mutation method)，顾名思义，会改变被这些方法调用的原始数组。相比之下，也有非变异 (non-mutating method) 方法，例如：filter(), concat() 和 slice() 。这些不会改变原始数组，但**总是返回一个新数组**。当使用非变异方法时，可以用新数组替换旧数组：

example1.items = example1.items.filter(function (item) {  
returnitem.message.match(/Foo/)  
})

#### 注意事项

由于 JavaScript 的限制，Vue不能检测以下变动的数组：

1，当你利用索引直接设置一个项时，例如：vm.items[indexOfItem] = newValue

2，,当你修改数组的长度时，例如：vm.items.length = newLength

varvm = newVue({  
 data: {  
 items: ['a', 'b', 'c']  
 }  
})  
vm.items[1] = 'x'// 不是响应性的  
vm.items.length = 2// 不是响应性的

可以使用以下方法

|  |
| --- |
| // Vue.set Vue.set(vm.items, indexOfItem, newValue) |

|  |
| --- |
| // Array.prototype.splice vm.items.splice(indexOfItem, 1, newValue) |

vm.$set(vm.items, indexOfItem, newValue)

### 对象更改检测注意事项

还是由于 JavaScript 的限制，**Vue不能检测对象属性的添加或删除**：

可以使用Vue.set(object, key, value)

使用 Object.assign() 或 \_.extend()时应该使用：

vm.userProfile = Object.assign({}, vm.userProfile, {  
 age: 27,  
favoriteColor: 'Vue Green'  
})

### 显示过滤/排序结果

可以创建返回过滤或排序数组的计算属性

<liv-for="n in evenNumbers">{{ n }}</li>

data: {  
 numbers: [ 1, 2, 3, 4, 5 ]  
},  
computed: {  
evenNumbers: function () {  
returnthis.numbers.filter(function (number) {  
return number % 2 === 0  
 })  
 }  
}

在计算属性不适用的情况下可以使用method方法

methods: {  
 even: function (numbers) {  
returnnumbers.filter(function (number) {  
return number % 2 === 0  
 })  
 }  
}

### 有范围的v-for

<spanv-for="n in 10">{{ n }} </span>

### Template上使用v-for

<ul>  
<templatev-for="item in items">  
<li>{{ item.msg }}</li>  
<liclass="divider"role="presentation"></li>  
</template>  
</ul>

### v-for与v-if

当它们处于同一节点，v-for 的优先级比 v-if 更高，这意味着 v-if 将分别重复运行于每个 v-for 循环中。当你想为仅有的一些项渲染节点时，这种优先级的机制会十分有用

<liv-for="todo in todos"v-if="!todo.isComplete">  
 {{ todo }}  
</li>

### 一个组件的v-for

可以正常使用，只不过需要通过组件的porp传入值

<my-componentv-for="item in items":key="item.id"></my-component>

<my-component  
v-for="(item, index) in items"  
v-bind:item="item"  
v-bind:index="index"  
v-bind:key="item.id"  
></my-component>

is="todo-item" 属性可以避开一些潜在的浏览器解析错误

<ul>  
<li  
is="todo-item"  
v-for="(todo, index) in todos"  
v-bind:key="todo.id"  
v-bind:title="todo.title"  
v-on:remove="todos.splice(index, 1)"  
></li>  
</ul>

## 事件处理

### 监听事件

<buttonv-on:click="counter += 1">Add 1</button>

### 事件处理方法

<buttonv-on:click="greet">Greet</button>

methods: {  
 greet: function (event) {  
// `this` 在方法里指向当前Vue实例  
 alert('Hello ' + this.name + '!')  
// `event` 是原生 DOM 事件  
if (event) {  
 alert(event.target.tagName)  
 }  
 }  
 }

### 内联处理器中的方法

<buttonv-on:click="say('hi')">Say hi</button>

methods: {  
 say: function (message) {  
 alert(message)  
 }  
 }

可以用特殊变量 $event 把它传入方法

<buttonv-on:click="warn('Form cannot be submitted yet.', $event)">  
 Submit  
</button>

methods: {  
 warn: function (message, event) {  
// 现在我们可以访问原生事件对象  
if (event) event.preventDefault()  
 alert(message)  
 }  
}

### 事件修饰符

Vue提供了以下修饰符

.stop 阻止单击事件继续传播

.prevent 阻止默认事件，例如提交是不刷新页面

.captrue事件捕获模式，触发的事件现在此处处理，然后才由内部元素处理

.self 仅在当前元素触发

.once 只会触发一次ps:2.1.3新增

.passive 触发事件的默认行为，主要用在移动端滚动事件

修饰符顺序很重要v-on:click.prevent.self 会阻止**所有的点击**，而 v-on:click.self.prevent 只会阻止对元素自身的点击。

不要把 .passive 和 .prevent 一起使用，因为 .prevent 将会被忽略，同时浏览器可能会向你展示一个警告。请记住，.passive 会告诉浏览器你不想阻止事件的默认行为。

### 按键修饰符

<!--只有在 `keyCode` 是 13 时调用 `vm.submit()` -->  
<inputv-on:keyup.13="submit">

别名

<!--同上 -->  
<inputv-on:keyup.enter="submit">

全部默认按键别名有

.enter

.tab

.delete 捕获删除与退格键

.esc

.space

.up

.down

.left

.right

可以通过全局 config.keyCodes 对象[**自定义按键修饰符别名**](https://cn.vuejs.org/v2/api/#keyCodes)：

|  |
| --- |
| // 可以使用 `v-on:keyup.f1` Vue.config.keyCodes.f1 = 112 |

#### 自动匹配按键修饰符

可直接将 [**KeyboardEvent.key**](https://developer.mozilla.org/en-US/docs/Web/API/KeyboardEvent/key/Key_Values) 暴露的任意有效按键名转换为 kebab-case 来作为修饰符：

<input @keyup.page-down="onPageDown">

有一些按键 (.esc 以及所有的方向键) 在 IE9 中有不同的 key 值, 如果你想支持 IE9，它们的内置别名应该是首选

### 系统修饰键

2.1.0新增

.ctrl

.alt

.shift

.meta

**Ps：在 Mac 系统键盘上，meta 对应 command 键 (⌘)。在 Windows 系统键盘 meta 对应 Windows 徽标键 (⊞)。在 Sun 操作系统键盘上，meta 对应实心宝石键 (◆)。在其他特定键盘上，尤其在 MIT 和 Lisp 机器的键盘、以及其后继产品，比如 Knight 键盘、space-cadet 键盘，meta 被标记为“META”。在Symbolics键盘上，meta 被标记为“META”或者“Meta”**

实例

<!-- Alt + C -->  
<input @keyup.alt.67="clear">  
<!-- Ctrl + Click -->  
<div @click.ctrl="doSomething">Do something</div>

Ps：请注意修饰键与常规按键不同，在和 keyup 事件一起用时，事件触发时修饰键必须处于按下状态。换句话说，只有在按住 ctrl 的情况下释放其它按键，才能触发 keyup.ctrl。而单单释放 ctrl 也不会触发事件。如果你想要这样的行为，请为 ctrl 换用 keyCode：keyup.17

#### .exact修饰符

2.5.0新增

.exact 修饰符允许你控制由精确的系统修饰符组合触发的事件。

<!--即使 Alt 或 Shift 被一同按下时也会触发 -->  
<button @click.ctrl="onClick">A</button>  
  
<!-- 有且只有 Ctrl 被按下的时候才触发 -->  
<button @click.ctrl.exact="onCtrlClick">A</button>  
  
<!-- 没有任何系统修饰符被按下的时候才触发 -->  
<button @click.exact="onClick">A</button>

#### 鼠标按钮修饰符

2.2.0新增

这些修饰符会限制处理函数仅响应特定的鼠标按钮。

.left

.right

.middle

### 为什么在HTML中监听事件

你可能注意到这种事件监听的方式违背了关注点分离 (separation of concern) 这个长期以来的优良传统。但不必担心，因为所有的 Vue.js 事件处理方法和表达式都严格绑定在当前视图的ViewModel上，它不会导致任何维护上的困难。实际上，使用 v-on 有几个好处：

1，扫一眼 HTML 模板便能轻松定位在 JavaScript 代码里对应的方法。

2，因为你无须在 JavaScript 里手动绑定事件，你的ViewModel代码可以是非常纯粹的逻辑，和 DOM 完全解耦，更易于测试。

3，当一个ViewModel被销毁时，所有的事件处理器都会自动被删除。你无须担心如何清理它们。

## 表单输入绑定

### 基础用法

v-model, 本质上不过是语法糖。它负责监听用户的输入事件以更新数据，并对一些极端场景进行一些特殊处理。

Ps:v-model 会忽略所有表单元素的 value、checked、selected 特性的初始值而总是将Ps:Vue实例的数据作为数据来源

对于需要使用[输入法](https://zh.wikipedia.org/wiki/%E8%BE%93%E5%85%A5%E6%B3%95) (如中文、日文、韩文等) 的语言，你会发现 v-model 不会在输入法组合文字过程中得到更新。如果你也想处理这个过程，请使用 input 事件。

#### 文本

<input v-model="message" placeholder="edit me">

#### 多行文本

<textarea v-model="message" placeholder="add multiple lines"></textarea>

Ps：在文本区域插值 (<textarea></textarea>) 并不会生效，应用 v-model 来代替

#### 复选框

<input type="checkbox" id="checkbox" v-model="checked">

多个复选框，绑定到同一个数组

data: {  
checkedNames: []  
}

#### 单选框

<input type="radio" id="one" value="One" v-model="picked">

#### 下拉框

<select v-model="selected">  
<option disabled value="">请选择</option>  
<option>A</option>  
<option>B</option>  
<option>C</option>  
</select>

Ps：如果 v-model 表达式的初始值未能匹配任何选项，<select> 元素将被渲染为“未选中”状态。在 iOS 中，这会使用户无法选择第一个选项。因为这样的情况下，iOS 不会触发 change 事件。因此，更推荐像上面这样提供一个值为空的禁用选项。

多选时 (绑定到一个数组)：

<select v-model="selected" multiple style="width: 50px;">  
<option>A</option>  
<option>B</option>  
<option>C</option>  
</select>

data: {  
 selected: []  
 }

v-for渲染的动态选项

<select v-model="selected">  
<option v-for="option in options"v-bind:value="option.value">  
 {{ option.text }}  
</option>  
</select>

data: {  
 selected: 'A',  
 options: [  
 { text: 'One', value: 'A' },  
 { text: 'Two', value: 'B' },  
 { text: 'Three', value: 'C' }  
 ]  
 }

### 绑定值

v-model 绑定的值通常是静态字符串 (对于复选框也可以是布尔值)

绑定动态属性用 v-bind 实现，并且这个属性的值可以不是字符串

#### 复选框

<input  
 type="checkbox"  
 v-model="toggle"  
 true-value="yes"  
 false-value="no"  
>

// 当选中时  
vm.toggle === 'yes'  
// 当没有选中时  
vm.toggle === 'no'

Ps：这里的 true-value 和 false-value 特性并不会影响输入控件的 value 特性，因为浏览器在提交表单时并不会包含未被选中的复选框。如果要确保表单中这两个值中的一个能够被提交，(比如“yes”或“no”)，请换用单选按钮。

#### 单选按钮

<input type="radio" v-model="pick"v-bind:value="a">

// 当选中时  
vm.pick === vm.a

#### 下拉框选项

<select v-model="selected">  
<!--内联对象字面量 -->  
<option v-bind:value="{ number: 123 }">123</option>  
</select>

// 当选中时  
typeofvm.selected// => 'object'  
vm.selected.number// => 123

### 修饰符

#### .lazy

在默认情况下，v-model 在每次 input 事件触发后将输入框的值与数据进行同步 (除了[**上述**](https://cn.vuejs.org/v2/guide/forms.html#vmodel-ime-tip)输入法组合文字时)。你可以添加 lazy 修饰符，从而转变为使用 change事件进行同步：

<!--在“change”时而非“input”时更新 -->  
<input v-model.lazy="msg">

#### .number

如果想自动将用户的输入值转为数值类型，可以给 v-model 添加 number 修饰符

<input v-model.number="age" type="number">

如果这个值无法被 parseFloat() 解析，则会返回原始的值。

#### .trim

如果要自动过滤用户输入的首尾空白字符，可以给 v-model 添加 trim 修饰符

<input v-model.trim="msg">

### 在组件上使用v-model

HTML 原生的输入元素类型并不总能满足需求。幸好，Vue的组件系统允许你创建具有完全自定义行为且可复用的输入组件。这些输入组件甚至可以和 v-model 一起使用

## 组件基础

### 基本示例

// 定义一个名为 button-counter 的新组件  
Vue.component('button-counter', {  
 data: function () {  
return {  
 count: 0  
 }  
 },  
 template: '<button v-on:click="count++">You clicked me {{ count }} times.</button>'  
})

组件是可复用的Vue实例，且带有一个名字

|  |
| --- |
| <div id="components-demo"> <button-counter></button-counter> </div> |

|  |
| --- |
| newVue({ el: '#components-demo' }) |

通过初始化根实例来吧组件引入

组件是可复用的Vue实例，所以它们与 new Vue 接收相同的选项，例如 data、computed、watch、methods 以及生命周期钩子等。仅有的例外是像 el这样根实例特有的选项

### 组件的复用

可以将组件进行任意次数的复用

<div id="components-demo">  
<button-counter></button-counter>  
<button-counter></button-counter>  
<button-counter></button-counter>  
</div>

你每用一次组件，就会有一个它的新**实例**被创建

#### Data必须是一个函数

**一个组件的 data 选项必须是一个函数**，因此每个实例可以维护一份被返回对象的独立的拷贝，没有这条规则，点击一个按钮会影响到其它所有实例

data: function () {  
return {  
 count: 0  
 }  
}

### 组件的组织

通常一个应用会以一棵嵌套的组件树的形式来组织

![Component Tree](data:image/png;base64,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)

为了能在模板中使用，这些组件必须先注册以便Vue能够识别。这里有两种组件的注册类型：**全局注册**和**局部注册**。

通过 Vue.component 全局注册的

Vue.component('my-component-name', {  
// ... options ...  
})

全局注册的组件可以用在其被注册之后的任何 (通过 new Vue) 新创建的Vue根实例，也包括其组件树中的所有子组件的模板中。

### 通过prop向子组件传递数据

Prop 是你可以在组件上注册的一些自定义特性。当一个值传递给一个 prop 特性的时候，它就变成了那个组件实例的一个属性。

Vue.component('blog-post', {  
 props: ['title'],  
 template: '<h3>{{ title }}</h3>'  
})

一个组件默认可以拥有任意数量的 prop，任何值都可以传递给任何 prop。

<blog-posttitle="My journey with Vue"></blog-post>

批量渲染组件时

<blog-post  
v-for="post in posts"  
v-bind:key="post.id"  
v-bind:title="post.title"  
></blog-post>

### 单个根元素

**every component must have a single root element (每个组件必须只有一个根元素)**

Vue.component('blog-post', {  
 props: ['post'],  
 template: `  
<div class="blog-post">  
<h3>{{ post.title }}</h3>  
<div v-html="post.content"></div>  
</div>  
})

Ps：上述的这个和一些接下来的示例使用了 JavaScript 的[**模板字符串**](https://developer.mozilla.org/zh-CN/docs/Web/JavaScript/Reference/Template_literals)来让多行的模板更易读。它们在 IE 下并没有被支持，所以如果你需要在不 (经过 Babel 或TypeScript之类的工具) 编译的情况下支持 IE，请使用[**折行转义字符**](https://css-tricks.com/snippets/javascript/multiline-string-variables-in-javascript/)取而代之。

不论何时为 post 对象添加一个新的属性，它都会自动地在 <blog-post> 内可用

### 通过事件向父组件发送消息

调用内建的 [**$emit 方法**](https://cn.vuejs.org/v2/api/#vm-emit)并传入事件的名字，来向父级组件触发一个事件

<buttonv-on:click="$emit('enlarge-text')">  
 Enlarge text  
</button>

然后用 v-on 在组件上监听事件，就像监听一个原生 DOM 事件一样

<blog-post  
...  
v-on:enlarge-text="postFontSize += 0.1"  
></blog-post>

#### 使用事件抛出一个值

$emit 的第二个参数来提供这个值

<buttonv-on:click="$emit('enlarge-text', 0.1)">  
 Enlarge text  
</button>

父级组件监听这个事件的时候，我们可以通过 $event 访问到被抛出的这个值

<blog-post  
...  
v-on:enlarge-text="postFontSize += $event"  
></blog-post>

或者，事件处理函数是一个方法：

<blog-post  
...  
v-on:enlarge-text="onEnlargeText"  
></blog-post>

这个值将会作为第一个参数传入这个方法：

methods: {  
onEnlargeText: function (enlargeAmount) {  
this.postFontSize += enlargeAmount  
 }  
}

#### 在组件上使用v-model

为了让它正常工作，这个组件内的 <input> 必须：

1，将其 value 特性绑定到一个名叫 value 的 prop 上

2，在其 input 事件被触发时，将新的值通过自定义的 input 事件抛出

Vue.component('custom-input', {  
 props: ['value'],  
 template: `  
<input  
v-bind:value="value"  
      v-on:input="$emit('input', $event.target.value)"  
    >  
 `  
})

<custom-inputv-model="searchText"></custom-input>

### 通过插槽分发内容

Vue自定义的 <slot> 元素让这变得非常简单

Vue.component('alert-box', {  
 template: `  
<div class="demo-alert-box">  
<strong>Error!</strong>  
<slot></slot>  
</div>  
 `  
})

### 动态组件

<!--组件会在 `currentTabComponent` 改变时改变 -->  
<componentv-bind:is="currentTabComponent"></component>

currentTabComponent 可以包括

1，已注册组件的名字，或,

2，一个组件的选项对象

### 解析DOM模板时的注意事项

有些 HTML 元素，诸如 <ul>、<ol>、<table> 和 <select>，对于哪些元素可以出现在其内部是有严格限制的。而有些元素，诸如 <li>、<tr> 和 <option>，只能出现在其它某些特定的元素内部

Ps：需要注意的是**如果我们从以下来源使用模板的话，这条限制是不存在的**：

1，字符串 (例如：template: '...')

2，[单文件组件 (.vue)](https://cn.vuejs.org/v2/guide/single-file-components.html)

3，[<script type="text/x-template">](https://cn.vuejs.org/v2/guide/components-edge-cases.html#X-Templates)

# 深入了解组件

## 组件注册

### 组件名

在注册一个组件的时候，我们始终需要给它一个名字

Vue.component('my-component-name', { /\* ... \*/ })

Ps：组件名 (字母全小写且必须包含一个连字符)。这会帮助你避免和当前以及未来的 HTML 元素相冲突

#### 组件名大小写

定义组件名的方式有两种

Kebab-case(短横线隔开)

Vue.component('my-component-name', { /\* ... \*/ })

pascalBase(首字母大写命名—驼峰式)

### 全局注册

Vue.component('my-component-name', {  
  // ... 选项 ...  
})

子组件之间也可互相用

### 局部注册

**局部注册的组件在其子组件中不可用**

importComponentAfrom'./ComponentA.vue'

components: {  
ComponentA  
}

### 模块系统

#### 在模块系统中局部注册

importComponentAfrom'./ComponentA'  
importComponentCfrom'./ComponentC'  
  
exportdefault {  
 components: {  
ComponentA,  
ComponentC  
 },  
// ...  
}

#### 基础组件的自动化全局注册

如果你使用了webpack (或在内部使用了webpack的 [**Vue CLI 3+**](https://github.com/vuejs/vue-cli))，那么就可以使用 require.context 只全局注册这些非常通用的基础组件

importVuefrom'vue'  
importupperFirstfrom'lodash/upperFirst'  
importcamelCasefrom'lodash/camelCase'  
  
constrequireComponent = require.context(  
// 其组件目录的相对路径  
'./components',  
// 是否查询其子目录  
false,  
// 匹配基础组件文件名的正则表达式  
 /Base[A-Z]\w+\.(vue|js)$/  
)  
  
requireComponent.keys().forEach(fileName => {  
// 获取组件配置  
constcomponentConfig = requireComponent(fileName)  
  
// 获取组件的PascalCase命名  
constcomponentName = upperFirst(  
camelCase(  
// 剥去文件名开头的 `./` 和结尾的扩展名  
fileName.replace(/^\.\/(.\*)\.\w+$/, '$1')  
 )  
 )  
  
// 全局注册组件  
Vue.component(  
componentName,  
// 如果这个组件选项是通过 `export default` 导出的，  
// 那么就会优先使用 `.default`，  
// 否则回退到使用模块的根。  
componentConfig.default || componentConfig  
 )  
})

Ps:**全局注册的行为必须在根Vue实例 (通过 new Vue) 创建之前发生**

## Prop

### Prop的大小写(camelCase vs kebab-case)

HTML 中的特性名是大小写不敏感的，所以浏览器会把所有大写字符解释为小写字符。这意味着当你使用 DOM 中的模板时，camelCase (驼峰命名法) 的 prop 名需要使用其等价的 kebab-case (短横线分隔命名) 命名

Vue.component('blog-post', {  
// 在 JavaScript 中是camelCase的  
 props: ['postTitle'],  
 template: '<h3>{{ postTitle }}</h3>'  
})

<!--在 HTML 中是 kebab-case 的 -->  
<blog-postpost-title="hello!"></blog-post>

### Prop类型

通常你希望每个 prop 都有指定的值类型。这时，你可以以对象形式列出 prop，这些属性的名称和值分别是 prop 各自的名称和类型

props: {  
 title: String,  
 likes: Number,  
isPublished: Boolean,  
commentIds: Array,  
 author: Object  
}

props: ['title', 'likes', 'isPublished', 'commentIds', 'author']

也可简写

### 传递静态或动态Prop

<!--动态赋予一个变量的值 -->  
<blog-postv-bind:title="post.title"></blog-post>  
<!-- 动态赋予一个复杂表达式的值 -->  
<blog-postv-bind:title="post.title + ' by ' + post.author.name"></blog-post>

#### 传入一个数字

<!--这是一个 JavaScript 表达式而不是一个字符串。-->  
<blog-postv-bind:likes="42"></blog-post>  
<!-- 用一个变量进行动态赋值。-->  
<blog-postv-bind:likes="post.likes"></blog-post>

#### 传入一个布尔值

<!--包含该 prop 没有值的情况在内，都意味着 `true`。-->  
<blog-postis-published></blog-post>  
<!--即便 `false` 是静态的，我们仍然需要 `v-bind` 来告诉Vue -->  
<!-- 这是一个 JavaScript 表达式而不是一个字符串。-->  
<blog-postv-bind:is-published="false"></blog-post>  
<!-- 用一个变量进行动态赋值。-->  
<blog-postv-bind:is-published="post.isPublished"></blog-post>

#### 传入一个数组

<!--这是一个 JavaScript 表达式而不是一个字符串。-->  
<blog-postv-bind:comment-ids="[234, 266, 273]"></blog-post>  
<!-- 用一个变量进行动态赋值。-->  
<blog-postv-bind:comment-ids="post.commentIds"></blog-post>

#### 传入一个对象

<!--即便对象是静态的，我们仍然需要 `v-bind` 来告诉Vue -->  
<!-- 这是一个 JavaScript 表达式而不是一个字符串。-->  
<blog-postv-bind:author="{ name: 'Veronica', company: 'Veridian Dynamics' }"></blog-post>  
<!-- 用一个变量进行动态赋值。-->  
<blog-postv-bind:author="post.author"></blog-post>

#### 传入一个对象的所有属性

如果你想要将一个对象的所有属性都作为 prop 传入，你可以使用不带参数的 v-bind(取代 v-bind:prop-name)。例如，对于一个给定的对象 post

post: {  
 id: 1,  
 title: 'My Journey with Vue'  
}

<blog-postv-bind="post"></blog-post>

等价于：

|  |
| --- |
| <blog-post v-bind:id="post.id" v-bind:title="post.title" ></blog-post> |

### 单向数据流

所有的 prop 都使得其父子 prop 之间形成了一个**单向下行绑定**：每次父级组件发生更新时，子组件中所有的 prop 都将会刷新为最新的值。这意味着你**不**应该在一个子组件内部改变 prop。如果你这样做了，Vue会在浏览器的控制台中发出警告

这个 prop 用来传递一个初始值；这个子组件接下来希望将其作为一个本地的 prop 数据来使用。在这种情况下，最好定义一个本地的 data 属性并将这个 prop 用作其初始值：

|  |
| --- |
| props: ['initialCounter'], data: function () { return {  counter: this.initialCounter  } } |

这个 prop 以一种原始的值传入且需要进行转换。在这种情况下，最好使用这个 prop 的值来定义一个计算属性：

|  |
| --- |
| props: ['size'], computed: { normalizedSize: function () { returnthis.size.trim().toLowerCase()  } } |

Ps：注意在 JavaScript 中对象和数组是通过引用传入的，所以对于一个数组或对象类型的 prop 来说，在子组件中改变这个对象或数组本身**将会**影响到父组件的状态。

### Prop验证

Vue.component('my-component', {  
 props: {  
// 基础的类型检查 (`null` 匹配任何类型)  
propA: Number,  
// 多个可能的类型  
propB: [String, Number],  
// 必填的字符串  
propC: {  
 type: String,  
 required: true  
 },  
// 带有默认值的数字  
propD: {  
 type: Number,  
default: 100  
 },  
// 带有默认值的对象  
propE: {  
 type: Object,  
// 对象或数组默认值必须从一个工厂函数获取  
default: function () {  
return { message: 'hello' }  
 }  
 },  
// 自定义验证函数  
propF: {  
 validator: function (value) {  
// 这个值必须匹配下列字符串中的一个  
return ['success', 'warning', 'danger'].indexOf(value) !== -1  
 }  
 }  
 }  
})

当 prop 验证失败的时候，(开发环境构建版本的) Vue将会产生一个控制台的警告。

Ps：注意那些 prop 会在一个组件实例创建**之前**进行验证，所以实例的属性 (如 data、computed 等) 在 default 或 validator 函数中是不可用的

#### 类型检查

String，Number，Boolean，Array，Object，Date，Function，Symbol

通过 instanceof 来进行检查

例如，给定下列现成的构造函数：

functionPerson (firstName, lastName) {  
this.firstName = firstName  
this.lastName = lastName  
}

props: {  
 author: Person  
}

来验证 author prop 的值是否是通过 new Person 创建的

### 非Prop特性

非 prop 特性是指传向一个组件，但是该组件并没有相应 prop 定义的特性

例如

<bootstrap-date-inputdata-date-picker="activated"></bootstrap-date-input>

然后这个 data-date-picker="activated" 特性就会自动添加到 <bootstrap-date-input> 的根元素上

#### 替换/合并已有的特性

从外部提供给组件的值会替换掉组件内部设置好的值。例如传入的input的type的值是可变的，但传入的class以及style的值是会合并的

#### 禁用特性继承

如果你**不**希望组件的根元素继承特性，你可以在组件的选项中设置

inheritAttrs: false

Vue.component('my-component', {  
inheritAttrs: false,  
// ...  
})

有了 inheritAttrs: false 和 $attrs，你就可以手动决定这些特性会被赋予哪个元素。在撰写[基础组件](https://cn.vuejs.org/v2/style-guide/#%E5%9F%BA%E7%A1%80%E7%BB%84%E4%BB%B6%E5%90%8D-%E5%BC%BA%E7%83%88%E6%8E%A8%E8%8D%90)的时候是常会用到的：

|  |
| --- |
| Vue.component('base-input', { inheritAttrs: false,  props: ['label', 'value'],  template: ` <label>  {{ label }} <input  v-bind="$attrs" v-bind:value="value" v-on:input="$emit('input', $event.target.value)" > </label>  ` }) |

这个模式允许你在使用基础组件的时候更像是使用原始的 HTML 元素，而不会担心哪个元素是真正的根元素：

|  |
| --- |
| <base-input v-model="username" class="username-input" placeholder="Enter your username" ></base-input> |

## 自定义事件

### 事件名

触发的事件名需要完全匹配监听这个事件所用的名称

事件名不会被用作一个 JavaScript 变量名或属性名，所以使用 kebab-case 的事件名

### 自定义组件的v-model

2.2.0新增

一个组件上的 v-model 默认会利用名为 value 的 prop 和名为 input 的事件，但是像单选框、复选框等类型的输入控件可能会将 value 特性用于[**不同的目的**](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input/checkbox#Value)。model 选项可以用来避免这样的冲突

template: `  
<input  
 type="checkbox"  
v-bind:checked="checked"  
v-on:change="$emit('change', $event.target.checked)"  
>  
 `

<base-checkboxv-model="lovingVue"></base-checkbox>

这里的 lovingVue 的值将会传入这个名为 checked 的 prop。同时当 <base-checkbox> 触发一个 change 事件并附带一个新的值的时候，这个 lovingVue 的属性将会被更新

Ps：注意你仍然需要在组件的 props 选项里声明 checked 这个 prop。

### 将原生事件绑定到组件

Vue提供了一个 $listeners 属性，它是一个对象，里面包含了作用在这个组件上的所有监听器

computed: {  
inputListeners: function () {  
varvm = this  
// `Object.assign` 将所有的对象合并为一个新对象  
returnObject.assign({},  
// 我们从父级添加所有的监听器  
this.$listeners,  
// 然后我们添加自定义监听器，  
// 或覆写一些监听器的行为  
 {  
// 这里确保组件配合 `v-model` 的工作  
 input: function (event) {  
vm.$emit('input', event.target.value)  
 }  
 }  
 )  
 }  
 },

所有跟它相同的特性和监听器的都可以工作

### .sync修饰符

2.3.0新增

<text-documentv-bind:title.sync="doc.title"></text-document>

Ps：注意带有 .sync 修饰符的 v-bind **不能**和表达式一起使用 (例如 v-bind:title.sync=”doc.title + ‘!’” 是无效的)。取而代之的是，你只能提供你想要绑定的属性名，类似 v-model

可以设置多个

<text-documentv-bind.sync="doc"></text-document>

PS：将 v-bind.sync 用在一个字面量的对象上，例如 v-bind.sync=”{ title: doc.title }”，是无法正常工作的，因为在解析一个像这样的复杂表达式的时候，有很多边缘情况需要考虑。

## 插槽

### 插槽内容

<slot> 元素作为承载分发内容的出口

<navigation-linkurl="/profile">  
 Your Profile  
</navigation-link>

<a  
v-bind:href="url"  
class="nav-link"  
>  
<slot></slot>  
</a>

如果组件**没有**包含一个 <slot> 元素，则任何传入它的内容都会被抛弃

### 具名插槽

当需要多个插槽时，这样的情况，<slot> 元素有一个特殊的特性：name

<divclass="container">  
<header>  
<slotname="header"></slot>  
</header>  
<main>  
<slot></slot>  
</main>  
<footer>  
<slotname="footer"></slot>  
</footer>  
</div>

<templateslot="header">  
<h1>Here might be a page title</h1>  
</template>

或者

<h1slot="header">Here might be a page title</h1>

可以保留一个未命名插槽，这个插槽是**默认插槽**，也就是说它会作为所有未匹配到插槽的内容的统一出口

### 插槽的默认内容

可以在组件模板里的 <slot> 标签内部指定默认的内容来做到这一点

<slot>Submit</slot>

父组件为这个插槽提供了内容，则默认的内容会被替换掉

### 编译作用域

**父组件模板的所有东西都会在父级作用域内编译；子组件模板的所有东西都会在子级作用域内编译**

在插槽内使用数据时

<navigation-linkurl="/profile">  
 Logged in as {{ user.name }}  
</navigation-link>

请按照上述规则编写

### 作用域插槽

2.1.0新增

当需要在插槽内使用数据

<li  
v-for="todo in todos"  
v-bind:key="todo.id"  
>  
<!-- 我们为每个todo准备了一个插槽，-->  
<!-- 将 `todo` 对象作为一个插槽的 prop 传入。-->  
<slotv-bind:todo="todo">  
<!-- 回退的内容 -->  
 {{ todo.text }}  
</slot>  
</li>

可以选择为待办项定义一个不一样的 <template> 作为替代方案，并且可以通过 slot-scope 特性从子组件获取数据

<todo-listv-bind:todos="todos">  
<!-- 将 `slotProps` 定义为插槽作用域的名字 -->  
<templateslot-scope="slotProps">  
<!-- 为待办项自定义一个模板，-->  
<!-- 通过 `slotProps` 定制每个待办项。-->  
<spanv-if="slotProps.todo.isComplete">✓</span>  
 {{ slotProps.todo.text }}  
</template>  
</todo-list>

PS：**在 2.5.0+，slot-scope 不再限制在 <template> 元素上使用，而可以用在插槽内的任何元素或组件上。**

#### 解构slot-scope

如果一个 JavaScript 表达式在一个函数定义的参数位置有效，那么这个表达式实际上就可以被 slot-scope 接受。也就是说你可以在支持的环境下 ([**单文件组件**](https://cn.vuejs.org/v2/guide/single-file-components.html)或[**现代浏览器**](https://developer.mozilla.org/zh-CN/docs/Web/JavaScript/Reference/Operators/Destructuring_assignment#%E6%B5%8F%E8%A7%88%E5%99%A8%E5%85%BC%E5%AE%B9))，在这些表达式中使用 [**ES2015 解构语法**](https://developer.mozilla.org/zh-CN/docs/Web/JavaScript/Reference/Operators/Destructuring_assignment#%E8%A7%A3%E6%9E%84%E5%AF%B9%E8%B1%A1)

<todo-listv-bind:todos="todos">  
<templateslot-scope="{ todo }">  
<spanv-if="todo.isComplete">✓</span>  
 {{ todo.text }}  
</template>  
</todo-list>

PS：**推荐使用**

## 动态组件&异步组件

### 在组件上使用keep-alive

<keep-alive>  
 <component v-bind:is="currentTabComponent"></component>  
</keep-alive>

Ps: 注意这个 <keep-alive> 要求被切换到的组件都有自己的名字，不论是通过组件的 name 选项还是局部/全局注册

### 异步组件

在大型应用中，我们可能需要将应用分割成小一些的代码块，并且只在需要的时候才从服务器加载一个模块。为了简化，Vue 允许你以一个工厂函数的方式定义你的组件，这个工厂函数会异步解析你的组件定义。Vue 只有在这个组件需要被渲染的时候才会触发该工厂函数，且会把结果缓存起来供未来重渲染

Vue.component('async-webpack-example', function (resolve) {  
  // 这个特殊的 `require` 语法将会告诉 webpack  
 // 自动将你的构建代码切割成多个包，这些包  
 // 会通过 Ajax 请求加载  
 require(['./my-async-component'], resolve)  
})

你也可以在工厂函数中返回一个 Promise，所以把 webpack 2 和 ES2015 语法加在一起，我们可以写成这样：

|  |
| --- |
| Vue.component(  'async-webpack-example',  // 这个 `import` 函数会返回一个 `Promise` 对象。  () => import('./my-async-component') ) |

当使用[**局部注册**](https://cn.vuejs.org/v2/guide/components.html#%E6%9C%AC%E5%9C%B0%E6%B3%A8%E5%86%8C)的时候，你也可以直接提供一个返回 Promise 的函数：

|  |
| --- |
| new Vue({  // ...  components: {  'my-component': () => import('./my-async-component')  } }) |

Ps：如果你是一个 **Browserify** 用户同时喜欢使用异步组件，很不幸这个工具的作者[**明确表示**](https://github.com/substack/node-browserify/issues/58#issuecomment-21978224)异步加载“并不会被 Browserify 支持”，至少官方不会。Browserify 社区已经找到了[**一些变通方案**](https://github.com/vuejs/vuejs.org/issues/620)，这些方案可能会对已存在的复杂应用有帮助。对于其它的场景，我们推荐直接使用 webpack，以拥有内建的被作为第一公民的异步支持。

#### 处理加载状态

2.3.0新增

这里的异步组件工厂函数也可以返回一个如下格式的对象：

|  |
| --- |
| const AsyncComponent = () => ({  // 需要加载的组件 (应该是一个 `Promise` 对象)  component: import('./MyComponent.vue'),  // 异步组件加载时使用的组件  loading: LoadingComponent,  // 加载失败时使用的组件  error: ErrorComponent,  // 展示加载时组件的延时时间。默认值是 200 (毫秒)  delay: 200,  // 如果提供了超时时间且组件加载也超时了，  // 则使用加载失败时使用的组件。默认值是：`Infinity`  timeout: 3000 }) |

**注意如果你希望在**[**Vue Router**](https://github.com/vuejs/vue-router)**的路由组件中使用上述语法的话，你必须使用 Vue Router 2.4.0+ 版本。**