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## 丢包测试用例

## 丢包场景

* 一个行情批次

1. 丢掉了一个行情批次中的买方向前面一些数据包
2. 丢掉一个行情批次中一些买方向数据中的中间数据包
3. 丢掉一个行情批次中买方向数据的后面一些数据包
4. 丢掉一个行情批次中中间一些买卖数据包
5. 丢掉一个行情批次中卖方向的开头一些数据包
6. 丢掉一个行情批次中卖方向数据中间一些数据包
7. 丢掉一个行情批次中卖方向数据后边一些数据包
8. 一个行情批次中所有卖方向数据丢包
9. 一个行情批次中部分买和所有卖方向数据丢包
10. 一个行情批次中所有买方向和部分卖数据丢包
11. 一个行情批次中所有买方向数据包丢失

* 跨行情批次

1. 跨批次丢失了中间部分的卖方向和部分买方向数据
2. 跨批次丢失了中间全部的卖方向和部分买方向数据
3. 跨批次丢失了中间部分的卖方向和全部买方向数据
4. 跨批次丢失了中间全部的卖方向和全部买方向数据
5. 跨批次丢失了中间部分的买卖方向和买方向数据
6. 跨批次丢失了中间部分的买卖方向和全部买方向数据
7. 跨批次丢失了中间部分的买卖方向和买卖方向数据
8. 跨批次丢失了中间部分的卖方向和买卖方向数据
9. A1709[120] 则后边还有数据
10. 前边有a1709[120] 但是丢包，后边收到a1709[30]，则无法判断丢包
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## 需求

上期全挡数据因是UDP传输，在实盘中，存在数据包丢包的情况，故需要对丢包情况做些处理，为了使策略获得更多的盘口信息，对于因丢包而损坏的数据，只要该数据有价值，则就需要发送给策略，故对损坏的数据执行如下处理：

* + 如果某个合约只有单方向数据，则丢掉该合约的该笔数据
  + 如果某个合约有2个方向的数据，但有数据丢失，但是只丢失了排在尾部的数据，则保留该数据，但是将总买/卖量数据都设置为0；但是如果丢失了头部的数据，则丢掉该合约的该笔数据

## 如何确保数据的完整性

前置条件：在一个批次完整数据队列中，买方向队列的所有合约在卖方向队列中也都存在（一字涨/跌停，可能因为没有买方数据，或者没有卖方向数据而被丢掉）

确保数据完整的要点：

* + - 开始接收时的起点必须是完整数据
    - 买方向缓存队列中的数据必须是完整的数据(也包含可用的损坏数据，但做了损坏标记)
    - 只有接收一个合约的完整数据才将该合约的买方向和卖方向的数据按顺序发出(也包含可用的损坏数据，但做了损坏标记)
    - 只有买方向和卖方向都有数据才认为是完整数据（这样会误丢涨停和跌停数据，但可以通过一档数据获取涨/跌停信息）

## 找到数据接收的起点

因为系统可能是中途启动，或有丢包发生在开市时，所以开始接收的数据可能是不完整的，为了找到系统接收完整数据的起点，我们需要执行如下步骤：

1. 接收到第一笔买方向的数据，将该数据记录为牺牲数据(victim)
2. 随后收到新的合约数据：
   * + - 如果没有丢包发生，则该合约数据作为正常数据的起点，并进入正常的数据接收流程
       - 如果有丢包发生，则清空victim，然后回到步骤i

注意：因全挡行情有多个UDP数据源，如上是针对一个数据源而言。

## 数据接收流程

当系统找到完整数据的起点后，则进入数据接收流程。因为上期全挡行情共有3个UDP数据源，故有3个数据缓冲区，分别缓存3个数据源的数据。

缓冲区的结构：

* 买方向队列

缓存买方向的数据

* 卖方向队列

存储卖方向的数据

注意：因全挡行情有多个UDP数据源，如上是针对一个数据源而言。

## 接收买方向数据

## 无丢包的接收处理

当接收的数据是买方向数据，且没有丢包发生，：

1. 如果victim等于空，则是正常接收处理

* 新数据合约大于等于买队列末尾数据合约，则且新数据合约将数据放到队列中；
* 新数据合约小于于买队列末尾数据合约(一字涨停或跨批次丢包)
  + 如果卖方向有数据，则发送合适的数据后清空买卖队列；
  + 如果卖方向没有数据，直接清空买卖队列
* 将新数据合约将数据放到队列中；

1. 如果victim不等于空，则是丢包后修正流程

* 如果新数据合约等于victim，则丢掉该笔数据；
* 如果新数据合约不等于victim
  + 如果新数据合约大于等于买队列队尾合约，则加到队列中
  + 如果新数据合约小于买队列队尾合约（跨批次丢包或一字涨停），则清空买队列后并将数据放到队列中；
  + 将victim清空

## 一个批次内丢包

如果接收到的数据是买方向数据，但是有丢包发生，则需要执行如下的处理过程：

1. 将该数据记为牺牲者数据(victim)
2. 如果买方向队列尾部那个合约的数据是不完整数据，则将其标记为：damaged

如何判断尾部合约的数据是否完整：如果最后的数据的count<120，则是完整数据；否则为不完整数据（因为数据的缓冲区长度：120）

1. 退出该流程

## 跨行情批次的丢包

当有丢包发生时，将新接收的数据的合约作为victim,然后：

* 新的数据是买方向数据，合约小于买方向队尾数据合约，则将买卖队列的数据都标记为：damaged，然后如果卖方向队列有数据，则将匹配的数据发送出去，之后，清除买/卖方向队列的所有数据

## 接收卖方向数据

## 无丢包处理流程

当收到卖方向数据后，且没有丢包发生，有丢包修正流程和正常接收流程

## 丢包后修正流程

如果victim不等于空，则进入修正流程

1. 如果新数据合约等于victim，则丢掉该数据，结束流程
   1. 如果新数据合约不等于victim，如果卖队列有数据，将可以发送的数据发送出去后，清空买卖队列
2. 将新数据放到队列中
3. 如果数据的count==120，则结束该流程，等待处理下一笔数据
4. 如果数据的count<120，则从头扫描买队列的数据
5. 如果合约大于买方向队首合约，则弹出该数据并丢掉该队首数据，并进入该父步骤
6. 如果合约等于队首合约，则弹出所有这个合约的数据，并发送，并退出处理流程，等待接收下一笔数据
7. 如果合约小于买方向队首合约，则弹出并丢弃卖方向队列中所有数据，并退出处理流程，等待接收下一笔数据
8. 将victim清空

## 正常接收流程

如果victim等于空，则进入正常接收流程：

1. 如果卖队列有数据，且新数据合约不等于队列尾部合约，则发送合适的数据后清空买卖队列
2. 将数据放到队列中
3. 如果数据的count==120，则结束该流程，等待处理下一笔数据
4. 如果数据的count<120，则从头扫描买队列的数据
5. 如果合约大于买方向队首合约，则弹出该数据并丢掉该队首数据，并进入该父步骤
6. 如果合约等于队首合约，则弹出所有这个合约的数据，并发送，并退出处理流程，等待接收下一笔数据

## 丢包处理流程

## 单个批次内丢包

当收到卖方向数据后，如果有丢包，则执行如下处理流程：

1. 将新数据的合约记为victim
2. 如果卖方向队列有数据，合约的数据是不完整数据，则将其标记为:damaged，并按 方法将买卖对列中的相应数据按顺序发送出去

如何判断尾部合约的数据是否完整：如果最后的数据的count<120，则是完整数据；否则为不完整数据（因为数据的缓冲区长度：120）；

1. 如果卖方向队列没有数据，则将买方向队列队尾不完整数据标记为：danaged

如何判断尾部合约的数据是否完整：如果最后的数据的count<120，则是完整数据；否则为不完整数据（因为数据的缓冲区长度：120）；

1. 结束该流程

## 跨批次丢包

丢包数据跨一个以上批次数据

当有丢包，且新的合约小于卖方向队尾数据合约，则清除买/卖方向队列的所有数据

* 新的数据是卖方向数据，合约小于卖方向队尾数据合约，则清除买/卖方向队列的所有数据

新的买方向数据，合约大于等于卖方向队尾数据合约，且卖方向队列有数据，则清除买/卖方向队列的所有数据

## 数据字典

Victim:当丢包时，要牺牲丢弃的数据的合约

为什么要丢掉牺牲着数据？因为当丢包发生时，接收的第一笔数据无法判断其是否完整（因为数据缓存长度120，有些数据是分几次发送的，而有些是单次的）

要思考的问题

Victim考虑临界点问题：如当接收买数据时，下一笔是卖；或者当接收卖时，下一笔是买

如果丢包连续发生

Victim不为空，则是丢包修正流程