# 1、hashMap

## 1.1 treeify红黑树化

/\*\*

\* 红黑树化

\* @return 树的根节点

\*/

final void treeify(Node<K,V>[] tab) {

TreeNode<K,V> root = null;

//循环整理

for (TreeNode<K,V> x = this, next; x != null; x = next) {

//取出下一个链表节点

next = (TreeNode<K,V>)x.next;

//将x节点的左右节点设置为null

x.left = x.right = null;

//判断当前红黑树是否有根节点

if (root == null) {

//如果没有根节点

//当前节点的父节点设置为null

x.parent = null;

//设置颜色为黑色（根节点为黑色）

x.red = false;

//将x节点设置为根节点

root = x;

}

//当前红黑树存在根节点

else {

//获取x节点的key

K k = x.key;

//获取x节点的hash

int h = x.hash;

//key的class

Class<?> kc = null;

//从根节点遍历，将x节点插入到红黑树中

for (TreeNode<K,V> p = root;;) {

//定义dir(方向),ph(节点hash)

int dir, ph;

//取出p节点的key

K pk = p.key;

//当p节点的hash大于x节点的hash时

if ((ph = p.hash) > h)

//左侧

dir = -1;

else if (ph < h)

//右侧

dir = 1;

//如果上面的if分支没走，则证明两个节点key的hash值相等，需要通过其他方式进行比较

//如果当前节点(x)的key的类实现了comparable接口，且当前循环节点(p)是相同Class的实例

//那么就通过comparable进行比较

else if ((kc == null &&

(kc = comparableClassFor(k)) == null) ||

(dir = compareComparables(kc, k, pk)) == 0)

//若还是相等，就通过tieBreakOrder比较

dir = tieBreakOrder(k, pk);

//先缓存p节点

TreeNode<K,V> xp = p;

//根据dir方向，来选择在左侧还是右侧插入

//并判断是否为null

if ((p = (dir <= 0) ? p.left : p.right) == null) {

//选择的左/右子树为null

//将原来的p节点(现xp)设置为x的父节点

x.parent = xp;

//如果dir 小于等于0

//将x节点放置在原p(现xp)节点的左侧

if (dir <= 0)

xp.left = x;

//如果dir 大于0

//将x节点放置在原p(现xp)节点的右侧

xp.right = x;

//调用balanceInsertion进行插入平衡

root = balanceInsertion(root, x);

break;

}

}

}

}

//确保哈希桶指定位置存储的节点是红黑树的根节点

moveRootToFront(tab, root);

}

### 1.1.1 moveRootToFront确保哈希桶指定位置存储的节点是红黑树的根节点

/\*\*

\* 确保哈希桶指定位置存储的节点是红黑树的根节点

\*/

static <K,V> void moveRootToFront(Node<K,V>[] tab, TreeNode<K,V> root) {

int n;

if (root != null && tab != null && (n = tab.length) > 0) {

//索引位置

int index = (n - 1) & root.hash;

TreeNode<K,V> first = (TreeNode<K,V>)tab[index];

//如果不是红黑树的根节点

if (root != first) {

Node<K,V> rn;

//指向红黑树的根节点

tab[index] = root;

TreeNode<K,V> rp = root.prev;

//整理节点顺序

if ((rn = root.next) != null)

((TreeNode<K,V>)rn).prev = rp;

if (rp != null)

rp.next = rn;

if (first != null)

first.prev = root;

root.next = first;

root.prev = null;

}

//递归做一个恒定校验

assert checkInvariants(root);

}

}

### 1.1.2 tieBreakOrder方法

/\*\*

\* 用这个方法来比较两个对象，返回值要么大于0，要么小于0，不会为0

\* 也就是说这一步一定能确定要插入的节点要么是树的左节点，要么是右节点，不然就无继续满足二叉树结构了

\* 先比较两个对象的类名，类名是字符串对象，就按字符串的比较规则

\* 如果两个对象是同一个类型，那么调用本地方法为两个对象生成hashCode值，再进行比较，hashCode相等的话返回-1

\*/

static int tieBreakOrder(Object a, Object b) {

int d;

if (a == null || b == null ||

(d = a.getClass().getName().

compareTo(b.getClass().getName())) == 0)

d = (System.identityHashCode(a) <= System.identityHashCode(b) ?

-1 : 1);

return d;

}

### 1.1.3 balanceInsertion 进行插入后的平衡操作

/\*\*

\* 插入平衡

\*/

static <K,V> TreeNode<K,V> balanceInsertion(TreeNode<K,V> root,

TreeNode<K,V> x) {

//将x节点设为红色（新插入节点一开始为红色）

x.red = true;

//一个没有边界的循环(需要内部跳出)

for (TreeNode<K,V> xp, xpp, xppl, xppr;;) {

//取出x的父节点并判断是否为null

if ((xp = x.parent) == null) {

//x没有父节点

x.red = false;//变色(黑色)

return x;//x为根节点发那会

}

//如果x存在父节点且x的父节点为黑色或x的父父节点不存在

else if (!xp.red || (xpp = xp.parent) == null)

//返回root

return root;

//如果x的父节点是父父节点的左孩子

if (xp == (xppl = xpp.left)) {

//父父节点的右孩子不为null且为红色

if ((xppr = xpp.right) != null && xppr.red) {

xppr.red = false;//变色(黑)

xp.red = false;//变色(黑)

xpp.red = true;//变色(红)

x = xpp;

}

else {

//x是父节点的右孩子

if (x == xp.right) {

//左旋

root = rotateLeft(root, x = xp);

//处理x的父父节点

xpp = (xp = x.parent) == null ? null : xp.parent;

}

//x的父节点存在

if (xp != null) {

xp.red = false;//变色

//x的父父节点存在

if (xpp != null) {

xpp.red = true;//变色

//右旋

root = rotateRight(root, xpp);

}

}

}

}

//如果x的父节点是父父节点的右孩子

else {

//x的父父节点的左孩子存在且为红色

if (xppl != null && xppl.red) {

xppl.red = false;//变色(黑)

xp.red = false;//变色(黑)

xpp.red = true;//变色(红)

x = xpp;

}

else {

//如果x是父节点的左孩子

if (x == xp.left) {

//右旋

root = rotateRight(root, x = xp);

//处理x的父父节点

xpp = (xp = x.parent) == null ? null : xp.parent;

}

//如果x的父节点存在

if (xp != null) {

xp.red = false;//变色(黑)

//如果x的父父节点存在

if (xpp != null) {

xpp.red = true;//变色(红)

//左旋

root = rotateLeft(root, xpp);

}

}

}

}

}

}

# 2、面试题

1、hashmap的死循环

Jdk1.7hashMap在高并发场景下扩容会出现死循环，一个线程扩容以后第二个线程重复扩容，导致链表成环从而导致死锁，jdk1.8的优化是扩容时某个节点上的链表拆成两个链表，一个还在原来的位置上，另一个在原位置加原数组长度的位置上，而不是一个节点一个节点的移动