Regular expressions (regex) are powerful tools for **matching patterns** within strings, and they are highly useful in testing frameworks like **Playwright** for **validating titles, URLs, text content**, and many other elements on a webpage. Let’s dive into how **regular expressions** are used in Playwright, specifically for **validating titles** and other applications.

**What is a Regular Expression?**

* A **regular expression** (regex) is a **sequence of characters** that define a **search pattern**.
* It is typically used for **string matching** or **searching**, allowing you to look for a particular pattern instead of a specific exact value.
* Regex can be used to **match dynamic content** and **reduce test fragility** when the content changes slightly but follows a general pattern.

**Using Regular Expressions in Playwright for Title Validation**

In Playwright, you can use **regular expressions** to validate a page's title using methods like page.title() or expect(page).toHaveTitle(). When using regex, the validation is more **flexible**, allowing you to match the title even if parts of it are **dynamic** or **variable**.

Here is an example:

![](data:image/png;base64,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)

**Explanation**

* **expect(page).toHaveTitle()**: This method is used to **assert** that the page’s title matches a given value or **pattern**.
* **/.\*LoginPage Practice/**: This is a **regular expression** used to match the title.
  + The **slashes (/)** indicate the **start and end** of the regex.
  + **.\*** is a **wildcard** that matches **any character** (except a newline) **zero or more times**.
  + **LoginPage Practice** is the **literal string** you want to find.

This regex will **match any title** that contains the words **"LoginPage Practice"**, no matter what comes before it.

**Why Use Regular Expressions for Title Validation?**

* **Dynamic Titles**: Sometimes page titles include **dynamic values**, such as usernames, counters, or other variables that change. Using a regex allows you to match **only the constant parts** of the title.
* **Partial Matches**: You may only be interested in a **portion of the title**. Regex helps you validate just that part without needing an exact match.
* **Flexible Validation**: It makes your tests more **robust** and **less fragile**, especially if the format or prefix/suffix of a title can change but the core part remains the same.

**Common Regular Expressions in Playwright**

Here are some common **regex patterns** you can use to validate titles and other elements:

1. **Match a Title that Starts with a Specific Word**

await expect(page).toHaveTitle(/^LoginPage/);

* + **^** matches the **start** of the string.
  + **LoginPage** must be at the beginning of the title.

1. **Match a Title that Ends with a Specific Word**

await expect(page).toHaveTitle(/Practice$/);

* + **Practice$** indicates that the title should **end** with "Practice".
  + **$** matches the **end** of the string.

1. **Case-Insensitive Matching**

await expect(page).toHaveTitle(/loginpage practice/i);

* + The **i** flag makes the regex **case-insensitive**, meaning it will match regardless of whether the letters are uppercase or lowercase.

1. **Optional Characters or Words**

await expect(page).toHaveTitle(/LoginPage (Practice|Demo)/);

* + The **(Practice|Demo)** allows for either "Practice" **or** "Demo" to match. This is called **alternation**.
  + This is useful when the title could have **variations**.

1. **Match Any Character (Wildcard)**

await expect(page).toHaveTitle(/.\*LoginPage Practice/);

* + **.\*** matches **any number** of characters.
  + This is useful when you **don’t care** what comes before or after a specific word.

**Examples of Title Validation with Regex**

Consider a website that has a **dynamic title**. For example:

* **Title of a webpage**: "Welcome to LoginPage Practice | Rahul Shetty Academy"

**Exact Title Matching (Static)**

If the title is **always the same**, you could use an exact match:

javascript

Copy code

await expect(page).toHaveTitle('Welcome to LoginPage Practice | Rahul Shetty Academy');

However, this would fail if **anything changes** (e.g., a minor update adds a word or punctuation).

**Flexible Title Matching (Using Regex)**

For **flexibility**, you can use a **regex** to match only the part that you expect to be **constant**:

javascript

Copy code

await expect(page).toHaveTitle(/.\*LoginPage Practice/);

This matches **any title** that contains "LoginPage Practice", regardless of what comes before or after.

**Benefits of Using Regular Expressions in Testing**

1. **Reduced Flakiness**: Regex helps to create more **reliable tests** by accounting for minor variations, reducing the chance of false failures.
2. **Ease of Maintenance**: With dynamic pages, you don’t have to keep updating your tests for every small change in the title.
3. **Flexible Assertions**: Validating **partial matches** helps when only a specific part of the page’s title or content matters for a test.

**Other Uses of Regular Expressions in Playwright**

* **URL Matching**: You can also use regex to **validate URLs** with expect(page).toHaveURL().

await expect(page).toHaveURL(/.\*dashboard/);

This ensures you are on a page that contains "dashboard" in its URL.

* **Text Matching**: Use regex to **validate text** content on a page or within an element.

const element = await page.locator('.message');

await expect(element).toHaveText(/Success.\*/);

This will match any text that **starts with "Success"**.

**Summary for Interviews**

* **Regular expressions** allow you to **validate dynamic content** by matching patterns rather than fixed values.
* They help you create **robust and flexible tests**, especially when titles, URLs, or page content are subject to **slight variations**.
* In Playwright:
  + Use expect(page).toHaveTitle() with regex to **validate titles** dynamically.
  + Common regex symbols:
    - **^** for start of string, **$** for end of string.
    - **.\*** for matching **any number** of characters.
    - **|** for **alternation** (matching multiple possibilities).
    - **i** flag for **case-insensitive** matching.

Regular expressions are an essential part of making your **Playwright tests** both **flexible** and **powerful**, especially in **UI testing** where minor changes can often cause fixed assertions to break.

**.\* ka matlab kya hai?**

* **.** ka matlab hai "koi bhi ek character" - matlab **koi bhi akshar**, **number**, ya **special character** ho sakta hai (bas **newline** ko chhodkar).
* **\*** ka matlab hai "zero ya zyada baar" - iska matlab hai ki jo bhi character **.** se match ho raha hai, wo **zero se kitni bhi baar** aa sakta hai.

Toh jab hum **.\*** likhte hain, iska matlab hota hai:

* Koi bhi **character**, jo **kitni bhi baar** aa sakta hai. Yeh **khaali** bhi ho sakta hai, ya phir ismein **bahut saare characters** bhi ho sakte hain.

**Example se samjhein**

Maan lo humein **page ka title** check karna hai ki usmein **"LoginPage Practice"** shabd aa raha hai ya nahi.

Hum yeh check kar sakte hain:

await expect(page).toHaveTitle(/.\*LoginPage Practice/);

Yahan **.\*** ka matlab hai ki:

* **"LoginPage Practice"** se pehle koi bhi character ho sakta hai, aur wo **kitni bhi baar** aa sakta hai.
* Example ke liye:
  + **"Welcome to LoginPage Practice"** - yeh match ho jayega.
  + **"Something LoginPage Practice"** - yeh bhi match ho jayega.
  + **"LoginPage Practice"** - yeh bhi match ho jayega.

Matlab **.\*** use karke hum ensure kar rahe hain ki **"LoginPage Practice"** se pehle kuch bhi ho sakta hai, aur yeh sab match ho jayega.

Bilkul, agar hum **LoginPage Practice** ke baad bhi kuch content ko match karna chahte hain, toh **.\*** ka use aage bhi kiya ja sakta hai.

**.\* Before and After LoginPage Practice**

* Agar hum chahte hain ki **"LoginPage Practice"** se **pehle** aur **baad** mein kuch bhi ho sakta hai, toh hum regex ko is tarah likh sakte hain:

await expect(page).toHaveTitle(/.\*LoginPage Practice.\*/);

**Explanation:**

* **.\*LoginPage Practice.\***:
  + **Pehle wala .\***: Iska matlab hai ki **LoginPage Practice** se pehle koi bhi character (jo zero ya zyada baar aa sakte hain) ho sakte hain.
  + **LoginPage Practice**: Yeh woh specific text hai jisko hum match karna chahte hain.
  + **Baad wala .\***: Yeh ensure karta hai ki **LoginPage Practice** ke **baad** bhi kuch bhi ho sakta hai (koi bhi character zero ya zyada baar).

**Example Se Samjhein:**

* **Title**: "Welcome to LoginPage Practice | Rahul Shetty Academy"
  + Yeh title **match ho jayega** kyunki:
    - **LoginPage Practice** se pehle kuch bhi ho sakta hai (.\*) - yahaan "Welcome to" hai.
    - **LoginPage Practice** match ho raha hai.
    - **LoginPage Practice** ke baad kuch bhi ho sakta hai (.\*) - yahaan " | Rahul Shetty Academy" hai.
* **Title**: "Something Else - LoginPage Practice - More Content"
  + Yeh bhi **match ho jayega** kyunki:
    - **.\*** se pehle kuch bhi ho sakta hai ("Something Else - ").
    - **LoginPage Practice** match ho raha hai.
    - Baad mein **.\*** ke saath kuch bhi content ho sakta hai (" - More Content").

**Summary**

* **.\*LoginPage Practice.\***:
  + **Pehle .\***: Pehle kuch bhi character ho sakta hai.
  + **LoginPage Practice**: Specific text jo match hona chahiye.
  + **Baad ka .\***: Baad mein bhi kuch bhi character ho sakta hai.

Is tarah se hum ensure kar sakte hain ki humara title **LoginPage Practice** ko contain karta ho, chahe uske pehle ya baad kuch bhi ho. Yeh Playwright mein use karne se **dynamic content** ko handle karne mein madad milti hai, aur aapke tests **zyada robust** bante hain.