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We could do the redesign in multiple ways. These are split into sections below…

1) Full-featured

Sensors themselves have a reference to an individual tgModel of a certain type.

For example, one tgRodPositionSensor has a reference to one tgRod.

So, that means that multiple sensors can sense the same tgModel.

An individual sensor knows what classes it can sense.

There should be some check in the constructor about what type of reference is passed in.

(This also implies that a pointer to a specific tgModel, for example some specific tgRod that is to be sensed, is passed in to the constructor of the tgRodPositionSensor for example.)

An individual sensor knows how to get specific information from its tgModel.

For example, tgRodPositionSensor will call a specific method within tgRod (something like getPosition or whatever the equivalent would be.)

An individual sensor also knows how to make a header for its data for a CSV file, as well as how to output the data itself.

For example, tgRodPositionSensor.getSensorHeading might return something like “(tags,etc).X,(etc).Y,(etc).Z”.

Then, tgRodPositionSensor.getData might return something like “(dataX),(dataY),(dataZ)”.

In other words, an individual sensor can output MULTIPLE COLUMNS.

There can be sensors that have other sensors attached.

For example, a tgRodSensor might have a tgRodPositionSensor and a tgRodOrientationSensor.

(^NOT SURE ABOUT THIS QUITE YET…)

(The advantage of this is for ease of coding. We could have, for example, a tgEverythingSensor that includes all other sensors. This would make it easy for new people to use the sensors: just attach a tgEverythingSensor and no need to worry about individual ones.)

(Maybe this means that tgSensors should optionally have a list of other sensors, similar to how tgModel works?)

An individual sensor is created by some method like buildSensors, similar to buildInto for models.

This will need to be called by ..

(^ Here, we want to have the logger of some sort do the creating of the sensors. The tgModel(s) themselves should not create the sensors. The sensor creation should happen externally from creating the model, probably: think similar to how controllers are created.)

There are Info classes for each sensor.

For example, the tgRodPositionSensor would also have a tgRodPositionSensorInfo class.

In general, these info classes will take either zero or one argument: if no arguments, then sensors are created for each possible model.

So, it’s this Info class that has a hard-coded check on the type of tgModel passed in: it would look through all the children of the base tgModel, and if any fit the criteria, it creates a specific type of sensor while passing in a pointer to that (for example) specific tgRod.

If there is one argument to the Info class, that would be a list of tags, and only models that have those tags will get sensors attached to them.

For example, if we create a tgRodPositionSensorInfo with an argument like [“t2”,”t3”], then only rods with those two tags will have a tgRodPositionSensor created for them.

On the logging side of things, the actual tgDataLogger2 (or whatever we call the new class) should take a list of pointers to sensors.

This list has to be kept ordered – and maybe tgDataLogger2 alphabetizes it or something if we want to get fancy.

Then, during setup, this logger class (of which there is only one instance) creates the log file, and calls on each sensor to create a header, which it then appends to the log file.

Similarly, during step, the logger just calls the getData method or something like that inside each sensor, and just outputs the returned strings to a log file.

(This is similar to the current structure, just with the individual sensors providing the information instead of hard-coding it into the logger class.)

This allows for some other types of logging classes to be made – maybe don’t call them loggers.

For example, we could have a tgDataLoggerSTDOUT class that outputs the data to the command line instead of a log file.

YAML files should be able to have sensors specified.

Parsing the YAML file should create Info objects for the sensors, just like for the tgModels.

In the YAML file itself, sensors should be specified similar to how a Info class is specified: that is, with the name of the sensor, and optionally a list of tags of the models that should be sensed.

What’s not clear to Drew at the moment is how the sensors are created exactly, and how this would look (for example) in an App file. We could do a few different things…

2) Simplified, without Info classes.

Sensors themselves have a reference to an individual tgModel of a certain type.

For example, one tgRodSensor has a reference to one tgRod.

So, that means that multiple sensors can sense the same tgModel.

However, for ease of use, let’s only do one sensor type per class of tgModel at the moment: whatever type of sensor would output ALL the data from that tgModel. Ex., only one tgRodSensor instead of a tgRodPositionSensor/tgRodOrientationSensor.

An individual sensor knows what classes it can sense.

There should be some check in the constructor about what type of reference is passed in.

(This also implies that a pointer to a specific tgModel, for example some specific tgRod that is to be sensed, is passed in to the constructor of the tgRodSensor for example.)

An individual sensor knows how to get specific information from its tgModel.

For example, tgRodSensor will call a specific method within tgRod (something like getPosition or whatever the equivalent would be.)

An individual sensor also knows how to make a header for its data for a CSV file, as well as how to output the data itself.

For example, tgRodSensor.getSensorHeading might return something like “(tags,etc).X,(etc).Y,(etc).Z,(etc).RotX,...”.

Then, tgRodSensor.getData might return something like “(dataX),(dataY),(dataZ),(dataRotX),...”.

In other words, an individual sensor can output MULTIPLE COLUMNS.

There is one tgDataLogger2 class.

This class does the creation and management of sensors, as well as the logging of data to a text file.

In its constructor, it takes in:  
 - a reference to a tgModel (CHECK THIS! Is this possible to do? Will it work before the tgStructureInfo calls buildInto?)

- a list of sensors to create and attach to the various tgModel objects, parents and children.

In its setup method, the tgDataLogger2 iterates through all the sensors, as well as all the tgModels, creates a sensor if the sensor name matches the model (NOTE that this comparison needs to be done by the sensor itself, maybe a static method since the sensor isn’t instantiated yet?), and stores all the references to sensors in an ordered list.

Then, the setup method calls on all those sensors to create a heading for a log file.

The onStep method for tgDataLogger2 looks similar to the onStep for tgDataLogger, but asks the sensors for data instead of calling on individual tgModels itself.

Here is exactly the flow of commands:

1. A specific tgModel (e.g., tgBoxAnchorDebugDemo) is created with ‘new’ inside an App.
2. A tgDataLogger2 is created, passing in a reference to the tgModel (maybe a vector of pointers to tgModels?), as well as a list of all the sensors to create/attach to the tgModel. (This is maybe a vector of strings.)
3. simulation.addModel is called, which calls the ‘setup’ method inside the tgModel.
   1. Note that no tgRods, etc. are present inside the tgModel until simulation.addModel is called, since the tgModel’s setup method is what calls tgStructureInfo.buildInto.
4. tgDataLogger2.addSensors is called, which looks through its pointers to tgModels and creates the sensors. This also creates the text file and headers maybe?
   1. An alternate infrastructure here would be to have a list of info classes for the sensors, and have those info classes do the checking (“is this my tgModel?”). This will definitely be cleaner than passing in a vector of strings.