**WEEK 1 LAB A**

**9923103023 - F1**

**Q1. You are given an empty singly linked list. Assume that this list can contain**

**whole numbers only. Write functions to**

**a) a. Insert ‘n’ number of data in the singly linked list. Insert from the head.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

int len=0;

public:

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inath(a);

}

l->print();

return 0;

}}
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**b) b. Find the total number of nodes in the linked list, and give their average.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inath(a);

}

cout<<"Len = "<<l->len<<endl;

cout<<"Avg = "<<l->avg();

return 0;

}}
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**c. Print first ‘m’ data from the linked list. Assume that ‘m’ is less than ‘n’.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

int m;

cin>>m;

l->print(m);

return 0;

}}
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**d. Find the middle element of the linked list and check if it’s odd or even. Print**

**an appropriate output.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void mid(){

int m=len/2;

node<T> \* temp=head;

for(int i=0; i<m; i++){

temp=temp->next;

}

cout<<temp->data<<" is ";

if(temp->data%2) cout<<"odd";

else cout<<"even";

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

l->mid();

return 0;

}}
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**e. Find the ‘l’ number from the end of the list.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void mid(){

int m=len/2;

node<T> \* temp=head;

for(int i=0; i<m; i++){

temp=temp->next;

}

cout<<temp->data<<" is ";

if(temp->data%2) cout<<"odd";

else cout<<"even";

}

void lno(int m){

int n=len-m;

node<T> \* temp=head;

for(int i=0; i<n; i++){

temp=temp->next;

}

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

int m;

cin>>m;

l->lno(m);

return 0;

}}

![](data:image/png;base64,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)

**f. Find if a given number exists in the list. If it does, write function to delete it.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

cout<<endl;

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void mid(){

int m=len/2;

node<T> \* temp=head;

for(int i=0; i<m; i++){

temp=temp->next;

}

cout<<temp->data<<" is ";

if(temp->data%2) cout<<"odd";

else cout<<"even";

}

void lno(int m){

int n=len-m;

node<T> \* temp=head;

for(int i=0; i<n; i++){

temp=temp->next;

}

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void delnum(T num){

node<T> \* temp=head;

node<T> \* temp2=NULL;

while(temp!=NULL){

if(temp->data==num) break;

temp2=temp;

temp=temp->next;

}

if(temp==NULL){

cout<<"number not found"<<endl;

return;

}

temp2->next=temp->next;

delete temp;

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

cout<<"Before deletion"<<endl;

l->print();

int m;

cin>>m;

l->delnum(m);

cout<<"After deletion"<<endl;

l->print();

return 0;

}}
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**g. Interchange a pair of values with another given pair in the linked list.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

cout<<endl;

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void mid(){

int m=len/2;

node<T> \* temp=head;

for(int i=0; i<m; i++){

temp=temp->next;

}

cout<<temp->data<<" is ";

if(temp->data%2) cout<<"odd";

else cout<<"even";

}

void lno(int m){

int n=len-m;

node<T> \* temp=head;

for(int i=0; i<n; i++){

temp=temp->next;

}

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void delnum(T num){

node<T> \* temp=head;

node<T> \* temp2=NULL;

while(temp!=NULL){

if(temp->data==num) break;

temp2=temp;

temp=temp->next;

}

if(temp==NULL){

cout<<"number not found"<<endl;

return;

}

temp2->next=temp->next;

delete temp;

}

void interchange(T a, T b, T c, T d){

node<T> \* temp= head;

bool t=false;

while(temp!=NULL){

if(temp->data==a && temp->next->data==b){

t=true;

break;

}

temp=temp->next;

}

if(!t) return;

t=false;

node<T> \*temp2=head;

while(temp2!=NULL){

if(temp2->data==c && temp2->next->data==d){

t=true;

break;

}

temp2=temp2->next;

}

if(!t) return;

temp->data=c;

temp->next->data=d;

temp2->data=a;

temp2->next->data=b;

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

cout<<"Enter pair to be swapped : ";

int a,b;

cin>>a>>b;

cout<<"Enter second values : ";

int c,d;

cin>>c>>d;

l->interchange(a,b,c,d);

l->print();

return 0;

}}
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**h. Check whether a given sub-list exists in the given linked list. If it exists, give**

**its position (i.e., the staring position of the sub-list in the master linked list).**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

cout<<endl;

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node<int>(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void mid(){

int m=len/2;

node<T> \* temp=head;

for(int i=0; i<m; i++){

temp=temp->next;

}

cout<<temp->data<<" is ";

if(temp->data%2) cout<<"odd";

else cout<<"even";

}

void lno(int m){

int n=len-m;

node<T> \* temp=head;

for(int i=0; i<n; i++){

temp=temp->next;

}

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void delnum(T num){

node<T> \* temp=head;

node<T> \* temp2=NULL;

while(temp!=NULL){

if(temp->data==num) break;

temp2=temp;

temp=temp->next;

}

if(temp==NULL){

cout<<"number not found"<<endl;

return;

}

temp2->next=temp->next;

delete temp;

}

void interchange(T a, T b, T c, T d){

node<T> \* temp= head;

bool t=false;

while(temp!=NULL){

if(temp->data==a && temp->next->data==b){

t=true;

break;

}

temp=temp->next;

}

if(!t) return;

t=false;

node<T> \*temp2=head;

while(temp2!=NULL){

if(temp2->data==c && temp2->next->data==d){

t=true;

break;

}

temp2=temp2->next;

}

if(!t) return;

temp->data=c;

temp->next->data=d;

temp2->data=a;

temp2->next->data=b;

}

int sub(LL <T>\* & l){

node<T> \* temp=head;

node<T> \* temp2=l->head;

bool t=true;

int cnt=1;

int i=1;

while(temp!=NULL){

cnt++;

if(temp->data==temp2->data){

if(t) {

i=cnt;

t=false;

}

temp2=temp2->next;

}

else{

temp2=l->head;

t=true;

}

if(temp2==NULL){

return i-1;

}

temp=temp->next;

}

return -1;

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

cin>>n;

if(n>0){

cin>>a;

node<int> \* head2=new node<int>(a);

node<int> \* tail2=head2;

LL<int>\* l2= new LL<int>(head2);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l2->inatT(a, tail2);

}

cout<<"present at "<<l->sub(l2);

return 0;

}}

}
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**i. Reverse a sub-list in the given linked list.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

public:

int len=0;

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

cout<<endl;

}

void inatT(T d, node<T> \*& tail){

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i, node<T>\* & tail){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

float avg(){

float a=0;

node<T> \* temp=head;

while(temp!=NULL){

a+=temp->data;

temp=temp->next;

}

return a/len;

}

void print(int n){

if(n>len){

cout<<"Invalid m"<<endl;

return;

}

node<T> \* temp=head;

for(int i=0; i<n ; i++){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void mid(){

int m=len/2;

node<T> \* temp=head;

for(int i=0; i<m; i++){

temp=temp->next;

}

cout<<temp->data<<" is ";

if(temp->data%2) cout<<"odd";

else cout<<"even";

}

void lno(int m){

int n=len-m;

node<T> \* temp=head;

for(int i=0; i<n; i++){

temp=temp->next;

}

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void delnum(T num){

node<T> \* temp=head;

node<T> \* temp2=NULL;

while(temp!=NULL){

if(temp->data==num) break;

temp2=temp;

temp=temp->next;

}

if(temp==NULL){

cout<<"number not found"<<endl;

return;

}

temp2->next=temp->next;

delete temp;

}

void rev(LL \*& l){

int lenn=l->len;

node<T> \* temp2=head;

node<T>\* temp=NULL;

bool t=true;

while(temp2->data!=l->head->data){

temp=temp2;

temp2=temp2->next;

t=false;

}

node<T> \* temp4=temp2;

for(int i=0; i<lenn; i++){

temp4=temp4->next;

}

{

node<T> \*tempp=NULL;

node<T> \*tempp2=l->head;

node<T> \* tempp3=NULL;

for(int i=0; i<l->len; i++){

tempp3=tempp2->next;

tempp2->next=tempp;

tempp=tempp2;

tempp2=tempp3;

}

l->head=tempp;

}

if(!t)temp->next=l->head;

else{

node<T> \* temp=l->head;

while(temp->next!=NULL){

temp=temp->next;

}

temp->next=temp4;

this->head=l->head;

}

for(int i=0; i<lenn; i++){

temp=temp->next;

}

temp->next=temp4;

}

};

int main(){

int n;

cin>>n;

int a;

if(n>0){ cin>>a;

node<int> \* head=new node<int>(a);

node<int> \*tail=head;

LL<int> \* l=new LL<int>(head);

for(int i=0; i<n-1; i++){

int a;

cin>>a;

l->inatT(a, tail);

}

int m;

cin>>m;

if(m>0){

int a;

cin>>a;

node<int> \* head2= new node<int>(a);

node<int> \* tail2= head2;

LL<int> \* ll=new LL<int>(head2);

for(int i=0; i<m-1; i++){

cin>>a;

ll->inatT(a, tail2);

}

cout<<"Before "<<endl;

l->print();

l->rev(ll);

}

cout<<"After"<<endl;

l->print();

return 0;

}}
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**Q2. Assume that you have a linked list that can contain strings, i.e., each node can**

**contain a string. Write a function to:**

Given below is the implementation of linked list

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

node<T> \* tail=NULL;

int len=0;

public:

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

if(head==NULL){

head=temp;

tail=head;

return;

}

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d){

if(tail==NULL){

inath(d);

return;

}

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

};

int main(){

return 0;

}

Only functions and main function will be typed in question parts as implementation for all sub parts

is same

**a. Print all the nodes in the linked list**

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

s->print();

return 0;

}
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b. **Print all the strings (node values) that start with a particular alphabet.**

template<class T>

void LL<T>:: print(char a){

node<T> \* temp=head;

while(temp!=NULL){

if(temp->data[0]==a) cout<<temp->data<<' ';

temp=temp->next;

}

}

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

char a;

cin>>a;

s->print(a);

return 0;

}
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**c. Find if a given string exists in the linked list or not. Give appropriate output**

**message.**

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

node<T> \* tail=NULL;

int len=0;

public:

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

if(head==NULL){

head=temp;

tail=head;

return;

}

temp->next=head;

this->head=temp;

len++;

}

void print(){

node<T> \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void inatT(T d){

if(tail==NULL){

inath(d);

return;

}

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

len++;

}

void inati(T d, int i){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

void print(char a);

void exist(T a);

};

template<class T>

void LL<T>:: print(char a){

node<T> \* temp=head;

while(temp!=NULL){

if(temp->data[0]==a) cout<<temp->data<<' ';

temp=temp->next;

}

}

template<class T>

void LL<T> :: exist(T a){

node<T> \* temp=head;

while(temp!=NULL){

if(temp->data==a){

cout<<"String exists";

return;

}

temp=temp->next;

}

cout<<"string does not exist";

}

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

string st;

cin>>st;

s->exist(st);

return 0;

}
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**d. Find the string with maximum length.**

template<class T>

void LL<T> :: maxx(){

node<T> \* temp=head;

string s=temp->data;;

int len=temp->data.length();

while(temp!=NULL){

if(temp->data.length()>len){

len=temp->data.length();

s=temp->data;

}

temp=temp->next;

}

cout<<"max length : "<<s;

}

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

s->maxx();

return 0;

}
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**e. Find if a node contains “xyz” as a sub-string or not. Give appropriate output**

**message.**

template<class T>

int LL<T> :: sub(string s){

node<T> \* temp=head;

while(temp!=NULL){

string dataa=temp->data;

if(dataa.find(s)!= string::npos){

cout<<"Substring exists in : "<<dataa;

return 1;

}

}

cout<<"Substring does not exist";

return 0;

}

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

string st;

cin>>st;

s->sub(st);

return 0;

}
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**f. Interchange the strings given in the positions p1, p2. These positions are**

**user input. Check conditions that both p1 and p2 position exist in the given**

**linked list, eg: suppose that your linked list consists of 4 strings only, and if**

**user given p1=7, p2 = 10, then error message must be generated.**

template<class T>

void LL<T> :: exchange(int a, int b){

if(a>this->len || b>this->len || a<0 || b<0){

cout<<"Index out of range";

return;

}

node<T> \* temp=head;

string o,t;

int n;

if(a>b) n=a;

else n=b;

for(int i=0; i<n+1; i++){

if(i==a){

o=temp->data;

}

if(i==b){

t=temp->data;

}

temp=temp->next;

}

temp=head;

for(int i=0; i<n+1; i++){

if(i==a){

temp->data=t;

}

if(i==b){

temp->data=o;

}

temp=temp->next;

}

}

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

cout<<"Before "<<endl;

s->print();

int a,b;

cin>>a>>b;

s->exchange(a,b);

cout<<endl<<"After"<<endl;

s->print();

}
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**g. Delete a given node (either by value or by position).**

template<class T>

void LL<T>:: deletee(int n){

node<T> \* temp=head;

for(int i=0; i<n-1; i++){

temp=temp->next;

}

node<T> \* temp2=temp->next->next;

delete temp->next;

temp->next=temp2;

}

int main(){

LL<string> \* s=new LL<string>();

int n;

cin>>n;

for(int i=0; i<n; i++){

string st;

cin>>st;

s->inatT(st);

}

cout<<"Before "<<endl;

s->print();

int a;

cin>>a;

s->deletee(a);

cout<<endl<<"After"<<endl;

s->print();

}
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**Q3. Implement a circular linked list that can contain integer elements. Add**

**functions to:**

Given below

is the implementation of CLL that will remain same for all sub parts

#include<iostream>

using namespace std;

template <class T>

class LL;

template <class T>

class node{

bool ishead=false;

T data;

node<T> \* next=NULL;

public:

node<T>(){}

node<T>(T a) {data=a;}

friend class LL<T>;

};

template <class T>

class LL{

node<T> \* head=NULL;

node<T> \* tail=NULL;

int len=0;

public:

LL(){}

LL(node<T> \* &h){

head=h;

len=1;

}

void inath(T d){

node<T> \* temp=new node<T>(d);

temp->ishead=true;

if(head==NULL){

head=temp;

tail=head;

len++;

return;

}

head->ishead=false;

temp->next=head;

this->head=temp;

tail->next=head;

len++;

}

void print(){

node<T> \* temp=head;

while(!temp->next->ishead){

cout<<temp->data<<' ';

temp=temp->next;

}

cout<<temp->data;

}

void inatT(T d){

if(tail==NULL){

inath(d);

return;

}

node<T> \* temp=new node<T>(d);

tail->next=temp;

tail=temp;

tail->next=head;

len++;

}

void inati(T d, int i){

if(i>len || i<0) {

cout<<"Invalid index"<<endl;

return;

}

if(i==0) {inath(d);

return ;

}

else if(i==len){

inatT(d,tail);

return ;

}

node<T>\* temp=head;

node<T>\* temp2=new node(d);

for(int j=0; j<i-1; j++){

temp=temp->next;

}

temp2->next=temp->next;

temp->next=temp2;

}

};

**a. Insert elements.**

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOkAAAA+CAYAAADODDx0AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAbPSURBVHhe7Z1PiE5fGMcPOynl34aSGsRCFiIsZAqNJAuULJB/sZiVBWpKFmIWFlJMFsRCEisLduwoKdMkf0spIqKZMkPMzK/P4z7zu273N9733vvOnH7v91On8947t/ue+3a+93nOc855ZkJPT8/w4OBgePHiRTh58mQYjaGhocC1nz59Ct+/f0/OCiEaycSkHpXh4WETKHVfX58EKsQY8odIf/78mVt+/PgRvn37Fj58+BB6e3uTq4UQY8Ef7u7evXuT00KIWKjJ3RVCjB8SqRCRI5EKETkSqRCRI5EKETkSqRCRI5EKETkmUlYTCSHiRJZUiMiRSIWIHIlUiMiRSIWIHIlUiMgpJdKFCxeG06dPh5s3b4b79+9buXr1atizZ09yhRCiLIVFihDPnDkTVqxYEWbMmBFevnwZPn/+HObMmRN27twZ2tvbkyuFEGUoZUknT54c7t27F7Zt2xYOHDgQtm7dGu7cuWN/W7ZsmdVCiHIUFumlS5fCwYMHw4kTJyznkdPd3W319OnTrRZClKOUJX3+/Hny6V+mTJli9evXr60WQpSjlEizrFy5MuzatcvyIV2/fj05K4Qog+U4ItnYq1evCuU4IsK7bt26MG/evLBkyRJzdy9cuJBrZYUQ9TPRU3VSirBq1aqwZcsWEyjMnj07bN682T4LIcpT2t0lgLRmzRqL8J4/fz709/eHDRs2hOPHjydXCCHKUNmYlAjvjRs3wuHDh+24tbXVXGEhRDkqDRwBYmVRA8ydO9dqIURxCot05syZVrKw0ogVSPD48WOrhRDFmdDd3T3869cvi+7u27cvOf13ECMBo7dv3478bxiCRqxCAtbwMl4VQpSjsCX9+PGjrddlre6CBQusAFMwLLqXQIWohsKWVAgxNlQeOBJCVItEKkTkSKRCRI5EKkTkSKRCRI5EKkTkTPTdL0V3wQghGossqRCRM+HJkyfDg4ODtnpo//79yenaIBMDe0cXL148shyQFUckI7t7964dp2FXzO7du22DuK/vZVkhqUCrWKHEWuKlS5eG3t7e8ODBAzt35MgR2zrH85EsLc3FixdHVkplybu+XmgPu4Kyz/v06dPQ2dlpxw6/QS2QV0ob6puLwpaUlJ6nTp2ylJ7gKT3Z/H306NHQ1tZm552xSAHKd/Dd9W46Rzi0J13evXuX/LUYCDT7vHwPz8tLg6WTeeS1xXcV8TcJtPkoLFK3QLdu3QobN24cSen58OFDO09HzNLoFKCzZs2y+uvXr1bXyrVr16w96UIWxDJs2rTJBInA/Hl5GbExHhBv3n7bvLawkR5qtbbi/0VhkWKxsAbnzp1LzvzGOxIuXpqxSAE6depUq/2e44lv4+vp6fnjedkYX89+W4SM2OH27dtWi+aiVOAob9zp+Bg1TaNTgHpnLrKPFTHgoleVTcJfFGzfS4N4cX/JqJhup7u2jKfTuOvO/dJiF81D5dFdFx0d7m9UmQLUx8BYqXo7M15BV1fXSE1AibaVgRcYrj3DAu5HAItCJkWel2FCup3u2nrAy/FhQAzegRgfKhfp2rVrrcbNywNLRZDo7NmzFnjCghIBzXbOepk/f77VRQI+vFAYGzOeRkAIq6OjY8RlLQquPUOCadOm2Rid8uXLF3veWqLZvCg8KixXt3mpVKRYMzr4aJaxUSlA3a18//691bVw+fJlGydjwZgSwZIyRYQ1xl3fvn17cmUxyJjIPQn88BLAsiJYor61/Oe59evXWy1Xt7mpTKS89X0a5cqVK//ZqbAgjUgB6pHdetxCrHd2nEy7Hz16ZJ+zwa96wLUlYyLtIarLSwDLeujQoTAwMGDnstNUWZh/Brm6zU0lIkWguIdYH3IbEcH8G4ihyhSgHjTasWOHjQG9+JgOS8txLbx588bqSZMmWV2ElpYWq32KyUm/BNybyEOurnBKixSLwdjSBVrvyiE6bT1TEnmkgzyIFZfbi3d02sexw5iY6SLan2XRokVWl13QUAa5usIxkRZZXI8wECWuKithjh07NqpACcLkBWKqSAGK24oLnVfckhEc4tjxKR8sbdqC81zLly+3z8+ePbO6CASIgN8n/dzcf/Xq1fZ5NPHJ1RWOrd31RGT1rN3FAtEBAUvonTIN0VIX7nilAPV2IlICRA7CIYDjbrJPGbm1pe0EfYqC8Lk/z0cgza2y35/fgXFpHggZ7wQYu8uSNjeVjEmxhO5epkvagsSWApSOz3gYS8tLxtuEeDhXRqBAQIr7I3YCRdn7+1g8D7m6Ik1hSyqEGBsqm4IRQjQGiVSIyJFIhYgciVSIyJFIhYgciVSIyJFIhYiaEP4BW/yiKrvaaMkAAAAASUVORK5CYII=)

**b. Print elements**

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

s->print();

return 0;

}

![](data:image/png;base64,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)

c. **Count the number of elements**

template<class T>

void LL<T> :: length(){

cout<<len;

}

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

s->length();

return 0;

}
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d. **Find if any element has a negative value.**

template<class T>

void LL<T> :: neg(){

node<T> \* temp=head;

while(!temp->next->ishead){

if(temp->data<0){

cout<<"Negative present";

return;

}

temp=temp->next;

}

cout<<"Negative not present";

}

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

s->neg();

return 0;

}
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**e. Find the number of nodes having a value greater than 15.**

template<class T>

void LL<T> :: fif(){

node<T> \* temp=head;

int cnt=0;

do{

if(temp->data>15){

cnt++;

}

temp=temp->next;

}while(!temp->ishead);

cout<<"Greater than 15 : "<<cnt;

}

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

s->fif();

return 0;

}
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**f. Delete a particular element from the list.**

template<class T>

void LL<T>:: deletee(T n){

node<T> \* temp=head;

do{

if(temp->next->data==n) break;

temp=temp->next;

}while(!temp->ishead);

node<T> \* temp2=temp->next;

temp->next=temp2->next;

delete temp2;

}

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

cin>>n;

s->deletee(n);

s->print();

return 0;

}
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**g. Update the value of a particular element.**

template<class T>

void LL<T>:: updatee(T n,T m){

node<T> \* temp=head;

do{

if(temp->data==n) {

temp->data=m;

break;}

temp=temp->next;

}while(!temp->ishead);

}

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

cin>>n;

int m;

cin>>m;

s->updatee(n, m);

s->print();

return 0;

}

![](data:image/png;base64,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)

h. **Insert a value at a given position.**

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

cin>>n;

int m;

cin>>m;

s->inati(n, m);

s->print();

return 0;

}
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**i. Delete all nodes that have a prime number as their value.**

template<class T>

void LL<T>:: deletee(T n){

node<T> \* temp=head;

do{

if(temp->next->data==n) break;

temp=temp->next;

}while(!temp->ishead);

node<T> \* temp2=temp->next;

temp->next=temp2->next;

if(temp2->ishead) temp2->next->ishead=true;

delete temp2;

len--;

}

bool isprime(int n){

if(!n%2 && n!=2) return false;

if(n==1) return false;

for(int i=3; i<=pow(n, 0.5); i+=2){

if(n%i==0) return false;

}

return true;

}

template<class T>

void LL<T> :: delprm(){

node<T>\* temp=head;

do{

node<T> \* temp2=temp->next;

if(isprime(temp->data)){

this->deletee(temp->data);

}

temp=temp2;

}while(!temp->ishead);

}

int main(){

LL<int> \* s=new LL<int>();

int n;

cin>>n;

for(int i=0; i<n; i++){

int st;

cin>>st;

s->inatT(st);

}

s->delprm();

s->print();

return 0;

}
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**j. Remove all the nodes from the list which contains Fibonacci data values.**

#include <iostream>

#include <vector>

#include <cmath>

using namespace std;

template<class T>

struct node {

T data;

node<T>\* next;

bool ishead;

node(T d) : data(d), next(nullptr), ishead(false) {}

};

template<class T>

class LL {

public:

node<T>\* head;

int len;

LL() : head(nullptr), len(0) {}

void inatT(T n);

void print();

void deletee(T n);

void delFibonacci();

};

template<class T>

void LL<T>::inatT(T n) {

node<T>\* newNode = new node<T>(n);

if (!head) {

head = newNode;

head->next = head;

head->ishead = true;

} else {

node<T>\* temp = head;

while (temp->next != head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = head;

}

len++;

}

template<class T>

void LL<T>::print() {

if (!head) return;

node<T>\* temp = head;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != head);

cout << endl;

}

template<class T>

void LL<T>::deletee(T n) {

if (!head) return;

node<T>\* current = head;

node<T>\* prev = nullptr;

if (head->data == n) {

if (head->next == head) {

delete head;

head = nullptr;

} else {

node<T>\* last = head;

while (last->next != head) {

last = last->next;

}

node<T>\* toDelete = head;

head = head->next;

last->next = head;

delete toDelete;

}

len--;

return;

}

prev = head;

current = head->next;

while (current != head) {

if (current->data == n) {

prev->next = current->next;

if (current->next == head) {

head->ishead = true;

}

delete current;

len--;

return;

}

prev = current;

current = current->next;

}

}

bool isFibonacci(int n) {

if (n < 0) return false;

int x1 = 5 \* n \* n + 4;

int x2 = 5 \* n \* n - 4;

int a = static\_cast<int>(sqrt(x1));

int b = static\_cast<int>(sqrt(x2));

return (x1 == (a \* a)) || (x2 == (b \* b));

}

template<class T>

void LL<T>::delFibonacci() {

if (!head) return;

vector<node<T>\*> nodesToDelete;

node<T>\* temp = head;

do {

if (isFibonacci(temp->data)) {

nodesToDelete.push\_back(temp);

}

temp = temp->next;

} while (temp != head);

for (node<T>\* nodeToDelete : nodesToDelete) {

this->deletee(nodeToDelete->data);

}

}

int main() {

LL<int>\* s = new LL<int>();

int n;

cin >> n;

for (int i = 0; i < n; i++) {

int st;

cin >> st;

s->inatT(st);

}

s->delFibonacci();

s->print();

delete s;

return 0;

}
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**Q4. Create an empty doubly linked list to store integers. Perform the following by**

**writing appropriate functions to:**

**a. Insert and print elements of the list.**

#include <iostream>

using namespace std;

class DLL;

class node{

int data;

node \* next=NULL;

node \* prev=NULL;

public:

node(){}

node(int a){data=a;}

friend class DLL;

};

class DLL{

node \* head=NULL;

node\* tail=NULL;

public:

DLL(){}

DLL(node \* &a) {head=a;}

void inatT(int t){

if(!head){

head=new node(t);

tail=head;

return;

}

node \* temp= new node(t);

tail->next=temp;

temp->prev=tail;

tail=temp;

return;

}

void print(){

node \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

};

int main() {

DLL \* dll=new DLL();

int n;

cin>>n;

for(int i=0; i<n; i++){

int a;

cin>>a;

dll->inatT(a);

}

dll->print();

return 0;

}
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b. **Traverse all nodes and check if the value is divisible by a number ‘m’.**

#include <iostream>

using namespace std;

class DLL;

class node{

int data;

node \* next=NULL;

node \* prev=NULL;

public:

node(){}

node(int a){data=a;}

friend class DLL;

};

class DLL{

node \* head=NULL;

node\* tail=NULL;

int len=0;

public:

DLL(){}

DLL(node \* &a) {head=a;

len++;

}

void inatT(int t){

len++;

if(!head){

head=new node(t);

tail=head;

return;

}

node \* temp= new node(t);

tail->next=temp;

temp->prev=tail;

tail=temp;

return;

}

void print(){

node \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void divi(int m){

node\* t1=head;

node\* t2=tail;

bool b=true;

while(b){

if(!(t1->data%m)){

cout<<t1->data<<" divisible by "<<m<<endl;

}

if(!(t2->data%m)){

cout<<t2->data<<" divisible by "<<m<<endl;

}

t1=t1->next;

t2=t2->prev;

if(len%2){

b=(t2->next->next!=t1);

}

else b=(t2->next!=t1);

}

if(!t1->data%m){

cout<<t1->data<<" divisible by "<<m<<endl;

}

}};

int main() {

DLL \* dll=new DLL();

int n;

cin>>n;

for(int i=0; i<n; i++){

int a;

cin>>a;

dll->inatT(a);

}

int m;

cin>>m;

dll->divi(m);

return 0;

}
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**c. Delete all the nodes from the list that are greater than the given value ‘x’.**

#include <iostream>

#include<vector>

using namespace std;

class DLL;

class node{

int data;

node \* next=NULL;

node \* prev=NULL;

public:

node(){}

node(int a){data=a;}

friend class DLL;

};

class DLL{

node \* head=NULL;

node\* tail=NULL;

int len=0;

public:

DLL(){}

DLL(node \* &a) {head=a;

len++;

}

void inatT(int t){

len++;

if(!head){

head=new node(t);

tail=head;

return;

}

node \* temp= new node(t);

tail->next=temp;

temp->prev=tail;

tail=temp;

return;

}

void print(){

node \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void dele(int x){

node\* t1=head;

node\* t2=tail;

vector<node\*> v;

bool b=true;

while(b){

if((t1->data>x)){

v.push\_back(t1);

}

if(t2->data>x && t1!=t2){

v.push\_back(t2);

}

t1=t1->next;

t2=t2->prev;

if(len%2){

b=(t2->next->next!=t1);

}

else b=(t2->next!=t1);

}

for(int i=0; i<v.size(); i++){

if(v[i]==head){

head=head->next;

head->prev=NULL;

}

else if(v[i]==tail){

tail=tail->prev;

tail->next=NULL;

}

else{

v[i]->prev->next=v[i]->next;

v[i]->next->prev=v[i]->prev;

}

delete v[i];

}

}

};

int main() {

DLL \* dll=new DLL();

int n;

cin>>n;

for(int i=0; i<n; i++){

int a;

cin>>a;

dll->inatT(a);

}

int m;

cin>>m;

dll->dele(m);

dll->print();

return 0;

}
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d. **Find the number of elements between two duplicate values.**

#include <iostream>

#include<vector>

using namespace std;

class DLL;

class node{

int data;

node \* next=NULL;

node \* prev=NULL;

public:

node(){}

node(int a){data=a;}

friend class DLL;

};

class DLL{

node \* head=NULL;

node\* tail=NULL;

int len=0;

public:

DLL(){}

DLL(node \* &a) {head=a;

len++;

}

void inatT(int t){

len++;

if(!head){

head=new node(t);

tail=head;

return;

}

node \* temp= new node(t);

tail->next=temp;

temp->prev=tail;

tail=temp;

return;

}

void print(){

node \* temp=head;

while(temp!=NULL){

cout<<temp->data<<' ';

temp=temp->next;

}

}

void dele(int x){

node\* t1=head;

node\* t2=tail;

vector<node\*> v;

bool b=true;

while(b){

if((t1->data>x)){

v.push\_back(t1);

}

if(t2->data>x && t1!=t2){

v.push\_back(t2);

}

t1=t1->next;

t2=t2->prev;

if(len%2){

b=(t2->next->next!=t1);

}

else b=(t2->next!=t1);

}

for(int i=0; i<v.size(); i++){

if(v[i]==head){

head=head->next;

head->prev=NULL;

}

else if(v[i]==tail){

tail=tail->prev;

tail->next=NULL;

}

else{

v[i]->prev->next=v[i]->next;

v[i]->next->prev=v[i]->prev;

}

delete v[i];

}

}

void dupli(int n){

node \* temp=head;

int cnt=0;

bool t =false;

while(temp!=NULL){

if(t && temp->data==n) break;

if(temp->data==n){

t=true;

}

if(t) cnt++;

temp=temp->next;

}

cout<<cnt-1;

}

};

int main() {

DLL \* dll=new DLL();

int n;

cin>>n;

for(int i=0; i<n; i++){

int a;

cin>>a;

dll->inatT(a);

}

int m;

cin>>m;

dll->dupli(m);

return 0;

}
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