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**BFM**

**BFM**

|  |
| --- |
| avalon\_mm\_write (addr\_value, data\_value, msg, clk, avalon\_mm\_if, [byte\_enable], [scope, [msg\_id\_panel, [config]]]) |
| Example: avalon\_mm\_write(x"11005500", x”AAFF0055”, “Writing test to Peripheral 1”, clk, avalon\_mm\_if); -- Without byte\_enable  Example: avalon\_mm\_write(x"11005500", x”AAFF0055”, “Writing test to Peripheral 1”, clk, avalon\_mm\_if, “1111”); -- With byte\_enable  *Suggested usage: avalon\_mm\_write(C\_ADDR\_DMA, x”AAFF0055”, “Writing data to DMA”); -- Suggested usage requires local overload (see section 5)* |

*avalon\_mm\_bfm\_pkg.vhd*

|  |
| --- |
| avalon\_mm\_read (addr\_value, data\_value, msg, clk, avalon\_mm\_if, [scope, [msg\_id\_panel, [config, [proc\_name]]]]) |
| Example: avalon\_mm\_read(x"11355000", v\_data\_out, “Read from Peripheral 1”, clk, avalon\_mm\_if);  *Suggested usage: avalon\_mm\_read(C\_ADDR\_IO, v\_data\_out, “Read from IO device”); -- Suggested usage requires local overload (see section 5)* |

|  |
| --- |
| avalon\_mm\_check (addr\_value, data\_exp, msg, clk, avalon\_mm\_if, [alert\_level, [scope, [msg\_id\_panel, [config]]]]) |
| Example: avalon\_mm\_check(x"6840A000", x”00443B16”, *“Check data from Peripheral 1”*, clk, avalon\_mm\_if);  *Suggested usage: avalon\_mm\_check(C\_ADDR\_IO, x”00443B16”, “Check data from IO device”); -- Suggested usage requires local overload (see section 5)* |

|  |
| --- |
| avalon\_mm\_reset (clk, avalon\_mm\_if, num\_rst\_cycles, msg, [scope, [msg\_id\_panel, [config]]]) |
| Example: avalon\_mm\_reset(clk, avalon\_mm\_if, 5, “Resetting Avalon MM Interface”);  *Suggested usage: avalon\_mm\_check(C\_NUM\_RST\_CYCLES, “Resetting Avalon MM Interface”); -- Suggested usage requires local overload (see section 5)* |

|  |
| --- |
| init\_avalon\_mm\_if\_signals (addr\_width, data\_width, [lock\_value]) |
| Example: avalon\_mm\_if <= init\_avalon\_mm\_to\_dut\_signals(addr\_width, data\_width); |

Signal record ´**t\_avalon\_mm\_if´**

|  |  |
| --- | --- |
| **Record element** | **Type** |
| reset | std\_logic |
| address | std\_logic\_vector |
| begintransfer | std\_logic |
| byte\_enable | std\_logic\_vector |
| chipselect | std\_logic |
| write | std\_logic |
| writedata | std\_logic\_vector |
| read | std\_logic |
| lock | std\_logic |
| readdata | std\_logic\_vector |
| response | std\_logic\_vector |
| waitrequest | std\_logic |
| readdatavalid | std\_logic |
| irq | std\_logic |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKsAAAClCAYAAAAj4g1pAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAHkZJREFUeAHtnQn8XsO5x68KESSWCGJLQhJrLV2QNCSRWKqV2rWopUEpetuqbrctenuLq3qrm1JuQzS3C0EppaKWWFskKkKI/LMQUbLYE6r3903eSceYs77nvO9533eez+f3PzPPzDzzzHOeM/PMnPMmq/xboDgLvE+F6wgbC5vWsJOuWwv9hA2FtYXVhWXCq8ICYa4wXXisln5O1/nCEuEdIVAOC6ySo007N+mtwW0v4JAfFAYJ/YX1hB5CXnpDDRcJs4UZwiM1PK7ri0KgFBbodGftLhvhmMOFkbX0Jro2ip5XR1OEu4RJwt8EHDtQsMByC3TT392F8wUc5W3hnxUAeuCs/y18RFhNCNShFiDmPF24X6iKg0Y9JMS1DwpnCFsIgTrEAjtrnD8WWHKjnKPK/Bek96XCh4RAbWoBbu544TWhys6YVjdi2d8JQ4RAbWKBwRrHZcLrQlpHaKV6SzWuCQIbw0AtbIHR0p0zzVZyvry6vqxxXiBsJARqMQtwJtqouPQV9eXbpMHjpQBnqizbeR0xS7un1M+RQttTO52z/q/u1vEF3zGcz7yNelTpJwQO9XHIK4Rhgk0chX1M4NiJM9x1BN5ybSYMEHigCFPY4fcSiqTfSthXha4ihQZZxVsAh8CBssxIUXVnSs5VwokCcSEO56NzxXRlXO2r6PBWV76/sJ9wjnCbwFssV1ae/GzJOVQIVGEL7Cbd/iHkucG0YdbkJcFwIco5VfQuOkA5t78L31UjfYYz4MOEXwrzBFduljx2+L7QQwhUQQvsIZ2y3FDqzhF+IgwX1hCyEkv5YsHu97SsQjz1NxDvCOEG4VXBlp8l/Se17ScEqpgFBkqftEdVD6nuJwWcoh5aVY3vF2wH+mg9Aj1teS280OnD7i8pTXyNjEAVsgAbmnuFpJvHbMpmpyj6kQSZPpcpvWNRgmtyiJk5VzV95LkSD4+pyQuXiljgcOmRdDPHFawry7Xpkw3exgXL51sGI9++vh3Bt+vYad7iHV2wbkFcHRbgQ2liUPsmuenf1CHf15SjKPM6d5rSzPBFEsdR7hjYQB0v8KDM9JS79U2eGfoEIVBFLICzXCqYG+ReOTPtXaCuHEPhpPTDEVSRtLaE+ZyRnb4hZvKfC+8I7lh9eUIVHD1QgRZglsxLa6rhJMF3s+AdJxRJfFhyiPDhIoVK1oeEtwR7HDcr7zu5oP8up67dzk6/qXqETIEKsACbik/VKYdjJV5D2jfJpCeL361O+Y1o7sar7OzjNocDVI4zm3HGXfmuYJQQqA4LcJzEsvrFOmSYpkOV4Ka4N42Yb7SpVOGrHa8yjmEpdGXW5eMWd8y+/DzV2y6FzFDFYwHiv4kChj1OKIKOlRCc071ZfxBvlSI6KEmGG6+emLGfz6l+mnNnzpzXzyg7VJcFzhGMUx1ToEXOs+Qa+cSCIwvso2hRu1k6/yin8E+o3SJLjhm7e52gOqvm7KMjm/GlEjtVY8ixBVqBE4JrLdmmDzZhVY1dN5VulwnXCWwY8xLhzguCGXPU9Qt5O+i0dmwaugTbkEUbr4/kT3H6oD/OKqtM9ZyKmHENV4K3WLZ93fQrKt/VNAhXvwW4Gb8WXOP9p796XVxehbqzzEzxNqlLams03ltqLhZcO9v5B1VOrBwowgJHiW8bzKRZAsugAyXUftfOjLJPGR1VUOah0okzVmNj3/U7FdS7Eir1lRZzIox3a4kaflWy3xZ+LxT94UmJahci2j27dR32VfWySyE9tZmQn2o8rrFMngP9ejYWcaZiwzVCIATpRIqzO/a/RQinA5ZnEMy/IRjndK884YOt+iFZnAW6S9Q9gmtzO1/1jWdx1kiQxIzGobxtHF+a992BirfADhL5tOCzueE9pvKw2ZIR9hWIGY1hoq55D8MlOlCEBbYWnxAryuY2/9QIGR3DJha6PaWxOBclvgxUjAW2lJhpgu2QcWmcep1ium5NKRwT+d7VY7QrBJb+qwQ+soC3uxCofgtsLhGPCHHO6Ss7pf6uW1MCH47cEGGwl8VniTLUR4lPCsMMI1xzW2Ajtbxf8DljEm+q2vXI3XMLN+T8LupQelwLj6vKqveWcncKPqdkmf+M8I2IctPmIJVXghr5IcfxGjHHJi69JcbPXWZF8xtLr+2FbYWthA0FzoNZNdg0skLMF9htPy48ISwRmkEbqNNfCXs6naMfZ62XCHwzgA9QZ1/BR2PFvE7AeTuCeMJNHGqeWHPlya/yIfRm0u9k4SbB/bbAjMF3xXlnCTjMoUKjNytfUJ+2Xjw0PxT6CS5tJ8Ziwa5v0q+LT3nH0NEaqRm8ez2polbgpcRFwvMxurtjicvPkJyvC8SQjaCd1ck7AivXlQLnq3F0jgqj9P9WXMN2K+M9vM8QC8Vn5qoS9ZIyZwkvCT6d6+XNklwe0LJXE16+nC2MFNIQq99swTc+ThJ8IVwauS1Vh2OTRYLPCNdXbCS7SZ+/ROjq078eHicjnH1Wic6UMr4xMTvvWiVFy9Ll2AgDYBRiwarQMVKEuM53s8rizVJ/e1XFANKDECUq7DmrQnqWpsqvJdl3sznGYmddBTpDSrAh8ulZNo8H5JAqGKGmw88i7DBZ/LJDl6aagR1wl+C74XwssYbQbPp3KcBGxKdjo3ivqf9PNNsQtf6H6ep7cF8Rf0BFdCxFjSGSGvV6dXwpPWYTerCqLxMa5ZRx/bDZrEJcyEaKicSn6+HiN43YMZZJu0t4VB9/LbPjFLI52L9YqMrHMutJl3ECh/nNpKXqfFKEAsy6TaMoRypKIXbXUTQ9qqABfBz0ImHDDH0RKpRNPEDnld1JCvm3R9T5gPhl+0xE1+WyiUcfF3zLyeviDyq3+1jpx0fo5dPV8O5SGzZif8/R1shIcyVeHC00k7ZU57w6dvXlDV6WB7yZY8jUN8E4Qbk7YPK8emXZawax6eNtkk+vON7NNWUH6vpLocxYl513M8OT1dX/NMG1Bw9S3Gqp4vKozCm9v9SO+mkEsxM74GbQJ9Vpnlnd2OpptWdm3k9gti2DPiKhUR+WlNGfK5MHcabLVJ6jqzy284jKzjI3IHvL5BZxg1qk5hik0cSMMbagTonr9hY+K3QJRdPJErhK0UIzyJsTUZdvJppCZTpr/5gRER40g9gggKKIB+5SYahwofCqUBSNkKC4B76ofqLkLIgo2DKCXzq7TGftF6N9s0KA/aVTGW9h5kvul4XhwvVCEbSWhDBzN4sI1XzUV8ymzPhlOusmvpHWeHwY0WjCwHuW3OnDkn+gcJjwaAF9jSpARh4RPCh8gOSjPmKu5itoVR6z1xTB3U2a/JVNGBhGfj5GJ6Nb1PWWjDpz6vB1geU0SmYS/ym1jdqkqqhQ6iZp7PTPFzhyjHrzOFdlPYW2IQyMoaNuxoQmjJRYlRgzSqckflZnNUM0R12sJkl9uOWcR9O+TEL+N4UHBY6mXB3c/Iuqs7HQcOJpKoN4IQCiaKQKxgvP1sDsY8BJATFtkZsViVtu4GYsX+ao6yrpcJawB8qkpB6qt6mAjLKIFeBUIa0DYkP0ahsiCMf53KcyKf+G2hDYPyHcI4wViqJjJCip/7jyvDOrrX93ZU4UnsmgyyG2gJLS20rutJQ6MYlsU5IesWLL2mAhl7g1KzEbbyBsLXActKVQFK1ZlKA65CxV218IuwvfE5YISdSIWWy6lGBjyDWJ8t7bJLmJ5WU5KzvvIo43+GyuKHqnKEEFyOEdOzFi0aFOPaqxxzhIYNavJJUVs+IYeZyDm0h89ojwF6GIpVdilhNxcBWIjd45wsdTKkNo1Ch6Uh0dIdwkcHriI0IlTgoaTmU5K7tKdr9xxKwyW5gqPCT8VeDp5oC9DOJBaCb1VedfEk4ROMdMS/zKtpHEfThWuEbwhSA4KqcqbUPraiSzhKgNy30qGyjwrr5RtIM6YpaK0imJn3eWZ4wnCXH2iOobfQcJzaDPq1OfXjw8PHhtQ+x643aXvDDIswGrx0C91JiZ3HcD0vDyOOte6u/uOvqcqbY9hWbR5erYtc088bBlW9H9Go07UJPnLHXTJoz2xhidjG5R1yzOyqrxS4FQKEpeGv7v1b6ZxArJ/sHW9THlmYwaTmWdBjCQ52NGw5PZjOXt9hidiihiXF8X7hWOE+rdE5Str1SMpcUq/ZzAmzRDxP5NiVnLdFaWiyii352jCkvkMzu+WZL8gyWXJf97QtROOkvX6HlrlgYl1WV/cYElm0mImbbhVKazzkoYzW4J5WUUT5dQHKpI4ijqWoHd844FCp4sWbzJqwLhrIQDUNJ9XVGrxf5ywGzHOm6a89S1mzCmQxP0cvU0eTdm3UhyuIlRvzMz7fJeD2+CbeK63EeFnJ0fH1epVcveL8XjNhiUfbgJg+OV7oNCVicyzrq62o4V2KlnlZG2/sOS7TvjFLup9H/qfVRTNSip8/Ukd64Qd4O+VlLfSWIPUAVmiTjd3DKcdZhwR8Z2rpykPHqxKlWRtpBSvauoWBE63S4hcTfnDpWXGTdHjWEVFTBLxOnmlrHcc0jv8ovOT1QfzbCJuu1sOl/Dj7uZvHId3CQTbaZ+ZyXoF6d7GWWcoPQXAjXBAgeqz6SbemYT9DJdjlbitRQ6Jo2hiHKOqj5uFAvXxluAGIeD5bib+YDKuzVetZU9sruN2wjG6V5UGXHqqSs1CommWIDY6y4h7qbyhdaeTdHuX52eoiRvZeL0LKuMr5i+/C9VcqXWVKuhwlq5WodGKy3wbaWSbvS4lbWblzhKXfPNQpKuRZYTs/Mzl3rpZAlgduYlwkUC4U0zP4BR961JnKUmLbM4yYAKDG+IdJgiFOmQUbJwrL0KGHMfyegS3H5miPdTYV9hHSFQCgtwiJ7GAc5LIYsjp+HCcSnq5q3C+fD3BT7ecB2giPxSyb1Y2FAogs6WkCS9eIFxifAxgfEFirHAOSpLMigfSGwSIYOZ4UhhkkCMR5xLjFYmsSL8WijKaZdJ1g3CHkKRtLOEjRc4TUiyMeVdwmXCGKFtD/g1ttyU9iv9c50eBip/lvCU4N6I+8RrxCtJnOFC4UmPDq5OvnyX2v1cIMQok5B/rcCD7NPDx+MN4ziBL8b41iGQLMDyfYvgM5jNW6g62wmcDvxKWCzY5SbNZuJ/hO5Co4iPboYJZwrMuI8IzwpLBN5uLarlp+l6vcDGko1Oo5dd4uBbBWOrtNf5ajNBYGLpeOIrojSGw2hxswMOfWwFrMmxXB+BjeFWQr9afjVdm03oxvcPdwtpbG7Xwf67Cx1NzEzTBdswWdNT1Z5YMlA6C7C55UjuGSGLrR9S/Y4/s/1iRqPZBv6N2ha1g5aojiJCK0IW255J6X06ykKewW4g3pyMRluq+v8hsLQFym+Br6hpkoPa5afn76p9Wn41g9FeVN3922foTR0JcWjcXsB2VNJjm6qtp/NmzFa/kB7EUGloVVUi4A9UvwU4QUlLnNnel7Zyu9c7UQN0n+SoPMF+r3Y3SAPGl2W/wLlwoJoF1tCVJzfKQV0+rycD5bfApmo6V3Dt6suzklE/kGWBEUrzCtJnMB/vJKttvUmO0di08YasE2icBumzqY93WicYJM8Yf5LBiLwl4o1QEcRbKG4U3yPwLWmj3zKpy4bRYeqJ7yl8junyJqte94Zp1mIdcZQ1Q3CNFpV/TnV3qnOM26g9b8HsPk6oU2ZVm/eXYmmX/1dVd9eqDqQqeu0nRbKEA0+q/uCcynP6wT92Zjvq68rvkFNelZutLuX+KNhjjUt/s8qDqZJu52YwKgafJmyVYwBHe/q5RzyOyNqNstiUTy/D8p/SA/jUD4PFPfluGQ67bUr5VOsrdAmunG+I1270aQ0obZzKa9hO2WgWdp/5eqlLcJ0pLs/LhSFCGrpElVxZS8XbJU3jJtXhCOmzQpaZfy/Vf1lwx+rLM/4xQqAcFhihNuz6fYaN4r2k+ocKccQpgi8u5oXDanENm1g2VH0/JjBuvt3lm+Ak4kNxNqFRtnL5X0sSGMrjLXCMirO8w+YGvCV8W/A5Xk/xpwjujSL/XaGqNFGK2TpfoHycwxISzXTa2O3dNCtNnDwVB0pjAXMO6ho4KX+DhNtxLGl3929k8EAwe1WViDuNruZ6XoSyjPMJT33Tzr1ep7o9ImQFdg4LnK02rpHT5Jeo3X01kI5qwwatyjeMb3cXePT/L/FsYunPMqPepvrr2gJCuhgLfEdiopytXj5xYNXpKinoGyd2gUYI8wRfHR/vz6rLi5hAJVngbMn1Gb4eHp/LjSpJ3yLFslOPGudvVMbmMqrc5f9JdYOjyghl0+fVgW83796QtHmWTTZeVad1pGCXkHZcUfWukYyw9MsIjaJPqaO4GDTqRvn47IRbhX4qRX1jSMv7mdpXOTZvlfuQWc891eIpIe2NiqrHP6PTKjRMimY9ymPcHPh/pVUG2a569tPAbhaiHDGJP1dt1y/YOFtJXhnL7HqSy8xIjJ00Lrt8juofIASqgAW6S4dzhDcE+yalSY8vWP9tJY83TRwhFUl8jTZFSDMmuw4P8sAiFQmyirHAaImZKtg3Kyl9WDFdL5eCo06v9b9PQXL53nackHXpJ57n9SmfBgaqqAVY0nkV+bqQ5KicSRZ1fPMBybLj51OUr4e2V+MfCYuEpHG45ZPU5kNCoBaxAK9ObxXcG2nnP1PQWPaVnPlOXxfmkM3RFGepvxWyfsDDuGYLJwthNpURWo1WlcJHCm5o0CXeCUIRdLqEvCbYDwHpq1MIJ9YmnjxCuEx4WnDlpMkz+35f2EToGGrXr27W1h0cImwu/F14QHhBqIc2UmM+JDkuQsgM8T8nvClgVxyzl9BH2ELYWhgscHKwlpCHXlajCcJFAh+uBAoWeI8FPirONCHNrMcxU9ajpiS5hBw/ENh8BQoW8FqAGfFSge9lkxyq6PJ/qE9WBF41d9Ryr/EGymABDvjPFJ4VinbCJHmEEyzzewi+j8nFDhQssOLNFq8o5wpJTlVUOeej9wvEwyOFnkIgjwW6eXidzHqfBs9O+yaBc89+wsZCUXbifT3x5zMCb6dw0oeELoE4N1CMBdr1NCBmyJmKeqs28WL/Gjat5dnhryf0EFiqcXKIOJP4lhcUCwVOIp4T5gmzhNm1PLNpoIwWCM6a0WBOdZzUdlZmR5w1zJKOoUI2WCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFigbSxQ9a+u+OEfX+zbHyTzgzw+VObHc1HUVwVfFuzx8dne+QI/eeZHe6cJfEBtiPQPBT68jiO+beUDbfvfH+DrK36tuovAvydg5NI/P+y7REgifvd/lGDaUn+BwK9Y+fRwoMAPEn3EP4hxoUD9KDpSBR8WbPnURcd7hKvJ1GhXXYeZTML1GpXPFvh1xacF8+uGB5RGbhQdroLNaoV8QsnP0Vua+EWp+48+cGP4rjSOdlIhN8XGG8qbdjjai045dU8SkohfqaKDLZtPAgcIpzt86nAj7IdNWS/9WFxbJmluIM4EjRLccju///Ja/j88YFNj2l/uNPteTF27T9Jjam2xi132sPLGcWtVVl62UIrJw9R/dGVJTIJBVJkYDE7GU2vIDNLkfVech7bmRlMHOfAgHPU6YSwZi/ZR+lIr70sOF3NVp+B25WcJNwrnCvZPrZnleXgmC1G0ugpGeAqvFM/ozOwaR0NVeFNEBXToF1EGe5lT9iflTb9cBwuHCUsF7MOqZmw7XWkIm2PjHmREOwq7Cr7Z9SDxTT0ll/98nWtL04bS/jkBgxlgqE2EOHq/Co3DmnZ8uW+3YyZy6zAL2g+Gsu8hlksj01xPsWrd4ik/yyr3JbmxOIyRx3WO0EswNEIJu9xN42BR9DEVuPXt/MVRDWv80bX2L+kaZZ9BKmMiwaGnCMjHsV1itv2LwMM3TaDeg0IiEWt1KvHE4xA2ESZ80GY46fWVH+rwiIH/aPEmWmmT5GbH2XovlXMTbUImD2Za2k4V14uobOvMA5qV1qg1YDZdM6ExzvczgYfvQGEjwSbi5g8Ijwu/swuS0nEGTGrb6uVLNABmQZcIBaKITdDGTuG9yndZPJwMB7ZpZ2U2txlOem8nT/YaD89lzRcD54D6CtssT737Dw5mP4CMm9mvLOouwcyc2KWPMEaw6dPK4He/FQjHUlMnOytGutZjqZHiRdllX5WZWM00xamMw8CbLTBr27S2MlG7a5x/N7uy0l2CK8Opsjx7g/6+VitAryG1tH1ZRxnCDEOTlFhkMiVdCQfG12Qfo6uJ8XsrzWzLwzJB6CakpqibklpAi1fEIWY5Y9hB+YEOj+xqAo5s02JlmEld8s2KOLqPcFRuok1/UOZVmxGRni/+AqvMdXqKCA82tOrcZ6XLSnaX4OsFZs7dhV0EaH+Bh3OyMFPApqmp0531FVnqFsda7FKHOzyyg4RtHT5Gn+vwyN4quPEmM2tPCh3yhR2+uNdptjyLoxL7GSLcwFFsIkY0MxsPwN+ETE5iC0uZpr+XhBsEZs+jBIgQALpixeU9q1SN7b90urNiFUIBexmH53OgEeKbjQZ1oCinmqMyYjab+iljL8eUIW8ECYuYcR6w8nFJNjH3WxUGKL2VlSdpz7ZdygMcqBE0Xp2wofuEsKfAA/ucwMqRmYKzrvivM91QgNhvXceargMvVDkzaBS5oQC2HuVUZolmxrbpJmVMHGrzfWlkPmQVMGOaJRc2s+wHSdToUV2JV4lvG0H3qBP67C9cLrBqMTlgu8wUnHXFzt0NBTjCsm96b+XtGQpD3yk8SyKCkLnEKRutPEukoZFK4GCGmOFdJzdlvisz5BSBDY0hW09m2c1Nga7M9u4qYhUXnmTm/5XAwzFQ4M3flUIuCs66wmw4iHsTcSxDxH1sDGxKcqq5qjzZbqA0MeVmFs+drZ9UWdoQADE46wvCDDI1GqorzgG9X2A2g/4hPCzYDwv8LGTkRrXxlXOWah7aB5VGB5d87dw6kUc076nY5gwcxA0FcFbzMLtO9XeV3ZbCJhOdOj2V/0iN11dXzm1tIpZ702YkpLnJPGRTrXqDlDYPhOmL4peE6QIOnpeSXihQ7j70s8W7udbhFboyu7qUJHd5fXMz3MbtmOfGAh+xS3aD/h3FYxmlzV6CTX9WZoHNiEgTChAj2rRfLTNE1/WtAmY+17mt4tikPRv3Uk1iYWjXFZflfx/T38VCnntO+LCHsL/Ag+qjeWLygFPPnumpe4bABouQwKYJygwXTrKZUel6nrIomWXzcZ48enOUZMd2rp4E/qcJxqHZqRP/4UTbCDYlhQCm7rNK3C2MMQxdWabRnxtrE7PeX21GhjRvjJidjCMStuDAAwVD1IHM+Fbk0v1dqGqTE6q+ofL7Iuo8Jz5waZ4YIBWZwaWq3IRKLBk4i03EXD1shifNLti9KTgrBo0ibu7TTuEo5fcWkGdogRLMrGnJdex+ashsYi/RyOJMchmJHDRTbWxn4CEjPmZjaMg4q8m33LXqzoqDsUTbhKPuaDM8aW6USwT5cfEgs64bCrCkfcoRdJvyUUuhU3V5lvrMTIa6KXGqMMAwdOWhvM7KZ00SajAzGxqsxMEmoysP6RQr35LJqjsrN/Fpj2WP8vAMizEdaTLW9RkrHZUkFPinVUjMyixokztT2mW+NDPenU7BQcr3tHjEk49Y+TzJe61G6G3b4CnlUy+3lpxKJavurBjrDo/FiAHPFuwbTrV1hQuEkWQcYoZLIpbKGTGVfI4XU31l0cSVKX/i92K/5S9KzbXjXUIlOwT4m/JLU0uqaEWWpKoTN/rbQi9LUeLRs4SjBWaUuQLL6lChn+ASZ5G3ukxPnuXyRmFrTxksZCyMKItj86C8JNgOZOovU+J6k6njOk1tXxPW8si4x8MLrJIs8CXJZXnOixMy6DVMddnU+fo6IIMct+rvImQyI6aZNEZ42n9ePEPMpoQSrt5vi2cfYW2uPPG7Xe9i5StPrRAGYMSLhB/ksCZO913h8gxtCQWe9NSfJ97dHn5a1sSIisyqOFQeYoUxxFjtUMDwOb0gZrXJbgffzdt1K5NuFWflRpwhHCZwlkc+jlha7xLGCN8SmEXSErEdGy0cyAbhwWIhL01SQ85dbZmcdqQNAThHtduatNgriQfN8M11qniLVtZYYQviY1NurlaVaiZb4olyTMdyt5MwVBgk9BNWEzD6TIFZZLJADMcNzkNs3Po6DZ9XHueqh9DVPrNF5zSnFPTJkd3mJCwiFrcfoDWV38wqJ4nO6G6IkKO/YE9UyEBWoGCBYIFggWCBYIFggWCBYIFggWCBYIFggWCBYIFggQpZ4P8BO1oN3USKJagAAAAASUVORK5CYII=)BFM Configuration record ´**t\_avalon\_mm\_bfm\_config´**

|  |  |  |
| --- | --- | --- |
| **Record element** | **Type** | **C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT** |
| max\_wait\_cycles | integer | 10 |
| max\_wait\_cycles\_severity | t\_alert\_level | TB\_FAILURE |
| clock\_period | time | -1 ns |
| clock\_period\_margin | time | 0 ns |
| clock\_margin\_severity | t\_alert\_level | TB\_ERROR |
| setup\_time | time | -1 ns |
| hold\_time | time | -1 ns |
| bfm\_sync | t\_bfm\_sync | SYNC\_ON\_CLOCK\_ONLY |
| num\_wait\_states\_read | natural | 0 |
| num\_wait\_states\_write | natural | 0 |
| use\_waitrequest | boolean | true |
| use\_readdatavalid | boolean | false |
| use\_response\_signal | boolean | true |
| use\_begintransfer | boolean | false |
| id\_for\_bfm | t\_msg\_id | ID\_BFM |
| id\_for\_bfm\_wait | t\_msg\_id | ID\_BFM\_WAIT |
| id\_for\_bfm\_poll | t\_msg\_id | ID\_BFM\_POLL |

Advanced Avalon-MM commands

|  |
| --- |
| avalon\_mm\_lock (avalon\_mm\_if, msg, [scope, [msg\_id\_panel, [config]]]) |
| Example: avalon\_mm\_lock(avalon\_mm\_if “Locking Avalon MM Bus”); |

|  |
| --- |
| avalon\_mm\_unlock (avalon\_mm\_if, msg, [scope, [msg\_id\_panel, [config]]]) |
| Example: avalon\_mm\_unlock(avalon\_mm\_if “Unlocking Avalon MM Bus”); |

|  |
| --- |
| avalon\_mm\_read\_request (addr\_value, msg, clk, avalon\_mm\_if, [scope, [msg\_id\_panel, [config, [proc\_name]]]]) |
| Example: avalon\_mm\_read\_request(x"11355000", “Start read from Peripheral 1”, clk, avalon\_mm\_if);  *Suggested usage: avalon\_mm\_read\_request(C\_ADDR\_IO, “Start read from IO device”); -- Suggested usage requires local overload (see section 5)* |

|  |
| --- |
| avalon\_mm\_read\_response (addr\_value, data\_value, msg, clk, avalon\_mm\_if, [scope, [msg\_id\_panel, [config, [proc\_name]]]]) |
| Example: avalon\_mm\_read\_response(x"11355000", v\_data\_out, “Get read response from Peripheral 1”, clk, avalon\_mm\_if);  *Suggested usage: avalon\_mm\_read\_response(C\_ADDR\_IO, v\_data\_out, “Get read response from IO device”); -- Suggested usage requires local overload (see section 5)* |

|  |
| --- |
| avalon\_mm\_check\_response (addr\_value, data\_value, msg, clk, avalon\_mm\_if, [alert\_level, [scope, [msg\_id\_panel, [config]]]]) |
| Example: avalon\_mm\_check\_response(x"6840A000", x”00443B16”, *“Check data from Peripheral 1”*, clk, avalon\_mm\_if);  *Suggested usage: avalon\_mm\_check\_response(C\_ADDR\_IO, x”00443B16”, “Check data from IO device”); -- Suggested usage requires local overload (see section 5)* |

BFM non-signal parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Name** | **Type** | **Example(s)** | **Description** |
| addr\_value | unsigned | x”125A” | The address of an Avalon-MM accessible register. |
| data\_value | std\_logic\_vector | x”20D3” | The data value to be written to the addressed register |
| data\_exp | std\_logic\_vector | x”0D” | The data value to expect when reading the addressed register. A mismatch results in an alert ‘alert\_level’ |
| byte\_enable | std\_logic\_vector | x”11” | This argument selects which bytes to use (all ‘1’ means all bytes are updated) |
| lock\_value | std\_logic | ‘0’ | init\_avalon\_mm\_if\_signals argument for deciding the value of the lock signal. Default ‘0’, Only used by internal BFM procedures. |
| alert\_level | t\_alert\_level | ERROR or TB\_WARNING | Set the severity for the alert that may be asserted by the procedure. |
| msg | string | “Set state active on peripheral 1” | A custom message to be appended in the log/alert. |
| scope | string | "AVALON MM BFM" | A string describing the scope from which the log/alert originates. In a simple single sequencer typically "AVALON MM BFM". In a verification component typically "AVALON\_MM\_VVC ". |
| msg\_id\_panel | t\_msg\_id\_panel | shared\_msg\_id\_panel | Optional message ID panel, controlling verbosity within a specified scope. Defaults to a common ID panel defined in the UVVM-Util adaptations package. |
| config | t\_avalon\_mm\_bfm\_config | C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT | Configuration of BFM behaviour and restrictions. See section 0 for details. |

BFM signal parameters

|  |  |  |
| --- | --- | --- |
| **Name** | **Type** | **Description** |
| clk | std\_logic | The clock signal used to read and write data in/out of Avalon-MM BFM. |
| avalon\_mm\_if | t\_avalon\_mm\_if | See table “Signal record ‘t\_avalon\_mm\_if” |

Note: All signals are active high. See Avalon MM documentation for protocol description.

For more information on the Avalon MM signals, please see the Avalon MM specification.

BFM details

# BFM procedure details and examples

|  |  |
| --- | --- |
| **Procedure** | **Description** |
| **avalon\_mm\_write()** | **avalon\_mm\_write(addr\_value, data\_value, msg, clk, avalon\_mm\_if, [byte\_enable,] [scope, [msg\_id\_panel, [config]]])**  The avalon\_mm\_write() procedure writes the given data to the given address of the DUT, using the Avalon-MM protocol. For protocol details, see the Avalon-MM specification.   * If the byte\_enable argument is not used, it will be set to all ‘1’, i.e. all bytes are used. * The avalon\_mm\_write() procedure supports wait-request or fixed wait-states, but not both. If ‘config.use\_waitrequest’ is set to false, ‘config. num\_wait\_states’ will be used as the number of cycles to use as fixed wait cycles. * The default value of scope is C\_SCOPE (“AVALON MM BFM”) * The default value of msg\_id\_panel is shared\_msg\_id\_panel, defined in UVVM-Util. * The default value of config is C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT, see table on the first page. * A log message is written after procedure completes if ID\_BFM ID is enabled for the specified message ID panel.   The procedure reports an alert if:   * waitrequest is enabled for more than ‘config.max\_wait\_cycles’ clock cycles (alert level: ‘config.max\_wait\_cycles\_severity’)     Examples:  avalon\_mm\_write(x"11005500", x”AAFF0055”, “Writing test to Peripheral 1”, clk, avalon\_mm\_if, C\_SCOPE, shared\_msg\_id\_panel,   C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  avalon\_mm\_write(x"11005500", x”AAFF0055”, “Writing test to Peripheral 1”, clk, avalon\_mm\_if, “1111”, C\_SCOPE, shared\_msg\_id\_panel,   C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_write(C\_ADDR\_DMA, x”AAFF0055”, “Writing data to DMA”); |
| **avalon\_mm\_read()** | **avalon\_mm\_read(addr\_value, data\_value, msg, clk, avalon\_mm\_if, [scope, [msg\_id\_panel, [config, [proc\_name]]]])**  The avalon\_mm\_read() procedure reads data from the given address of the DUT, using the Avalon-MM protocol. For protocol details, see the Avalon-MM specification. The read data is placed on the output ‘data\_value’ when the read has completed.   * The avalon\_mm\_read() procedure supports pipelining/fixed wait-states, readdatavalid and/or waitrequest, set by the config parameter.   + The maximum number of wait cycles while waiting for readdatavalid is given in ‘config.max\_wait\_cycles’   + The maximum number of cycles acceptable to be stalled by waitrequest is given in ‘config.max\_wait\_cycles’   + If use\_waitrequest and use\_readdatavalid are disabled in the config, the read procedure will use the num\_wait\_states as readWaitTime. * The default value of scope is C\_SCOPE (“AVALON MM BFM”) * The default value of msg\_id\_panel is shared\_msg\_id\_panel, defined in UVVM-Util. * The default value of config is C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT, see table on the first page. * The default value of proc\_name is “avalon\_mm\_read”. This argument is intended to be used internally, when procedure is called by avalon\_mm\_check(). * A log message is written if ID\_BFM ID is enabled for the specified message ID panel. This will only occur if the argument proc\_name is left unchanged. * The BFM can be configured to use waitrequest and readdatavalid in the config parameter.   The procedure reports an alert if:   * waitrequest is enabled for more than ‘config.max\_wait\_cycles’ clock cycles (alert level: ‘config.max\_wait\_cycles\_severity’) * readdatavalid is not set active for more than ‘config.max\_wait\_cycles’ clock cycles (alert level: ‘config.max\_wait\_cycles\_severity’)     Example:  avalon\_mm\_read(x“5A001120”, v\_data\_out, “Read from Peripheral 1”, clk, avalon\_mm\_if, C\_SCOPE, shared\_msg\_id\_panel,   C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_read(C\_ADDR\_IO, v\_data\_out, “Reading from IO device”); |
| **avalon\_mm\_check()** | **avalon\_mm\_check(addr\_value, data\_exp, msg, clk, avalon\_mm\_if, [alert\_level, [scope, [msg\_id\_panel, [config]]]])**  The avalon\_mm\_check() procedure reads data from the given address of the DUT, using the Avalon-MM protocol. For protocol details, see the Avalon-MM specification. After reading data from the Avalon-MM bus, the read data is compared with the expected data, ‘data\_exp’.   * The default value of alert\_level is ERROR * The default value of scope is C\_SCOPE (“AVALON MM BFM”) * The default value of msg\_id\_panel is shared\_msg\_id\_panel, defined in UVVM\_Util. * The default value of config is C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT, see table on the first page. * If the check was successful, and the read data matches the expected data, a log message is written with ID ID\_BFM (if this ID has been enabled). * If the read data did not match the expected data, an alert with severity ‘alert\_level’ will be reported.   The procedure also report alerts for the same conditions as the avalon\_mm\_read() procedure.  Example:  avalon\_mm\_check(x”11AA5100”, x”5500133B”, “Check data from Peripheral 1”, clk, avalon\_mm\_if, ERROR, shared\_msg\_id\_panel,   C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_check(C\_ADDR\_UART\_RX, x”55”, “Check data from UART RX buffer”); |
| **avalon\_mm\_reset()** | **avalon\_mm\_reset(clk, avalon\_mm\_if, num\_rst\_cycles, msg, [scope, [msg\_id\_panel, [config]]])**  The avalon\_mm\_reset() procedure resets the avalon\_mm\_if interface by first setting the signals to their default state with init\_avalon\_mm\_if\_signals(), then setting reset active. The reset signal is held active for ‘num\_rst\_cycles’ clock cycles.  A log with ID ID\_BFM is written to the transcript if this ID has been enabled for this message ID panel.  Example:  avalon\_mm\_reset(clk, avalon\_mm\_if, 5, "Resetting Avalon MM Interface", C\_SCOPE, shared\_msg\_id\_panel,   AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_reset(5, “Resetting Avalon MM Interface); |
| **init\_avalon\_mm\_if\_signals()** | **init\_avalon\_mm\_if\_signals(addr\_width, data\_width, [lock\_value])**  This function initializes the Avalon-MM interface. All data and active high BFM outputs are set to ‘0’ and all BFM inputs are set to 'Z'. The value of the lock signal can be specified in the lock\_value argument. This value is default set to ‘0’.  Examples:  avalon\_mm\_if <= init\_avalon\_mm\_if\_signals(addr\_width, data\_width);  avalon\_mm\_if <= init\_avalon\_mm\_if\_signals(addr\_width, data\_width, ‘1’); |
| **avalon\_mm\_lock()** | **avalon\_mm\_lock(avalon\_mm\_if, msg, [scope, [msg\_id\_panel, [config]]])**  The avalon\_mm\_lock() procedure locks the Avalon-MM interface by setting the avalon\_mm\_if signal “lock” to ‘1’. The lock signal will be kept at ‘1’ until avalon\_mm\_unlock() is called.  A log with ID config.id\_for\_bfm is written to the transcript if this ID has been enabled for this message ID panel.  Example:  avalon\_mm\_lock(avalon\_mm\_if, "Locking Avalon MM Interface", C\_SCOPE, shared\_msg\_id\_panel, AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_lock(“Locking Avalon MM Interface); |
| **avalon\_mm\_unlock()** | **avalon\_mm\_unlock(avalon\_mm\_if, msg, [scope, [msg\_id\_panel, [config]]])**  The avalon\_mm\_unlock() procedure unlocks the Avalon-MM interface by setting the avalon\_mm\_if signal “lock” to ‘0’. A log with ID config.id\_for\_bfm is written to the transcript if this ID has been enabled for this message ID panel.  Example:  avalon\_mm\_unlock(avalon\_mm\_if, "Unlocking Avalon MM Interface", C\_SCOPE, shared\_msg\_id\_panel, AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_unlock(“Unlocking Avalon MM Interface); |
| **avalon\_mm\_read\_request()** | **avalon\_mm\_read\_request(addr\_value, msg, clk, avalon\_mm\_if, [scope, [msg\_id\_panel, [config, [proc\_name]]]])**  The avalon\_mm\_read\_request() procedure initiates a read request to the given address of the DUT, using the Avalon-MM protocol. For protocol details, see the Avalon-MM specification. This procedure returns as soon as the request has been completed, and will therefore not return any data. This procedure is meant to be used for pipelined reads where multiple read requests can be issued before the slave DUT responds with the read data. The avalon\_mm\_read\_request procedure corresponds to the first half of the avalon\_mm\_read and avalon\_mm\_check procedure. For more information, please see the avalon\_mm\_read procedure description.  The procedure reports an alert if:   * See avalon\_mm\_read procedure     Example:  avalon\_mm\_read\_request(x“5A001120”, “Initiating read from Peripheral 1”, clk, avalon\_mm\_if, C\_SCOPE, shared\_msg\_id\_panel,   C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_read\_request(C\_ADDR\_IO, “Initiating read from IO device”); |
| **avalon\_mm\_read\_response()** | **avalon\_mm\_read\_response(addr\_value, data\_value, msg, clk, avalon\_mm\_if, [scope, [msg\_id\_panel, [config, [proc\_name]]]])**  The avalon\_mm\_read\_response() procedure reads data which is returned from the slave DUT, using the Avalon-MM protocol. This procedure is meant as the second half of the avalon\_mm\_read procedure, which is responsible for receiving data that has been requested by the avalon\_mm\_read\_request procedure. For protocol details, see the Avalon-MM specification. The read data is placed on the output ‘data\_value’ when the read has completed. For more information, please see the avalon\_mm\_read procedure description.  The procedure reports an alert if:   * See avalon\_mm\_read procedure     Example:  avalon\_mm\_read\_response(x“5A001120”, v\_data\_out, “Read response from Peripheral 1”, clk, avalon\_mm\_if, C\_SCOPE,   shared\_msg\_id\_panel, C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_read\_response(C\_ADDR\_IO, v\_data\_out, “Reading response from IO device”); |
| **avalon\_mm\_check\_response()** | **avalon\_mm\_check\_response(addr\_value, data\_exp, msg, clk, avalon\_mm\_if,[ alert\_level, [scope, [msg\_id\_panel, [config]]]])**  The avalon\_mm\_check\_response() procedure reads data which is returned from the slave DUT using the Avalon-MM protocol, and compares it to the data in data\_exp. This procedure is meant as the second half of the avalon\_mm\_check procedure, which is responsible for receiving data that has been requested by the avalon\_mm\_read\_request procedure. For protocol details, see the Avalon-MM specification. For more information, please see the avalon\_mm\_check procedure description.  The procedure reports an alert if:   * See avalon\_mm\_check procedure     Example:  avalon\_mm\_check\_response(x“5A001120”, x”5500133B”, “Check response from Peripheral 1”, clk, avalon\_mm\_if, ERROR, C\_SCOPE,   shared\_msg\_id\_panel, C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);  Suggested usage (requires local overload, see section 5):  avalon\_mm\_check\_response(C\_ADDR\_IO, x”5500133B”, “Checking response from IO device”); |

# 

# BFM Configuration record

Type name: t\_avalon\_mm\_bfm\_config

|  |  |  |  |
| --- | --- | --- | --- |
| **Record element** | **Type** | **C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT** | **Description** |
| max\_wait\_cycles | integer | 10 | Sets the maximum number of wait cycles before an alert occurs when waiting for readdatavalid or stalling because of waitrequest |
| max\_wait\_cycles\_severity | t\_alert\_level | TB\_FAILURE | The above timeout will have this severity |
| clock\_period | time | -1 ns | Period of the clock signal. |
| clock\_period\_margin | time | 0 ns | Input clock period margin to specified clock\_period |
| clock\_period\_severity | t\_alert\_level | TB\_ERROR | The above margin will have this severity |
| setup\_time | time | -1 ns | Setup time for generated signals. Suggested value is clk\_period/4.  An alert is reported if setup\_time exceed clock\_period/2. |
| hold\_time | time | -1 ns | Hold time for generated signals. Suggested value is clk\_period/4.  An alert is reported if hold\_time exceed clock\_period/2. |
| bfm\_sync | t\_bfm\_sync | SYNC\_ON\_CLOCK\_ONLY | When set to SYNC\_ON\_CLOCK\_ONLY the BFM will enter on the first falling edge, estimate the clock period, synchronise the output signals and exit ¼ clock period after a succeeding rising edge. When set to SYNC\_WITH\_SETUP\_AND\_HOLD the BFM will use the configured setup\_time, hold\_time and clock\_period to synchronise output signals with clock edges. |
| num\_wait\_states\_read | natural | 0 | Number of fixed wait states to use for read |
| num\_wait\_states\_write | natural | 0 | Number of fixed wait states to use for write |
| use\_waitrequest | boolean | true | Set to true if slave uses waitrequest |
| use\_readdatavalid | boolean | false | Set to true if slave uses readdatavalid |
| use\_response\_signal | boolean | true | Whether or not to check the response signal on read |
| use\_begintransfer | boolean | false | Whether or not to use the begintransfer signal. |
| id\_for\_bfm | t\_msg\_id | ID\_BFM | The message ID used as a general message ID in the Avalon BFM |
| id\_for\_bfm\_wait | t\_msg\_id | ID\_BFM\_WAIT | The message ID used for logging waits in the Avalon BFM |
| id\_for\_bfm\_poll | t\_msg\_id | ID\_BFM\_POLL | The message ID used for logging polling in the Avalon BFM |

# Additional Documentation

For additional documentation on the Avalon-MM standard, please see the Avalon specification “Avalon Interface Specifications, MNL-AVABUSREF”, available from Altera.

# Compilation

The Avalon-MM BFM may only be compiled with VHDL 2008. It is dependent on the UVVM Utility Library (UVVM-Util), which is only compatible with VHDL 2008.

See the separate UVVM-Util documentation for more info. After UVVM-Util has been compiled, the avalon\_mm\_bfm\_pkg.vhd BFM can be compiled into any desired library.

See the UVVM Essential Mechanisms located in uvvm\_vvc\_framework/doc for information about compile scripts.

## Simulator compatibility and setup

See README.md for a list of supported simulators.

For required simulator setup see UVVM-Util Quick reference.

# Local BFM overloads

A good approach for better readability and maintainability is to make simple, local overloads for the BFM procedures in the TB process.

This allows calling the BFM procedures with the key parameters only –

e.g.

avalon\_mm\_write(C\_ADDR\_PERIPHERAL\_1, C\_TEST\_DATA, “Writing data to Peripheral 1”);

rather than

avalon\_mm\_write(C\_ADDR\_PERIPHERAL\_1, C\_TEST\_DATA, “Writing data to Peripheral 1”, clk, avalon\_mm\_if, C\_SCOPE,   
 shared\_msg\_id\_panel, C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT);

By defining the local overload as e.g.:

procedure avalon\_mm\_write(

constant addr\_value : in unsigned;

constant data\_value : in std\_logic\_vector;

constant msg : in string) is

begin

avalon\_mm\_write(addr\_value, -- keep as is  
 data\_value, -- keep as is

msg, -- keep as is

clk, -- Clock signal

avalon\_mm\_if, -- Signal must be visible in local process scope

C\_SCOPE, -- Just use the default

shared\_msg\_id\_panel, -- Use global, shared msg\_id\_panel

C\_AVALON\_MM\_BFM\_CONFIG\_LOCAL); -- Use locally defined configuration or C\_AVALON\_MM\_BFM\_CONFIG\_DEFAULT

end;

Using a local overload like this also allows the following – if wanted:

* Have address value as natural – and convert in the overload
* Set up defaults for constants. May be different for two overloads of the same BFM
* Apply dedicated message\_id\_panel to allow dedicated verbosity control

IMPORTANT   
This is a simplified Bus Functional Model (BFM) for Avalon-MM.  
The given BFM complies with the basic Avalon-MM protocol and thus allows a normal access towards an Avalon-MM interface. This BFM is not an Avalon-MM protocol checker.   
For a more advanced BFM please contact Bitvis AS at [support@bitvis.no](mailto:support@bitvis.no)

Disclaimer: This IP and any part thereof are provided "as is", without warranty of any kind, express or implied, including but not limited to the warranties of merchantability, fitness for a particular purpose and noninfringement.  
In no event shall the authors or copyright holders be liable for any claim, damages or other liability, whether in an action of contract, tort or otherwise, arising from, out of or in connection with this IP.
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