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## 1.实验一

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2022 年 9月21 日 |
| **实验题目：**  写出顺序表的初始化，按位取元素，插入，删除，遍历，有序表的合并及就地逆置算法。  参照附件中程序，实现程序中部分功能（7、8、9）。 |
| **实验目的和要求：**  掌握顺序表的相关算法及应用，了解顺序表在操作时的时效性，要特别注意算法的健壮性 |
| **实验过程：**  **程序主要功能源代码：**  **int main()**  **{**  **SqList L;**  **int i,res,temp,a,b,c,e,choose,j;**  **int max=0;int index=0;**  **cout<<"1. 建立顺序表\n";**  **cout<<"2. 输入数据\n";**  **cout<<"3. 查找\n";**  **cout<<"4. 插入\n";**  **cout<<"5. 删除\n";**  **cout<<"6. 输出数据\n";**  **cout<<"7.最大数及位置\n";**  **cout<<"8.按元素值删除\n";**  **cout<<"9.逆置\n";**  **cout<<"0. 退出\n\n";**  **choose=-1;**  **while(choose!=0)**  **{**  **cout<<"请选择:";**  **cin>>choose;**  **switch(choose)**  **{**  **case 1:**  **if(InitList\_Sq(L)) //创建顺序表**  **cout<<"成功建立顺序表\n\n";**  **else**  **cout<<"顺序表建立失败\n\n";**  **break;**  **case 2: //输入10个数**  **cout<<"请输入10个数:\n";**  **for(i=0;i<10;i++)**  **cin>>L.elem[i];**  **L.length=10;**  **cout<<endl;**  **break;**  **case 3: //顺序表的查找**  **cout<<"请输入所要查找的数:";**  **cin>>e; //输入e，代表所要查找的数值**  **temp=LocateElem\_Sq(L,e);**  **if(temp!=0)**  **cout<<e<<" 是第 "<<temp<<"个数.\n\n";**  **else**  **cout<<"查找失败！没有这样的数\n\n";**  **break;**  **case 4: //顺序表的插入**  **cout<<"请输入两个数，分别代表插入的位置和插入数值:";**  **cin>>a>>b; //输入a和b，a代表插入的位置，b代表插入的数值**  **if(ListInsert\_Sq(L,a,b))**  **cout<<"插入成功.\n\n";**  **else**  **cout<<"I插入失败.\n\n";**  **break;**  **case 5: //顺序表的删除**  **cout<<"请输入所要插入的数:";**  **cin>>c; //输入c，代表要删除数的位置**  **if(ListDelete\_Sq(L,c,res))**  **cout<<"删除成功.\n被删除的数是:"<<res<<endl<<endl;**  **else**  **cout<<"删除失败.\n\n";**  **break;**  **case 6: //顺序表的输出**  **cout<<"当前顺序表为:\n";**  **for(i=0;i<L.length;i++)**  **cout<<L.elem[i]<<" ";**  **cout<<endl<<endl;**  **break;**  **case 7:**  **cout<<"查找最大数以及其位置";**    **for(i=0;i<10;i++)**  **{**  **if(L.elem[i]>max)**  **{**  **max=L.elem[i];**  **index=i;**  **}**  **}**  **printf("最大数为：%d\n最大数下标为：%d\n",max,index);**  **break;**  **case 8:**  **cout<<"请输入你要删除的元素\n";**  **int e; int index\_8;**  **scanf("%d",&e);**  **index\_8=LocateElem\_Sq(L,e);**  **ListDelete\_Sq(L,index\_8,e);**  **cout<<"删除元素成功\n";**  **break;**  **case 9:**  **if(L.length%2==0)**  **{**  **for(i=L.length-1,j=0;j<(L.length/2)-1,i>=L.length/2;j++,i--)**  **{**  **temp=L.elem[j];**  **L.elem[j]=L.elem[i];**  **L.elem[i]=temp;**  **}**  **}**  **else**  **{**  **for(i=L.length-1,j=0;j<(L.length-1/2),i>(L.length-1)/2;j++,i--)**  **{**  **temp=L.elem[j];**  **L.elem[j]=L.elem[i];**  **L.elem[i]=temp;**  **}**  **}**    **cout<<"逆置元素为\n";**  **for(j=0;j<L.length;j++)**  **{**  **printf("%d ",L.elem[j]);**  **}**  **cout<<"\n";**  **cout<<"逆置元素完成";break;**  **}**  **}**  **return 0;**  **}**  **实验主要是对功能7，8，9进行补充** |
| **实验结果：** |
| **实验分析：**  **该实验主要是对利用顺序表的存储结构对数据进行操作**  **程序前面有很多写好的操作函数，实验主要是对顺序表7，8，9功能操作进行补充，完成顺序表的查找最大元素，按照元素值进行删除以及对元素进行逆置。**  **在运行程序的时候要首先选择1进行一个顺序表的创建，然后再选择2对顺序表中元素进行输入，不能直接选择其他功能进行使用，否则会报错。**  **在实现删除元素的时候，每删除一个元素要记得对顺序表长度进行减一的操作，在实现逆置操作的时候，要根据顺序表的具体长度来设置循环次数，这里我采用的是对顺序表长度进行一个奇偶数的判断，从而对不同情况进行顺序表的逆置。** |
| **实验成绩：**  日期： 年 月 日 |

## 2.实验二

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2021 年 9 月 26日 |
| **实验题目：**  写出算法用链表实现一元多项式的加法与乘法运算 |
| **实验目的和要求：**  **实验内容：**写出算法用链表实现一元多项式的加法与乘法运算。  **实验要求**：使学生掌握在链表上实现按序插入，删除结点的算法，按要求格式实现对一元多项式的内容的输出。 |
| **实验过程：**    **补充代码，**用链表实现一元多项式的加法与乘法运算  **运行结果：** |
| **实验结果：**  **用链表实现了一元多项式的假发与乘法运算，分为指数相同和指数不同的情况，用链表进行操作，实现多项式的运算** |
| **实验分析：**  **该程序要将多项式的相关信息txt文件与源程序文件放在同一目录下，才能读取到相关信息。其次本程序是采用链表的形式，使用p1，p2，p3分别指向第一个多项式结点和第二个多项式结点以及当前结点的位置，如果指数相同则将对应系数相加，并同时将当前结构体指针向下移动一个结点，依次完成多项式的相加。** |
| **实验成绩：**    日期： 年 月 日 |

## 3.实验三

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2021 年 10 月 19日 |
| **实验题目：**  **堆栈和队列基本操作实验** |
| **实验目的和要求：**  **实验内容：**  **1、从键盘上输入一个表达式，试编写算法实现对该表达式的求值。**  **2、借助循环队列实现舞伴问题。**  **实验要求**：**掌握链堆栈和循环队列的相关算法，并能使用其解决实际问题。** |
| **实验过程：**  **实验1：**    **实验2：** |
| **实验结果：**  **运行结果：**  **实验1：**    **实验2：** |
| **实验分析：**  **该程序要将多项式的相关信息txt文件与源程序文件放在同一目录下，才能读取到相关信息。其次本程序是采用链堆栈和循环队列的形式，对程序目的进行了功能实现。两个链栈，分别存储表达式中的 运算数OPND和 运算符OPTR，根据运算符的优先级依次进行入栈和出栈从而实现表达式的计算** |
| **实验成绩：**  日期： 年 月 日 |

## 4.实验四

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2021 年 10 月 26日 |
| **实验题目：**  用定长存储方式存储字符串数据，并在该模式下实现简单模式匹配、KMP模式匹配算法。 |
| **实验目的和要求：**  **实验内容：**  用定长存储方式存储字符串数据，并在该模式下实现简单模式匹配、KMP模式匹配算法。  **实验要求**：掌握模式匹配的相关算法，并能使用其解决实际问题。 |
| **实验过程：**  **实验：**  **BF算法：**    计算next数组：  KMP算法： |
| **实验结果：**  **运行结果：** |
| **实验分析：**  **对于BF算法：**  **采用SString数据类型，数组第一个位置存放字符串的长度，采用while循环的方式，只要索引不超过字符串S和T的长度，就符合循环条件，如果S和T的这位字符相同，就继续往下进行，如果不相同，则S串指针回溯为i-j+2而T串指针回溯为1，从头开始，一直进行下去，直到循环结束，如果j超过T的最大长度，则说明找到，如果没有超过则说明没有找到**  **对于next的计算**  **采用SString数据类型，采用while循环，只要指针不超过T串的最大长度，就符号循环条件，当i等于1时，next[j]=0。当i不等于1时，判断T串从1开始的值是否等于T串与S串不相等时候的值，如果相等，则next[i]=j**  **如果不相等，则指针进行回溯，j等于next[j]**  **KMP算法：**  **采用next数组的方式，对两个串依次进行对比，当两个串都没有比较到串尾的时候，继续往后比较，如果匹配成功，则指针均继续往下进行，如果匹配失败，则T串的指针回溯，此时他的指针等于next[j]的值，循环结束之后，如果T串指针长度大于T串的长度，则位置即为S串指针减去T串的长度，否则返回0** |
| **实验成绩：**  日期： 年 月 日 |

## 5.实验五

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2022 年 11月09 日 |
| **实验题目：**  设计实现Huffman树的创建算法，并利用Huffman树进行编码和译码。 |
| **实验目的和要求：**  **实验目的：**熟练掌握二叉树的基本操作操作，应用二叉树的结构解决实际问题，熟练掌握Huffman树和Huffman编码的构造方法。  **实验要求**： 1.在“Huffman编码“基础上的实现译码操作如输入“10010”译出相应的字符。 2.选做：(1)增加统计原文中各字符权值的功能,(2)将原文进行编码。 |
| **实验过程：**  **程序主要功能源代码：**  **//算法5.11 根据赫夫曼树求赫夫曼编码**  **#include<iostream>**  **#include<cstring>**  **using namespace std;**  **typedef struct**  **{**  **int weight;**  **int parent,lchild,rchild;**  **}HTNode,\*HuffmanTree;**  **typedef char \*\*HuffmanCode;**  **void Select(HuffmanTree HT,int len,int &s1,int &s2)**  **{**  **int i,min1=INT\_MAX,min2=INT\_MAX;//先赋予最大值**  **for(i=1;i<=len;i++)**  **{**  **if(HT[i].weight<min1&&HT[i].parent==0)**  **{**  **min1=HT[i].weight;**  **s1=i;**  **}**  **}**  **int temp=HT[s1].weight;//将原值存放起来，然后先赋予最大值，防止s1被重复选择**  **HT[s1].weight=INT\_MAX;**  **for(i=1;i<=len;i++)**  **{**  **if(HT[i].weight<min2&&HT[i].parent==0)**  **{**  **min2=HT[i].weight;**  **s2=i;**  **}**  **}**  **HT[s1].weight=temp;//恢复原来的值**  **}**  **//用算法5.10构造赫夫曼树**  **void CreatHuffmanTree(HuffmanTree &HT,int n)**  **{**  **//构造赫夫曼树HT**  **int m,s1,s2,i;**  **if(n<=1) return;**  **m=2\*n-1;**  **HT=new HTNode[m+1]; //0号单元未用，所以需要动态分配m+1个单元，HT[m]表示根结点**  **for(i=1;i<=m;++i) //将1~m号单元中的双亲、左孩子，右孩子的下标都初始化为0**  **{ HT[i].parent=0; HT[i].lchild=0; HT[i].rchild=0; }**    **cout<<"请输入叶子结点的权值：\n";**  **for(i=1;i<=n;++i) //输入前n个单元中叶子结点的权值**  **cin>>HT[i].weight;**  **/\*――――――――――初始化工作结束，下面开始创建赫夫曼树――――――――――\*/**  **for(i=n+1;i<=m;++i)**  **{ //通过n-1次的选择、删除、合并来创建赫夫曼树**  **Select(HT,i-1,s1,s2);**  **//在HT[k](1≤k≤i-1)中选择两个其双亲域为0且权值最小的结点,**  **// 并返回它们在HT中的序号s1和s2**  **HT[s1].parent=i;**  **HT[s2].parent=i;**  **//得到新结点i，从森林中删除s1，s2，将s1和s2的双亲域由0改为i**  **HT[i].lchild=s1;**  **HT[i].rchild=s2 ; //s1,s2分别作为i的左右孩子**  **HT[i].weight=HT[s1].weight+HT[s2].weight; //i 的权值为左右孩子权值之和**  **} //for**  **}**  **// CreatHuffmanTree**  **void CreatHuffmanCode(HuffmanTree HT,HuffmanCode &HC,int n)**  **{**  **//从叶子到根逆向求每个字符的赫夫曼编码，存储在编码表HC中**  **int i,start,c,f;**  **HC=new char\*[n+1]; //分配n个字符编码的头指针矢量**  **char \*cd=new char[n]; //分配临时存放编码的动态数组空间**  **cd[n-1]='\0'; //编码结束符**  **for(i=1;i<=n;++i)**  **{ //逐个字符求赫夫曼编码**  **start=n-1; //start开始时指向最后，即编码结束符位置**  **c=i;**  **f=HT[i].parent; //f指向结点c的双亲结点**  **while(f!=0)**  **{ //从叶子结点开始向上回溯，直到根结点**  **--start; //回溯一次start向前指一个位置**  **if(HT[f].lchild==c)**  **cd[start]='0'; //结点c是f的左孩子，则生成代码0**  **else**  **cd[start]='1'; //结点c是f的右孩子，则生成代码1**  **c=f;**  **f=HT[f].parent; //继续向上回溯**  **} //求出第i个字符的编码**  **HC[i]=new char[n-start]; // 为第i 个字符编码分配空间**  **strcpy(HC[i], &cd[start]); //将求得的编码从临时空间cd复制到HC的当前行中**  **}**  **delete cd; //释放临时空间**  **} // CreatHuffanCode**  **void show(HuffmanTree HT,HuffmanCode HC,int n)**  **{**  **for(int i=1;i<=n;i++)**  **cout<<HT[i].weight<<"编码为"<<HC[i]<<endl;**  **}**  **/\*void decode(HuffmanTree &HT,char \*ch,int n)//依次读入电文，根据哈夫曼树译码**  **{**  **int i,j=0;**  **char b[100];**  **char endflag='#'; //电文结束标志取#**  **i=2\*n-1; //从根结点开始往下搜索**  **getchar();**  **cout<<("输入发送的编码(以'#'为结束标志)：");**  **gets(b);**  **cout<<"译码后的字符为";**  **while(b[j] != endflag)**  **{**  **//填写完整**  **}**  **cout<<endl;**    **}//decode**  **\*/**  **int main()**  **{**  **HuffmanTree HT;**  **HuffmanCode HC;**  **int n;**  **cout<<"请输入待编码的字符(叶子结点)的个数：\n";**  **cin>>n;**  **getchar();**  **char \*p=new char[n];//?**  **printf("请输入待编码的字符(中间不加空格)");**  **for(int i=1;i<=n;i++)**  **cin>>p[i];**  **CreatHuffmanTree(HT,n);**  **CreatHuffmanCode(HT,HC,n);**  **show(HT,HC,n);**  **//decode(HT,p,n);**  **return 1;**  **}** |
| **实验结果：** |
| **实验分析：**  首先构造两个结构体分别存储结点的字符及权值、哈夫曼编码值，然后读取前n个结点的字符及权值，建立哈夫曼树，读取前n个结点的字符及权值，建立哈夫曼树，读入电文，最后根据哈夫曼树译码。本次实验更好的了解了哈夫曼夫的构造与算法 |
| **实验成绩：**  日期： 年 月 日 |

## 6.实验六

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2022 年 11月14 日 |
| **实验题目：**  图结构基本算法的实现 |
| **实验目的和要求：**  **实验目的**：掌握图的存储结构及深度优先、广度优先遍历算法,理解图在实际应用中的经典算法如：最小生成树算法、最短路径算法、拓扑排序算法等。  **实验内容：**实现邻接链表和逆邻接链表两种求顶点入度的算法，并在拓扑排序算法及求关键路径算法中应用。 |
| **实验过程：**  **程序主要功能源代码：**  **实验一：拓扑排序及关键路径： int CreateUDG(ALGraph& G) {**  **//创建有向图G的邻接表、逆邻接表**  **int i, k;**  **cout << "请输入总顶点数，总边数，以空格隔开:";**  **cin >> G.vexnum >> G.arcnum; //输入总顶点数，总边数**  **cout << endl;**  **cout << "输入点的名称，如a" << endl;**  **for (i = 0; i < G.vexnum; ++i) { //输入各点，构造表头结点表**  **cout << "请输入第" << (i + 1) << "个点的名称:";**  **cin >> G.vertices[i].data; //输入顶点值**  **G.converse\_vertices[i].data = G.vertices[i].data;**  **//初始化表头结点的指针域为NULL**  **G.vertices[i].firstarc = NULL;**  **G.converse\_vertices[i].firstarc = NULL;**  **}//for**  **cout << endl;**  **cout << "输入边依附的顶点及其权值，如a b 3" << endl;**  **for (k = 0; k < G.arcnum; ++k) { //输入各边，构造邻接表**  **VerTexType v1, v2;**  **int i, j, w;**  **cout << "请输入第" << (k + 1) << "条边依附的顶点及其权值:";**  **cin >> v1 >> v2 >> w; //输入一条边依附的两个顶点**  **i = LocateVex(G, v1); j = LocateVex(G, v2);**  **//确定v1和v2在G中位置，即顶点在G.vertices中的序号**  **ArcNode\* p1 = new ArcNode; //生成一个新的边结点\*p1**  **p1->adjvex = j; //邻接点序号为j**  **p1->nextarc = G.vertices[i].firstarc; G.vertices[i].firstarc = p1;**  **p1->weight = w;**  **//将新结点\*p1插入顶点vi的边表头部**  **ArcNode\* p2 = new ArcNode; //生成一个新的边结点\*p1**  **p2->adjvex = i; //逆邻接点序号为i**  **p2->nextarc = G.converse\_vertices[j].firstarc; G.converse\_vertices[j].firstarc = p2;**  **p2->weight = w;**  **//将新结点\*p1插入顶点vi的边表头部**  **}//for**  **return OK;**  **}//CreateUDG**  **void FindInDegree(ALGraph G) {**  **//求出各顶点的入度存入数组indegree中**  **int i, count;**  **for (i = 0; i < G.vexnum; i++) {**  **count = 0;**  **ArcNode\* p = G.converse\_vertices[i].firstarc;**  **if (p) {**  **while (p) {**  **p = p->nextarc;**  **count++;**  **}**  **}//if**  **indegree[i] = count;**  **}//for**  **}//FindInDegree**  **/\*void FindInDegree(ALGraph G)**  **{ // 正邻接表求顶点的入度**  **int i;**  **ArcNode \*p;**  **for(i=0;i<G.vexnum;i++)**  **indegree[i]=0; // 赋初值**  **for(i=0;i<G.vexnum;i++)**  **{**  **p=G.vertices[i].firstarc;**  **while(p)**  **{**  **indegree[p->adjvex]++;**  **p=p->nextarc;**  **}**  **}**  **}**  **\*/**  **int TopologicalOrder(ALGraph G, int topo[]) {**  **//有向图G采用邻接表存储结构**  **//若G无回路，则生成G的一个拓扑序列topo[]并返回OK，否则ERROR**  **int i, m;**  **FindInDegree(G); //求出各顶点的入度存入数组indegree中**  **InitStack(S); //栈S初始化为空**  **for (i = 0; i < G.vexnum; ++i)**  **if (!indegree[i]) Push(S, i); //入度为0者进栈**  **m = 0; //对输出顶点计数，初始为0**  **while (!StackEmpty(S)) { //栈S非空**  **Pop(S, i); //将栈顶顶点vi出栈**  **topo[m] = i; //将vi保存在拓扑序列数组topo中**  **++m; //对输出顶点计数**  **ArcNode\* p = G.vertices[i].firstarc; //p指向vi的第一个邻接点**  **while (p) {**  **int k = p->adjvex; //vk为vi的邻接点**  **--indegree[k]; //vi的每个邻接点的入度减1**  **if (indegree[k] == 0) Push(S, k); //若入度减为0，则入栈**  **p = p->nextarc; //p指向顶点vi下一个邻接结点**  **}//while**  **}//while**  **if (m < G.vexnum) return ERROR; //该有向图有回路**  **else return OK;**  **}//TopologicalOrder**  **int CriticalPath(ALGraph G) {**  **//G为邻接表存储的有向网，输出G的各项关键活动**  **int n, i, k, j, e, l;**  **if (!TopologicalOrder(G, topo)) return ERROR;**  **//调用拓扑排序算法，使拓扑序列保存在topo中，若调用失败，则存在有向环，返回ERROR**  **n = G.vexnum; //n为顶点个数**  **for (i = 0; i < n; i++) //给每个事件的最早发生时间置初值0**  **ve[i] = 0;**  **/\*――――――――――按拓扑次序求每个事件的最早发生时间－――――－―――――\*/**  **for (i = 0; i < n; i++) {**  **k = topo[i]; //取得拓扑序列中的顶点序号k**  **ArcNode\* p = G.vertices[k].firstarc; //p指向k的第一个邻接顶点**  **while (p != NULL) { //依次更新k的所有邻接顶点的最早发生时间**  **j = p->adjvex; //j为邻接顶点的序号**  **if (ve[j] < ve[k] + p->weight) //更新顶点j的最早发生时间ve[j]**  **ve[j] = ve[k] + p->weight;**  **p = p->nextarc; //p指向k的下一个邻接顶点**  **} //while**  **} //for**  **for (i = 0; i < n; i++) //给每个事件的最迟发生时间置初值ve[n-1]**  **vl[i] = ve[n - 1];**  **/\*――――――――――按逆拓扑次序求每个事件的最迟发生时间－――――－―――――\*/**  **for (i = n - 1; i >= 0; i--) {**  **k = topo[i]; //取得拓扑序列中的顶点序号k**  **ArcNode\* p = G.vertices[k].firstarc; //p指向k的第一个邻接顶点**  **while (p != NULL) { //根据k的邻接点，更新k的最迟发生时间**  **j = p->adjvex; //j为邻接顶点的序号**  **if (vl[k] > vl[j] - p->weight) //更新顶点k的最迟发生时间vl[k]**  **vl[k] = vl[j] - p->weight;**  **p = p->nextarc; //p指向k的下一个邻接顶点**  **}//while**  **}//for**  **/\*――――――――――――判断每一活动是否为关键活动－――――――－―――――\*/**  **cout << endl;**  **cout << "关键活动路径为:";**  **for (i = 0; i < n; i++) { //每次循环针对vi为活动开始点的所有活动**  **ArcNode\* p = G.vertices[i].firstarc; //p指向i的第一个邻接顶点**  **while (p != NULL) {**  **j = p->adjvex; //j为i的邻接顶点的序号**  **e = ve[i];**  **l = vl[j] - p->weight;**  **if (e == l) //若为关键活动，则输出<vi, vj>**  **cout << G.vertices[i].data << "-->" << G.vertices[j].data << " ";**  **p = p->nextarc; //p指向i的下一个邻接顶点**  **} //while**  **} //for**  **return OK;**  **}//CriticalPath**  **int main() {**  **cout << "\*\*\*\*\*\*\*\*\*\*\*\*算法6.13　关键路径算法\*\*\*\*\*\*\*\*\*\*\*\*\*\*" << endl << endl;**  **ALGraph G;**  **CreateUDG(G);**  **int\* topo = new int[G.vexnum];**  **cout << endl;**  **cout << "有向图创建完成!" << endl << endl;**  **if (!CriticalPath(G))**  **cout << "网中存在环，无法进行拓扑排序！" << endl << endl;**  **cout << endl;**  **return OK;**  **}//main**  **实验二：Floyed算法：**    **实验三：Kruskal**    **实验四：prim** |
| **实验结果：**  **实验一：拓扑排序及关键路径：**    **实验二：**  **最短路径Floyed**    **实验三：kruskal:**    **实验四：Prim:** |
| **实验分析：**   1. **拓扑排序及关键路径** 2. **拓扑排序**   **求出各顶点的入度4存入数组indegree[i] 使入度为0的顶点入栈，若不空则一直循环让顶点出栈且保存在拓扑数组里，让每个顶点连接点的入度减一，变成0了就入栈。如果输出的数量小于顶点个数，说明有环。**   1. **关键路径**   **对图中顶点排序，按拓扑序列求出每个时间最早发生的时间ve[i]，按逆拓扑序列求出每个事件发生的最迟时间vl[i]。如果ve[i]==vl[i] 的活动a[i]就是关键路径**   1. **最短路径Floyd**   **算法实现：先初始化所有最短路径长度，D[i][j]=G.arcs[i][j]然后进行n次比较和更新。**  **每次找i,j 之间最短的中间点，寻找最小的路径**   1. **最小生成树Kruskla**   **算法实现：将所有边的信息按权值从小到大，每次循环从排好序的边找出一条，判断他们是不是再一个Vexset中在就舍去大的边，若不是，合并这两个连通分量。**   1. **最小生成树Prim**   **算法实现：初始化所有顶点，对其余的每一个顶点v，将closedge[j] 均初始化到u的边信息，循环n-1次，每次选出最小的closedge[k] 输出此边，将k加入，更新剩余的最小边信息，再次循环。** |
| **实验成绩：**  日期： 年 月 日 |

## 7.实验七

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2022 年 11月21 日 |
| **实验题目：**  1.编写程序实现有序表二分查找的递归算法；  2.用非递归的方法实现二叉排序树上的查找（并求出查找成功时关键字所在的层次）。 |
| **实验目的和要求：**  **实验目的：**1.掌握顺序表的查找方法，尤其是二分查找方法。 　　 2.掌握二叉排序树的建立及查找过程，理解二叉排序树查找过程及插入和删除算法。  **实验要求：**1.编写程序实现有序表二分查找的递归算法； 2.用非递归的方法实现二叉排序树上的查找（并求出查找成功时关键字所在的层次）。 |
| **实验过程：**  **程序主要功能源代码：**  **实验一：**实现有序表二分查找的递归算法  核心源代码：    **实验二：**  非递归的方法实现二叉排序树上的查找  核心源代码：  //算法7.4　二叉排序树的递归查找  BSTree SearchBST(BSTree T,int key) {  //在根指针T所指二叉排序树中递归地查找某关键字等于key的数据元素  //若查找成功，则返回指向该数据元素结点的指针，否则返回空指针  if((!T)|| key==T->data.key) return T; //查找结束  else if (key<T->data.key) return SearchBST(T->lchild,key); //在左子树中继续查找  else return SearchBST(T->rchild,key); //在右子树中继续查找  } // SearchBST  //非递归实现查找成功时返回指向该数据元素结点的指针和所在的层次  BSTree Searchlev(BSTree T,char key,int &lev) {    //统计查找次数    BSTree p = T; //p为二叉树中工作指针  lev++;  while(T)  {  // cout<<lev;  if(key==T->data.key) return T;  if(key<T->data.key){  T=T->lchild; //在左子树查找  lev++;  } else{  T=T->rchild; //在右子树查找  lev++;  }  // cout<<lev;  }  // cout<<"end";  // return T;  return NULL;      }// Searchlev  //算法7.5　二叉排序树的插入  void InsertBST(BSTree &T,ElemType e ) {  //当二叉排序树T中不存在关键字等于e.key的数据元素时，则插入该元素  if(!T) { //找到插入位置，递归结束  BSTree S = new BSTNode; //生成新结点\*S  S->data = e; //新结点\*S的数据域置为e  S->lchild = S->rchild = NULL; //新结点\*S作为叶子结点  T =S; //把新结点\*S链接到已找到的插入位置  }  else if (e.key< T->data.key)  InsertBST(T->lchild, e ); //将\*S插入左子树  else if (e.key> T->data.key)  InsertBST(T->rchild, e); //将\*S插入右子树  }// InsertBST  //算法7.6　二叉排序树的创建  void CreateBST(BSTree &T ) {  //依次读入一个关键字为key的结点，将此结点插入二叉排序树T中  T=NULL;  ElemType e;  cin>>e.key; //???  while(e.key!=ENDFLAG){ //ENDFLAG为自定义常量，作为输入结束标志  InsertBST(T, e); //将此结点插入二叉排序树T中  cin>>e.key; //???  }//while  }//CreatBST  void DeleteBST(BSTree &T,int key) {  //从二叉排序树T中删除关键字等于key的结点  BSTree p=T;BSTree f=NULL; //初始化  BSTree q;  BSTree s;  /\*------------下面的while循环从根开始查找关键字等于key的结点\*p-------------\*/  while(p){  if (p->data.key == key) break; //找到关键字等于key的结点\*p，结束循环  f=p; //\*f为\*p的双亲结点  if (p->data.key> key) p=p->lchild; //在\*p的左子树中继续查找  else p=p->rchild; //在\*p的右子树中继续查找  }//while  if(!p) return; //找不到被删结点则返回  /\*―考虑三种情况实现p所指子树内部的处理：\*p左右子树均不空、无右子树、无左子树―\*/  if ((p->lchild)&& (p->rchild)) { //被删结点\*p左右子树均不空  q = p;  s = p->lchild;  while (s->rchild) //在\*p的左子树中继续查找其前驱结点，即最右下结点  {q = s; s = s->rchild;} //向右到尽头  p->data = s->data; //s指向被删结点的“前驱”  if(q!=p){  q->rchild = s->lchild; //重接\*q的右子树  }  else q->lchild = s->lchild; //重接\*q的左子树  delete s;  }//if  else{  if(!p->rchild) { //被删结点\*p无右子树，只需重接其左子树  q = p; p = p->lchild;  }//else if  else if(!p->lchild) { //被删结点\*p无左子树，只需重接其右子树  q = p; p = p->rchild;  }//else if  /\*――――――――――将p所指的子树挂接到其双亲结点\*f相应的位置――――――――\*/  if(!f) T=p; //被删结点为根结点  else if (q==f->lchild) f->lchild = p; //挂接到\*f的左子树位置  else f->rchild = p; //挂接到\*f的右子树位置  delete q;  }  }//DeleteBST  //算法 7.7　二叉排序树的删除  //中序遍历  void InOrderTraverse(BSTree &T)  {  if(T)  {  InOrderTraverse(T->lchild);  cout<<T->data.key<<" " ;  InOrderTraverse(T->rchild);  }  }  char predt=0;  int judgeBST(BSTree T)  {  int b1, b2;  if(T == NULL)  {  return 1;  }  else  {  b1 = judgeBST(T->lchild);  if(b1 == 0 || predt > T->data.key) return 0;  predt = T->data.key;  b2 = judgeBST(T->rchild);  return b2;  }  } |
| **实验结果：**  **实验一结果：**    **实验二结果：** |
| **实验分析：**  **二分查找：**  **主要使用循环或递归在每次比较后将查找空间划分为两半，依次进行查找。**  **7.4-7.7：**   1. **从表的一端开始逐个将记录的关键字和给定 K 值进行比较，若某个记录的关键字和给定 K 值相等，查找成功；否则，若扫描完整个表，仍然没有找到相应的记录，则查找失败** 2. **根结点就是第一次进行比较的中间位置的记录** 3. **排在中间位置前面的作为左子树的结点，排在中间位置后面的作为右子树的结点** 4. **在 BST 树中插入一个新结点 x 时，若 BST 树为空，则新结点 x 为插入后 B ST 树的根结点；否则，将结点 x 的关键字与根结点 T的关键字进行比较，若相等，不需要插入，若 x . keykey :结点 x 插入到 T 的左子树中，若 x . key > T -> key :结点 x 插入到 T 的右子树中** |
| **实验成绩：**  日期： 年 月 日 |

## 8.实验八

|  |
| --- |
| **河南理工大学教学上机实验报告** |
| 上机时间 2022 年 11月 28 日 |
| **实验题目：**  1.对所讲过算法深入理解，应用随机函数和时间函数比较各种排序的运行时间。  2.实现双向冒泡排序(相邻两趟排序向相反方向冒泡) |
| **实验目的和要求：**  熟悉多种排序算法，理解每种排序算法思想，掌握排序算法的基本设计方法，掌握排序算法时间复杂度和空间复杂度的分析方法。 |
| **实验过程：**  **程序主要功能源代码：**  **1.直接插入排序**  //-------直接插入排序----------  void InsertSort(KeyType R[],int n)//传入一个关键字数组，及其关键字个数  {      int i,j;      KeyType tmp;      for (i=1;i<n;i++)//依次将各个关键字插入到序列中去      {          tmp=R[i];          j=i-1;              //从右向左在有序区R[0..i-1]中找R[i]的插入位置          while (j>=0 && tmp<R[j])          /\*都是在一个数组（KeyType）里面进行操作的，已经排好的序列是从小到大排序的，所以再          向其中插入的话，是从右往左比较的，只要遇见比他的大的数据，就继续往里面走就行。遇到比他还小的话，就可以停了\*/          {   R[j+1]=R[j];    //将关键字大于R[i]的元素后移              j--;          }          R[j+1]=tmp;         //在j+1处插入R[i]      }  }  **2.折半插入排序**  //------折半插入排序----------  void InsertSort1(KeyType R[],int n)  {      int i,j,low,high,mid;      int tmp;      for (i=1;i<n;i++)      {          tmp=R[i];                   //将R[i]保存到tmp中          low=0;high=i-1;          while (low<=high)           //在R[low..high]中折半查找有序插入的位置          {              mid=(low+high)/2;       //取中间位置              if (tmp<R[mid])                  high=mid-1;         //插入点在左半区              else                  low=mid+1;          //插入点在右半区          }          for (j=i-1;j>=high+1;j--)   //元素后移              R[j+1]=R[j];          R[high+1]=tmp;              //插入      }  }  **3.希尔排序**  //-----------希尔排序算法--------------  void ShellSort(KeyType R[],int n)  {      int i,j,gap;      KeyType tmp;      gap=n/2;                //增量置初值      while (gap>0)      {   for (i=gap;i<n;i++) //对所有相隔gap位置的所有元素组采用直接插入排序          {   tmp=R[i];              j=i-gap;              while (j>=0 && tmp<R[j])//对相隔gap位置的元素组进行排序              {   R[j+gap]=R[j];                  j=j-gap;              }              R[j+gap]=tmp;          }          gap=gap/2;  //减小增量      }  }  **4.冒泡排序**  //--------冒泡排序算法----------  void BubbleSort(KeyType R[],int n)  {      int i,j;      bool exchange;      KeyType tmp;          for (i=0;i<n-1;i++)      {          exchange=false;          for (j=0;j<n-i-1;j++)   //比较,找出最大关键字的元素              if (R[j]>R[j+1])              {   tmp=R[j];   //R[j]与R[j+1]进行交换,将最大关键字元素前移                  R[j]=R[j+1];                  R[j+1]=tmp;                  exchange=true;              }          if (!exchange)      //本趟没有发生交换，中途结束算法              return;      }  }  **5.快速排序**  //--------快速排序算法---------------  void QuickSort(KeyType R[],int s,int t)  {      int i=s,j=t;      KeyType tmp;      if (s<t)                //区间内至少存在两个元素的情况      {          tmp=R[s];           //用区间的第1个元素作为基准          while (i!=j)        //从区间两端交替向中间扫描,直至i=j为止          {              while (j>i && R[j]>=tmp)                  j--;        //从右向左扫描,找第1个小于tmp的R[j]              R[i]=R[j];      //找到这样的R[j],R[i]和R[j]交换              while (i<j && R[i]<=tmp)                  i++;        //从左向右扫描,找第1个大于tmp的元素R[i]              R[j]=R[i];      //找到这样的R[i],R[i]和R[j]交换          }          R[i]=tmp;          QuickSort(R,s,i-1); //对左区间递归排序          QuickSort(R,i+1,t); //对右区间递归排序      }  }  **6.直接选择排序**  //---------直接选择排序  void SelectSort(KeyType R[],int n)  {   int i,j,k;      KeyType tmp;      for (i=0;i<n-1;i++)         //做第i趟排序      {   k=i;          for (j=i+1;j<n;j++)     //在当前无序区R[i..n-1]中选key最小的R[k]              if (R[j]<R[k])                  k=j;            //k记下目前找到的最小关键字所在的位置          if (k!=i)               //交换R[i]和R[k]          {   tmp=R[i];              R[i]=R[k];              R[k]=tmp;          }      }  }  **7.堆排序算法**  //----------堆排序算法-------  void sift(KeyType R[],int low,int high)  {      int i=low,j=2\*i;                        //R[j]是R[i]的左孩子      KeyType tmp=R[i];      while (j<=high)      {   if (j<high && R[j]<R[j+1])  //若右孩子较大,把j指向右孩子              j++;          if (tmp<R[j])          {   R[i]=R[j];                      //将R[j]调整到双亲节点位置上              i=j;                            //修改i和j值,以便继续向下筛选              j=2\*i;          }          else break;                         //筛选结束      }      R[i]=tmp;                               //被筛选节点的值放入最终位置  }  **8．二路归并排序算法**  //--------二路归并排序算法------------  void Merge(KeyType R[],int low,int mid,int high)  {      KeyType \*R1;      int i=low,j=mid+1,k=0; //k是R1的下标,i、j分别为第1、2段的下标      R1=(KeyType \*)malloc((high-low+1)\*sizeof(KeyType));  //动态分配空间      while (i<=mid && j<=high)       //在第1段和第2段均未扫描完时循环          if (R[i]<=R[j])     //将第1段中的元素放入R1中          {   R1[k]=R[i];              i++;k++;          }          else                        //将第2段中的元素放入R1中          {   R1[k]=R[j];              j++;k++;          }      while (i<=mid)                  //将第1段余下部分复制到R1      {   R1[k]=R[i];          i++;k++;      }      while (j<=high)                 //将第2段余下部分复制到R1      {   R1[k]=R[j];          j++;k++;      }      for (k=0,i=low;i<=high;k++,i++) //将R1复制回R中          R[i]=R1[k];      free(R1);  } |
| **实验结果：** |
| **实验分析：**  **通过随机产生的数字，对各大排序算法的时间进行测试，可以发现希尔排序和堆排序、快速排序以及二路归并排序算法比较优越，其次是折半插入排序、直接插入排序、直接选择排序以及冒泡排序。**  **而对于空间复杂度来说，堆排序为O（n²），归并排序为O(nlogn)，这三者虽然时间复杂度较低，但空间复杂度不如其他算法。** |
| **实验成绩：**  日期： 年 月 日 |