以下资料来自英文网站

<https://tensorflow.google.cn/extend/>

是机器翻译的结果，请对照英文资料，学习并运行所有代码，修改文字使之通顺流畅。

（使用Word的‘审阅’修订功能进行修改，保留所有修改痕迹）

TensorFlow架构

我们为大规模分布式培训和推理设计了TensorFlow，但它也足够灵活，可以支持新机器学习模型和系统级优化的实验。

本文档描述了可以实现规模和灵活性组合的系统架构。它假定您基本熟悉TensorFlow编程概念，例如计算图，操作和会话。有关这些主题的介绍，请参阅[此文档](https://tensorflow.google.cn/guide/low_level_intro)。熟悉[分布式TensorFlow](https://tensorflow.google.cn/deploy/distributed)也很有帮助。

本文档适用于希望以当前API不支持的某种方式扩展TensorFlow的开发人员，希望针对TensorFlow进行优化的硬件工程师，负责扩展和分发的机器学习系统的实施者，或任何想要了解Tensorflow的人员。在本文档的最后，您应该了解TensorFlow架构，以便读取和修改核心TensorFlow代码。

概观

TensorFlow运行时是一个跨平台库。图1说明了它的一般架构。AC API将不同语言的用户级代码与核心运行时分开。
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**图1**

本文档重点介绍以下几个方面：

* **客户**：
  + 将计算定义为数据流图。
  + 使用[**会话**](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/python/client/session.py)启动图执行。
* **分布式大师**
  + 修剪图中的特定子图，由Session.run（）的参数定义。
  + 将子图分成多个部分，这些部分在不同的进程和设备中运行。
  + 将图形片段分发给工作服务。
  + 通过工作服务启动图形块执行。
* **工作人员服务**（每个任务一个）
  + 使用适合于可用硬件（CPU，GPU等）的内核实现来安排图形操作的执行。
  + 向其他工作服务发送和接收操作结果。
* **内核实现**
  + 执行单个图形操作的计算。

图2说明了这些组件的交互。“/ job：worker / task：0”和“/ job：ps / task：0”都是具有工作服务的任务。“PS”代表“参数服务器”：负责存储和更新模型参数的任务。其他任务在优化参数时会对这些参数发送更新。任务之间的这种特殊分工不是必需的，但对于分布式培训来说是常见的。
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**图2**

请注意，Distributed Master和Worker Service仅存在于分布式TensorFlow中。TensorFlow的单进程版本包含一个特殊的Session实现，它可以执行分布式主服务器执行的所有操作，但只与本地进程中的设备进行通信。

以下部分更详细地描述了核心TensorFlow层，并逐步处理示例图。

客户

用户编写构建计算图的客户端TensorFlow程序。该程序可以直接组成单独的操作，也可以使用Estimators API之类的便利库来组合神经网络层和其他更高级别的抽象。TensorFlow支持多种客户端语言，我们优先考虑Python和C ++，因为我们的内部用户最熟悉这些语言。随着功能变得更加成熟，我们通常将它们移植到C ++，以便用户可以从所有客户端语言访问优化的实现。大多数训练库仍然只支持Python，但C ++确实支持有效的推理。

客户端创建会话，该会话将图形定义作为[tf.GraphDef](https://tensorflow.google.cn/api_docs/python/tf/GraphDef) 协议缓冲区发送到分布式主节点。当客户端评估图中的一个或多个节点时，评估会触发对分布式主节点的调用以启动计算。

在图3中，客户端构建了一个图表，将权重（w）应用于特征向量（x），添加偏差项（b）并将结果保存在变量中。
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**图3**

码

* [tf.Session](https://tensorflow.google.cn/api_docs/python/tf/Session)

分布式主人

分布式主机：

* 修剪图形以获得评估客户端请求的节点所需的子图，
* 对图表进行分区以获取每个参与设备的图形片段，以及
* 缓存这些部分，以便它们可以在后续步骤中重复使用。

由于主设备可以看到步骤的整体计算，因此它应用标准优化，例如公共子表达式消除和常量折叠。然后，它协调一组任务中优化子图的执行。
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**图4**

图5显示了示例图的可能分区。分布式主服务器已对模型参数进行分组，以便将它们放在参数服务器上。

![](data:image/png;base64,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)

**图5**

在分区切割图形边缘的情况下，分布式主控插入发送和接收节点以在分布式任务之间传递信息（图6）。
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**图6**

然后，分布式主服务器将图形片段传送到分布式任务。
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**图7**

码

* [MasterService API定义](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/protobuf/master_service.proto)
* [主界面](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/distributed_runtime/master_interface.h)

工人服务

每项任务中的工作服务：

* 处理来自主人的请求，
* 为包含本地子图的操作安排内核的执行，和
* 调解任务之间的直接沟通。

我们优化工作服务，以便以较低的开销运行大型图形。我们当前的实现可以每秒执行数万个子图，这使得大量复制副本可以进行快速，细粒度的训练步骤。工作服务将内核分派给本地设备并在可能的情况下并行运行内核，例如通过使用多个CPU内核或GPU流。

我们专门针对每对源设备和目标设备类型的Send和Recv操作：

* 本地CPU和GPU设备之间的传输使用 cudaMemcpyAsync()API来重叠计算和数据传输。
* 两个本地GPU之间的传输使用对等DMA，以避免通过主机CPU进行昂贵的复制。

对于任务之间的传输，TensorFlow使用多种协议，包括：

* gRPC over TCP。
* RDMA over Converged Ethernet。

我们还初步支持NVIDIA的NCCL多GPU通信库（参见 [tf.contrib.nccl](https://tensorflow.google.cn/api_docs/python/tf/contrib/nccl)）。
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**图8**

码

* [WorkerService API定义](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/protobuf/worker_service.proto)
* [工人界面](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/distributed_runtime/worker_interface.h)
* [远程集合（用于Send和Recv实现）](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/distributed_runtime/rpc/rpc_rendezvous_mgr.h)

内核实现

运行时包含200多个标准操作，包括数学，数组操作，控制流和状态管理操作。这些操作中的每一个都可以具有针对各种设备优化的内核实现。许多操作内核都是使用Eigen :: Tensor实现的，它使用C ++模板为多核CPU和GPU生成高效的并行代码; 但是，我们自由地使用像cuDNN这样的库，可以实现更高效的内核实现。我们还实现了 [量化](https://tensorflow.google.cn/performance/quantization)，可以在移动设备和高吞吐量数据中心应用等环境中实现更快的推理，并使用 [gemmlowp](https://github.com/google/gemmlowp)低精度矩阵库来加速量化计算。

如果将子计算表示为操作组合是困难或低效的，则用户可以注册提供用C ++编写的有效实现的其他内核。例如，我们建议为一些性能关键操作注册自己的融合内核，例如ReLU和Sigmoid激活函数及其相应的渐变。该[XLA编译器](https://tensorflow.google.cn/performance/xla/index)有一个实验实现自动内核融合。

码

* [OpKernel 接口](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/op_kernel.h)

添加新的操作

**注意：**默认情况下，[www.tensorflow.org](https://tensorflow.google.cn/)显示最新稳定版本的文档。本文档中的说明需要从源代码构建。您可能希望从**master**tensorflow 的版本构建。因此，您应确保遵循[**master**此文档](https://tensorflow.google.cn/versions/master/extend/adding_an_op)的 [版本](https://tensorflow.google.cn/versions/master/extend/adding_an_op)，以防发生任何更改。

如果您想创建一个现有TensorFlow库未涵盖的操作，我们建议您首先尝试将Python中的操作编写为现有Python操作或函数的组合。如果无法做到这一点，您可以创建自定义C ++操作。您可能希望创建自定义C ++操作有几个原因：

* 将您的操作表达为现有操作的组合并不容易或不可能。
* 将您的操作表达为现有基元的组合并不高效。
* 您希望手工融合未来编译器难以融合的基元组合。

例如，想象一下你想要实现像“中位池”这样的东西，类似于“MaxPool”运算符，但是计算中位数而非滑动窗口而不是最大值。可以使用操作组合来执行此操作（例如，使用ExtractImagePatches和TopK），但可能不像本机操作那样具有性能或内存效率，您可以在单个融合操作中执行更聪明的操作。与往常一样，通常首先要尝试使用运算符组合来表达您想要的内容，只有在证明难以实现或效率低下时才选择添加新操作。

要合并您的自定义操作，您需要：

1. 在C ++文件中注册新的op。操作注册定义了操作功能的接口（规范），它独立于操作的实现。例如，op注册定义了op的名称和op的输入和输出。它还定义了用于张量形状推断的形状函数。
2. 用C ++实现op。op的实现称为内核，它是您在步骤1中注册的规范的具体实现。可以有多个内核用于不同的输入/输出类型或体系结构（例如，CPU，GPU）。
3. 创建一个Python包装器（可选）。这个包装器是用于在Python中创建op的公共API。从op注册生成默认包装器，可以直接使用或添加到。
4. 编写一个函数来计算op的梯度（可选）。
5. 测试操作。为方便起见，我们通常在Python中执行此操作，但您也可以在C ++中测试op。如果定义渐变，则可以使用Python验证它们[tf.test.compute\_gradient\_error](https://tensorflow.google.cn/api_docs/python/tf/test/compute_gradient_error)。请参阅 [relu\_op\_test.py](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/python/kernel_tests/relu_op_test.py)测试Relu-like运算符及其渐变的正向函数的示例。

先决条件：

* 熟悉C ++。
* 必须已安装 [TensorFlow二进制文件](https://tensorflow.google.cn/install)，或者必须已 [下载TensorFlow源](https://tensorflow.google.cn/install/source)，并且能够构建它。

定义op的界面

您可以通过将其注册到TensorFlow系统来定义操作的接口。在注册中，您可以指定op的名称，输入（类型和名称）和输出（类型和名称），以及文档字符串和操作可能需要的任何[attrs](https://tensorflow.google.cn/extend/adding_an_op#attrs)。

为了了解它是如何工作的，假设您想要创建一个采用张量int32s 的op 并输出张量的 副本，除了第一个元素设置为零之外的所有元素。为此，请创建一个名为的文件zero\_out.cc。然后添加一个调用 REGISTER\_OP宏来定义op的接口：

#include "tensorflow/core/framework/op.h"  
#include "tensorflow/core/framework/shape\_inference.h"  
  
using namespace tensorflow;  
  
REGISTER\_OP("ZeroOut")  
    .Input("to\_zero: int32")  
    .Output("zeroed: int32")  
    .SetShapeFn([](::tensorflow::shape\_inference::InferenceContext\* c) {  
      c->set\_output(0, c->input(0));  
      return Status::OK();  
    });

该ZeroOut操作采用一个to\_zero32位整数的张量作为输入，并输出一个zeroed32位整数的张量。op还使用形状函数来确保输出张量与输入张量的形状相同。例如，如果输入是形状的张量[10,20]，则此形状函数指定输出形状也是[10,20]。

关于命名的注释：操作名称必须在CamelCase中，并且在二进制文件中注册的所有其他操作中必须是唯一的。

为op实现内核

定义接口后，提供op的一个或多个实现。要创建其中一个内核，请创建一个扩展OpKernel和覆盖该Compute方法的类。该Compute方法提供了一个context 类型的参数OpKernelContext\*，您可以从中访问输入和输出张量等有用的东西。

将您的内核添加到您在上面创建的文件中。内核可能看起来像这样：

#include "tensorflow/core/framework/op\_kernel.h"  
  
using namespace tensorflow;  
  
class ZeroOutOp : public OpKernel {  
 public:  
  explicit ZeroOutOp(OpKernelConstruction\* context) : OpKernel(context) {}  
  
  void Compute(OpKernelContext\* context) override {  
    // Grab the input tensor  
    const Tensor& input\_tensor = context->input(0);  
    auto input = input\_tensor.flat<int32>();  
  
    // Create an output tensor  
    Tensor\* output\_tensor = NULL;  
    OP\_REQUIRES\_OK(context, context->allocate\_output(0, input\_tensor.shape(),  
                                                     &output\_tensor));  
    auto output\_flat = output\_tensor->flat<int32>();  
  
    // Set all but the first element of the output tensor to 0.  
    const int N = input.size();  
    for (int i = 1; i < N; i++) {  
      output\_flat(i) = 0;  
    }  
  
    // Preserve the first input value if possible.  
    if (N > 0) output\_flat(0) = input(0);  
  }  
};

实现内核后，将其注册到TensorFlow系统。在注册中，您指定运行此内核的不同约束。例如，您可能有一个内核用于CPU，另一个内核用于GPU。

要对ZeroOutop 执行此操作，请将以下内容添加到zero\_out.cc：

REGISTER\_KERNEL\_BUILDER(Name("ZeroOut").Device(DEVICE\_CPU), ZeroOutOp);

**重要提示：**可以同时访问OpKernel的实例。您的**Compute**方法必须是线程安全的。使用互斥锁保护对类成员的任何访问权限。或者更好的是，不要通过班级成员分享国家！考虑使用a [**ResourceMgr**](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/resource_mgr.h) 来跟踪op状态。

多线程CPU内核

要编写多线程CPU内核，[work\_sharder.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/util/work_sharder.h) 可以使用Shard函数 。此函数在配置为用于操作内线程的线程之间分割计算函数（请参阅intra\_op\_parallelism\_threads in [config.proto](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/protobuf/config.proto)）。

GPU内核

GPU内核分为两部分实现：OpKernel和CUDA内核及其启动代码。

有时，OpKernel实现在CPU和GPU内核之间很常见，例如检查输入和分配输出。在这种情况下，建议的实施是：

1. 定义在Device上模板化的OpKernel和张量的基元类型。
2. 要进行输出的实际计算，Compute函数调用模板化的functor结构。
3. CPUDevice的该仿函数的专门化在同一文件中定义，但GPUDevice的特化在.cu.cc文件中定义，因为它将使用CUDA编译器进行编译。

这是一个示例实现。

// kernel\_example.h  
#ifndef KERNEL\_EXAMPLE\_H\_  
#define KERNEL\_EXAMPLE\_H\_  
  
template <typename Device, typename T>  
struct ExampleFunctor {  
  void operator()(const Device& d, int size, const T\* in, T\* out);  
};  
  
#if GOOGLE\_CUDA  
// Partially specialize functor for GpuDevice.  
template <typename Eigen::GpuDevice, typename T>  
struct ExampleFunctor {  
  void operator()(const Eigen::GpuDevice& d, int size, const T\* in, T\* out);  
};  
#endif  
  
#endif KERNEL\_EXAMPLE\_H\_

// kernel\_example.cc  
#include "example.h"  
#include "tensorflow/core/framework/op\_kernel.h"  
  
using namespace tensorflow;  
  
using CPUDevice = Eigen::ThreadPoolDevice;  
using GPUDevice = Eigen::GpuDevice;  
  
// CPU specialization of actual computation.  
template <typename T>  
struct ExampleFunctor<CPUDevice, T> {  
  void operator()(const CPUDevice& d, int size, const T\* in, T\* out) {  
    for (int i = 0; i < size; ++i) {  
      out[i] = 2 \* in[i];  
    }  
  }  
};  
  
// OpKernel definition.  
// template parameter <T> is the datatype of the tensors.  
template <typename Device, typename T>  
class ExampleOp : public OpKernel {  
 public:  
  explicit ExampleOp(OpKernelConstruction\* context) : OpKernel(context) {}  
  
  void Compute(OpKernelContext\* context) override {  
    // Grab the input tensor  
    const Tensor& input\_tensor = context->input(0);  
  
    // Create an output tensor  
    Tensor\* output\_tensor = NULL;  
    OP\_REQUIRES\_OK(context, context->allocate\_output(0, input\_tensor.shape(),  
                                                     &output\_tensor));  
  
    // Do the computation.  
    OP\_REQUIRES(context, input\_tensor.NumElements() <= tensorflow::kint32max,  
                errors::InvalidArgument("Too many elements in tensor"));  
    ExampleFunctor<Device, T>()(  
        context->eigen\_device<Device>(),  
        static\_cast<int>(input\_tensor.NumElements()),  
        input\_tensor.flat<T>().data(),  
        output\_tensor->flat<T>().data());  
  }  
};  
  
// Register the CPU kernels.  
#define REGISTER\_CPU(T)                                          \  
  REGISTER\_KERNEL\_BUILDER(                                       \  
      Name("Example").Device(DEVICE\_CPU).TypeConstraint<T>("T"), \  
      ExampleOp<CPUDevice, T>);  
REGISTER\_CPU(float);  
REGISTER\_CPU(int32);  
  
// Register the GPU kernels.  
#ifdef GOOGLE\_CUDA  
#define REGISTER\_GPU(T)                                          \  
  /\* Declare explicit instantiations in kernel\_example.cu.cc. \*/ \  
  extern template ExampleFunctor<GPUDevice, T>;                  \  
  REGISTER\_KERNEL\_BUILDER(                                       \  
      Name("Example").Device(DEVICE\_GPU).TypeConstraint<T>("T"), \  
      ExampleOp<GPUDevice, T>);  
REGISTER\_GPU(float);  
REGISTER\_GPU(int32);  
#endif  // GOOGLE\_CUDA

// kernel\_example.cu.cc  
#ifdef GOOGLE\_CUDA  
#define EIGEN\_USE\_GPU  
#include "example.h"  
#include "tensorflow/core/util/cuda\_kernel\_helper.h"  
  
using namespace tensorflow;  
  
using GPUDevice = Eigen::GpuDevice;  
  
// Define the CUDA kernel.  
template <typename T>  
\_\_global\_\_ void ExampleCudaKernel(const int size, const T\* in, T\* out) {  
  for (int i = blockIdx.x \* blockDim.x + threadIdx.x; i < size;  
       i += blockDim.x \* gridDim.x) {  
    out[i] = 2 \* ldg(in + i);  
  }  
}  
  
// Define the GPU implementation that launches the CUDA kernel.  
template <typename T>  
void ExampleFunctor<GPUDevice, T>::operator()(  
    const GPUDevice& d, int size, const T\* in, T\* out) {  
  // Launch the cuda kernel.  
  //  
  // See core/util/cuda\_kernel\_helper.h for example of computing  
  // block count and thread\_per\_block count.  
  int block\_count = 1024;  
  int thread\_per\_block = 20;  
  ExampleCudaKernel<T>  
      <<<block\_count, thread\_per\_block, 0, d.stream()>>>(size, in, out);  
}  
  
// Explicitly instantiate functors for the types of OpKernels registered.  
template struct ExampleFunctor<GPUDevice, float>;  
template struct ExampleFunctor<GPUDevice, int32>;  
  
#endif  // GOOGLE\_CUDA

构建op库

使用系统编译器编译op（TensorFlow二进制安装）

你应该能够编译zero\_out.cc一个C++编译器，如g++ 或clang您的系统上。二进制PIP包安装了在特定于系统的位置编译op所需的头文件和库。但是，TensorFlow python库提供了get\_include获取头目录的 功能，并且该get\_lib目录有一个要链接的共享对象。以下是Ubuntu机器上这些功能的输出。

$ python  
>>> import tensorflow as tf  
>>> tf.sysconfig.get\_include()  
'/usr/local/lib/python2.7/site-packages/tensorflow/include'  
>>> tf.sysconfig.get\_lib()  
'/usr/local/lib/python2.7/site-packages/tensorflow'

假设您已经g++安装，可以使用以下命令序列将op编译为动态库。

TF\_CFLAGS=( $(python -c 'import tensorflow as tf; print(" ".join(tf.sysconfig.get\_compile\_flags()))') )  
TF\_LFLAGS=( $(python -c 'import tensorflow as tf; print(" ".join(tf.sysconfig.get\_link\_flags()))') )  
g++ -std=c++11 -shared zero\_out.cc -o zero\_out.so -fPIC ${TF\_CFLAGS[@]} ${TF\_LFLAGS[@]} -O2

在Mac OS X上，构建.so文件时需要附加标志“-undefined dynamic\_lookup” 。

关于gcc版本的注意事项>=5：gcc 从版本开始使用新的C ++ [ABI](https://gcc.gnu.org/gcc-5/changes.html#libstdcxx)5。TensorFlow网站上提供的二进制pip包gcc4是使用旧的ABI 构建的。如果使用编译op库gcc>=5，请添加 -D\_GLIBCXX\_USE\_CXX11\_ABI=0到命令行以使库与旧的abi兼容。

使用bazel编译op（TensorFlow源代码安装）

如果安装了TensorFlow源，则可以使用TensorFlow的构建系统来编译操作。在[tensorflow/core/user\_ops](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/user_ops/)目录中放置一个带有以下Bazel构建规则的BUILD文件。

load("//tensorflow:tensorflow.bzl", "tf\_custom\_op\_library")  
  
tf\_custom\_op\_library(  
    name = "zero\_out.so",  
    srcs = ["zero\_out.cc"],  
)

运行以下命令进行构建zero\_out.so。

$ bazel build --config opt //tensorflow/core/user\_ops:zero\_out.so

如上所述，如果使用gcc> = 5进行编译，请添加--cxxopt="-D\_GLIBCXX\_USE\_CXX11\_ABI=0"到bazel命令行。

**注意：**虽然您可以**.so**使用标准**cc\_library**规则创建共享库（文件），但我们强烈建议您使用该 **tf\_custom\_op\_library**宏。它添加了一些必需的依赖项，并执行检查以确保共享库与TensorFlow的插件加载机制兼容。

在Python中使用op

TensorFlow Python API提供了[tf.load\_op\_library](https://tensorflow.google.cn/api_docs/python/tf/load_op_library)加载动态库并使用TensorFlow框架注册op 的 功能。load\_op\_library返回一个Python模块，其中包含op和内核的Python包装器。因此，一旦构建了op，就可以执行以下操作从Python运行它：

import tensorflow as tf  
zero\_out\_module = tf.load\_op\_library('./zero\_out.so')  
with tf.Session(''):  
  zero\_out\_module.zero\_out([[1, 2], [3, 4]]).eval()  
  
# Prints  
array([[1, 0], [0, 0]], dtype=int32)

请记住，生成的函数将被赋予snake\_case名称（符合[PEP8](https://www.python.org/dev/peps/pep-0008/)）。因此，如果您的操作ZeroOut在C ++文件中命名，则将调用python函数zero\_out。

要使op作为importPython模块中的常规函数​​可用，load\_op\_library在Python源文件中进行调用可能很有用，如下所示：

import tensorflow as tf  
  
zero\_out\_module = tf.load\_op\_library('./zero\_out.so')  
zero\_out = zero\_out\_module.zero\_out

验证操作是否正常

验证您是否已成功实施op的一种好方法是为其编写测试。zero\_out\_op\_test.py使用以下内容创建文件 ：

import tensorflow as tf  
  
class ZeroOutTest(tf.test.TestCase):  
  def testZeroOut(self):  
    zero\_out\_module = tf.load\_op\_library('./zero\_out.so')  
    with self.test\_session():  
      result = zero\_out\_module.zero\_out([5, 4, 3, 2, 1])  
      self.assertAllEqual(result.eval(), [5, 0, 0, 0, 0])  
  
if \_\_name\_\_ == "\_\_main\_\_":  
  tf.test.main()

然后运行测试（假设您已安装tensorflow）：

$ python zero\_out\_op\_test.py

在您的操作中构建高级功能

既然您已经知道如何构建一个基本的（并且受到限制的）操作和实现，我们将会看到您通常需要构建到op中的一些更复杂的事情。这包括：

* [有条件的检查和验证](https://tensorflow.google.cn/extend/adding_an_op#conditional_checks_and_validation)
* [操作注册](https://tensorflow.google.cn/extend/adding_an_op#op_registration)
  + [ATTRS](https://tensorflow.google.cn/extend/adding_an_op#attrs)
  + [Attr类型](https://tensorflow.google.cn/extend/adding_an_op#attr_types)
  + [多态性](https://tensorflow.google.cn/extend/adding_an_op#polymorphism)
  + [输入和输出](https://tensorflow.google.cn/extend/adding_an_op#inputs_and_outputs)
  + [向后兼容性](https://tensorflow.google.cn/extend/adding_an_op#backwards_compatibility)
* [GPU支持](https://tensorflow.google.cn/extend/adding_an_op#gpu_support)
  + [编译GPU设备的内核](https://tensorflow.google.cn/extend/adding_an_op#compiling_the_kernel_for_the_gpu_device)
* [在Python中实现渐变](https://tensorflow.google.cn/extend/adding_an_op#implement_the_gradient_in_python)
* [C ++中的Shape函数](https://tensorflow.google.cn/extend/adding_an_op#shape_functions_in_c)

有条件的检查和验证

上面的例子假设op适用于任何形状的张量。如果它只适用于矢量怎么办？这意味着在上面的OpKernel实现中添加一个检查。

  void Compute(OpKernelContext\* context) override {  
    // Grab the input tensor  
    const Tensor& input\_tensor = context->input(0);  
  
    OP\_REQUIRES(context, TensorShapeUtils::IsVector(input\_tensor.shape()),  
                errors::InvalidArgument("ZeroOut expects a 1-D vector."));  
    // ...  
  }

这断言输入是一个向量，InvalidArgument如果不是则返回已设置 状态。该 [OP\_REQUIRES宏](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/lib/core/errors.h)有三个参数：

* 的context，其可以是一个OpKernelContext或 OpKernelConstruction指针（见[tensorflow/core/framework/op\_kernel.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/op_kernel.h)），对于其SetStatus()方法。
* 条件。例如，有用于验证张量形状的函数 [tensorflow/core/framework/tensor\_shape.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/tensor_shape.h)
* 错误本身，由Status对象表示，请参阅 [tensorflow/core/lib/core/status.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/lib/core/status.h)。AStatus既有类型（经常InvalidArgument，但看到类型列表）和消息。可以在中找到构造错误的函数 [tensorflow/core/lib/core/errors.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/lib/core/errors.h)。

或者，如果要测试Status从某个函数返回的对象是否为错误，如果是，则返回它，请使用[OP\_REQUIRES\_OK](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/lib/core/errors.h)。这两个宏都会在出错时从函数返回。

操作注册

ATTRS

Ops可以有attrs，其值在op添加到图形时设置。这些用于配置op，并且可以在内核实现中以及op注册中的输入和输出类型中访问它们的值。在可能的情况下，首选使用输入而不是attr，因为输入更灵活。这是因为attrs是常量，必须在图形构造时定义。相反，输入是Tensors，其值可以是动态的; 也就是说，输入可以改变每一步，使用馈送等设置。吸附器用于无法通过输入完成的任务：任何影响签名的配置（输入或输出的数量或类型）或者可以'从一步到步改变。

您在注册op时定义了一个attr，Attr方法是使用方法指定其名称和类型，该方法需要以下形式的规范：

<name>: <attr-type-expr>

其中<name>以字母开头并且可以由字母数字字符和下划线，并且<attr-type-expr>是具有以下形式的式表达[如下所述](https://tensorflow.google.cn/extend/adding_an_op#attr_types)。

例如，如果您希望ZeroOutop保留用户指定的索引，而不是仅保留第0个元素，则可以像这样注册op：

REGISTER\_OP("ZeroOut")  
    .Attr("preserve\_index: int")  
    .Input("to\_zero: int32")  
    .Output("zeroed: int32");

（请注意，[属性类型](https://tensorflow.google.cn/extend/adding_an_op#attr_types)集与[tf.DType](https://tensorflow.google.cn/api_docs/python/tf/DType)用于输入和输出的[属性类型](https://tensorflow.google.cn/extend/adding_an_op#attr_types)集不同 。）

然后，您的内核可以通过以下context 参数在其构造函数中访问此attr ：

class ZeroOutOp : public OpKernel {  
 public:  
  explicit ZeroOutOp(OpKernelConstruction\* context) : OpKernel(context) {  
    // Get the index of the value to preserve  
    OP\_REQUIRES\_OK(context,  
                   context->GetAttr("preserve\_index", &preserve\_index\_));  
    // Check that preserve\_index is positive  
    OP\_REQUIRES(context, preserve\_index\_ >= 0,  
                errors::InvalidArgument("Need preserve\_index >= 0, got ",  
                                        preserve\_index\_));  
  }  
  void Compute(OpKernelContext\* context) override {  
    // ...  
  }  
 private:  
  int preserve\_index\_;  
};

然后可以在Compute方法中使用：

  void Compute(OpKernelContext\* context) override {  
    // ...  
  
    // We're using saved attr to validate potentially dynamic input  
    // So we check that preserve\_index is in range  
    OP\_REQUIRES(context, preserve\_index\_ < input.dimension(0),  
                errors::InvalidArgument("preserve\_index out of range"));  
  
    // Set all the elements of the output tensor to 0  
    const int N = input.size();  
    for (int i = 0; i < N; i++) {  
      output\_flat(i) = 0;  
    }  
  
    // Preserve the requested input value  
    output\_flat(preserve\_index\_) = input(preserve\_index\_);  
  }

Attr类型

attr支持以下类型：

* string：任何字节序列（不需要是UTF8）。
* int：有符号整数。
* float：浮点数。
* bool： 对或错。
* type：其中一个（非参考）值[DataType](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/types.cc)。
* shape：A [TensorShapeProto](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/tensor_shape.proto)。
* tensor：A [TensorProto](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/tensor.proto)。
* list(<type>)：列表<type>，其中<type>一个是上述类型之一。注意list(list(<type>))无效。

另见：[op\_def\_builder.cc:FinalizeAttr](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/op_def_builder.cc)最终清单。

**默认值和约束**

Attrs可能有默认值，某些类型的attrs可能有约束。要使用约束定义attr，可以使用以下<attr-type-expr>s：

* {'<string1>', '<string2>'}：值必须是具有值<string1>或的字符串<string2>。string使用此语法时隐含了类型的名称。这模拟了一个枚举：

REGISTER\_OP("EnumExample")  
    .Attr("e: {'apple', 'orange'}");

* {<type1>, <type2>}：值是类型type，并且必须是<type1>或中的一个 <type2>，其中<type1>和<type2>支持 [tf.DType](https://tensorflow.google.cn/api_docs/python/tf/DType)。您没有指定attr的类型type。如果您有类型列表，则表示这意味着{...}。例如，在这种情况下，attr t是一个必须是a int32，a float或a的类型bool：

REGISTER\_OP("RestrictedTypeExample")  
    .Attr("t: {int32, float, bool}");

* 常见类型约束有快捷方式：
  + numbertype：类型type限制为数字（非字符串和非布尔）类型。
  + realnumbertype：喜欢numbertype没有复杂的类型。
  + quantizedtype：numbertype只是量化的数字类型。

这些类型允许的特定类型列表由函数（如NumberTypes()）中 定义[tensorflow/core/framework/types.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/types.h)。在此示例中，attr t必须是数字类型之一：

REGISTER\_OP("NumberType")  
    .Attr("t: numbertype");

对于这个操作：

tf.number\_type(t=tf.int32)  # Valid  
tf.number\_type(t=tf.bool)   # Invalid

列表可以与其他列表和单个类型组合使用。以下操作允许attr t为任何数字类型或bool类型：

REGISTER\_OP("NumberOrBooleanType")  
    .Attr("t: {numbertype, bool}");

对于这个操作：

tf.number\_or\_boolean\_type(t=tf.int32)  # Valid  
tf.number\_or\_boolean\_type(t=tf.bool)   # Valid  
tf.number\_or\_boolean\_type(t=tf.string) # Invalid

* int >= <n>：值必须是int，其值大于或等于 <n>，其中<n>是自然数。

例如，以下op注册指定attr a必须至少具有以下值2：

REGISTER\_OP("MinIntExample")  
    .Attr("a: int >= 2");

* list(<type>) >= <n>：<type>长度大于或等于的类型列表<n>。

例如，下面的运算登记指定的ATTR a是一个类型列表（无论是int32或float），并且必须有它们中的至少3：

REGISTER\_OP("TypeListExample")  
    .Attr("a: list({int32, float}) >= 3");

要设置attr的默认值（使其在生成的代码中可选），请添加= <default>到结尾，如：

REGISTER\_OP("AttrDefaultExample")  
    .Attr("i: int = 0");

支持的默认值语法是在生成的GraphDef定义的proto表示中使用的语法。

以下是如何为所有类型指定默认值的示例：

REGISTER\_OP("AttrDefaultExampleForAllTypes")  
   .Attr("s: string = 'foo'")  
   .Attr("i: int = 0")  
   .Attr("f: float = 1.0")  
   .Attr("b: bool = true")  
   .Attr("ty: type = DT\_INT32")  
   .Attr("sh: shape = { dim { size: 1 } dim { size: 2 } }")  
   .Attr("te: tensor = { dtype: DT\_INT32 int\_val: 5 }")  
   .Attr("l\_empty: list(int) = []")  
   .Attr("l\_int: list(int) = [2, 3, 5, 7]");

特别注意类型type 使用的值[tf.DType](https://tensorflow.google.cn/api_docs/python/tf/DType)。

多态性

**类型多态性**

对于可采取不同类型的输入或产生不同的输出类型的OPS，可以指定[一个ATTR](https://tensorflow.google.cn/extend/adding_an_op#attrs)在 [输入或输出型](https://tensorflow.google.cn/extend/adding_an_op#inputs_and_outputs)的运算注册。通常，您会OpKernel为每种支持的类型注册一个。

例如，如果除了s 之外你还希望ZeroOut操作s，你的操作注册可能如下所示：floatint32

REGISTER\_OP("ZeroOut")  
    .Attr("T: {float, int32}")  
    .Input("to\_zero: T")  
    .Output("zeroed: T");

您的op注册现在指定输入的类型必须是float，或者 int32，它的输出将是相同的类型，因为它们都具有类型T。

关于命名的注释：输入，输出和attrs通常应该给出snake\_case名称。一个例外是用作输入类型或输入类型的attrs。当op添加到图形中时，可以推断出这些attrs，因此不会出现在op的函数中。例如，ZeroOut的最后一个定义将生成一个Python函数，如下所示：

def zero\_out(to\_zero, name=None):  
  """...  
  Args:  
    to\_zero: A `Tensor`. Must be one of the following types:  
        `float32`, `int32`.  
    name: A name for the operation (optional).  
  
  Returns:  
    A `Tensor`. Has the same type as `to\_zero`.  
  """

如果to\_zero传递int32张量，则T自动设置为 int32（实际上DT\_INT32）。这些推断的attrs被赋予大写或CamelCase名称。

将其与具有确定输出类型的类型attr的op进行比较：

REGISTER\_OP("StringToNumber")  
    .Input("string\_tensor: string")  
    .Output("output: out\_type")  
    .Attr("out\_type: {float, int32} = DT\_FLOAT");  
    .Doc(R"doc(  
Converts each string in the input Tensor to the specified numeric type.  
)doc");

在这种情况下，用户必须指定输出类型，如生成的Python中所示：

def string\_to\_number(string\_tensor, out\_type=None, name=None):  
  """Converts each string in the input Tensor to the specified numeric type.  
  
  Args:  
    string\_tensor: A `Tensor` of type `string`.  
    out\_type: An optional <a href="./../api\_docs/python/tf/DType"><code>tf.DType</code></a> from: `tf.float32, tf.int32`.  
      Defaults to <a href="./../api\_docs/python/tf#float32"><code>tf.float32</code></a>.  
    name: A name for the operation (optional).  
  
  Returns:  
    A `Tensor` of type `out\_type`.  
  """

#include "tensorflow/core/framework/op\_kernel.h"  
  
class ZeroOutInt32Op : public OpKernel {  
  // as before  
};  
  
class ZeroOutFloatOp : public OpKernel {  
 public:  
  explicit ZeroOutFloatOp(OpKernelConstruction\* context)  
      : OpKernel(context) {}  
  
  void Compute(OpKernelContext\* context) override {  
    // Grab the input tensor  
    const Tensor& input\_tensor = context->input(0);  
    auto input = input\_tensor.flat<float>();  
  
    // Create an output tensor  
    Tensor\* output = NULL;  
    OP\_REQUIRES\_OK(context,  
                   context->allocate\_output(0, input\_tensor.shape(), &output));  
    auto output\_flat = output->template flat<float>();  
  
    // Set all the elements of the output tensor to 0  
    const int N = input.size();  
    for (int i = 0; i < N; i++) {  
      output\_flat(i) = 0;  
    }  
  
    // Preserve the first input value  
    if (N > 0) output\_flat(0) = input(0);  
  }  
};  
  
// Note that TypeConstraint<int32>("T") means that attr "T" (defined  
// in the op registration above) must be "int32" to use this template  
// instantiation.  
REGISTER\_KERNEL\_BUILDER(  
    Name("ZeroOut")  
    .Device(DEVICE\_CPU)  
    .TypeConstraint<int32>("T"),  
    ZeroOutOpInt32);  
REGISTER\_KERNEL\_BUILDER(  
    Name("ZeroOut")  
    .Device(DEVICE\_CPU)  
    .TypeConstraint<float>("T"),  
    ZeroOutFloatOp);

要保持[向后兼容性](https://tensorflow.google.cn/extend/adding_an_op#backwards_compatibility)，应在将attr添加到现有op时指定[默认值](https://tensorflow.google.cn/extend/adding_an_op#default_values_constraints)：

REGISTER\_OP("ZeroOut")  
  .Attr("T: {float, int32} = DT\_INT32")  
  .Input("to\_zero: T")  
  .Output("zeroed: T")

假设您要添加更多类型，请说double：

REGISTER\_OP("ZeroOut")  
    .Attr("T: {float, double, int32}")  
    .Input("to\_zero: T")  
    .Output("zeroed: T");

OpKernel通常您可以使用C ++模板，而不是使用上面的冗余代码编写另一个代码。REGISTER\_KERNEL\_BUILDER每次重载仍然会有一个内核注册（调用）。

template <typename T>  
class ZeroOutOp : public OpKernel {  
 public:  
  explicit ZeroOutOp(OpKernelConstruction\* context) : OpKernel(context) {}  
    
  void Compute(OpKernelContext\* context) override {  
    // Grab the input tensor  
    const Tensor& input\_tensor = context->input(0);  
    auto input = input\_tensor.flat<T>();  
      
    // Create an output tensor  
    Tensor\* output = NULL;  
    OP\_REQUIRES\_OK(context,  
                   context->allocate\_output(0, input\_tensor.shape(), &output));  
    auto output\_flat = output->template flat<T>();  
      
    // Set all the elements of the output tensor to 0  
    const int N = input.size();  
    for (int i = 0; i < N; i++) {  
      output\_flat(i) = 0;  
    }  
      
    // Preserve the first input value  
    if (N > 0) output\_flat(0) = input(0);  
  }  
};  
  
// Note that TypeConstraint<int32>("T") means that attr "T" (defined  
// in the op registration above) must be "int32" to use this template  
// instantiation.  
REGISTER\_KERNEL\_BUILDER(  
    Name("ZeroOut")  
    .Device(DEVICE\_CPU)  
    .TypeConstraint<int32>("T"),  
    ZeroOutOp<int32>);  
REGISTER\_KERNEL\_BUILDER(  
    Name("ZeroOut")  
    .Device(DEVICE\_CPU)  
    .TypeConstraint<float>("T"),  
    ZeroOutOp<float>);  
REGISTER\_KERNEL\_BUILDER(  
    Name("ZeroOut")  
    .Device(DEVICE\_CPU)  
    .TypeConstraint<double>("T"),  
    ZeroOutOp<double>);

如果您有多个重载，则可以将注册放在宏中。

#include "tensorflow/core/framework/op\_kernel.h"  
  
#define REGISTER\_KERNEL(type)                                       \  
  REGISTER\_KERNEL\_BUILDER(                                          \  
      Name("ZeroOut").Device(DEVICE\_CPU).TypeConstraint<type>("T"), \  
      ZeroOutOp<type>)  
  
REGISTER\_KERNEL(int32);  
REGISTER\_KERNEL(float);  
REGISTER\_KERNEL(double);  
  
#undef REGISTER\_KERNEL

根据您为其注册内核的类型列表，您可以使用以下提供的宏[tensorflow/core/framework/register\_types.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/register_types.h)：

#include "tensorflow/core/framework/op\_kernel.h"  
#include "tensorflow/core/framework/register\_types.h"  
  
REGISTER\_OP("ZeroOut")  
    .Attr("T: realnumbertype")  
    .Input("to\_zero: T")  
    .Output("zeroed: T");  
  
template <typename T>  
class ZeroOutOp : public OpKernel { ... };  
  
#define REGISTER\_KERNEL(type)                                       \  
  REGISTER\_KERNEL\_BUILDER(                                          \  
      Name("ZeroOut").Device(DEVICE\_CPU).TypeConstraint<type>("T"), \  
      ZeroOutOp<type>)  
  
TF\_CALL\_REAL\_NUMBER\_TYPES(REGISTER\_KERNEL);  
  
#undef REGISTER\_KERNEL

**列出输入和输出**

除了能够接受或产生不同类型之外，操作可以消耗或产生可变数量的张量。

在下一个示例中，attr T包含类型*列表*，并用作输入in和输出的类型out。输入和输出是该类型的张量列表（输出中张量的数量和类型与输入相同，因为两者都有类型T）。

REGISTER\_OP("PolymorphicListExample")  
    .Attr("T: list(type)")  
    .Input("in: T")  
    .Output("out: T");

您还可以对列表中指定的类型进行限制。在下一种情况下，输入是一个列表float和double张量。例如，op接受输入类型(float, double, float)，在这种情况下输出类型也是(float, double, float)。

REGISTER\_OP("ListTypeRestrictionExample")  
    .Attr("T: list({float, double})")  
    .Input("in: T")  
    .Output("out: T");

如果您希望列表中的所有张量具有相同的类型，您可能会执行以下操作：

REGISTER\_OP("IntListInputExample")  
    .Attr("N: int")  
    .Input("in: N \* int32")  
    .Output("out: int32");

这接受int32张量列表，并使用intattr N指定列表的长度。

这也可以是[多态的](https://tensorflow.google.cn/extend/adding_an_op#type_polymorphism)。在下一个示例中，输入是具有"N"相同（但未指定）类型（"T"）的张量（具有长度）的列表，并且输出是匹配类型的单个张量：

REGISTER\_OP("SameListInputExample")  
    .Attr("N: int")  
    .Attr("T: type")  
    .Input("in: N \* T")  
    .Output("out: T");

默认情况下，张名单有1的最小长度您可以更改使用默认的 [一">="对相应的ATTR约束](https://tensorflow.google.cn/extend/adding_an_op#default_values_constraints)。在下一个示例中，输入是至少2个int32张量的列表：

REGISTER\_OP("MinLengthIntListExample")  
    .Attr("N: int >= 2")  
    .Input("in: N \* int32")  
    .Output("out: int32");

相同的语法适用于"list(type)"attrs：

REGISTER\_OP("MinimumLengthPolymorphicListExample")  
    .Attr("T: list(type) >= 3")  
    .Input("in: T")  
    .Output("out: T");

输入和输出

总结一下，op注册可以有多个输入和输出：

REGISTER\_OP("MultipleInsAndOuts")  
    .Input("y: int32")  
    .Input("z: float")  
    .Output("a: string")  
    .Output("b: int32");

每个输入或输出规范的形式如下：

<name>: <io-type-expr>

其中<name>以字母开头并且可以由字母数字字符和下划线。<io-type-expr>是以下类型表达式之一：

* <type>，其中<type>是一个支持的输入类型（例如float，int32， string）。这指定了给定类型的单个张量。

见 [tf.DType](https://tensorflow.google.cn/api_docs/python/tf/DType)。

REGISTER\_OP("BuiltInTypesExample")  
    .Input("integers: int32")  
    .Input("complex\_numbers: complex64");

* <attr-type>，其中<attr-type>是具有类型 的[Attr](https://tensorflow.google.cn/extend/adding_an_op#attrs)的名称type或list(type)（具有可能的类型限制）。此语法允许[多态操作](https://tensorflow.google.cn/extend/adding_an_op#polymorphism)。

REGISTER\_OP("PolymorphicSingleInput")  
    .Attr("T: type")  
    .Input("in: T");  
  
REGISTER\_OP("RestrictedPolymorphicSingleInput")  
    .Attr("T: {int32, int64}")  
    .Input("in: T");

引用类型的attr list(type)允许您接受一系列张量。

REGISTER\_OP("ArbitraryTensorSequenceExample")  
    .Attr("T: list(type)")  
    .Input("in: T")  
    .Output("out: T");  
  
REGISTER\_OP("RestrictedTensorSequenceExample")  
    .Attr("T: list({int32, int64})")  
    .Input("in: T")  
    .Output("out: T");

请注意，输出中张量的数量和类型与输入out中的相同in，因为两者都是类型T。

* 对于具有相同类型的张量序列：<number> \* <type>，其中 <number>是具有类型的[Attr](https://tensorflow.google.cn/extend/adding_an_op#attrs)的名称int。的<type>可以是一个[tf.DType](https://tensorflow.google.cn/api_docs/python/tf/DType)，或者与一个类型attr的名称type。作为第一个示例，此操作接受int32张量列表：

REGISTER\_OP("Int32SequenceExample")  
    .Attr("NumTensors: int")  
    .Input("in: NumTensors \* int32")

虽然这个op接受任何类型的张量列表，只要它们都是相同的：

REGISTER\_OP("SameTypeSequenceExample")  
    .Attr("NumTensors: int")  
    .Attr("T: type")  
    .Input("in: NumTensors \* T")

* 对于张量的引用：Ref(<type>)，其中<type>一个是先前的类型。

关于命名的注释：将推断出在输入类型中使用的任何attr。按照惯例，这些推断的attrs使用大写名称（如T或N）。否则输入，输出和attrs具有类似函数参数的名称（例如num\_outputs）。有关更多详细信息，请参阅 [前面有关命名的说明](https://tensorflow.google.cn/extend/adding_an_op#naming)。

有关详细信息，请参阅 [tensorflow/core/framework/op\_def\_builder.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/op_def_builder.h)。

向后兼容性

假设您已经编写了一个很好的自定义操作并与其他人共享，因此您可以使用您的操作来满足客户的需求。但是，您希望以某种方式对op进行更改。

通常，对现有的签入规范的更改必须向后兼容：更改op的规范不得破坏先前GraphDef由旧规范构造的序列化协议缓冲区。的细节GraphDef兼容性是 [这里描述](https://tensorflow.google.cn/guide/version_compat#compatibility_of_graphs_and_checkpoints)。

有几种方法可以保持向后兼容性。

1. 添加到操作的任何新attrs必须定义默认值，并且使用该默认值，op必须具有原始行为。要将操作从非多态更改为多态，*必须*为新类型attr提供默认值，以便默认保留原始签名。例如，如果您的操作是：

REGISTER\_OP（“MyGeneralUnaryOp”）。Input（“in：float”）。Output（“out：float”）;

您可以使用以下方式以向后兼容的方式使其变为多态：

REGISTER\_OP（“MyGeneralUnaryOp”）。输入（“in：T”）。输出（“out：T”）。Attr（“T：numerictype = DT\_FLOAT”）;

1. 您可以安全地对attr进行约束，从而减少限制。例如，您可以更改{int32, int64}为{int32, int64, float}或type。或者你可以{"apple", "orange"}改为{"apple", "banana", "orange"}或string。
2. 只要列表类型的默认值与旧签名匹配，您就可以将单个输入/输出更改为列表输入/输出。
3. 如果默认为空，则可以添加新的列表输入/输出。
4. 命名空间您创建的任何新操作，通过在操作名称前添加项目唯一的内容。这可以避免您的op与可能包含在TensorFlow的未来版本中的任何操作发生冲突。
5. 未雨绸缪！尝试预测op的未来用途。某些签名更改无法以兼容的方式完成（例如，将相同类型的列表放入不同类型的列表中）。

有关安全和不安全更改的完整列表，请参阅[tensorflow/core/framework/op\_compatibility\_test.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/op_compatibility_test.cc)。如果无法对向后兼容的操作进行更改，则使用新语义创建具有新名称的新操作。

另请注意，虽然这些更改可以保持GraphDef兼容性，但生成的Python代码可能会以与旧调用方不兼容的方式更改。Python API可以通过手写Python包装器中的仔细更改保持兼容，保留旧签名，除了可能在末尾添加新的可选参数。通常，只有在TensorFlow更改主要版本时才会进行不兼容的更改，并且必须符合 [GraphDef版本语义](https://tensorflow.google.cn/guide/version_compat#compatibility_of_graphs_and_checkpoints)。

GPU支持

您可以实现不同的OpKernel并为CPU注册一个，为GPU注册另一个，就像您可以[为不同类型注册内核一样](https://tensorflow.google.cn/extend/adding_an_op#polymorphism)。有几个内核支持GPU的例子 [tensorflow/core/kernels/](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/)。请注意，某些内核在.cc文件中具有CPU版本，在文件中以结尾的GPU版本以及在文件中\_gpu.cu.cc共享的一些代码.h。

例如，[tf.pad](https://tensorflow.google.cn/api_docs/python/tf/pad)除了GPU内核之外，其他东西都有[tensorflow/core/kernels/pad\_op.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/pad_op.cc)。GPU内核在 [tensorflow/core/kernels/pad\_op\_gpu.cu.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/pad_op_gpu.cu.cc)，并且共享代码是在其中定义的模板类[tensorflow/core/kernels/pad\_op.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/pad_op.h)。我们以这种方式组织代码有两个原因：它允许您在CPU和GPU实现之间共享公共代码，并且它将GPU实现放入单独的文件中，以便它只能由GPU编译器编译。

有一点需要注意，即使使用GPU内核版本pad，它仍然需要"paddings"在CPU内存中输入。要标记输入或输出保留在CPU上，请添加HostMemory()对内核注册的调用，例如：

#define REGISTER\_GPU\_KERNEL(T)                         \  
  REGISTER\_KERNEL\_BUILDER(Name("Pad")                  \  
                              .Device(DEVICE\_GPU)      \  
                              .TypeConstraint<T>("T")  \  
                              .HostMemory("paddings"), \  
                          PadOp<GPUDevice, T>)

编译GPU设备的内核

查看 [cuda\_op\_kernel.cu.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/examples/adding_an_op/cuda_op_kernel.cu.cc) 以获取使用CUDA内核实现操作的示例。在 tf\_custom\_op\_library接受一个gpu\_srcs在其中含有CUDA内核（源文件的列表参数\*.cu.cc可指定文件）。为了与TensorFlow的二进制安装一起使用，必须使用NVIDIA的nvcc编译器编译CUDA内核。以下是可用于将[cuda\_op\_kernel.cu.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/examples/adding_an_op/cuda_op_kernel.cu.cc) 和 [cuda\_op\_kernel.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/examples/adding_an_op/cuda_op_kernel.cc)编译 为单个可动态加载库的命令序列 ：

nvcc -std=c++11 -c -o cuda\_op\_kernel.cu.o cuda\_op\_kernel.cu.cc \  
  ${TF\_CFLAGS[@]} -D GOOGLE\_CUDA=1 -x cu -Xcompiler -fPIC  
  
g++ -std=c++11 -shared -o cuda\_op\_kernel.so cuda\_op\_kernel.cc \  
  cuda\_op\_kernel.cu.o ${TF\_CFLAGS[@]} -fPIC -lcudart ${TF\_LFLAGS[@]}

cuda\_op\_kernel.so上面生成的可以像往常一样在Python中使用[tf.load\_op\_library](https://tensorflow.google.cn/api_docs/python/tf/load_op_library)函数加载 。

请注意，如果未安装CUDA库，则/usr/local/lib64需要在上面的第二个（g ++）命令中明确指定路径。例如，-L /usr/local/cuda-8.0/lib64/如果安装了CUDA ，请添加/usr/local/cuda-8.0。

请注意，在某些Linux设置中，nvcc需要编译步骤的其他选项。添加-D\_MWAITXINTRIN\_H\_INCLUDED到nvcc命令行以避免错误mwaitxintrin.h。

在Python中实现渐变

给定操作图，TensorFlow使用自动微分（反向传播）来添加表示相对于现有操作的[渐变](https://tensorflow.google.cn/api_guides/python/train#Gradient_Computation)的新操作（参见 [梯度计算](https://tensorflow.google.cn/api_guides/python/train#Gradient_Computation)）。要为新操作进行自动微分工作，必须注册一个梯度函数，该函数根据ops输出给定梯度，根据ops的输入计算梯度。

在数学上，如果一个操作计算 ÿ=F（X） 注册的梯度op转换渐变 ∂大号/∂ÿ 损失 大号 关于 ÿ 进入渐变 ∂大号/∂X 关于 X 通过链规则：

∂大号∂X=∂大号∂ÿ∂ÿ∂X=∂大号∂ÿ∂F∂X。

在这种情况下ZeroOut，输入中只有一个条目影响输出，因此相对于输入的梯度是稀疏的“一个热”张量。这表示如下：

from tensorflow.python.framework import ops  
from tensorflow.python.ops import array\_ops  
from tensorflow.python.ops import sparse\_ops  
  
@ops.RegisterGradient("ZeroOut")  
def \_zero\_out\_grad(op, grad):  
  """The gradients for `zero\_out`.  
  
  Args:  
    op: The `zero\_out` `Operation` that we are differentiating, which we can use  
      to find the inputs and outputs of the original op.  
    grad: Gradient with respect to the output of the `zero\_out` op.  
  
  Returns:  
    Gradients with respect to the input of `zero\_out`.  
  """  
  to\_zero = op.inputs[0]  
  shape = array\_ops.shape(to\_zero)  
  index = array\_ops.zeros\_like(shape)  
  first\_grad = array\_ops.reshape(grad, [-1])[0]  
  to\_zero\_grad = sparse\_ops.sparse\_to\_dense([index], shape, first\_grad, 0)  
  return [to\_zero\_grad]  # List of one Tensor, since we have one input

有关注册梯度函数的详细信息 [tf.RegisterGradient](https://tensorflow.google.cn/api_docs/python/tf/RegisterGradient)：

* 对于具有一个输出运算，梯度函数将采取 以及 和建立新的OPS出张量 ， 和。有关任何attrs的信息可以通过 。[tf.Operation](https://tensorflow.google.cn/api_docs/python/tf/Operation) op[tf.Tensor](https://tensorflow.google.cn/api_docs/python/tf/Tensor)grad[op.inputs[i]](https://tensorflow.google.cn/api_docs/python/framework#Operation.inputs)[op.outputs[i]](https://tensorflow.google.cn/api_docs/python/framework#Operation.outputs)grad[tf.Operation.get\_attr](https://tensorflow.google.cn/api_docs/python/tf/Operation#get_attr)
* 如果op有多个输出，则梯度函数将采用op和 grads，其中grads是相对于每个输出的梯度列表。渐变函数的结果必须是Tensor表示相对于每个输入的渐变的对象列表。
* 如果某些输入没有明确定义的渐变，例如对于用作索引的整数输入，则应返回相应的返回渐变 None。例如，对于采用浮点张量x和整数索引的op i，渐变函数会return [x\_grad, None]。
* 如果op根本没有有意义的渐变，你通常不需要注册任何渐变，只要不需要op的渐变，你就可以了。在某些情况下，op没有明确定义的梯度，但可以参与梯度的计算。在这里，您可以使用 ops.NotDifferentiable自动向后传播零。

请注意，在调用梯度函数时，只有ops的数据流图可用，而不是张量数据本身。因此，必须使用其他tensorflow操作执行所有计算，以在图执行时间运行。

C ++中的Shape函数

TensorFlow API具有一个称为“形状推断”的功能，可以提供有关张量形状的信息，而无需执行图形。形状推断由在C ++ REGISTER\_OP声明中为每个op类型注册的“形状函数”支持，并执行两个角色：在图形构造期间断言输入的形状是兼容的，并指定输出的形状。

形状函数定义为shape\_inference::InferenceContext类的操作 。例如，在ZeroOut的形状函数中：

    .SetShapeFn([](::tensorflow::shape\_inference::InferenceContext\* c) {  
      c->set\_output(0, c->input(0));  
      return Status::OK();  
    });

c->set\_output(0, c->input(0));声明第一个输出的形状应该设置为第一个输入的形状。如果输出是由其索引选择的，如上例所示，则第二个参数set\_output应该是一个ShapeHandle对象。您可以ShapeHandle通过其默认构造函数创建一个空对象。ShapeHandle具有索引的输入的对象idx可以通过获得c->input(idx)。

有许多常见的形状函数适用于许多操作，例如shape\_inference::UnchangedShape可以在[common\_shape\_fns.h中](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/common_shape_fns.h)找到并使用如下：

REGISTER\_OP("ZeroOut")  
    .Input("to\_zero: int32")  
    .Output("zeroed: int32")  
    .SetShapeFn(::tensorflow::shape\_inference::UnchangedShape);

形状函数还可以约束输入的形状。对于[ZeroOut具有矢量形状约束](https://tensorflow.google.cn/extend/adding_an_op#validation)的版本 ，形状函数将如下所示：

    .SetShapeFn([](::tensorflow::shape\_inference::InferenceContext\* c) {  
      ::tensorflow::shape\_inference::ShapeHandle input;  
      TF\_RETURN\_IF\_ERROR(c->WithRank(c->input(0), 1, &input));  
      c->set\_output(0, input);  
      return Status::OK();  
    });

该WithRank调用验证输入形状c->input(0)具有恰好一维的形状（或者如果输入形状未知，则输出形状将是具有一个未知维度的矢量）。

如果您的op是[具有多个输入的多态](https://tensorflow.google.cn/extend/adding_an_op#polymorphism)，您可以使用成员InferenceContext来确定要检查的形状数，并 Merge验证形状是否全部兼容（或者，指示长度的访问属性InferenceContext::GetAttr，用于提供对属性的访问）的操作）。

    .SetShapeFn([](::tensorflow::shape\_inference::InferenceContext\* c) {  
      ::tensorflow::shape\_inference::ShapeHandle input;  
      ::tensorflow::shape\_inference::ShapeHandle output;  
      for (size\_t i = 0; i < c->num\_inputs(); ++i) {  
        TF\_RETURN\_IF\_ERROR(c->WithRank(c->input(i), 2, &input));  
        TF\_RETURN\_IF\_ERROR(c->Merge(output, input, &output));  
      }  
      c->set\_output(0, output);  
      return Status::OK();  
    });

由于形状推断是可选特征，并且张量的形状可以动态变化，因此对于任何输入，形状函数必须对于不完整的形状信息是鲁棒的。该Merge方法[InferenceContext](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/shape_inference.h) 允许调用者断言两个形状是相同的，即使它们中的一个或两个都没有完整的信息。为所有核心TensorFlow操作定义了形状函数，并提供了许多不同的用法示例。

所述InferenceContext类具有许多可被用于定义形状的功能操作的功能。例如，您可以使用InferenceContext::Dim和 验证特定维度是否具有非常具体的值InferenceContext::WithValue; 可以指定的输出尺寸是使用两个输入尺寸之和/产品InferenceContext::Add和 InferenceContext::Multiply。查看InferenceContext您可以指定的所有各种形状操作的类。以下示例将第一个输出的形状设置为（n，3），其中第一个输入具有形状（n，...）

.SetShapeFn([](::tensorflow::shape\_inference::InferenceContext\* c) {  
    c->set\_output(0, c->Matrix(c->Dim(c->input(0), 0), 3));  
    return Status::OK();  
});

如果您具有复杂的形状函数，则应考虑添加测试以验证各种输入形状组合是否产生预期的输出形状组合。您可以在我们的一些[核心操作测试中](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/ops/array_ops_test.cc)看到如何编写这些测试的示例 。（语法INFER\_OK和INFER\_ERROR有点神秘，但尽量在代表测试输入和输出形状规格紧凑。现在，看到那些测试周围的意见，以获得形状串规范的意义上）。

添加自定义文件系统插件

背景

TensorFlow框架通常用于多进程和多机器环境，例如Google数据中心，Google Cloud Machine Learning，Amazon Web Services（AWS）和现场分布式群集。为了共享和保存由TensorFlow生成的某些类型的状态，该框架假定存在可靠的共享文件系统。这个共享文件系统有很多用途，例如：

* 状态检查点通常保存到分布式文件系统中，以实现可靠性和容错性。
* 培训过程通过将事件文件写入TensorBoard监视的目录来与TensorBoard进行通信。即使TensorBoard在不同的进程或机器中运行，共享文件系统也允许此通信工作。

在现实世界中有许多不同的共享或分布式文件系统实现，因此TensorFlow为用户提供了一种能够实现可以在TensorFlow运行时注册的自定义FileSystem插件的功能。当TensorFlow运行时尝试通过FileSystem 接口写入文件时，它使用路径名的一部分动态选择应该用于文件系统操作的实现。因此，添加对自定义文件系统的支持需要实现FileSystem 接口，构建包含该实现的共享对象，并在运行时加载该对象，无论哪个进程需要写入该文件系统。

请注意，TensorFlow已包含许多文件系统实现，例如：

* 标准POSIX文件系统

**注意：**NFS文件系统通常作为POSIX接口安装，因此标准TensorFlow可以在NFS安装的远程文件系统上运行。

* HDFS - Hadoop文件系统
* GCS - Google云端存储文件系统
* S3 - Amazon Simple Storage Service文件系统
* “内存映射文件”文件系统

本指南的其余部分介绍了如何实现自定义文件系统。

实现自定义文件系统插件

要实现自定义文件系统插件，您必须执行以下操作：

* 实现的子类RandomAccessFile，WriteableFile， AppendableFile，和ReadOnlyMemoryRegion。
* 将FileSystem接口实现为子类。
* FileSystem使用适当的前缀模式注册实现。
* 在要写入该文件系统的进程中加载​​文件系统插件。

FileSystem接口

该FileSystem接口是[file\_system.h中](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/file_system.h)定义的抽象C ++接口 。FileSystem接口的实现应该实现接口定义的所有相关方法。实现该接口要求限定，例如，创建动作RandomAccessFile，WritableFile和实施标准的文件系统操作，例如FileExists，IsDirectory，GetMatchingPaths，DeleteFile，等。这些接口的实现通常涉及将函数的输入参数转换为委托给已经存在的库函数，以实现自定义文件系统中的等效功能。

例如，PosixFileSystem实现DeleteFile使用POSIX unlink()函数实现; CreateDir只是打电话mkdir(); GetFileSize 涉及调用stat()该文件，然后返回stat对象返回报告的文件大小。同样，对于HDFSFileSystem 实现中，这些调用直接委托给libHDFS类似的功能，如实现hdfsDelete了 [的DeleteFile](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/hadoop/hadoop_file_system.cc#L386)。

我们建议查看这些代码示例，以了解不同的文件系统实现如何调用其现有库。例子包括：

* [POSIX插件](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/posix/posix_file_system.h)
* [HDFS插件](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/hadoop/hadoop_file_system.h)
* [GCS插件](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/cloud/gcs_file_system.h)
* [S3插件](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/s3/s3_file_system.h)

文件接口

除了允许您查询和操作文件系统中的文件和目录的操作之外，该FileSystem接口还要求您实现返回抽象对象（如[RandomAccessFile](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/platform/file_system.h#L223)）的实现的工厂 WritableFile，以便TensorFlow代码和读取和写入该FileSystem实现中的文件 。

要实现a RandomAccessFile，必须实现一个名为的接口 Read()，其中实现必须提供一种从命名文件中的偏移量读取的方法。

例如，下面是POSIX文件系统的RandomAccessFile的实现，它使用pread()随机访问POSIX函数来实现读取。请注意，特定实现必须知道如何从底层文件系统重试或传播错误。

    class PosixRandomAccessFile : public RandomAccessFile {  
     public:  
      PosixRandomAccessFile(const string& fname, int fd)  
          : filename\_(fname), fd\_(fd) {}  
      ~PosixRandomAccessFile() override { close(fd\_); }  
  
      Status Read(uint64 offset, size\_t n, StringPiece\* result,  
                  char\* scratch) const override {  
        Status s;  
        char\* dst = scratch;  
        while (n > 0 && s.ok()) {  
          ssize\_t r = pread(fd\_, dst, n, static\_cast<off\_t>(offset));  
          if (r > 0) {  
            dst += r;  
            n -= r;  
            offset += r;  
          } else if (r == 0) {  
            s = Status(error::OUT\_OF\_RANGE, "Read less bytes than requested");  
          } else if (errno == EINTR || errno == EAGAIN) {  
            // Retry  
          } else {  
            s = IOError(filename\_, errno);  
          }  
        }  
        \*result = StringPiece(scratch, dst - scratch);  
        return s;  
      }  
  
     private:  
      string filename\_;  
      int fd\_;  
    };

为了实现WritableFile顺序书写的抽象，一个必须实现的几个接口，如Append()，Flush()，Sync()，和Close()。

例如，下面是POSIX文件系统的WritableFile的实现，它FILE在其构造函数中获取一个对象，并在该对象上使用标准的posix函数来实现该接口。

    class PosixWritableFile : public WritableFile {  
     public:  
      PosixWritableFile(const string& fname, FILE\* f)  
          : filename\_(fname), file\_(f) {}  
  
      ~PosixWritableFile() override {  
        if (file\_ != NULL) {  
          fclose(file\_);  
        }  
      }  
  
      Status Append(const StringPiece& data) override {  
        size\_t r = fwrite(data.data(), 1, data.size(), file\_);  
        if (r != data.size()) {  
          return IOError(filename\_, errno);  
        }  
        return Status::OK();  
      }  
  
      Status Close() override {  
        Status result;  
        if (fclose(file\_) != 0) {  
          result = IOError(filename\_, errno);  
        }  
        file\_ = NULL;  
        return result;  
      }  
  
      Status Flush() override {  
        if (fflush(file\_) != 0) {  
          return IOError(filename\_, errno);  
        }  
        return Status::OK();  
      }  
  
      Status Sync() override {  
        Status s;  
        if (fflush(file\_) != 0) {  
          s = IOError(filename\_, errno);  
        }  
        return s;  
      }  
  
     private:  
      string filename\_;  
      FILE\* file\_;  
    };

有关更多详细信息，请参阅这些界面的文档，并查看示例实现的灵感。

注册并加载文件系统

一旦FileSystem为自定义文件系统实现了实现，就需要在“方案”下注册它，以便将以该方案为前缀的路径定向到您的实现。要做到这一点，你打电话 REGISTER\_FILE\_SYSTEM::

    REGISTER\_FILE\_SYSTEM("foobar", FooBarFileSystem);

当TensorFlow尝试对路径开头的文件进行操作时foobar://，它将使用该FooBarFileSystem实现。

    string filename = "foobar://path/to/file.txt";  
    std::unique\_ptr<WritableFile> file;  
  
    // Calls FooBarFileSystem::NewWritableFile to return  
    // a WritableFile class, which happens to be the FooBarFileSystem's  
    // WritableFile implementation.  
    TF\_RETURN\_IF\_ERROR(env->NewWritableFile(filename, &file));

接下来，您必须构建包含此实现的共享对象。cc\_binary可以在[此处](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/python/BUILD#L244)找到使用bazel 规则 执行此操作的示例，但您可以使用任何构建系统来执行此操作。有关类似说明，请参阅[构建op库](https://tensorflow.google.cn/extend/adding_an_op#build_the_op_library)的部分。

构建此目标的结果是.so共享对象文件。

最后，您必须在此过程中动态加载此实现。在Python中，您可以调用该tf.load\_file\_system\_library(file\_system\_library)函数，将路径传递给共享对象。在客户端程序中调用此方法会在进程中加载​​共享对象，从而将实现注册为可用于通过FileSystem接口的任何文件操作。您可以查看 [test\_file\_system.py](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/python/framework/file_system_test.py) 作为示例。

什么通过这个界面？

内几乎所有TensorFlow核心C ++文件操作使用FileSystem 界面，比如CheckpointWriter，在EventsWriter和许多其他工具。这意味着实现一个FileSystem实现允许大多数TensorFlow程序写入共享文件系统。

在Python中，gfile和file\_io类通过SWIG绑定到`FileSystem实现，这意味着一旦你加载了这个文件系统库，你就可以：

with gfile.Open("foobar://path/to/file.txt") as w:  
  
  w.write("hi")

执行此操作时，包含“hi”的文件将出现在共享文件系统的“/path/to/file.txt”中。

读取自定义文件和记录格式

先决条件：

* 熟悉C ++。
* 必须已经[下载了TensorFlow源](https://tensorflow.google.cn/install/source)，并且能够构建它。

我们将支持文件格式的任务分为两部分：

* 文件格式：我们使用阅读器[tf.data.Dataset](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset)从文件中读取*原始记录*（通常由标量字符串张量表示，但可以有更多结构）。
* 记录格式：我们使用解码器或解析操作将字符串记录转换为TensorFlow可用的张量。

例如，要重新实现[tf.contrib.data.make\_csv\_dataset](https://tensorflow.google.cn/api_docs/python/tf/contrib/data/make_csv_dataset)函数，我们可以使用[tf.data.TextLineDataset](https://tensorflow.google.cn/api_docs/python/tf/data/TextLineDataset)提取记录，然后使用[tf.data.Dataset.map](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset#map)和[tf.decode\_csv](https://tensorflow.google.cn/api_docs/python/tf/decode_csv)解析数据集中每行文本的CSV记录。

写Dataset一个文件格式

A [tf.data.Dataset](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset)表示*元素*序列，可以是文件中的各个记录。有几个已经内置在TensorFlow中的“阅读器”数据集示例：

* [tf.data.TFRecordDataset](https://tensorflow.google.cn/api_docs/python/tf/data/TFRecordDataset) （[来源kernels/data/reader\_dataset\_ops.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/data/reader_dataset_ops.cc)）
* [tf.data.FixedLengthRecordDataset](https://tensorflow.google.cn/api_docs/python/tf/data/FixedLengthRecordDataset) （[来源kernels/data/reader\_dataset\_ops.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/data/reader_dataset_ops.cc)）
* [tf.data.TextLineDataset](https://tensorflow.google.cn/api_docs/python/tf/data/TextLineDataset) （[来源kernels/data/reader\_dataset\_ops.cc](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/kernels/data/reader_dataset_ops.cc)）

这些实现中的每一个都包含三个相关类：

* 一个tensorflow::DatasetOpKernel子类（例如TextLineDatasetOp），它告诉TensorFlow如何在其MakeDataset()方法中从op的输入和attrs构造数据集对象。
* 甲tensorflow::GraphDatasetBase亚类（例如TextLineDatasetOp::Dataset），它代表了*不可变*的数据集本身的定义，并告诉TensorFlow如何构造迭代器对象在该数据集在其 MakeIteratorInternal()方法。
* 一个tensorflow::DatasetIterator<Dataset>子类（例如TextLineDatasetOp::Dataset::Iterator），它表示特定数据集上迭代器的*可变*状态，并告诉TensorFlow如何从迭代器中获取其GetNextInternal()方法中的下一个元素。

最重要的方法是GetNextInternal()方法，因为它定义了如何从文件中实际读取记录并将它们表示为一个或多个 Tensor对象。

要创建一个名为（例如）的新读者数据集MyReaderDataset，您需要：

1. 在C ++中，定义的子类tensorflow::DatasetOpKernel，tensorflow::GraphDatasetBase和tensorflow::DatasetIterator<Dataset> 实现该读逻辑。
2. 在C ++中，使用名称注册一个新的reader op和kernel "MyReaderDataset"。
3. 在Python中，定义[tf.data.Dataset](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset)被调用的子类MyReaderDataset。

您可以将所有C ++代码放在一个文件中，例如 my\_reader\_dataset\_op.cc。如果您熟悉[添加操作方法](https://tensorflow.google.cn/extend/adding_an_op)，将会有所帮助。以下框架可用作实施的起点：

#include "tensorflow/core/framework/common\_shape\_fns.h"  
#include "tensorflow/core/framework/dataset.h"  
#include "tensorflow/core/framework/op.h"  
#include "tensorflow/core/framework/shape\_inference.h"  
  
namespace myproject {  
namespace {  
  
using ::tensorflow::DT\_STRING;  
using ::tensorflow::PartialTensorShape;  
using ::tensorflow::Status;  
  
class MyReaderDatasetOp : public tensorflow::DatasetOpKernel {  
 public:  
  
  MyReaderDatasetOp(tensorflow::OpKernelConstruction\* ctx)  
      : DatasetOpKernel(ctx) {  
    // Parse and validate any attrs that define the dataset using  
    // `ctx->GetAttr()`, and store them in member variables.  
  }  
  
  void MakeDataset(tensorflow::OpKernelContext\* ctx,  
                   tensorflow::DatasetBase\*\* output) override {  
    // Parse and validate any input tensors that define the dataset using  
    // `ctx->input()` or the utility function  
    // `ParseScalarArgument<T>(ctx, &arg)`.  
  
    // Create the dataset object, passing any (already-validated) arguments from  
    // attrs or input tensors.  
    \*output = new Dataset(ctx);  
  }  
  
 private:  
  class Dataset : public tensorflow::GraphDatasetBase {  
   public:  
    Dataset(tensorflow::OpKernelContext\* ctx) : GraphDatasetBase(ctx) {}  
  
    std::unique\_ptr<tensorflow::IteratorBase> MakeIteratorInternal(  
        const string& prefix) const override {  
      return std::unique\_ptr<tensorflow::IteratorBase>(new Iterator(  
          {this, tensorflow::strings::StrCat(prefix, "::MyReader")}));  
    }  
  
    // Record structure: Each record is represented by a scalar string tensor.  
    //  
    // Dataset elements can have a fixed number of components of different  
    // types and shapes; replace the following two methods to customize this  
    // aspect of the dataset.  
    const tensorflow::DataTypeVector& output\_dtypes() const override {  
      static auto\* const dtypes = new tensorflow::DataTypeVector({DT\_STRING});  
      return \*dtypes;  
    }  
    const std::vector<PartialTensorShape>& output\_shapes() const override {  
      static std::vector<PartialTensorShape>\* shapes =  
          new std::vector<PartialTensorShape>({ {}});  
      return \*shapes;  
    }  
  
    string DebugString() const override { return "MyReaderDatasetOp::Dataset"; }  
  
   protected:  
    // Optional: Implementation of `GraphDef` serialization for this dataset.  
    //  
    // Implement this method if you want to be able to save and restore  
    // instances of this dataset (and any iterators over it).  
    Status AsGraphDefInternal(DatasetGraphDefBuilder\* b,  
                              tensorflow::Node\*\* output) const override {  
      // Construct nodes to represent any of the input tensors from this  
      // object's member variables using `b->AddScalar()` and `b->AddVector()`.  
      std::vector<tensorflow::Node\*> input\_tensors;  
      TF\_RETURN\_IF\_ERROR(b->AddDataset(this, input\_tensors, output));  
      return Status::OK();  
    }  
  
   private:  
    class Iterator : public tensorflow::DatasetIterator<Dataset> {  
     public:  
      explicit Iterator(const Params& params)  
          : DatasetIterator<Dataset>(params), i\_(0) {}  
  
      // Implementation of the reading logic.  
      //  
      // The example implementation in this file yields the string "MyReader!"  
      // ten times. In general there are three cases:  
      //  
      // 1. If an element is successfully read, store it as one or more tensors  
      //    in `\*out\_tensors`, set `\*end\_of\_sequence = false` and return  
      //    `Status::OK()`.  
      // 2. If the end of input is reached, set `\*end\_of\_sequence = true` and  
      //    return `Status::OK()`.  
      // 3. If an error occurs, return an error status using one of the helper  
      //    functions from "tensorflow/core/lib/core/errors.h".  
      Status GetNextInternal(tensorflow::IteratorContext\* ctx,  
                             std::vector<tensorflow::Tensor>\* out\_tensors,  
                             bool\* end\_of\_sequence) override {  
        // NOTE: `GetNextInternal()` may be called concurrently, so it is  
        // recommended that you protect the iterator state with a mutex.  
        tensorflow::mutex\_lock l(mu\_);  
        if (i\_ < 10) {  
          // Create a scalar string tensor and add it to the output.  
          tensorflow::Tensor record\_tensor(ctx->allocator({}), DT\_STRING, {});  
          record\_tensor.scalar<string>()() = "MyReader!";  
          out\_tensors->emplace\_back(std::move(record\_tensor));  
          ++i\_;  
          \*end\_of\_sequence = false;  
        } else {  
          \*end\_of\_sequence = true;  
        }  
        return Status::OK();  
      }  
  
     protected:  
      // Optional: Implementation of iterator state serialization for this  
      // iterator.  
      //  
      // Implement these two methods if you want to be able to save and restore  
      // instances of this iterator.  
      Status SaveInternal(tensorflow::IteratorStateWriter\* writer) override {  
        tensorflow::mutex\_lock l(mu\_);  
        TF\_RETURN\_IF\_ERROR(writer->WriteScalar(full\_name("i"), i\_));  
        return Status::OK();  
      }  
      Status RestoreInternal(tensorflow::IteratorContext\* ctx,  
                             tensorflow::IteratorStateReader\* reader) override {  
        tensorflow::mutex\_lock l(mu\_);  
        TF\_RETURN\_IF\_ERROR(reader->ReadScalar(full\_name("i"), &i\_));  
        return Status::OK();  
      }  
  
     private:  
      tensorflow::mutex mu\_;  
      int64 i\_ GUARDED\_BY(mu\_);  
    };  
  };  
};  
  
// Register the op definition for MyReaderDataset.  
//  
// Dataset ops always have a single output, of type `variant`, which represents  
// the constructed `Dataset` object.  
//  
// Add any attrs and input tensors that define the dataset here.  
REGISTER\_OP("MyReaderDataset")  
    .Output("handle: variant")  
    .SetIsStateful()  
    .SetShapeFn(tensorflow::shape\_inference::ScalarShape);  
  
// Register the kernel implementation for MyReaderDataset.  
REGISTER\_KERNEL\_BUILDER(Name("MyReaderDataset").Device(tensorflow::DEVICE\_CPU),  
                        MyReaderDatasetOp);  
  
}  // namespace  
}  // namespace myproject

最后一步是构建C ++代码并添加Python包装器。最简单的方法是[编译一个动态库](https://tensorflow.google.cn/extend/adding_an_op#build_the_op_library)（例如，调用"my\_reader\_dataset\_op.so"），并添加一个子类[tf.data.Dataset](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset)来包装它的Python类。这里给出了一个示例Python程序：

import tensorflow as tf  
  
# Assumes the file is in the current working directory.  
my\_reader\_dataset\_module = tf.load\_op\_library("./my\_reader\_dataset\_op.so")  
  
class MyReaderDataset(tf.data.Dataset):  
  
  def \_\_init\_\_(self):  
    super(MyReaderDataset, self).\_\_init\_\_()  
    # Create any input attrs or tensors as members of this class.  
  
  def \_as\_variant\_tensor(self):  
    # Actually construct the graph node for the dataset op.  
    #  
    # This method will be invoked when you create an iterator on this dataset  
    # or a dataset derived from it.  
    return my\_reader\_dataset\_module.my\_reader\_dataset()  
  
  # The following properties define the structure of each element: a scalar  
  # <a href="./../api\_docs/python/tf#string"><code>tf.string</code></a> tensor. Change these properties to match the `output\_dtypes()`  
  # and `output\_shapes()` methods of `MyReaderDataset::Dataset` if you modify  
  # the structure of each element.  
  @property  
  def output\_types(self):  
    return tf.string  
  
  @property  
  def output\_shapes(self):  
    return tf.TensorShape([])  
  
  @property  
  def output\_classes(self):  
    return tf.Tensor  
  
if \_\_name\_\_ == "\_\_main\_\_":  
  # Create a MyReaderDataset and print its elements.  
  with tf.Session() as sess:  
    iterator = MyReaderDataset().make\_one\_shot\_iterator()  
    next\_element = iterator.get\_next()  
    try:  
      while True:  
        print(sess.run(next\_element))  # Prints "MyReader!" ten times.  
    except tf.errors.OutOfRangeError:  
      pass

你可以看到一些Dataset包装类的 例子[tensorflow/python/data/ops/dataset\_ops.py](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/python/data/ops/dataset_ops.py)。

为记录格式编写操作

通常，这是一个普通的op，它将标量字符串记录作为输入，因此请按照[说明添加Op](https://tensorflow.google.cn/extend/adding_an_op)。您可以选择将标量字符串键作为输入，并将其包含在报告格式不正确的数据的错误消息中。这样，用户可以更轻松地追踪坏数据的来源。

用于解码记录的Ops示例：

* [tf.parse\_single\_example](https://tensorflow.google.cn/api_docs/python/tf/parse_single_example)（和[tf.parse\_example](https://tensorflow.google.cn/api_docs/python/tf/parse_example)）
* [tf.decode\_csv](https://tensorflow.google.cn/api_docs/python/tf/decode_csv)
* [tf.decode\_raw](https://tensorflow.google.cn/api_docs/python/tf/io/decode_raw)

请注意，使用多个Ops来解码特定记录格式会很有用。例如，可能必须保存为一个字符串的图像 [一个](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/example/example.proto)[tf.train.Example](https://tensorflow.google.cn/api_docs/python/tf/train/Example)协议缓冲器。根据该图像的格式，你可能会采取相应的输出从[tf.parse\_single\_example](https://tensorflow.google.cn/api_docs/python/tf/parse_single_example)OP和呼叫[tf.image.decode\_jpeg](https://tensorflow.google.cn/api_docs/python/tf/image/decode_jpeg)， [tf.image.decode\_png](https://tensorflow.google.cn/api_docs/python/tf/image/decode_png)或[tf.decode\_raw](https://tensorflow.google.cn/api_docs/python/tf/io/decode_raw)。通常采用输出[tf.decode\_raw](https://tensorflow.google.cn/api_docs/python/tf/io/decode_raw)和使用[tf.slice](https://tensorflow.google.cn/api_docs/python/tf/slice)并[tf.reshape](https://tensorflow.google.cn/api_docs/python/tf/manip/reshape)提取碎片。

TensorFlow用其他语言

背景

本文档旨在为那些对在其他编程语言中创建或开发TensorFlow功能感兴趣的人提供指导。它描述了TensorFlow的功能以及推荐的步骤，以便在其他编程语言中提供相同的功能。

Python是TensorFlow支持的第一种客户端语言，目前支持最多的功能。越来越多的功能被移植到TensorFlow的核心（用C ++实现）并通过[C API](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/c/c_api.h)公开。客户端语言应使用该语言的[外部函数接口（FFI）](https://en.wikipedia.org/wiki/Foreign_function_interface)来调用此[C API](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/c/c_api.h)以提供TensorFlow功能。

概观

在编程语言中提供TensorFlow功能可以分为多个类别：

* *运行预定义图形*：给定GraphDef（或 MetaGraphDef）协议消息，能够创建会话，运行查询，并获得张量结果。这对于想要在预训练模型上运行推理的移动应用或服务器来说已足够。
* *图形构造*：每个定义的TensorFlow操作至少有一个函数，用于向图形添加操作。理想情况下，这些函数会自动生成，因此在修改op定义时它们会保持同步。
* *梯度（AKA自动微分）*：给定图形和输入和输出操作列表，向图形添加操作，计算输入相对于输出的偏导数（梯度）。允许为图形中的特定操作自定义渐变功能。
* *功能*：定义可在主体中的多个位置调用的子图GraphDef。FunctionDef在a 中FunctionDefLibrary 包含一个GraphDef。
* *控制流*：使用用户指定的子图构造“If”和“While”。理想情况下，这些工作与渐变（见上文）。
* *神经网络库*：一些组件，它们共同支持神经网络模型的创建和训练（可能在分布式环境中）。虽然以其他语言提供此功能会很方便，但目前还没有计划以Python以外的语言支持此功能。这些库通常是上述功能的包装器。

语言绑定至少应支持运行预定义的图形，但大多数还应支持图形构造。TensorFlow Python API提供了所有这些功能。

当前状态

应该在[C API](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/c/c_api.h)之上构建新的语言支持。但是，正如您在下表中看到的那样，并非所有功能在C中都可用。在[C API中](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/c/c_api.h)提供更多功能是一个正在进行的项目。

| 特征 | 蟒蛇 | C |
| --- | --- | --- |
| 运行预定义的图表 | [tf.import\_graph\_def](https://tensorflow.google.cn/api_docs/python/tf/import_graph_def)， [tf.Session](https://tensorflow.google.cn/api_docs/python/tf/Session) | TF\_GraphImportGraphDef，TF\_NewSession |
| 具有生成的op函数的图形构造 | 是 | 是（C API支持执行此操作的客户端语言） |
| 渐变 | [tf.gradients](https://tensorflow.google.cn/api_docs/python/tf/gradients) |  |
| 功能 | tf.python.framework.function.Defun |  |
| 控制流 | [tf.cond](https://tensorflow.google.cn/api_docs/python/tf/cond)， [tf.while\_loop](https://tensorflow.google.cn/api_docs/python/tf/while_loop) |  |
| 神经网络库 | [tf.train](https://tensorflow.google.cn/api_docs/python/tf/train)，[tf.nn](https://tensorflow.google.cn/api_docs/python/tf/nn)，[tf.contrib.layers](https://tensorflow.google.cn/api_docs/python/tf/contrib/layers)，[tf.contrib.slim](https://tensorflow.google.cn/api_docs/python/tf/contrib/slim) |  |

推荐方法

运行预定义的图表

语言绑定应该定义以下类：

* Graph：表示TensorFlow计算的图形。由操作组成（用Operations 表示的客户语言），对应TF\_Graph于C API中的a。主要用作创建新Operation对象和启动时的参数Session。还支持遍历graph（TF\_GraphNextOperation）中的操作，通过name（TF\_GraphOperationByName）查找操作，以及转换为GraphDef 协议消息（TF\_GraphToGraphDef以及TF\_GraphImportGraphDef在C API中）。
* Operation：表示图中的计算节点。对应 TF\_Operation于C API中的a。
* Output：表示图中操作的一个输出。有一个 DataType（最终形状）。可以作为输入参数传递给函数，用于向图形添加操作，或者 作为张量获取该输出Session的Run()方法。对应TF\_Output于C API中的a。
* Session：表示TensorFlow运行时的特定实例的客户端。它的主要工作是用一个Graph和一些选项构建，然后Run()对图形进行字段调用。对应TF\_Session于C API中的a。
* Tensor：表示元素全部相同的N维（矩形）数组DataType。获取数据流入和流出的Session的Run()电话。对应TF\_Tensor于C API中的a。
* DataType：具有TensorFlow支持的所有可能张量类型的枚举。对应TF\_DataType于C API，通常称为dtypePython API。

图形构造

TensorFlow有很多操作，列表不是静态的，所以我们建议生成用于将操作添加到图形中的函数，而不是手动单独编写它们（尽管手动编写一些是一个很好的方法来确定生成器应该是什么生成）。生成函数所需的信息包含在OpDef协议消息中。

有几种方法可以获得OpDef已注册操作的s 列表：

* TF\_GetAllOpList在C API中检索所有已注册的OpDef协议消息。这可以用于以客户端语言编写生成器。这要求客户端语言具有协议缓冲区支持以便解释OpDef消息。
* C ++函数OpRegistry::Global()->GetRegisteredOps()返回所有已注册的OpDefs（在中定义 [tensorflow/core/framework/op.h](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/op.h)）的相同列表。这可以用来用C ++编写生成器（对于没有协议缓冲支持的语言特别有用）。
* 该列表的ASCII序列化版本[tensorflow/core/ops/ops.pbtxt](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/ops/ops.pbtxt)由自动过程定期检入 。

该OpDef规定如下：

* CamelCase中op的名称。对于生成的函数，请遵循该语言的约定。例如，如果语言使用snake\_case，则使用该语言而不是CamelCase作为op的函数名称。
* 输入和输出列表。这些类型可以通过引用属性来实现多态，如[添加操作](https://tensorflow.google.cn/extend/adding_an_op)的输入和输出部分所述 。
* 属性列表及其默认值（如果有）。请注意，其中一些将被推断（如果它们由输入确定），一些将是可选的（如果它们具有默认值），并且一些将是必需的（无默认值）。
* 一般操作的文档以及输入，输出和非推断属性。
* 运行时使用的其他一些字段可以被代码生成器忽略。

OpDef可以将An 转换为函数的文本，该函数使用TF\_OperationDescriptionC API 将该op添加到图形中（包含在语言的FFI中）：

* 从TF\_NewOperation()创建开始TF\_OperationDescription\*。
* 每次输入调用TF\_AddInput()或TF\_AddInputList()一次（取决于输入是否具有列表类型）。
* 调用TF\_SetAttr\*()函数以设置非推断属性。如果您不想覆盖默认值，可以使用默认值跳过属性。
* 必要时设置可选字段：
  + TF\_SetDevice()：强制操作到特定设备。
  + TF\_AddControlInput()：在此操作开始运行之前添加另一个操作完成的要求
  + TF\_SetAttrString("\_kernel") 设置内核标签（很少使用）
  + TF\_ColocateWith() 将一个操作与另一个操作相互配合
* TF\_FinishOperation()完成后调用。这会将操作添加到图形中，之后无法修改。

现有示例将代码生成器作为构建过程的一部分运行（使用Bazel genrule）。或者，代码生成器可以由自动cron进程运行，可能检查结果。这会在生成的代码和OpDef检入存储库的s 之间产生分歧的风险，但对于预期代码如go getGo和cargo opsfor Rust 提前生成的语言非常有用。另一方面，对于某些语言，代码可以动态生成 [tensorflow/core/ops/ops.pbtxt](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/core/ops/ops.pbtxt)。

处理常量

如果用户可以为输入参数提供常量，则调用代码将更加简洁。生成的代码应该将这些常量转换为添加到图形中的操作，并用作实例化操作的输入。

可选参数

如果语言允许函数的可选参数（如Python中的默认值的关键字参数），则将它们用于可选属性，操作名称，设备，控制输入等。在某些语言中，可以使用动态范围设置这些可选参数（如Python中的“with”块）。如果没有这些功能，库可能会使用“构建器模式”，就像在TensorFlow API的C ++版本中所做的那样。

名称范围

使用某种范围层次结构支持命名图操作是一个好主意，特别是考虑到TensorBoard依赖于它以合理的方式显示大图的事实。现有的Python和C ++ API采用不同的方法：在Python中，名称的“目录”部分（最后一个“/”）来自with块。实际上，有一个线程局部堆栈，其范围定义了名称层次结构。名称的最后一个组件由用户显式提供（使用可选的name关键字参数），或者默认为要添加的操作类型的名称。在C ++中，名称的“目录”部分存储在显式 Scope对象中。该NewSubScope()方法附加到名称的该部分并返回一个新的Scope。名称的最后一个组件是使用该WithOpName()方法设置的 ，并且像Python一样默认为要添加的op类型的名称。Scope显式传递对象以指定上下文的名称。

包装

将生成的函数保留为某些操作的私有可能是有意义的，这样可以使用执行一些额外工作的包装函数。这也提供了一个逃生舱口，用于支持生成代码范围之外的功能。

包装器的一个用途是用于支持SparseTensor输入和输出。A SparseTensor是3个密集张量的元组：索引，值和形状。值是矢量大小[n]，形状是矢量大小[rank]，index是矩阵大小[n，rank]。有一些稀疏操作使用此三元组来表示单个稀疏张量。

使用包装器的另一个原因是用于保持状态的操作。有一些这样的操作（例如变量）有几个伴随操作在该状态下操作。Python API具有这些操作的类，其中构造函数创建op，并且该类上的方法向操作状态的图添加操作。

其他考虑因素

* 最好有一个关键字列表，用于重命名操作函数和与语言关键字冲突的参数（或其他会导致问题的符号，如生成的代码中引用的库函数或变量的名称）。
* Const向图形添加操作的功能通常是包装器，因为生成的函数通常具有冗余 DataType输入。

梯度，功能和控制流程

此时，支持渐变，函数和控制流操作（“if”和“while”）在Python以外的语言中不可用。当[C API](https://www.github.com/tensorflow/tensorflow/blob/master/tensorflow/c/c_api.h)提供必要的支持时，这将更新。

TensorFlow模型文件的工具开发人员

大多数用户不需要关心TensorFlow如何在磁盘上存储数据的内部细节，但如果您是工具开发人员，则可能。例如，您可能希望分析模型，或在TensorFlow和其他格式之间来回转换。本指南试图解释如何使用包含模型数据的主文件的一些细节，以便更容易地开发这些工具。

协议缓冲区

TensorFlow的所有文件格式都基于 [协议缓冲区](https://developers.google.cn/protocol-buffers/?hl=en)，因此要开始熟悉它们的工作方式。摘要是您在文本文件中定义数据结构，protobuf工具生成C，Python和其他语言的类，可以友好的方式加载，保存和访问数据。我们经常将Protocol Buffers称为protobufs，我将在本指南中使用该约定。

GraphDef

TensorFlow中计算的基础是Graph对象。这保存了节点网络，每个节点代表一个操作，彼此连接作为输入和输出。创建Graph对象后，可以通过调用将其保存as\_graph\_def()，返回GraphDef对象。

GraphDef类是ProtoBuf库根据[tensorflow / core / framework / graph.proto中](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/graph.proto)的定义创建的对象。protobuf工具解析此文本文件，并生成用于加载，存储和操作图形定义的代码。如果您看到表示模型的独立TensorFlow文件，则可能包含GraphDefprotobuf代码保存的其中一个对象的序列化版本。

此生成的代码用于从磁盘保存和加载GraphDef文件。实际加载模型的代码如下所示：

graph\_def = graph\_pb2.GraphDef()

该行创建一个空GraphDef对象，该类是从graph.proto中的文本定义创建的。这是我们将使用文件中的数据填充的对象。

with open(FLAGS.graph, "rb") as f:

这里我们得到一个文件句柄，用于我们传递给脚本的路径

  if FLAGS.input\_binary:  
    graph\_def.ParseFromString(f.read())  
  else:  
    text\_format.Merge(f.read(), graph\_def)

文字还是二进制？

实际上有两种不同的格式可以保存ProtoBuf。TextFormat是一种人类可读的形式，这使得它很适合调试和编辑，但是当存在权重的数字数据时可以变大。你可以在[graph\_run\_run2.pbtxt中](https://github.com/tensorflow/tensorboard/blob/master/tensorboard/demo/data/graph_run_run2.pbtxt)看到一个小例子 。

二进制格式文件比它们的文本等价文件小很多，即使它们对我们来说不那么可读。在这个脚本中，我们要求用户提供一个标志，指示输入文件是二进制还是文本，因此我们知道要调用的正确函数。您可以在[inception\_v3存档中](https://storage.googleapis.com/download.tensorflow.org/models/inception_v3_2016_08_28_frozen.pb.tar.gz)找到大型二进制文件的示例 ，如inception\_v3\_2016\_08\_28\_frozen.pb。

API本身可能有点令人困惑 - 实际上是二进制调用 ParseFromString()，而您使用text\_format 模块中的实用程序函数来加载文本文件。

节点

将文件加载到graph\_def变量后，您现在可以访问其中的数据。对于大多数实际目的，重要部分是存储在节点成员中的节点列表。这是循环遍历这些的代码：

for node in graph\_def.node

每个节点都是一个NodeDef对象，在 [tensorflow / core / framework / node\_def.proto中定义](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/node_def.proto)。这些是TensorFlow图的基本构建块，每个图都定义了一个操作及其输入连接。以下是a的成员NodeDef，以及他们的意思。

name

每个节点都应该有一个唯一的标识符，该标识符不会被图中的任何其他节点使用。如果您在使用Python API构建图形时没有指定一个，那么将为您选择一个反映操作名称的图形，例如“MatMul”，与单调递增的数字连接，例如“5” 。在定义节点之间的连接时，以及在运行时为整个图形设置输入和输出时，将使用该名称。

op

这定义执行何种操作，例如"Add"，"MatMul"或 "Conv2D"。运行图形时，将在注册表中查找此操作名称以查找实现。注册表由对REGISTER\_OP()宏的调用填充 ，如 [tensorflow / core / ops / nn\_ops.cc中的调用](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/ops/nn_ops.cc)。

input

字符串列表，每个字符串都是另一个节点的名称，可选地后跟冒号和输出端口号。例如，具有两个输入的节点可能具有类似的列表["some\_node\_name", "another\_node\_name"]，它等同于["some\_node\_name:0", "another\_node\_name:0"]，并将节点的第一个输入定义为具有名称的节点的第一个输出 "some\_node\_name"，以及来自第一个输出的第二个输入。"another\_node\_name"

device

在大多数情况下，您可以忽略这一点，因为它定义了在分布式环境中运行节点的位置，或者您希望将操作强制到CPU或GPU上。

attr

这是一个包含节点所有属性的键/值存储。这些是节点的永久属性，在运行时不会更改的内容，例如卷积过滤器的大小或常量操作的值。因为可以有很多不同类型的属性值，从字符串，到整数，到张量值数组，还有一个单独的protobuf文件定义了包含它们的数据结构，在 [tensorflow / core / framework / attr\_value.proto中](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/attr_value.proto)。

每个属性都有一个唯一的名称字符串，并在定义操作时列出预期的属性。如果节点中不存在属性，但它在操作定义中列出了默认值，则在创建图形时将使用该默认值。

你可以通过调用访问所有这些成员node.name，node.op等在Python。存储在其中的节点列表GraphDef是模型体系结构的完整定义。

冷冻

关于这一点的一个令人困惑的部分是在训练期间权重通常不存储在文件格式内。相反，它们被保存在单独的检查点文件中，并且图中有Variable操作在初始化时加载最新值。在部署到生产环境时，使用单独的文件通常不是很方便，因此有一个 [freeze\_graph.py](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/python/tools/freeze_graph.py)脚本可以获取图形定义和一组检查点，并将它们一起冻结到一个文件中。

这样做是加载GraphDef，从最新的检查点文件中提取所有变量的值，然后将每个Variableop替换Const为具有存储在其属性中的权重的数值数据的值然后去除所有无关的节点用于前向推理，并将结果保存GraphDef到输出文件中。

重量格式

如果您正在处理代表神经网络的TensorFlow模型，最常见的问题之一是提取和解释权重值。存储它们的常用方法，例如在freeze\_graph脚本创建的图形中，作为Const包含权重的ops Tensors。它们在[tensorflow / core / framework / tensor.proto](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/framework/tensor.proto)中定义 ，包含有关数据大小和类型的信息，以及值本身。在Python中， 通过调用类似的东西，TensorProto从NodeDef表示Constop 的对象中获取对象some\_node\_def.attr['value'].tensor。

这将为您提供一个表示权重数据的对象。数据本身将存储在其中一个列表中，后缀为\_val，由对象类型指示，例如float\_val32位浮点数据类型。

在不同框架之间进行转换时，卷积权重值的排序通常很难处理。在TensorFlow中，操作的过滤器权重Conv2D存储在第二个输入上，并且预期按顺序排列[filter\_height, filter\_width, input\_depth, output\_depth]，其中filter\_count增加1意味着移动到内存中的相邻值。

希望这个纲要能让您更好地了解TensorFlow模型文件中的内容，并在您需要操作它们时帮助您。

绩效指南

本指南包含一组优化TensorFlow代码的最佳实践。该指南分为几个部分：

* [一般最佳实践](https://tensorflow.google.cn/performance/performance_guide#general_best_practices)涵盖了各种模型类型和硬件中常见的主题。
* [针对与GPU](https://tensorflow.google.cn/performance/performance_guide#optimizing_for_gpu)特别相关的[GPU](https://tensorflow.google.cn/performance/performance_guide#optimizing_for_gpu)详细信息提示进行[优化](https://tensorflow.google.cn/performance/performance_guide#optimizing_for_gpu)。
* [优化CPU](https://tensorflow.google.cn/performance/performance_guide#optimizing_for_cpu)详细信息CPU特定信息。

一般最佳实践

以下部分介绍了与各种硬件和型号相关的最佳实践。最佳实践部分分为以下几个部分：

* [输入管道优化](https://tensorflow.google.cn/performance/performance_guide#input_pipeline_optimization)
* [数据格式](https://tensorflow.google.cn/performance/performance_guide#data_formats)
* [常见的融合行动](https://tensorflow.google.cn/performance/performance_guide#common_fused_ops)
* [RNN性能](https://tensorflow.google.cn/performance/performance_guide#rnn_performance)
* [从源代码构建和安装](https://tensorflow.google.cn/performance/performance_guide#building_and_installing_from_source)

输入管道优化

典型模型从磁盘检索数据并在通过网络发送数据之前对其进行预处理。例如，处理JPEG图像的模型将遵循以下流程：从磁盘加载图像，将JPEG解码为张量，裁剪和填充，可能翻转和扭曲，然后批处理。该流程称为输入管道。随着GPU和其他硬件加速器变得更快，数据的预处理可能成为瓶颈。

确定输入管道是否是瓶颈可能很复杂。最简单的方法之一是在输入管道之后将模型简化为单个操作（普通模型）并每秒测量一些示例。如果完整模型和普通模型的每秒示例差异很小，那么输入管道可能是瓶颈。以下是一些识别问题的其他方法：

* 通过运行检查GPU是否未充分利用nvidia-smi -l 2。如果GPU利用率不接近80-100％，那么输入管道可能是瓶颈。
* 生成时间轴并查找大块空白区域（等待）。生成时间轴的示例作为[XLA JIT](https://tensorflow.google.cn/performance/xla/jit) 教程的一部分存在。
* 检查CPU使用情况。可以有一个优化的输入管道，并且没有CPU周期来处理管道。
* 估计所需的吞吐量并验证所使用的磁盘是否具有该吞吐量级别。某些云解决方案具有网络连接磁盘，启动速度低至50 MB /秒，比旋转磁盘（150 MB /秒），SATA SSD（500 MB /秒）和PCIe SSD（2,000+ MB /秒）慢。

在CPU上进行预处理

在CPU上放置输入管道操作可以显着提高性能。利用CPU作为输入管道可以让GPU专注于培训。要确保在CPU上进行预处理，请执行预处理操作，如下所示：

with tf.device('/cpu:0'):  
  # function to get and process images or data.  
  distorted\_inputs = load\_and\_distort\_images()

如果使用[tf.estimator.Estimator](https://tensorflow.google.cn/api_docs/python/tf/estimator/Estimator)输入功能自动放在CPU上。

使用tf.data API

该[tf.data API](https://tensorflow.google.cn/guide/datasets)正在取代queue\_runner作为构建输入管道的建议API。此 [ResNet示例](https://github.com/tensorflow/models/tree/master/tutorials/image/cifar10_estimator/cifar10_main.py) （[arXiv：1512.03385](https://arxiv.org/abs/1512.03385)）培训CIFAR-10说明了[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API的使用 [tf.estimator.Estimator](https://tensorflow.google.cn/api_docs/python/tf/estimator/Estimator)。

该[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API使用C ++多线程，并且比基于Python的开销要低得多，queue\_runner后者受到Python多线程性能的限制。[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)可以在[此处](https://tensorflow.google.cn/performance/datasets_performance)找到API的 详细性能指南。

虽然使用a feed\_dict提供数据提供了高度的灵活性，但通常feed\_dict不提供可扩展的解决方案。如果仅使用单个GPU，则[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API与feed\_dict性能之间的差异可以忽略不计。我们的建议是避免使用feed\_dict所有但非常简单的例子。特别是，避免使用feed\_dict大输入：

# feed\_dict often results in suboptimal performance when using large inputs.  
sess.run(train\_step, feed\_dict={x: batch\_xs, y\_: batch\_ys})

融合解码和裁剪

如果输入是需要裁剪的JPEG图像，请使用融合 [tf.image.decode\_and\_crop\_jpeg](https://tensorflow.google.cn/api_docs/python/tf/image/decode_and_crop_jpeg)来加速预处理。 [tf.image.decode\_and\_crop\_jpeg](https://tensorflow.google.cn/api_docs/python/tf/image/decode_and_crop_jpeg)仅解码裁剪窗口内的图像部分。如果裁剪窗口比完整图像小得多，这会显着加快处理速度。对于imagenet数据，这种方法可以将输入管道加速高达30％。

用法示例：

def \_image\_preprocess\_fn(image\_buffer):  
    # image\_buffer 1-D string Tensor representing the raw JPEG image buffer.  
  
    # Extract image shape from raw JPEG image buffer.  
    image\_shape = tf.image.extract\_jpeg\_shape(image\_buffer)  
  
    # Get a crop window with distorted bounding box.  
    sample\_distorted\_bounding\_box = tf.image.sample\_distorted\_bounding\_box(  
      image\_shape, ...)  
    bbox\_begin, bbox\_size, distort\_bbox = sample\_distorted\_bounding\_box  
  
    # Decode and crop image.  
    offset\_y, offset\_x, \_ = tf.unstack(bbox\_begin)  
    target\_height, target\_width, \_ = tf.unstack(bbox\_size)  
    crop\_window = tf.stack([offset\_y, offset\_x, target\_height, target\_width])  
    cropped\_image = tf.image.decode\_and\_crop\_jpeg(image, crop\_window)

[tf.image.decode\_and\_crop\_jpeg](https://tensorflow.google.cn/api_docs/python/tf/image/decode_and_crop_jpeg)适用于所有平台。由于在其他平台上使用libjpegvs libjpeg-turbo，因此Windows上没有加速。

使用大文件

读取大量小文件会显着影响I / O性能。获得最大I / O吞吐量的一种方法是将输入数据预处理为更大（~100MB）的TFRecord文件。对于较小的数据集（200MB-1GB），最好的方法通常是将整个数据集加载到内存中。文档 [下载和转换为TFRecord格式](https://github.com/tensorflow/models/tree/master/research/slim#downloading-and-converting-to-tfrecord-format) 包括用于创建的信息和脚本TFRecords，此 [脚本](https://github.com/tensorflow/models/tree/master/tutorials/image/cifar10_estimator/generate_cifar10_tfrecords.py) 将CIFAR-10数据集转换为TFRecords。

数据格式

数据格式是指传递给给定Op的Tensor的结构。下面的讨论具体是关于代表图像的4D张量。在TensorFlow中，4D张量的部分通常用以下字母表示：

* N表示批次中的图像数量。
* H指垂直（高度）维度中的像素数。
* W指水平（宽度）维度中的像素数。
* C指的是渠道。例如，1表示黑白或灰度，3表示RGB。

在TensorFlow中，有两种命名约定，代表两种最常见的数据格式：

* NCHW 要么 channels\_first
* NHWC 要么 channels\_last

NHWC是TensorFlow的默认值，NCHW是使用[cuDNN](https://developer.nvidia.com/cudnn)在NVIDIA GPU上进行培训时使用的最佳格式。

最佳实践是构建适用于两种数据格式的模型。这简化了GPU上的培训，然后在CPU上运行推理。如果使用[英特尔MKL](https://tensorflow.google.cn/performance/performance_guide#tensorflow_with_intel_mkl_dnn)优化编译TensorFlow ，则将优化和支持许多操作，尤其是与基于CNN的模型相关的操作NCHW。如果不使用MKL，则在使用时不支持CPU上的某些操作NCHW。

这两种格式的简要历史是TensorFlow开始使用， NHWC因为它在CPU上的速度要快一些。从长远来看，我们正在研究自动重写图形的工具，使格式之间的切换变得透明，并利用微优化，其中GPU Op可能NHWC比通常最高效的使用更快NCHW。

常见的融合行动

Fused Ops将多个操作组合到一个内核中以提高性能。TensorFlow中有许多融合的Ops，[XLA](https://tensorflow.google.cn/performance/xla/index)会在可能的情况下创建融合的Ops以自动提高性能。下面收集的是精选的融合操作，可以大大提高性能，可能会被忽视。

融合批量规范

融合批量规范将批量规范化所需的多个操作组合到单个内核中。批量规范是一个昂贵的过程，对于某些模型，占用了大部分操作时间。使用融合批量标准可以导致12％-30％的加速。

有两种常用的批量规范，都支持融合。核心 [tf.layers.batch\_normalization](https://tensorflow.google.cn/api_docs/python/tf/layers/batch_normalization)在TensorFlow 1.3中加入了融合。

bn = tf.layers.batch\_normalization(  
    input\_layer, fused=True, data\_format='NCHW')

[tf.contrib.layers.batch\_norm](https://tensorflow.google.cn/api_docs/python/tf/contrib/layers/batch_norm)在TensorFlow 1.0之前，contrib 方法已经融合为一个选项。

bn = tf.contrib.layers.batch\_norm(input\_layer, fused=True, data\_format='NCHW')

RNN性能

有许多方法可以在TensorFlow中指定RNN计算，并且它们在模型灵活性和性能方面具有折衷。本 [tf.nn.rnn\_cell.BasicLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/nn/rnn_cell/BasicLSTMCell)应被视为一个参考实现，并仅作为最后的手段，当没有其他选择将工作。

当使用其中一个单元而不是完全融合的RNN层时，您可以选择是否使用[tf.nn.static\_rnn](https://tensorflow.google.cn/api_docs/python/tf/nn/static_rnn)或[tf.nn.dynamic\_rnn](https://tensorflow.google.cn/api_docs/python/tf/nn/dynamic_rnn)。在运行时通常不应存在性能差异，但是大量的展开量会增加图形的大小[tf.nn.static\_rnn](https://tensorflow.google.cn/api_docs/python/tf/nn/static_rnn)并导致长编译时间。另一个优点[tf.nn.dynamic\_rnn](https://tensorflow.google.cn/api_docs/python/tf/nn/dynamic_rnn)是它可以选择将内存从GPU交换到CPU，以便能够训练很长的序列。根据型号和硬件配置，这可能会带来性能损失。也可以并行运行多个迭代 [tf.nn.dynamic\_rnn](https://tensorflow.google.cn/api_docs/python/tf/nn/dynamic_rnn)和底层[tf.while\_loop](https://tensorflow.google.cn/api_docs/python/tf/while_loop)构造，尽管这对于RNN模型很少有用，因为它们本身是顺序的。

在NVIDIA GPU上，[tf.contrib.cudnn\_rnn](https://tensorflow.google.cn/api_docs/python/tf/contrib/cudnn_rnn)除非您需要不支持的图层规范化，否则应始终首选使用。它通常至少快一个数量级[tf.contrib.rnn.BasicLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/nn/rnn_cell/BasicLSTMCell)，[tf.contrib.rnn.LSTMBlockCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/LSTMBlockCell)并且使用的内存比内存少3-4倍[tf.contrib.rnn.BasicLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/nn/rnn_cell/BasicLSTMCell)。

如果您需要一次运行RNN的一个步骤（如使用循环策略进行强化学习的情况），那么您应该[tf.contrib.rnn.LSTMBlockCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/LSTMBlockCell)在[tf.while\_loop](https://tensorflow.google.cn/api_docs/python/tf/while_loop)构造中使用 自己的环境交互循环。可以一次运行RNN的一步并返回Python，但速度会慢一些。

在CPU，移动设备以及[tf.contrib.cudnn\_rnn](https://tensorflow.google.cn/api_docs/python/tf/contrib/cudnn_rnn)GPU上不可用的情况下，最快且最节省内存的选项是 [tf.contrib.rnn.LSTMBlockFusedCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/LSTMBlockFusedCell)。

对于所有不常见的细胞类型，如[tf.contrib.rnn.NASCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/NASCell)，[tf.contrib.rnn.PhasedLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/PhasedLSTMCell)，[tf.contrib.rnn.UGRNNCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/UGRNNCell)，[tf.contrib.rnn.GLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/GLSTMCell)，[tf.contrib.rnn.Conv1DLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/Conv1DLSTMCell)，[tf.contrib.rnn.Conv2DLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/Conv2DLSTMCell)，[tf.contrib.rnn.LayerNormBasicLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/contrib/rnn/LayerNormBasicLSTMCell)，等，应该意识到，他们在像图中被实现 [tf.contrib.rnn.BasicLSTMCell](https://tensorflow.google.cn/api_docs/python/tf/nn/rnn_cell/BasicLSTMCell)，因此会从相同的表现不佳以及高内存使用情况受到影响。在使用这些细胞之前，应该考虑这些权衡是否值得。例如，虽然层规范化可以加速收敛，但是因为cuDNN快20倍，所以通常在没有它的情况下获得最快的收敛时钟时间。

从源代码构建和安装

默认的TensorFlow二进制文件针对最广泛的硬件，使每个人都可以访问TensorFlow。如果使用CPU进行训练或推理，建议使用可用于所用CPU的所有优化来编译TensorFlow。下面在[比较编译器优化](https://tensorflow.google.cn/performance/performance_guide#comparing_compiler_optimizations)中记录了CPU训练和推理的加速比。

要安装最优化的TensorFlow [版本，请](https://tensorflow.google.cn/install/source)从源代码[构建和安装](https://tensorflow.google.cn/install/source)。如果需要在具有与目标不同的硬件的平台上构建TensorFlow，则使用针对目标平台的最高优化进行交叉编译。以下命令是bazel用于编译特定平台的示例：

# This command optimizes for Intel’s Broadwell processor  
bazel build -c opt --copt=-march="broadwell" --config=cuda //tensorflow/tools/pip\_package:build\_pip\_package

环境，构建和安装提示

* ./configure询问在构建中包含哪些计算能力。这不会影响整体性能，但会影响初始启动。运行TensorFlow一次后，编译的内核将被CUDA缓存。如果使用docker容器，则不会缓存数据，并且每次TensorFlow启动时都会支付罚金。最佳实践是包括 将使用的GPU 的[计算能力](http://developer.nvidia.com/cuda-gpus)，例如P100：6.0，Titan X（Pascal）：6.1，Titan X（Maxwell）：5.2和K80：3.7。
* 使用支持目标CPU的所有优化的gcc版本。推荐的最低gcc版本是4.8.3。在OS X上，升级到最新的Xcode版本并使用Xcode附带的clang版本。
* 安装TensorFlow支持的最新稳定CUDA平台和cuDNN库。

优化GPU

本节包含[一般性最佳实践](https://tensorflow.google.cn/performance/performance_guide#general_best_practices)中未涉及的特定于GPU的提示 。在多GPU上获得最佳性能是一项挑战。一种常见的方法是使用数据并行性。通过使用数据并行性进行扩展涉及制作模型的多个副本（称为“塔”），然后在每个GPU上放置一个塔。每个塔在不同的小批量数据上运行，然后更新需要在每个塔之间共享的变量（也称为参数）。每个塔如何获取更新的变量以及如何应用渐变会对模型的性能，缩放和收敛产生影响。本节的其余部分概述了可变放置和多个GPU上模型的高耸。 [高性能模型](https://tensorflow.google.cn/performance/performance_models)可以获得有关可用于在塔之间共享和更新变量的更复杂方法的更多详细信息。

处理变量更新的最佳方法取决于模型，硬件，甚至硬件的配置方式。例如，两个系统可以使用NVIDIA Tesla P100s构建，但其中一个可能使用PCIe和另一个[NVLink](http://www.nvidia.com/object/nvlink.html)。在那种情况下，每个系统的最佳解决方案可能不同。对于真实世界的示例，请阅读[基准](https://tensorflow.google.cn/performance/benchmarks)页面，其中详细说明了适用于各种平台的最佳设置。以下是从各种平台和配置基准测试中学到的内容摘要：

* **Tesla K80**：如果GPU位于同一PCI Express根复合体上并且能够使用[NVIDIA GPUDirect](https://developer.nvidia.com/gpudirect)Peer to Peer，那么将变量平均放置在用于训练的GPU上是最好的方法。如果GPU无法使用GPUDirect，则将变量放在CPU上是最佳选择。
* **Titan X（Maxwell和Pascal），M40，P100等**：对于像ResNet和InceptionV3这样的模型，在CPU上放置变量是最佳设置，但对于具有大量变量的模型，如AlexNet和VGG，使用GPU NCCL更好。

管理变量放置位置的常用方法是创建一种方法来确定每个Op的放置位置，并在调用时使用该方法代替特定的设备名称with tf.device():。考虑一种情况，即在2个GPU上训练模型，并将变量放在CPU上。将有一个循环用于在2个GPU中的每个GPU上创建和放置“塔”。自定义设备放置方法将被创建，对于类型的行动手表Variable，VariableV2以及VarHandleOp和表明它们将被放置在CPU上。所有其他Ops将被放置在目标GPU上。图表的构建将如下进行：

* 在第一个循环中，将创建模型的“塔” gpu:0。在放置Ops期间，自定义设备放置方法将指示要放置变量cpu:0和所有其他Ops gpu:0。
* 在第二个循环中，reuse设置为True指示要重用变量，然后创建“塔” gpu:1。在放置与“塔”相关联的Ops期间，cpu:0重复使用放置的变量，并创建并放置所有其他Opsgpu:1。

最终结果是所有变量都放在CPU上，每个GPU都具有与模型相关的所有计算Ops的副本。

下面的代码片段说明了两种不同的变量放置方法：一种是在CPU上放置变量; 另一种是在GPU中平均放置变量。

class GpuParamServerDeviceSetter(object):  
  """Used with tf.device() to place variables on the least loaded GPU.  
  
    A common use for this class is to pass a list of GPU devices, e.g. ['gpu:0',  
    'gpu:1','gpu:2'], as ps\_devices.  When each variable is placed, it will be  
    placed on the least loaded gpu. All other Ops, which will be the computation  
    Ops, will be placed on the worker\_device.  
  """  
  
  def \_\_init\_\_(self, worker\_device, ps\_devices):  
    """Initializer for GpuParamServerDeviceSetter.  
    Args:  
      worker\_device: the device to use for computation Ops.  
      ps\_devices: a list of devices to use for Variable Ops. Each variable is  
      assigned to the least loaded device.  
    """  
    self.ps\_devices = ps\_devices  
    self.worker\_device = worker\_device  
    self.ps\_sizes = [0] \* len(self.ps\_devices)  
  
  def \_\_call\_\_(self, op):  
    if op.device:  
      return op.device  
    if op.type not in ['Variable', 'VariableV2', 'VarHandleOp']:  
      return self.worker\_device  
  
    # Gets the least loaded ps\_device  
    device\_index, \_ = min(enumerate(self.ps\_sizes), key=operator.itemgetter(1))  
    device\_name = self.ps\_devices[device\_index]  
    var\_size = op.outputs[0].get\_shape().num\_elements()  
    self.ps\_sizes[device\_index] += var\_size  
  
    return device\_name  
  
def \_create\_device\_setter(is\_cpu\_ps, worker, num\_gpus):  
  """Create device setter object."""  
  if is\_cpu\_ps:  
    # tf.train.replica\_device\_setter supports placing variables on the CPU, all  
    # on one GPU, or on ps\_servers defined in a cluster\_spec.  
    return tf.train.replica\_device\_setter(  
        worker\_device=worker, ps\_device='/cpu:0', ps\_tasks=1)  
  else:  
    gpus = ['/gpu:%d' % i for i in range(num\_gpus)]  
    return ParamServerDeviceSetter(worker, gpus)  
  
# The method below is a modified snippet from the full example.  
def \_resnet\_model\_fn():  
    # When set to False, variables are placed on the least loaded GPU. If set  
    # to True, the variables will be placed on the CPU.  
    is\_cpu\_ps = False  
  
    # Loops over the number of GPUs and creates a copy ("tower") of the model on  
    # each GPU.  
    for i in range(num\_gpus):  
      worker = '/gpu:%d' % i  
      # Creates a device setter used to determine where Ops are to be placed.  
      device\_setter = \_create\_device\_setter(is\_cpu\_ps, worker, FLAGS.num\_gpus)  
      # Creates variables on the first loop.  On subsequent loops reuse is set  
      # to True, which results in the "towers" sharing variables.  
      with tf.variable\_scope('resnet', reuse=bool(i != 0)):  
        with tf.name\_scope('tower\_%d' % i) as name\_scope:  
          # tf.device calls the device\_setter for each Op that is created.  
          # device\_setter returns the device the Op is to be placed on.  
          with tf.device(device\_setter):  
            # Creates the "tower".  
            \_tower\_fn(is\_training, weight\_decay, tower\_features[i],  
                      tower\_labels[i], tower\_losses, tower\_gradvars,  
                      tower\_preds, False)

在不久的将来，上述代码仅用于说明目的，因为将有易于使用的高级方法来支持广泛的流行方法。 随着API的扩展和演进，此 [示例](https://github.com/tensorflow/models/tree/master/tutorials/image/cifar10_estimator)将继续更新，以解决多GPU方案。

优化CPU

包含英特尔®至强融核™在内的CPU在使用目标CPU支持的所有指令[从源构建](https://tensorflow.google.cn/install/source) TensorFlow时可实现最佳性能。

除了使用最新的指令集，英特尔还增加了对TensorFlow的深度神经网络英特尔®数学核心库（英特尔®MKL-DNN）的支持。虽然名称不完全准确，但这些优化通常简称为“MKL”或“TensorFlow with MKL”。[带有英特尔®MKL-DNN的TensorFlow](https://tensorflow.google.cn/performance/performance_guide#tensorflow_with_intel_mkl_dnn)包含有关MKL优化的详细信息。

下面列出的两种配置用于通过调整线程池来优化CPU性能。

* intra\_op\_parallelism\_threads：可以使用多个线程并行化其执行的节点将计划各个部分进入此池。
* inter\_op\_parallelism\_threads：所有就绪节点都在此池中进行调度。

这些配置通过设置[tf.ConfigProto](https://tensorflow.google.cn/api_docs/python/tf/ConfigProto)并传递给[tf.Session](https://tensorflow.google.cn/api_docs/python/tf/Session) 在config属性作为显示在下面的代码段。对于这两个配置选项，如果未设置或设置为0，则默认为逻辑CPU核心数。测试表明，默认设置对于从具有4个核心的一个CPU到具有70个以上组合逻辑核心的多个CPU的系统是有效的。常见的替代优化是将两个池中的线程数设置为等于物理核心数而不是逻辑核心数。

  config = tf.ConfigProto()  
  config.intra\_op\_parallelism\_threads = 44  
  config.inter\_op\_parallelism\_threads = 44  
  tf.Session(config=config)

“ [比较编译器优化”](https://tensorflow.google.cn/performance/performance_guide#comparing_compiler_optimizations) 部分包含使用不同编译器优化的测试结果。

采用英特尔®MKLDNN的TensorFlow

英特尔®通过使用用于深度神经网络的英特尔®数学核心库（英特尔®MKL-DNN）优化基元，为英特尔®至强®和英特尔®至强融核™的TensorFlow添加了优化。优化还为消费者系列的处理器提供了加速，例如i5和i7 Intel处理器。英特尔发布的 [有关现代英特尔®架构的TensorFlow \*优化文章](https://software.intel.com/en-us/articles/tensorflow-optimizations-on-modern-intel-architecture) 包含有关实施的其他详细信息。

**注意：**MKL是从TensorFlow 1.2开始添加的，目前仅适用于Linux。它也在使用时也不起作用**--config=cuda**。

除了为训练基于CNN的模型提供显着的性能改进之外，使用MKL进行编译还可以创建针对AVX和AVX2优化的二进制文件。结果是单个二进制文件经过优化并与大多数现代（2011年后）处理器兼容。

TensorFlow可以使用以下命令使用MKL优化进行编译，这些命令取决于所使用的TensorFlow源的版本。

对于1.3.0之后的TensorFlow源版本：

./configure  
# Pick the desired options  
bazel build --config=mkl --config=opt //tensorflow/tools/pip\_package:build\_pip\_package

对于TensorFlow版本1.2.0到1.3.0：

./configure  
Do you wish to build TensorFlow with MKL support? [y/N] Y  
Do you wish to download MKL LIB from the web? [Y/n] Y  
# Select the defaults for the rest of the options.  
  
bazel build --config=mkl --copt="-DEIGEN\_USE\_VML" -c opt //tensorflow/tools/pip\_package:build\_pip\_package

调整MKL以获得最佳性能

本节详细介绍了可用于调整MKL以获得最佳性能的不同配置和环境变量。在调整各种环境变量之前，请确保模型使用NCHW（channels\_first） [数据格式](https://tensorflow.google.cn/performance/performance_guide#data_formats)。MKL经过优化NCHW，英特尔正在努力在使用时获得接近性能的平衡NHWC。

MKL使用以下环境变量来调整性能：

* KMP\_BLOCKTIME - 设置线程在完成并行区域的执行之后，在休眠之前应该等待的时间（以毫秒为单位）。
* KMP\_AFFINITY - 使运行时库能够将线程绑定到物理处理单元。
* KMP\_SETTINGS - 在程序执行期间启用（true）或禁用（false）打印OpenMP \*运行时库环境变量。
* OMP\_NUM\_THREADS - 指定要使用的线程数。

有关KMP变量的更多详细信息，请访问 [英特尔](https://software.intel.com/en-us/node/522775)网站和[gnu.org](https://gcc.gnu.org/onlinedocs/libgomp/Environment-Variables.html)上的OMP变量

虽然调整环境变量可以获得大量收益，这将在​​下面讨论，但简化的建议是将inter\_op\_parallelism\_threads物理CPU的数量设置为 等于并设置以下环境变量：

* KMP\_BLOCKTIME = 0
* KMP\_AFFINITY =粒度=细，冗长，紧凑，1,0

使用命令行参数设置MKL变量的示例：

KMP\_BLOCKTIME=0 KMP\_AFFINITY=granularity=fine,verbose,compact,1,0 \  
KMP\_SETTINGS=1 python your\_python\_script.py

使用python设置MKL变量的示例os.environ：

os.environ["KMP\_BLOCKTIME"] = str(FLAGS.kmp\_blocktime)  
os.environ["KMP\_SETTINGS"] = str(FLAGS.kmp\_settings)  
os.environ["KMP\_AFFINITY"]= FLAGS.kmp\_affinity  
if FLAGS.num\_intra\_threads > 0:  
  os.environ["OMP\_NUM\_THREADS"]= str(FLAGS.num\_intra\_threads)

有些模型和硬件平台可以从不同的设置中受益。下面讨论影响性能的每个变量。

* **KMP\_BLOCKTIME**：MKL默认值为200ms，这在我们的测试中并不是最佳的。对于经过测试的CNN模型，0（0ms）是一个很好的默认值。AlexNex的最佳性能是在30ms时实现的，而GoogleNet和VGG11的最佳性能均为1ms。
* **KMP\_AFFINITY**：推荐设置为 granularity=fine,verbose,compact,1,0。
* **OMP\_NUM\_THREADS**：默认为物理核心数。某些型号使用英特尔®至强融合™（骑士登陆）时，调整此参数以匹配核心数量会产生影响。请参阅 [现代英特尔®架构上的TensorFlow \*优化，](https://software.intel.com/en-us/articles/tensorflow-optimizations-on-modern-intel-architecture) 以获得最佳设置。
* **intra\_op\_parallelism\_threads**：建议将此值设置为等于物理内核的数量。将值设置为0（默认值）会导致将值设置为逻辑核心数 - 这是尝试某些体系结构的备用选项。这个值OMP\_NUM\_THREADS 应该相等。
* **inter\_op\_parallelism\_threads**：建议将此值设置为等于套接字数。将值设置为0（默认值）会导致将值设置为逻辑核心数。

比较编译器优化

下面收集的是通过各种编译器优化在不同平台上运行培训和推断不同类型CPU的性能结果。使用的模型是ResNet-50（[arXiv：1512.03385](https://arxiv.org/abs/1512.03385)）和InceptionV3（[arXiv：1512.00567](https://arxiv.org/abs/1512.00567)）。

对于每个测试，当使用MKL优化时，环境变量KMP\_BLOCKTIME设置为0（0ms）并且KMP\_AFFINITY设置为 granularity=fine,verbose,compact,1,0。

推论InceptionV3

**环境**

* 实例类型：AWS EC2 m4.xlarge
* CPU：Intel（R）Xeon（R）CPU E5-2686 v4 @ 2.30GHz（Broadwell）
* 数据集：ImageNet
* TensorFlow版本：1.2.0 RC2
* 测试脚本：[tf\_cnn\_benchmarks.py](https://github.com/tensorflow/benchmarks/blob/mkl_experiment/scripts/tf_cnn_benchmarks/tf_cnn_benchmarks.py)

**批量大小：1**

为MKL测试执行的命令：

python tf\_cnn\_benchmarks.py --forward\_only=True --device=cpu --mkl=True \  
--kmp\_blocktime=0 --nodistortions --model=inception3 --data\_format=NCHW \  
--batch\_size=1 --num\_inter\_threads=1 --num\_intra\_threads=4 \  
--data\_dir=<path to ImageNet TFRecords>

| 优化 | 数据格式 | 图像/秒（步时） | 内线程 | Inter Threads |
| --- | --- | --- | --- | --- |
| AVX2 | NHWC | 7.0（142ms） | 4 | 0 |
| MKL | NCHW | 6.6（152ms） | 4 | 1 |
| AVX | NHWC | 5.0（202ms） | 4 | 0 |
| SSE3 | NHWC | 2.8（361ms） | 4 | 0 |

**批量大小：32**

为MKL测试执行的命令：

python tf\_cnn\_benchmarks.py --forward\_only=True --device=cpu --mkl=True \  
--kmp\_blocktime=0 --nodistortions --model=inception3 --data\_format=NCHW \  
--batch\_size=32 --num\_inter\_threads=1 --num\_intra\_threads=4 \  
--data\_dir=<path to ImageNet TFRecords>

| 优化 | 数据格式 | 图像/秒（步时） | 内线程 | Inter Threads |
| --- | --- | --- | --- | --- |
| MKL | NCHW | 10.3（3,104ms） | 4 | 1 |
| AVX2 | NHWC | 7.5（4,255ms） | 4 | 0 |
| AVX | NHWC | 5.1（6,275ms） | 4 | 0 |
| SSE3 | NHWC | 2.8（11,428ms） | 4 | 0 |

推论ResNet-50

**环境**

* 实例类型：AWS EC2 m4.xlarge
* CPU：Intel（R）Xeon（R）CPU E5-2686 v4 @ 2.30GHz（Broadwell）
* 数据集：ImageNet
* TensorFlow版本：1.2.0 RC2
* 测试脚本：[tf\_cnn\_benchmarks.py](https://github.com/tensorflow/benchmarks/blob/mkl_experiment/scripts/tf_cnn_benchmarks/tf_cnn_benchmarks.py)

**批量大小：1**

为MKL测试执行的命令：

python tf\_cnn\_benchmarks.py --forward\_only=True --device=cpu --mkl=True \  
--kmp\_blocktime=0 --nodistortions --model=resnet50 --data\_format=NCHW \  
--batch\_size=1 --num\_inter\_threads=1 --num\_intra\_threads=4 \  
--data\_dir=<path to ImageNet TFRecords>

| 优化 | 数据格式 | 图像/秒（步时） | 内线程 | Inter Threads |
| --- | --- | --- | --- | --- |
| AVX2 | NHWC | 8.8（113ms） | 4 | 0 |
| MKL | NCHW | 8.5（120ms） | 4 | 1 |
| AVX | NHWC | 6.4（157ms） | 4 | 0 |
| SSE3 | NHWC | 3.7（270ms） | 4 | 0 |

**批量大小：32**

为MKL测试执行的命令：

python tf\_cnn\_benchmarks.py --forward\_only=True --device=cpu --mkl=True \  
--kmp\_blocktime=0 --nodistortions --model=resnet50 --data\_format=NCHW \  
--batch\_size=32 --num\_inter\_threads=1 --num\_intra\_threads=4 \  
--data\_dir=<path to ImageNet TFRecords>

| 优化 | 数据格式 | 图像/秒（步时） | 内线程 | Inter Threads |
| --- | --- | --- | --- | --- |
| MKL | NCHW | 12.4（2,590ms） | 4 | 1 |
| AVX2 | NHWC | 10.4（3,079ms） | 4 | 0 |
| AVX | NHWC | 7.3（4,4416ms） | 4 | 0 |
| SSE3 | NHWC | 4.0（8,054ms） | 4 | 0 |

培训InceptionV3

**环境**

* 实例类型：专用AWS EC2 r4.16xlarge（Broadwell）
* CPU：Intel Xeon E5-2686 v4（Broadwell）处理器
* 数据集：ImageNet
* TensorFlow版本：1.2.0 RC2
* 测试脚本：[tf\_cnn\_benchmarks.py](https://github.com/tensorflow/benchmarks/blob/mkl_experiment/scripts/tf_cnn_benchmarks/tf_cnn_benchmarks.py)

为MKL测试执行的命令：

python tf\_cnn\_benchmarks.py --device=cpu --mkl=True --kmp\_blocktime=0 \  
--nodistortions --model=resnet50 --data\_format=NCHW --batch\_size=32 \  
--num\_inter\_threads=2 --num\_intra\_threads=36 \  
--data\_dir=<path to ImageNet TFRecords>

| 优化 | 数据格式 | 张/秒 | 内线程 | Inter Threads |
| --- | --- | --- | --- | --- |
| MKL | NCHW | 20.8 | 36 | 2 |
| AVX2 | NHWC | 6.2 | 36 | 0 |
| AVX | NHWC | 5.7 | 36 | 0 |
| SSE3 | NHWC | 4.3 | 36 | 0 |

ResNet和[AlexNet](http://papers.nips.cc/paper/4824-imagenet-classification-with-deep-convolutional-neural-networks.pdf) 也以这种配置运行，但是以临时方式运行。没有足够的运行来发布连贯的结果表。不完整的结果强烈表明最终结果与上表类似，MKL比AVX2提供了显着的3倍+增益。

输入管道性能指南

GPU和TPU可以从根本上减少执行单个训练步骤所需的时间。实现最高性能需要高效的输入管道，在当前步骤完成之前为下一步提供数据。该 [tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API有助于建立灵活，高效的输入管道。本文档介绍了[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API在各种模型和加速器上构建高性能TensorFlow输入管道的功能和最佳实践。

本指南执行以下操作：

* 说明TensorFlow输入管道本质上是一个 [ETL](https://en.wikipedia.org/wiki/Extract,_transform,_load)过程。
* 描述[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data) API 上下文中的常见性能优化。
* 讨论应用转换的顺序的性能影响。
* 总结了设计高性能TensorFlow输入管道的最佳实践。

输入管道结构

典型的TensorFlow培训输入管道可以构建为ETL过程：

1. **提取**：从持久存储中读取数据 - 本地（例如HDD或SSD）或远程存储（例如[GCS](https://cloud.google.com/storage/)或[HDFS](https://en.wikipedia.org/wiki/Apache_Hadoop#Hadoop_distributed_file_system)）。
2. **转换**：使用CPU内核对数据进行解析和执行预处理操作，例如图像解压缩，数据扩充转换（例如随机裁剪，翻转和颜色失真），混洗和批处理。
3. **加载**：将转换后的数据加载到执行机器学习模型的加速器设备（例如，GPU或TPU）上。

这种模式有效地利用了CPU，同时保留了加速器，用于训练模型。此外，将输入管道视为ETL过程提供了便于性能优化应用的结构。

使用[tf.estimator.Estimator](https://tensorflow.google.cn/api_docs/python/tf/estimator/Estimator)API时，前两个阶段（Extract和Transform）将在input\_fn传递给的时候 捕获[tf.estimator.Estimator.train](https://tensorflow.google.cn/api_docs/python/tf/estimator/Estimator#train)。在代码中，这可能看起来像以下（幼稚，顺序）实现：

def parse\_fn(example):  
  "Parse TFExample records and perform simple data augmentation."  
  example\_fmt = {  
    "image": tf.FixedLengthFeature((), tf.string, ""),  
    "label": tf.FixedLengthFeature((), tf.int64, -1)  
  }  
  parsed = tf.parse\_single\_example(example, example\_fmt)  
  image = tf.image.decode\_image(parsed["image"])  
  image = \_augment\_helper(image)  # augments image using slice, reshape, resize\_bilinear  
  return image, parsed["label"]  
  
def input\_fn():  
  files = tf.data.Dataset.list\_files("/path/to/dataset/train-\*.tfrecord")  
  dataset = files.interleave(tf.data.TFRecordDataset)  
  dataset = dataset.shuffle(buffer\_size=FLAGS.shuffle\_buffer\_size)  
  dataset = dataset.map(map\_func=parse\_fn)  
  dataset = dataset.batch(batch\_size=FLAGS.batch\_size)  
  return dataset

下一部分将基于此输入管道构建，添加性能优化。

优化性能

随着新的计算设备（例如GPU和TPU）使得以越来越快的速度训练神经网络成为可能，CPU处理很容易成为瓶颈。所述[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API为用户提供了构建块来设计有效地利用CPU，优化ETL过程的每个步骤输入管线。

流水线

要执行训练步骤，您必须首先提取并转换训练数据，然后将其提供给在加速器上运行的模型。但是，在一个简单的同步实现中，当CPU正在准备数据时，加速器处于空闲状态。相反，当加速器正在训练模型时，CPU处于空闲状态。因此，训练步骤时间是CPU预处理时间和加速器训练时间的总和。

**流水线操作**与训练步骤的预处理和模型执行重叠。当加速器正在执行训练步骤时N，CPU正在准备步骤的数据N+1。这样做可以将步骤时间缩短到训练的最大值（而不是总和）以及提取和转换数据所需的时间。

如果没有流水线操作，CPU和GPU / TPU大部分时间处于空闲状态：

使用流水线技术，空闲时间显着减少：

所述[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API提供通过一个软件流水线机构 [tf.data.Dataset.prefetch](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset#prefetch)变换，其可被用于去耦数据从它被消耗时产生的时间。特别是，转换使用后台线程和内部缓冲区，以便在请求输入数据集之前从输入数据集中预取元素。因此，要实现上述流水线效果，您可以将prefetch(1)最终转换添加到数据集管道（或者prefetch(n)如果单个训练步骤消耗n个元素）。

要将此更改应用于我们的运行示例，请更改：

dataset = dataset.batch(batch\_size=FLAGS.batch\_size)  
return dataset

至：

dataset = dataset.batch(batch\_size=FLAGS.batch\_size)  
dataset = dataset.prefetch(buffer\_size=FLAGS.prefetch\_buffer\_size)  
return dataset

请注意，只要有机会将“生产者”的工作与“消费者”的工作重叠，预取转换就会产生效益。前面的建议只是最常见的应用程序。

并行化数据转换

准备批处理时，可能需要预处理输入元素。为此，[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API提供[tf.data.Dataset.map](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset#map)转换，该转换将用户定义的函数（例如，parse\_fn从运行的示例）应用于输入数据集的每个元素。由于输入元素彼此独立，因此可以跨多个CPU内核并行化预处理。为了实现这一点，map转换提供了num\_parallel\_calls指定并行度的 参数。例如，下图说明设置的效果num\_parallel\_calls=2 的map变换：

为num\_parallel\_calls参数选择最佳值取决于您的硬件，训练数据的特征（例如其大小和形状），地图功能的成本以及CPU同时发生的其他处理; 一个简单的启发式方法是使用可用的CPU核心数。例如，如果执行上述示例的机器有4个内核，则设置效率会更高num\_parallel\_calls=4。另一方面，设置num\_parallel\_calls为远大于可用CPU数量的值可能导致调度效率低下，从而导致速度减慢。

要将此更改应用于我们的运行示例，请更改：

dataset = dataset.map(map\_func=parse\_fn)

至：

dataset = dataset.map(map\_func=parse\_fn, num\_parallel\_calls=FLAGS.num\_parallel\_calls)

此外，如果您的批量大小为数百或数千，您的管道可能还可以通过并行化批量创建而获益。为此，[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API提供了[tf.contrib.data.map\_and\_batch](https://tensorflow.google.cn/api_docs/python/tf/contrib/data/map_and_batch) 转换，有效地“融合”了地图和批量转换。

要将此更改应用于我们的运行示例，请更改：

dataset = dataset.map(map\_func=parse\_fn, num\_parallel\_calls=FLAGS.num\_parallel\_calls)  
dataset = dataset.batch(batch\_size=FLAGS.batch\_size)

至：

dataset = dataset.apply(tf.contrib.data.map\_and\_batch(  
    map\_func=parse\_fn, batch\_size=FLAGS.batch\_size))

并行化数据提取

在实际环境中，输入数据可能被远程存储（例如，GCS或HDFS），因为输入数据不适合本地，或者因为训练是分布式的，因此复制输入数据是没有意义的。每台机器。在本地读取数据时运行良好的数据集管道在远程读取数据时可能会成为I / O的瓶颈，因为本地存储和远程存储之间存在以下差异：

* **从第一个字节开始：**从远程存储器读取文件的第一个字节可能比从本地存储器中读取的时间长几个数量级。
* **读取吞吐量：**虽然远程存储通常提供较大的聚合带宽，但读取单个文件可能只能利用此带宽的一小部分。

此外，一旦将原始字节读入存储器，也可能需要对数据进行反序列化或解密（例如，[protobuf](https://developers.google.cn/protocol-buffers/)），这会增加额外的开销。无论数据是本地存储还是远程存储，都存在这种开销，但如果数据未被有效预取，则在远程情况下可能更糟。

为了减轻各种数据提取开销的影响，[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data) API提供了[tf.contrib.data.parallel\_interleave](https://tensorflow.google.cn/api_docs/python/tf/contrib/data/parallel_interleave)转换。使用此转换可以并行化其他数据集（例如数据文件读取器）的内容的执行和交错。可以通过cycle\_length参数指定要重叠的数据集的数量。

下图说明了cycle\_length=2为parallel\_interleave转换提供的效果：

要将此更改应用于我们的运行示例，请更改：

dataset = files.interleave(tf.data.TFRecordDataset)

至：

dataset = files.apply(tf.contrib.data.parallel\_interleave(  
    tf.data.TFRecordDataset, cycle\_length=FLAGS.num\_parallel\_readers))

由于负载或网络事件，远程存储系统的吞吐量可能会随时间而变化。为了解释这种差异，parallel\_interleave 转换可以选择使用预取。（详见[tf.contrib.data.parallel\_interleave](https://tensorflow.google.cn/api_docs/python/tf/contrib/data/parallel_interleave)）。

默认情况下，parallel\_interleave转换提供元素的确定性排序以帮助重现性。作为预取的替代方法（在某些情况下可能无效），parallel\_interleave 转换还提供了一种选项，可以以订购保证为代价提高性能。特别是，如果sloppy参数设置为true，则转换可能会偏离其确定性排序，暂时跳过请求下一个元素时元素不可用的文件。

性能注意事项

该[tf.data](https://tensorflow.google.cn/api_docs/python/tf/data)API的设计是围绕组合的变换来为其用户提供具有灵活性。虽然这些转换中的许多都是可交换的，但某些转换的顺序具有性能影响。

地图和批处理

调用传递给map转换的用户定义函数会产生与调度和执行用户定义函数相关的开销。通常，与函数执行的计算量相比，这种开销很小。但是，如果map不起作用，这种开销可能会占据总成本。在这种情况下，我们建议对矢量化用户定义的函数（即，有它在一次工作在批输入）和应用 batch改造*之前*的map改造。

地图和缓存

该[tf.data.Dataset.cache](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset#cache)改造可以缓存的数据集，在内存或本地存储。如果传递给map 转换的用户定义函数很昂贵，只要生成的数据集仍然适合内存或本地存储，就可以在映射转换后应用缓存转换。如果用户定义的函数增加了存储数据集所需的空间超出缓存容量，请考虑在训练作业之前预处理数据以减少资源使用。

Map和Interleave / Prefetch / Shuffle

许多转换，包括interleave，prefetch和shuffle维护元素的内部缓冲区。如果传递给map转换的用户定义函数改变了元素的大小，那么映射转换的顺序和缓冲元素的转换会影响内存使用。通常，我们建议选择导致较低内存占用的顺序，除非性能需要不同的顺序（例如，启用映射和批转换的融合）。

重复和随机播放

的[tf.data.Dataset.repeat](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset#repeat)变换重复的输入数据的次数有限（或无限的）号码; 每次重复数据通常称为*时期*。该[tf.data.Dataset.shuffle](https://tensorflow.google.cn/api_docs/python/tf/data/Dataset#shuffle)改造的随机化数据集的例子的顺序。

如果在repeat变换之前应用shuffle变换，则时间边界模糊。也就是说，某些元素可以在其他元素出现之前重复一次。另一方面，如果在shuffle 重复变换之前应用变换，则性能可能在与shuffle变换的内部状态的初始化相关的每个时期的开始时减慢。换句话说，前者（repeat之前shuffle）提供了更好的性能，而后者（shuffle之前repeat）提供了更强的排序保证。

如果可能，我们建议使用融合 [tf.contrib.data.shuffle\_and\_repeat](https://tensorflow.google.cn/api_docs/python/tf/contrib/data/shuffle_and_repeat)转换，它结合了两全其美（良好的性能和强大的订购保证）。否则，我们建议在重复之前进行改组。

最佳实践摘要

以下是设计输入管道的最佳实践摘要：

* 使用prefetch转换来重叠生产者和消费者的工作。特别是，我们建议将prefetch（n）（其中n是训练步骤消耗的元素/批次数）添加到输入管道的末尾，以便在CPU上执行的转换与加速器上的训练重叠。
* map通过设置num\_parallel\_calls 参数来并行化转换。我们建议使用可用CPU核心数作为其值。
* 如果您使用batch 转换将预处理元素组合成批处理，我们建议使用融合map\_and\_batch转换; 特别是如果您使用大批量。
* 如果您正在处理远程存储的数据和/或需要反序列化，我们建议使用parallel\_interleave 转换来重叠来自不同文件的数据的读取（和反序列化）。
* 向量化传递给map转换的廉价用户定义函数，以分摊与调度和执行函数相关的开销。
* 如果您的数据可以适合内存，请使用cache转换在第一个纪元期间将其缓存在内存中，以便后续纪元可以避免与读取，解析和转换相关的开销。
* 如果您的前处理增加了你的数据的大小，我们建议应用interleave，prefetch以及shuffle第一（如果可能的话），以减少内存使用。
* 建议应用shuffle改造*之前*的repeat 改造，最理想的是采用融合的shuffle\_and\_repeat转型。

# TensorFlow.js中的核心概念

**TensorFlow.js**是一个用于机器智能的开源WebGL加速JavaScript库。它为您的指尖带来了高性能的机器学习构建块，允许您在浏览器中训练神经网络或在推理模式下运行预先训练的模型。有关安装/配置TensorFlow.js的指南，请参阅“ [入门”](https://js.tensorflow.org/index.html#getting-started)。

TensorFlow.js提供用于机器学习的低级构建块以及用于构建神经网络的高级Keras启发式API。我们来看看该库的一些核心组件。

## 张量

TensorFlow.js中的中心数据单位是张量：一组数值，形状为一个或多个维度的数组。甲[Tensor](https://js.tensorflow.org/api/latest/index.html#class:Tensor)实例有一个shape定义该阵列形状属性（即，有多少个值是在所述阵列的每一维）。

主要Tensor构造函数是[tf.tensor](https://js.tensorflow.org/api/latest/index.html#tensor)函数：

*// 2x3 Tensor*

const shape = [2, 3]; *// 2 rows, 3 columns*

const a = tf.tensor([1.0, 2.0, 3.0, 10.0, 20.0, 30.0], shape);

a.print(); *// print Tensor values*

*// Output: [[1 , 2 , 3 ],*

*// [10, 20, 30]]*

*// The shape can also be inferred:*

const b = tf.tensor([[1.0, 2.0, 3.0], [10.0, 20.0, 30.0]]);

b.print();

*// Output: [[1 , 2 , 3 ],*

*// [10, 20, 30]]*

然而，构建低秩张量，我们建议您使用以下功能来提高代码的可读性：[tf.scalar](https://js.tensorflow.org/api/latest/index.html#scalar)，[tf.tensor1d](https://js.tensorflow.org/api/latest/index.html#tensor1d)，[tf.tensor2d](https://js.tensorflow.org/api/latest/index.html#tensor2d)，[tf.tensor3d](https://js.tensorflow.org/api/latest/index.html#tensor3d)和[tf.tensor4d](https://js.tensorflow.org/api/latest/index.html#tensor4d)。

以下示例使用以下内容创建与上面相同的张量tf.tensor2d：

const c = tf.tensor2d([[1.0, 2.0, 3.0], [10.0, 20.0, 30.0]]);

c.print();

*// Output: [[1 , 2 , 3 ],*

*// [10, 20, 30]]*

TensorFlow.js还提供了方便的功能，用于创建张量，所有值设置为0（[tf.zeros](https://js.tensorflow.org/api/latest/index.html#zeros)）或所有值设置为1（[tf.ones](https://js.tensorflow.org/api/latest/index.html#ones)）：

*// 3x5 Tensor with all values set to 0*

const zeros = tf.zeros([3, 5]);

*// Output: [[0, 0, 0, 0, 0],*

*// [0, 0, 0, 0, 0],*

*// [0, 0, 0, 0, 0]]*

在TensorFlow.js中，张量是不可变的; 一旦创建，您就无法更改其值。而是对它们执行生成新张量的操作。

## 变量

[Variables](https://js.tensorflow.org/api/latest/index.html#class:Variable)用值张量初始化。Tensor然而，与s 不同，它们的值是可变的。您可以使用以下assign方法为现有变量指定新的张量：

const initialValues = tf.zeros([5]);

const biases = tf.variable(initialValues); *// initialize biases*

biases.print(); *// output: [0, 0, 0, 0, 0]*

const updatedValues = tf.tensor1d([0, 1, 0, 1, 0]);

biases.assign(updatedValues); *// update values of biases*

biases.print(); *// output: [0, 1, 0, 1, 0]*

变量主要用于在模型训练期间存储然后更新值。

## 运营（行动）

虽然张量允许您存储数据，但操作（操作）允许您操作该数据。TensorFlow.js提供了多种适用于线性代数和机器学习的运算，可以在张量上执行。因为张量是不可变的，所以这些操作不会改变它们的值; 相反，ops返回新的张量。

可用的操作包括一元操作，例如[square](https://js.tensorflow.org/api/latest/index.html#square)：

const d = tf.tensor2d([[1.0, 2.0], [3.0, 4.0]]);

const d\_squared = d.square();

d\_squared.print();

*// Output: [[1, 4 ],*

*// [9, 16]]*

而如二进制OPS [add](https://js.tensorflow.org/api/latest/index.html#add)，[sub](https://js.tensorflow.org/api/latest/index.html#sub)以及[mul](https://js.tensorflow.org/api/latest/index.html#mul)：

const e = tf.tensor2d([[1.0, 2.0], [3.0, 4.0]]);

const f = tf.tensor2d([[5.0, 6.0], [7.0, 8.0]]);

const e\_plus\_f = e.add(f);

e\_plus\_f.print();

*// Output: [[6 , 8 ],*

*// [10, 12]]*

TensorFlow.js有一个可链接的API; 你可以在ops的结果上调用ops：

const sq\_sum = e.add(f).square();

sq\_sum.print();

*// Output: [[36 , 64 ],*

*// [100, 144]]*

*// All operations are also exposed as functions in the main namespace,*

*// so you could also do the following:*

const sq\_sum = tf.square(tf.add(e, f));

## 模型和图层

从概念上讲，模型是一种函数，给定一些输入将产生一些所需的输出。

在TensorFlow.js中，有两种方法可以创建模型。您可以直接使用ops来表示模型所做的工作。例如：

*// Define function*

function predict(input) {

*// y = a \* x ^ 2 + b \* x + c*

*// More on tf.tidy in the next section*

return tf.tidy(() => {

const x = tf.scalar(input);

const ax2 = a.mul(x.square());

const bx = b.mul(x);

const y = ax2.add(bx).add(c);

return y;

});

}

*// Define constants: y = 2x^2 + 4x + 8*

const a = tf.scalar(2);

const b = tf.scalar(4);

const c = tf.scalar(8);

*// Predict output for input of 2*

const result = predict(2);

result.print() *// Output: 24*

您还可以使用高级API [tf.model](https://js.tensorflow.org/api/latest/index.html#model)来构建层模型，这是深度学习中的流行抽象。以下代码构造了一个[tf.sequential](https://js.tensorflow.org/api/latest/index.html#sequential)模型：

const model = tf.sequential();

model.add(

tf.layers.simpleRNN({

units: 20,

recurrentInitializer: 'GlorotNormal',

inputShape: [80, 4]

})

);

const optimizer = tf.train.sgd(LEARNING\_RATE);

model.compile({optimizer, loss: 'categoricalCrossentropy'});

model.fit({x: data, y: labels});

TensorFlow.js中有许多不同类型的层。举几个例子包括[tf.layers.simpleRNN](https://js.tensorflow.org/api/latest/index.html#layers.simpleRNN)，[tf.layers.gru](https://js.tensorflow.org/api/latest/index.html#layers.gru)，和[tf.layers.lstm](https://js.tensorflow.org/api/latest/index.html#layers.lstm)。

## 内存管理：处理和tf.tidy

由于TensorFlow.js使用GPU来加速数学运算，因此在使用张量和变量时需要管理GPU内存。

TensorFlow.js提供了两个函数来帮助解决这个问题：dispose和[tf.tidy](https://js.tensorflow.org/api/latest/index.html#tidy)。

### 部署

您可以调用dispose张量或变量来清除它并释放其GPU内存：

const x = tf.tensor2d([[0.0, 2.0], [4.0, 6.0]]);

const x\_squared = x.square();

x.dispose();

x\_squared.dispose();

### tf.tidy

dispose在进行大量张量操作时使用可能很麻烦。TensorFlow.js提供了另一个函数，tf.tidy它在JavaScript中扮演与常规作用域类似的角色，但对于GPU支持的张量。

tf.tidy执行一个函数并清除所有创建的中间张量，释放它们的GPU内存。它不会清除内部函数的返回值。

*// tf.tidy takes a function to tidy up after*

const average = tf.tidy(() => {

*// tf.tidy will clean up all the GPU memory used by tensors inside*

*// this function, other than the tensor that is returned.*

*//*

*// Even in a short sequence of operations like the one below, a number*

*// of intermediate tensors get created. So it is a good practice to*

*// put your math ops in a tidy!*

const y = tf.tensor1d([1.0, 2.0, 3.0, 4.0]);

const z = tf.ones([4]);

return y.sub(z).square().mean();

});

average.print() *// Output: 3.5*

使用tf.tidy将有助于防止应用程序中的内存泄漏。它还可以用于更加谨慎地控制何时回收内存。

#### 两个重要的注释

* 传递给的函数tf.tidy应该是同步的，也不会返回Promise。我们建议保留更新UI或在远程请求之外的代码tf.tidy。
* tf.tidy 不会清理变量。变量通常持续到机器学习模型的整个生命周期，因此TensorFlow.js即使它们是在一个中创建的，也不会清理它们tidy。但是，您可以dispose手动调用它们。

训练第一步：拟合曲线到合成数据

在本教程中，我们将使用TensorFlow.js将曲线拟合到合成数据集。给定一些使用添加了一些噪声的多项式函数生成的数据，我们将训练模型以发现用于生成数据的系数。

先决条件

本教程假设您熟悉TensorFlow.js中[Core Concepts中](https://js.tensorflow.org/tutorials/core-concepts.html)引入的TensorFlow.js的基本构建块：张量，变量和操作。我们建议在完成本教程之前完成Core Concepts。

运行代码

本教程重点介绍用于构建模型和学习其系数的TensorFlow.js代码。可以在[此处](https://github.com/tensorflow/tfjs-examples/tree/master/polynomial-regression-core)找到本教程的完整代码（包括数据生成和图表绘图代码）。

要在本地运行代码，您需要安装以下依赖项：

* [Node.js](https://nodejs.org/)版本8.9或更高版本
* [纱线](https://yarnpkg.com/en/)或[NPM CLI](https://docs.npmjs.com/cli/npm)

这些说明使用Yarn，但是如果您熟悉NPM CLI并且更喜欢使用它，那么它仍然可以使用。

$ git clone https://github.com/tensorflow/tfjs-examples

$ cd tfjs-examples/polynomial-regression-core

$ yarn

$ yarn watch

上面的[tfjs-examples / polynomial-regression-core](https://github.com/tensorflow/tfjs-examples/tree/master/polynomial-regression-core)目录是完全独立的，因此您可以复制它以启动您自己的项目。

输入数据

我们的合成数据集由x坐标和y坐标组成，在笛卡尔平面上绘制时如下所示：

使用格式*y* = *a* x 3 + *b* x 2 + *c* x + *d*的三次函数生成该数据。

我们的任务是学习该函数的*系数*：最适合数据的*a*，*b*，*c*和*d*的值。让我们看一下如何使用TensorFlow.js操作学习这些值。

第1步：设置变量

首先，让我们创建一些变量来保持我们在模型训练的每个步骤中对这些值的当前最佳估计。首先，我们将为每个变量分配一个随机数：

const a = tf.variable(tf.scalar(Math.random()));

const b = tf.variable(tf.scalar(Math.random()));

const c = tf.variable(tf.scalar(Math.random()));

const d = tf.variable(tf.scalar(Math.random()));

第2步：构建模型

我们可以通过链接一系列数学运算来表示我们在TensorFlow.js中的多项式函数*y* = *a* x 3 + *b* x 2 + *c* x + *d*：addition（[add](https://js.tensorflow.org/api/latest/index.html#add)），multiplication（[mul](https://js.tensorflow.org/api/latest/index.html#mul)）和exponentiation（[pow](https://js.tensorflow.org/api/latest/index.html#pow)和[square](https://js.tensorflow.org/api/latest/index.html#square)）。

以下代码构造一个作为输入并返回的predict函数：xy

function predict(x) {

*// y = a \* x ^ 3 + b \* x ^ 2 + c \* x + d*

return tf.tidy(() => {

return a.mul(x.pow(tf.scalar(3))) *// a \* x^3*

.add(b.mul(x.square())) *// + b \* x ^ 2*

.add(c.mul(x)) *// + c \* x*

.add(d); *// + d*

});

}

让我们继续使用我们在步骤1中设置的*a*，*b*，*c*和*d*的随机值绘制我们的多项式函数。我们的图可能看起来像这样：

因为我们从随机值开始，所以我们的函数很可能不适合数据集。该模型尚未学习更好的系数值。

第3步：训练模型

我们的最后一步是训练模型以学习系数的良好值。为了训练我们的模型，我们需要定义三件事：

* 一个*丧失功能*，是衡量一个给定的多项式吻合程度的数据。损耗值越低，多项式拟合数据越好。
* 一个*优化器*，它实现的算法用于基于所述损失函数的输出修改我们的系数值。优化器的目标是最小化损失函数的输出值。
* 一个*训练循环*，这将反复运行优化，以尽量减少损失。

定义损失函数

对于本教程，我们将使用[均方误差（MSE）](https://developers.google.com/machine-learning/crash-course/glossary/#MSE)作为我们的损失函数。通过对我们数据集中每个*x*值的实际*y*值和预测*y*值之间的差值求平方，然后取所有结果项的均值来计算MSE 。

我们可以在TensorFlow.js中定义一个MSE丢失函数，如下所示：

function loss(predictions, labels) {

*// Subtract our labels (actual values) from predictions, square the results,*

*// and take the mean.*

const meanSquareError = predictions.sub(labels).square().mean();

return meanSquareError;

}

定义优化程序

对于我们的优化器，我们将使用[Stochastic Gradient Descent](https://developers.google.com/machine-learning/crash-course/glossary#SGD)（SGD）。SGD通过获取数据集中随机点的[梯度](https://developers.google.com/machine-learning/crash-course/glossary#gradient)并使用其值来通知是否增加或减少模型系数的值来工作。

TensorFlow.js为执行SGD提供了便利功能，因此您不必担心自己执行所有这些数学运算。[tf.train.sgd](https://js.tensorflow.org/api/latest/index.html#train.sgd)将所需的学习速率作为输入，并返回一个SGDOptimizer对象，可以调用该对象以优化损失函数的值。

该*学习速率*控制有多大改善其预测当模特的调整会。低学习率将使学习过程运行得更慢（学习好系数需要更多的训练迭代），而高学习率将加速学习，但可能导致模型围绕正确值振荡，总是过度校正。

以下代码构造了一个学习率为0.5的SGD优化器：

const learningRate = 0.5;

const optimizer = tf.train.sgd(learningRate);

定义训练循环

现在我们已经定义了损失函数和优化器，我们可以构建一个训练循环，迭代地执行SGD来优化我们的模型系数以最小化损失（MSE）。这是我们的循环：

function train(xs, ys, numIterations = 75) {

const learningRate = 0.5;

const optimizer = tf.train.sgd(learningRate);

for (let iter = 0; iter < numIterations; iter++) {

optimizer.minimize(() => {

const predsYs = predict(xs);

return loss(predsYs, ys);

});

}

}

让我们一步一步地仔细研究代码。首先，我们定义训练函数，将数据集的*x*和*y*值以及指定的迭代次数作为输入：

function train(xs, ys, numIterations) {

...

}

接下来，我们定义学习速率和SGD优化器，如上一节所述：

const learningRate = 0.5;

const optimizer = tf.train.sgd(learningRate);

最后，我们建立了一个for运行numIterations训练迭代的循环。在每次迭代中，我们调用[minimize](https://js.tensorflow.org/api/latest/index.html#class:train.Optimizer)优化器，这是魔术发生的地方：

for (let iter = 0; iter < numIterations; iter++) {

optimizer.minimize(() => {

const predsYs = predict(xs);

return loss(predsYs, ys);

});

}

minimize 采取做两件事的功能：

1. 它使用我们之前在步骤2中定义的模型函数预测所有*x*值的*y*值（predYs）。predict
2. 它使用我们之前在**定义损失函数**中**定义的损失函数**返回那些预测的均方误差损失。

minimize然后自动调整任何Variable通过该功能使用S（这里，系数a，b，c，和d），以尽量减少返回值（我们的损失）。

运行我们的训练循环后a，b，c，和d将包含SGD后75次迭代由模型学到的系数值。

查看结果！

一旦程序完成运行，我们可以采取的最终值我们的变量a，b，c，和d，并利用它们来绘制曲线：

结果比我们最初使用系数的随机值绘制的曲线好得多。

图像训练：用卷积神经网络识别手写数字

在本教程中，我们将构建一个TensorFlow.js模型，用卷积神经网络对手写数字进行分类。首先，我们将通过“查看”成千上万的手写数字图像及其标签来训练分类器。然后我们将使用模型从未见过的测试数据来评估分类器的准确性。

先决条件

本教程假设您熟悉TensorFlow.js（张量，变量和操作）的基本构建块，以及优化和丢失的概念。有关这些主题的更多背景知识，我们建议您在本教程之前完成以下教程：

* [TensorFlow.js中的核心概念](https://js.tensorflow.org/tutorials/core-concepts.html)
* [训练第一步：拟合曲线到合成数据](https://js.tensorflow.org/tutorials/fit-curve.html)

运行代码

可以在[TensorFlow.js示例存储库](https://github.com/tensorflow/tfjs-examples/tree/master/mnist)的[tfjs-examples / mnist](https://github.com/tensorflow/tfjs-examples/tree/master/mnist)目录中找到本教程的完整代码。

要在本地运行代码，您需要安装以下依赖项：

* [Node.js](https://nodejs.org/)版本8.9或更高版本
* [纱线](https://yarnpkg.com/en/)或[NPM CLI](https://docs.npmjs.com/cli/npm)

这些说明使用Yarn，但是如果您熟悉NPM CLI并且更喜欢使用它，那么它仍然可以使用。

您可以通过克隆repo并构建演示来运行示例的代码：

$ git clone https://github.com/tensorflow/tfjs-examples

$ cd tfjs-examples/mnist

$ yarn

$ yarn watch

上面的[tfjs-examples / mnist](https://github.com/tensorflow/tfjs-examples/tree/master/mnist) 目录是完全独立的，因此您可以复制它以启动您自己的项目。

**注意：**本教程的代码与[tfjs-examples / mnist-core](https://github.com/tensorflow/tfjs-examples/tree/master/mnist-core)示例之间的区别在于，我们使用TensorFlow.js的更高级API（Model，Layers）来构建模型，而[mnist-core](https://github.com/tensorflow/tfjs-examples/tree/master/mnist-core)使用更低级别的线性代数操作建立一个神经网络。

数据

我们将在本教程中使用[MNIST手写数据集](http://yann.lecun.com/exdb/mnist/)。我们将学习分类的手写MNIST数字如下所示：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAcCAAAAABXZoBIAAAAtUlEQVR4AWMYCiDuvztOOYkr321xSs7+W49FVAlMlv15Lo4hpXCoAUw//7sNQ07u6gUREN32+zMPhqTXX7Cpai//NmBauPevLIiK/Pu3EFOy+G8lE1Dji7/bmDAlzT//rZZm6Pv7d3nlXEzZqK9/7x5+8/fv3zUmWLypMgco82CeMSPWoGEUX/F3A+5Q/XNfHqek2t86nHIs1//64JRk+/vZEqdk6t8ruFNA7RdP3JJVLvRJhgCT+UI64+Oa1gAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAcCAAAAABXZoBIAAAAsklEQVR4AWMYWOB5aM4ca04cku4v3/z9d2eHIyt2aR6/9R///o3AabbEpF9f8Vj96i9uOfdvB3HKSX78m49T3+W/h4WwSbB0vnr17e9Dceweuf/3779FQjjMlJ//7/87TVw2sqnP+/XRFbdPSv9+1MQpyXnkrydurf5/Z2MRVU0UAkv+wyZ58u8RMwYGwSNYQ+jf33taDIZH/j7E5tNdf/++BobQBxdsLuFLB4eQxgAnVgAFLEoKN+TfqAAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAcCAAAAABXZoBIAAAA4ElEQVR4AWMYxEBs/j8g+FjChkVO9/FfIDj87+8kZkzJh3//ztXRYbO6/zcNU/Lz3xWMIFr1eUvFZ38MyaUQxiWg6Tk4JGO+/H3lz4ohuZJRTIMn8vvfd+YYds75+zdX6Orff39vmmA6iG3P329+F/7+W8WDLRDitgJdcraRC3sQqX/+928eP47ws/uy+83fo6LYw/bUcQbF7f8OCWKRY1p5Hmik6de/Olgk9f/GgqgJWCVb/4L9vg275FN5IJn275cWVp2durr+x/6vwOZY479g8EwEmyRzA0hurizt0yMAPzVusb3IFxEAAAAASUVORK5CYII=)

为了预处理我们的数据，我们编写了[data.js](https://github.com/tensorflow/tfjs-examples/blob/master/mnist-core/data.js)，其中包含MnistData从我们提供的MNIST数据集的托管版本中提取随机批次的MNIST图像的类。

MnistData将整个数据集拆分为训练数据和测试数据。当我们训练模型时，分类器将仅看到训练集。当我们评估模型时，我们将仅使用模型尚未看到的测试集中的数据来查看模型的预测对于全新数据的推广程度。

MnistData 有两种公共方法：

* nextTrainBatch(batchSize)：从训练集中返回随机批次的图像及其标签
* nextTestBatch(batchSize)：从测试集中返回一批图像及其标签

**注意：**在训练MNIST分类器时，随机重排数据非常重要，因此模型的预测不受我们提供图像的顺序的影响。例如，如果我们首先将模型全部输入*1个*数字，在此阶段的训练期间，模型可能会学会简单地预测*1*（因为这会使损失最小化）。如果我们然后仅将模型馈送*2*秒，它可能只是切换到仅预测*2*并且从不预测*1*（因为，再次，这将最小化新图像集的损失）。该模型永远不会学习对有代表性的数字样本进行准确预测。

构建模型

在本节中，我们将构建一个卷积图像分类器模型。为此，我们将使用一个Sequential模型（最简单的模型），其中张量从一个层连续传递到下一个层。

首先，让我们Sequential用tf.sequential以下方法实例化我们的模型：

const model = tf.sequential();

现在我们已经创建了一个模型，让我们为它添加图层。

添加第一层

我们要添加的第一层是二维卷积层。Convolutions在图像上滑动滤镜窗口以学习空间不变的变换（即，图像的不同部分中的图案或对象将以相同的方式处理）。有关卷积的更多信息，请参阅[此文章](http://colah.github.io/posts/2014-07-Understanding-Convolutions/)。

我们可以使用创建二维卷积层[tf.layers.conv2d](https://js.tensorflow.org/api/latest/index.html#layers.conv2d)，它接受一个定义图层结构的配置对象：

model.add(tf.layers.conv2d({

inputShape: [28, 28, 1],

kernelSize: 5,

filters: 8,

strides: 1,

activation: 'relu',

kernelInitializer: 'VarianceScaling'

}));

让我们分解配置对象中的每个参数：

* inputShape。将流入模型第一层的数据形状。在这种情况下，我们的MNIST示例是28x28像素的黑白图像。图像数据的规范格式是[row, column, depth]，所以这里我们要为[28, 28, 1]每个维度中的像素数配置-28行和列的形状，深度为1，因为我们的图像只有1个颜色通道：
* kernelSize。要应用于输入数据的滑动卷积滤波器窗口的大小。在这里，我们设置kernelSize的5，它指定一个正方形，5x5的卷积窗口。
* filters。kernelSize要应用于输入数据的大小的过滤器窗口数。在这里，我们将对数据应用8个过滤器。
* strides。滑动窗口的“步长” - 即每次在图像上移动时滤波器将移动多少像素。在这里，我们指定步幅为1，这意味着滤镜将以1像素的步长滑过图像。
* activation。卷积完成后应用于数据的[激活功能](https://developers.google.com/machine-learning/glossary/#activation_function)。在这种情况下，我们正在应用[整流线性单元（ReLU）](https://developers.google.com/machine-learning/glossary/#ReLU)功能，这是ML模型中非常常见的激活功能。
* kernelInitializer。用于随机初始化模型权重的方法，这对训练动力学非常重要。我们不会在这里详细介绍初始化，但是VarianceScaling（这里使用）通常是一个很好的初始化器选择。

添加第二层

让我们在模型中添加第二层：最大池层，我们将使用它创建[tf.layers.maxPooling2d](https://js.tensorflow.org/api/latest/index.html#layers.maxPooling2d)。该层将通过计算每个滑动窗口的最大值来从卷积中对结果（也称为激活）进行下采样：

model.add(tf.layers.maxPooling2d({

poolSize: [2, 2],

strides: [2, 2]

}));

让我们打破这些论点：

* poolSize。要应用于输入数据的滑动池窗口的大小。在这里，我们设置poolSize的[2,2]，这意味着汇集层将应用2×2窗口的输入数据。
* strides。滑动池窗口的“步长” - 即每次窗口在输入数据上移动时窗口将移动多少像素。在这里，我们指定步幅[2, 2]，这意味着滤镜将在水平和垂直方向上以2像素的步长滑过图像。

**注：**由于这两个poolSize和strides是2×2的集中窗口将完全不重叠。这意味着池化层将激活前一层的激活大小减半。

添加剩余的图层

重复层结构是神经网络中的常见模式。让我们添加第二个卷积层，然后添加另一个池模型到我们的模型。请注意，在我们的第二个卷积层中，我们将过滤器的数量从8增加到16.还要注意我们没有指定inputShape，因为它可以从前一层的输出形状推断：

model.add(tf.layers.conv2d({

kernelSize: 5,

filters: 16,

strides: 1,

activation: 'relu',

kernelInitializer: 'VarianceScaling'

}));

model.add(tf.layers.maxPooling2d({

poolSize: [2, 2],

strides: [2, 2]

}));

接下来，让我们添加一个[flatten](https://js.tensorflow.org/api/latest/index.html#layers.flatten)图层，将前一层的输出展平为矢量：

model.add(tf.layers.flatten());

最后，让我们添加一个[dense](https://js.tensorflow.org/api/latest/index.html#layers.dense)层（也称为完全连接层），它将执行最终分类。在密集层之前展平卷积+池层对的输出是神经网络中的另一种常见模式：

model.add(tf.layers.dense({

units: 10,

kernelInitializer: 'VarianceScaling',

activation: 'softmax'

}));

让我们分解传递给dense图层的参数。

* units。输出激活的大小。由于这是最后一层，我们正在进行10级分类任务（数字0-9），我们在这里使用10个单位。（有时单位被称为*神经元*的数量，但我们将避免使用该术语。）
* kernelInitializer。我们将对VarianceScaling用于卷积层的密集层使用相同的初始化策略。
* activation。分类任务的最后一层的激活功能通常是[softmax](https://developers.google.com/machine-learning/glossary/#softmax)。Softmax将我们的10维输出向量归一化为概率分布，因此我们有10个类别中每个类别的概率。

培训模型

为了实际驱动模型的训练，我们需要构造一个优化器并定义一个损失函数。我们还将定义评估指标，以衡量我们的模型对数据的执行情况。

**注意：**要深入了解TensorFlow.js中的优化器和损失函数，请参阅“ [培训第一步](https://js.tensorflow.org/tutorials/fit-curve.html) ”教程。

定义优化程序

对于我们的卷积神经网络模型，我们将使用学习率为0.15 的[随机梯度下降（SGD）优化器](https://developers.google.com/machine-learning/glossary/#SGD)：

const LEARNING\_RATE = 0.15;

const optimizer = tf.train.sgd(LEARNING\_RATE);

定义损失

对于我们的损失函数，我们将使用cross-entropy（categoricalCrossentropy），它通常用于优化分类任务。categoricalCrossentropy测量由模型的最后一层生成的概率分布与我们的标签给出的概率分布之间的误差，该分布将是在正确的类标签中具有1（100％）的分布。例如，给定数字*7*的示例的以下标签和预测值：

| **类** | **0** | **1** | **2** | **3** | **4** | **五** | **6** | **7** | **8** | **9** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 标签 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 |
| 预测 | 0.1 | 0.01 | 0.01 | 0.01 | 0.20 | 0.01 | 0.01 | 0.60 | 0.03 | 0.02 |

categoricalCrossentropy给出了一个较低的损耗值，如果预测是高概率位是*7*，和一个更高的损耗值，如果预测是低概率*7*。在训练期间，模型将更新其内部参数以最小化categoricalCrossentropy整个数据集。

定义评估指标

对于我们的评估指标，我们将使用准确度，该准确度衡量所有预测中正确预测的百分比。

编译模型

为了编译模型，我们使用我们的优化器，损失函数和评估指标列表（仅此处'accuracy'）传递一个配置对象：

model.compile({

optimizer: optimizer,

loss: 'categoricalCrossentropy',

metrics: ['accuracy'],

});

配置批量大小

在开始培训之前，我们需要定义一些与批量大小相关的参数：

*// How many examples the model should "see" before making a parameter update.*

const BATCH\_SIZE = 64;

*// How many batches to train the model for.*

const TRAIN\_BATCHES = 100;

*// Every TEST\_ITERATION\_FREQUENCY batches, test accuracy over TEST\_BATCH\_SIZE examples.*

*// Ideally, we'd compute accuracy over the whole test set, but for performance*

*// reasons we'll use a subset.*

const TEST\_BATCH\_SIZE = 1000;

const TEST\_ITERATION\_FREQUENCY = 5;

**有关批处理和批处理大小的更多信息**

为了充分利用GPU并行计算的能力，我们希望将多个输入一起批处理，并使用单个前馈调用通过网络提供它们。

我们对计算进行批处理的另一个原因是，在优化期间，我们仅在对几个示例的梯度进行平均后才更新内部参数（采取步骤）。这有助于我们避免因错误的方向而向前迈出一步（例如，错误标记的数字）。

在对输入数据进行批处理时，我们引入了秩*D + 1*的张量，其中*D*是单个输入的维数。

如前所述，我们的MNIST数据集中单个图像的维度是[28, 28, 1]。当我们设置BATCH\_SIZE64时，我们一次批量处理64个图像，这意味着我们数据的实际形状是[64, 28, 28, 1]（批处理总是最外层的维度）。

*注意：* \*回想一下，inputShape我们的第一个配置中conv2d没有指定批量大小（64）。配置编写为批量大小不可知，因此它们能够接受任意大小的批量。

编码训练循环

以下是训练循环的代码：

for (let i = 0; i < TRAIN\_BATCHES; i++) {

const batch = data.nextTrainBatch(BATCH\_SIZE);

let testBatch;

let validationData;

*// Every few batches test the accuracy of the mode.*

if (i % TEST\_ITERATION\_FREQUENCY === 0) {

testBatch = data.nextTestBatch(TEST\_BATCH\_SIZE);

validationData = [

testBatch.xs.reshape([TEST\_BATCH\_SIZE, 28, 28, 1]), testBatch.labels

];

}

*// The entire dataset doesn't fit into memory so we call fit repeatedly*

*// with batches.*

const history = await model.fit(

batch.xs.reshape([BATCH\_SIZE, 28, 28, 1]),

batch.labels,

{

batchSize: BATCH\_SIZE,

validationData,

epochs: 1

});

const loss = history.history.loss[0];

const accuracy = history.history.acc[0];

*// ... plotting code ...*

}

让我们打破代码吧。首先，我们获取一批培训示例。回想一下，我们批量示例利用GPU并行化并在进行参数更新之前平均来自许多示例的证据：

const batch = data.nextTrainBatch(BATCH\_SIZE);

每5个步骤（TEST\_ITERATION\_FREQUENCY我们构建validationData一个包含来自测试集的一批MNIST图像的两个元素的数组及其相应的标签。我们将使用此数据来评估模型的准确性：

if (i % TEST\_ITERATION\_FREQUENCY === 0) {

testBatch = data.nextTestBatch(TEST\_BATCH\_SIZE);

validationData = [

testBatch.xs.reshape([TEST\_BATCH\_SIZE, 28, 28, 1]),

testBatch.labels

];

}

model.fit 是训练模型和参数实际更新的地方。

**注意：**model.fit()在整个数据集上调用一次将导致将整个数据集上载到GPU，这可能会冻结应用程序。为避免将过多数据上传到GPU，我们建议model.fit()在for循环内调用，一次传递一批数据，如下所示：

*// The entire dataset doesn't fit into memory so we call fit repeatedly*

*// with batches.*

const history = await model.fit(

batch.xs.reshape([BATCH\_SIZE, 28, 28, 1]), batch.labels,

{batchSize: BATCH\_SIZE, validationData: validationData, epochs: 1});

让我们再次打破这些争论：

* x。我们的输入图像数据。请记住，我们正在批量提供示例，因此我们必须告诉 fit函数我们的批次有多大。MnistData.nextTrainBatch返回具有形状[BATCH\_SIZE, 784]的图像 - 所有图像的数据在长度为784（28 \* 28）的1-D向量中。但是，我们的模型期望图像数据在形状中[BATCH\_SIZE, 28, 28, 1]，因此我们[reshape](https://js.tensorflow.org/api/latest/index.html#reshape)相应地。
* y。我们的标签; 每个图像的正确数字分类。
* batchSize。每个培训批次中包含多少图像。之前我们BATCH\_SIZE在这里设置了64个。
* validationData。我们构建每个TEST\_ITERATION\_FREQUENCY（此处，5个）批次的验证集。这个数据是形状[TEST\_BATCH\_SIZE, 28, 28, 1]。之前，我们设置了TEST\_BATCH\_SIZE1000.我们将在此数据集上计算我们的评估指标（准确度）。
* epochs。批量执行的训练次数。由于我们正在迭代地为批次提供批次fit，我们只希望它一次性从该批次进行培训。

每次调用时fit，它都会返回一个富对象，其中包含我们存储的指标日志history。我们提取每次训练迭代的损失和准确性，因此我们可以在图表上绘制它们：

const loss = history.history.loss[0];

const accuracy = history.history.acc[0];

查看结果！

如果您运行完整代码，您应该看到如下输出：
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看起来模型正在预测大多数图像的正确数字。做得好！

转移学习 - 训练神经网络以预测网络摄像头数据

在开始之前，我们强烈建议您使用该演示。 [试试吧！](https://storage.googleapis.com/tfjs-examples/webcam-transfer-learning/dist/index.html)

在[核心概念教程中](https://js.tensorflow.org/tutorials/core-concepts.html)，我们学习了如何使用张量和运算来执行基本线性代数。

在[卷积图像分类器教程中](https://js.tensorflow.org/tutorials/mnist.html)，我们学习了如何构建卷积图像分类器以识别来自MNIST数据集的手写数字。

在[Importing a Keras模型教程中，](https://js.tensorflow.org/tutorials/import-keras.html)我们学习了如何将预训练的Keras模型移植到浏览器中进行推理。

在本教程中，我们将使用转移学习从网络摄像头数据（姿势，对象，面部表情等）预测用户定义的类，并通过将每个姿势分配给“向上”，“向下”，“向左”来玩Pacman，和“正确”。

关于游戏

游戏分为三个阶段。

1. **数据收集：**播放器将来自网络摄像头的图像与上，下，左，右四个类中的每一个相关联。
2. **训练：**训练神经网络从输入图像预测类。
3. **推理/播放：**使用我们训练的模型从网络摄像头数据进行上，下，左，右预测，并将其输入Pacman游戏！

关于模型

要了解在合理的时间量从网络摄像头不同的类分类，我们将*重新训练*，或*微调*，一个预训练的 [MobileNet](https://github.com/tensorflow/models/blob/master/research/slim/nets/mobilenet_v1.md) 模型，使用内部激活（从MobileNet的内部层的输出）作为输入到我们的新模型。

为此，我们实际上在页面上有两个模型。

一个模型将是预先训练的MobileNet模型，该模型被截断以输出内部激活。我们称之为“截断的MobileNet模型”。加载到浏览器后，此模型未经过培训。

第二个模型将截断的MobileNet模型的内部激活的输出作为输入，并将预测4个输出类（上，下，左和右）中的每一个的概率。这是我们实际在浏览器中训练的模型。

通过使用MobileNet的内部激活，我们可以重用MobileNet已经学习的功能，通过相对较少的再训练来预测1000类ImageNet。

关于本教程

要在本地运行代码，您需要安装以下依赖项：

* [Node.js](https://nodejs.org/)版本8.9或更高版本
* [纱线](https://yarnpkg.com/en/)或[NPM CLI](https://docs.npmjs.com/cli/npm)

这些说明使用Yarn，但是如果您熟悉NPM CLI并且更喜欢使用它，那么它仍然可以使用。

您可以通过克隆repo并构建演示来运行示例的代码：

git clone https://github.com/tensorflow/tfjs-examples

cd tfjs-examples/webcam-transfer-learning

yarn

yarn watch

上面的[tfjs-examples / webcam-transfer-learning](https://github.com/tensorflow/tfjs-examples/tree/master/webcam-transfer-learning) 目录是完全独立的，因此您可以将其复制以启动您自己的项目。

*注意：这种方法与*[*Teachable Machine*](https://teachablemachine.withgoogle.com/)*采用的方法不同 。可训练的机器使用K-最近邻（KNN）对来自预训练的SqueezeNet模型的预测进行分类，而这种方法使用从MobileNet的内部激活训练的第二神经网络。KNN图像分类器在较少量的数据下工作得更好，但具有传递学习的神经网络更好地概括。与两个演示一起玩，探索两种不同的网络摄像头预测方式有何不同！*

数据

在我们训练模型之前，我们需要一种Tensor从网络摄像头中获取s 的方法。

我们提供了一个webcam.js被调用的类，Webcam它从<video>标签中读取图像作为TensorFlow.js Tensor。

我们来看一下capture方法吧Webcam。

capture() {

return tf.tidy(() => {

const webcamImage = tf.fromPixels(this.webcamElement);

const croppedImage = this.cropImage(webcamImage);

const batchedImage = croppedImage.expandDims(0);

return batchedImage.toFloat().div(oneTwentySeven).sub(one);

});

}

让我们分解这些界限。

const webcamImage = tf.fromPixels(this.webcamElement);

此行从webcam <video>元素读取单个帧并返回 Tensor形状[height, width, 3]。最内层尺寸3对应于三个通道RGB。

有关支持的输入HTML元素类型，请参阅[tf.fromPixels](https://js.tensorflow.org/api/latest/index.html#fromPixels)的文档。

const croppedImage = this.cropImage(webcamImage);

设置方形网络摄像头元素时，网络摄像头源的自然宽高比为矩形（浏览器会在矩形图像周围放置空白区域以使其成为方形）。

但是，MobileNet模型需要方形输入图像。此行[224, 224]从网络摄像头元素中裁剪出一个方形中心块。请注意，有更多的代码Webcam增加了视频元素的大小，因此我们可以裁剪一个[224, 224]方块而不会获得白色填充。

const batchedImage = croppedImage.expandDims(0);

expandDims创建一个大小为1的新外部尺寸。在这种情况下，我们从网络摄像头读取的裁剪图像具有形状[224, 224, 3]。调用 expandDims(0)将此张量重新整形为[1, 224, 224, 3]，表示一批单个图像。MobileNet期望批量输入。

batchedImage.toFloat().div(tf.scalar(127)).sub(tf.scalar(1));

在这一行中，我们将图像转换为浮点并在-1和1之间将其标准化（这就是模型的训练方式）。我们知道默认情况下图像中的值介于0到255之间，因此为了在-1和1之间进行归一化，我们除以127并减去1。

return tf.tidy(() => {

...

});

通过调用tf.tidy()，我们告诉TensorFlow.js破坏Tensor我们在内部分配的中间存储器的内存capture()。有关内存管理和更多信息，请参阅 [核心概念教程](https://js.tensorflow.org/tutorials/core-concepts.html)tf.tidy()

正在加载mobilenet

在我们建立模型之前，我们需要将预先训练的MobileNet加载到网页中。从这个模型中，我们将构建一个新模型，从MobileNet输出内部激活。

这是执行此操作的代码：

async function loadMobilenet() {

const mobilenet = await tf.loadModel(

'https://storage.googleapis.com/tfjs-models/tfjs/mobilenet\_v1\_0.25\_224/model.json');

*// Return a model that outputs an internal activation.*

const layer = mobilenet.getLayer('conv\_pw\_13\_relu');

return tf.model({inputs: mobilenet.inputs, outputs: layer.output});

});

通过调用getLayer('conv\_pw\_13\_relu')，我们将进入预训练的MobileNet模型的内部层，并构建一个新模型，其中输入是MobileNet的相同输入，但输出的层是MobileNet的中间层，名为conv\_pw\_13\_relu。

*注意：我们根据经验选择了这一层 - 它适用于我们的任务。一般而言，面向预训练模型末尾的层将在传递学习任务中表现更好，因为它包含输入的更高级语义特征。尝试选择另一个图层，看看它如何影响模型质量！您可以使用它model.layers来打印模型的图层。*

*注意：有关如何将Keras模型移植到TensorFlow.js的详细信息，请查看*[*导入Keras模型*](https://js.tensorflow.org/tutorials/import-keras.html)*教程。*

阶段1：收集数据

游戏的第一阶段是数据收集阶段。用户将从网络摄像头保存帧并将它们与4个类中的每一个相关联：向上，向下，向左和向右。

当我们从网络摄像头收集帧时，我们将立即通过截断的MobileNet模型提供它们并保存激活张量我们不需要保存从网络摄像头捕获的原始图像，因为我们将使用的模型火车只需要这些激活作为输入。之后，当我们从网络摄像头进行预测以实际玩游戏时，我们将首先通过截断的MobileNet模型提供帧，然后通过我们的第二个模型提供截断的Mobilenet模型的输出。

我们提供了一个ControllerDataset保存这些激活的课程，以便在培训阶段使用它们。ControllerDataset有一个方法，addExample。这将通过Tensor我们截断的MobileNet 的激活调用，并label作为一个关联number。

添加新示例时，我们将保留两个Tensor代表整个数据集的内容，xs以及ys。这些将用作我们将要训练的模型的输入。

xs表示截断的MobileNet中针对所有收集的数据的所有激活，并将所有收集的数据ys的标签表示为“一个热”表示。当我们训练我们的模型时，我们将为它提供xs和的整个数据集ys。

*有关单热编码的更多详细信息，请查看*[*MLCC词汇表*](https://developers.google.com/machine-learning/crash-course/glossary#o)*。*

我们来看看实现。

addExample(example, label) {

const y = tf.tidy(() => tf.oneHot(tf.tensor1d([label]), this.numClasses));

if (this.xs == null) {

this.xs = tf.keep(example);

this.ys = tf.keep(y);

} else {

const oldX = this.xs;

this.xs = tf.keep(oldX.concat(example, 0));

const oldY = this.ys;

this.ys = tf.keep(oldY.concat(y, 0));

oldX.dispose();

oldY.dispose();

y.dispose();

}

}

让我们打破这个功能。

const y = tf.tidy(() => tf.oneHot(tf.tensor1d([label]), this.numClasses));

该行将对应于标签的整数转换为该标签的单热表示。

例如，如果label = 1对应于“左”类，则单热表示将是[0, 1, 0, 0]。我们进行这种转换，以便这代表概率分布，在类1中具有100％概率，“左”

if (this.xs == null) {

this.xs = tf.keep(example);

this.ys = tf.keep(y);

}

当我们将第一个示例添加到数据集中时，我们将只保留给定的值。

我们调用tf.keep()输入Tensors，这样它们就不会被任何tf.tidy()可以包含调用的东西处理掉addExample。有关内存管理的更多信息，请参阅[Core Concepts](https://js.tensorflow.org/tutorials/core-concepts.html)。

} else {

const oldX = this.xs;

this.xs = tf.keep(oldX.concat(example, 0));

const oldY = this.ys;

this.ys = tf.keep(oldY.concat(y, 0));

oldX.dispose();

oldY.dispose();

y.dispose();

}

当我们已经添加了一个例子，我们的数据，我们会通过调用串连新的例子来设定的现有的例子concat，用axis 的参数组来0。这会不断将我们的输入激活堆叠到xs我们的标签中ys。然后我们将处理（）任何旧的值xs和ys。

例如，如果我们的第一个标签（1）看起来像：

[[0, 1, 0, 0]]

然后第二个电话后addExample有label = 2，ys会是这样的：

[[0, 1, 0, 0],

[0, 0, 1, 0]]

xs将具有相似的形状，但具有更高的维度，因为我们正在使用3D激活（制作xs4D，其中最外层的维度是收集的示例的数量）。

现在，回到index.js定义核心逻辑的地方，我们已经定义：

ui.setExampleHandler(label => {

tf.tidy(() => {

const img = webcam.capture();

controllerDataset.addExample(mobilenet.predict(img), label);

*// ...*

});

});

在这个块中，我们正在使用UI注册处理程序，以便在按下向上，向下，向左或向右按​​钮之一时进行处理，其中label对应于类索引：0,1,2或3。

在这个处理程序中，我们只是从网络摄像头捕获一个帧，通过截断的MobileNet提供它，生成内部激活，然后将其保存在我们的ControllerDataset对象中。

阶段2：训练模型

一旦用户从相关类的网络摄像头数据中收集了所有示例，我们就应该训练我们的模型！

首先，让我们设置模型的拓扑。我们将创建一个2层密集（完全连接）模型，relu在第一个密集层之后具有激活功能。

model = tf.sequential({

layers: [

*// Flattens the input to a vector so we can use it in a dense layer. While*

*// technically a layer, this only performs a reshape (and has no training*

*// parameters).*

tf.layers.flatten({inputShape: [7, 7, 256]}),

tf.layers.dense({

units: ui.getDenseUnits(),

activation: 'relu',

kernelInitializer: 'varianceScaling',

useBias: true

}),

*// The number of units of the last layer should correspond*

*// to the number of classes we want to predict.*

tf.layers.dense({

units: NUM\_CLASSES,

kernelInitializer: 'varianceScaling',

useBias: false,

activation: 'softmax'

})

]

});

您会注意到模型的第一层实际上是一个flatten图层。我们需要将输入展平为向量，以便我们可以在密集层中使用它们。inputShape展平图层的 参数对应于我们截断的MobileNet的激活形状。

我们要添加的下一层是一个密集层。我们将使用用户从UI中选择的单元对其进行初始化，使用relu 激活函数，使用varianceScaling内核初始化程序，我们将添加偏差。

我们要添加的最后一层是另一个密集层。我们将使用与我们想要预测的类数相对应的单位数来初始化它。我们将使用softmax激活函数，这意味着我们将最后一层的输出解释为可能类的概率分布。

*查看*[*API参考*](https://js.tensorflow.org/api/latest/index.html#layers.dense)*以获取有关层构造函数参数的详细信息，或查看*[*卷积MNIST教程*](https://js.tensorflow.org/tutorials/mnist.html)*。*

const optimizer = tf.train.adam(ui.getLearningRate());

model.compile({optimizer: optimizer, loss: 'categoricalCrossentropy'});

这是我们构建优化器，定义损失函数，编译模型以准备进行训练的地方。

我们在Adam这里使用的是优化器，它可以很好地完成这项任务。我们的损失函数categoricalCrossentropy将测量我们4个类的预测概率分布与真实标签（单热编码标签）之间的误差。

const batchSize =

Math.floor(controllerDataset.xs.shape[0] \* ui.getBatchSizeFraction());

由于我们的数据集是动态的（用户定义要收集的数据集的大小），因此我们相应地调整批量大小。用户可能不会收集数千个示例，因此我们的批量大小可能不会太大。

现在让我们训练模型吧！

model.fit(controllerDataset.xs, controllerDataset.ys, {

batchSize,

epochs: ui.getEpochs(),

callbacks: {

onBatchEnd: async (batch, logs) => {

*// Log the cost for every batch that is fed.*

ui.trainStatus('Cost: ' + logs.loss.toFixed(5));

await tf.nextFrame();

}

}

});

model.fit可以将整个数据集作为xs和ys我们从控制器数据集传递的数据集。

我们epochs从UI 设置，允许用户定义训练模型的时间。

我们还注册了一个onBatchEnd回调fit函数，该函数在完成培训批处理的内部培训循环后调用，允许我们在模型训练时向用户显示中间成本值。我们await tf.nextFrame() 允许UI在培训期间更新。

*有关此损失函数的更多详细信息，请参阅*[*卷积MNIST教程*](https://js.tensorflow.org/tutorials/mnist.html)*。*

第3阶段：玩Pacman

一旦我们的模型经过培训，并且我们的成本价值已经下降，我们就可以通过网络摄像头进行预测！

这是预测循环：

while (isPredicting) {

const predictedClass = tf.tidy(() => {

const img = webcam.capture();

const activation = mobilenet.predict(img);

const predictions = model.predict(activation);

return predictions.as1D().argMax();

});

const classId = (await predictedClass.data())[0];

predictedClass.dispose();

ui.predictClass(classId);

await tf.nextFrame();

}

让我们分清界限：

const img = webcam.capture();

正如我们之前看到的，它从网络摄像头捕获一帧作为Tensor。

const activation = mobilenet.predict(img);

现在，通过我们截断的MobileNet模型提供网络摄像头帧，以获得内部MobileNet激活。

const predictions = model.predict(act);

现在，通过我们训练的模型提供激活，以获得一组预测。这是输出类别上的概率分布（该预测向量中的4个值中的每一个代表该类的概率）。

predictions.as1D().argMax();

最后，压平输出，然后调用argMax。这将返回具有最高值（概率）的索引。这对应于预测的类别。

const classId = (await predictedClass.data())[0];

predictedClass.dispose();

ui.predictClass(classId);

现在我们有一个Tensor预测标量，下载并在UI中显示！（注意我们需要Tensor在获取其值后手动处理此处，因为我们处于无法包装的异步上下文中 tf.tidy()。）

包起来

而已！您现在已经学会了如何训练神经网络以从一组用户定义的类中进行预测。图像永远不会离开浏览器！

如果您将此演示分叉以进行修改，则可能必须更改模型参数才能使其适用于您的任务。

# 将Keras模型导入TensorFlow.js

Keras模型（通常通过Python API创建）可以以[多种格式之一](https://keras.io/getting-started/faq/#how-can-i-save-a-keras-model)保存。“整个模型”格式可以转换为TensorFlow.js图层格式，可以直接加载到TensorFlow.js进行推理或进一步培训。

目标TensorFlow.js图层格式是一个包含model.json文件和一组二进制格式的分片权重文件的目录。该model.json文件包含模型拓扑（又名“架构”或“图形”：层的描述及其连接方式）和权重文件的清单。

## 要求

转换过程需要Python环境; 你可能想用[pipenv](https://github.com/pypa/pipenv)或[virtualenv](https://virtualenv.pypa.io/)保持一个孤立的。要安装转换器，请使用pip install tensorflowjs。

将Keras模型导入TensorFlow.js分为两步。首先，将现有的Keras模型转换为TF.js图层格式，然后将其加载到TensorFlow.js中。

## 步骤1.将现有的Keras模型转换为TF.js图层格式

Keras模型通常通过via保存model.save(filepath)，生成一个包含模型拓扑和权重的HDF5（.h5）文件。要将此类文件转换为TF.js图层格式，请运行以下命令，其中*path/to/my\_model.h5*是源Keras .h5文件，并且*path/to/tfjs\_target\_dir*是TF.js文件的目标输出目录：

*# bash*

tensorflowjs\_converter --input\_format keras \

path/to/my\_model.h5 \

path/to/tfjs\_target\_dir

## 替代方法：使用Python API直接导出到TF.js图层格式

如果您在Python中使用Keras模型，则可以将其直接导出为TensorFlow.js图层格式，如下所示：

*# Python*

import tensorflowjs as tfjs

def train(...):

model = keras.models.Sequential() *# for example*

...

model.compile(...)

model.fit(...)

tfjs.converters.save\_keras\_model(model, tfjs\_target\_dir)

## 第2步：将模型加载到TensorFlow.js中

使用Web服务器为您在步骤1中生成的转换后的模型文件提供服务。请注意，您可能需要将服务器配置为[允许跨源资源共享（CORS）](https://enable-cors.org/)，以便允许使用JavaScript获取文件。

然后通过提供model.json文件的URL将模型加载到TensorFlow.js中：

*// JavaScript*

import \* as tf from '@tensorflow/tfjs';

const model = await tf.loadModel('https://foo.bar/tfjs\_artifacts/model.json');

现在，该模型已准备好进行推理，评估或重新培训。例如，加载的模型可以立即用于进行预测：

*// JavaScript*

const example = tf.fromPixels(webcamElement); *// for example*

const prediction = model.predict(example);

许多[TensorFlow.js示例](https://github.com/tensorflow/tfjs-examples)采用此方法，使用已在Google云端存储上转换和托管的预训练模型。

请注意，您使用model.json文件名引用整个模型。 loadModel(...)获取model.json，然后发出额外的HTTP（S）请求以获取权model.json重清单中引用的分片权重文件。这种方法允许所有这些文件由浏览器缓存（也可能由互联网上的其他缓存服务器缓存），因为model.json和权重分片都小于典型的缓存文件大小限制。因此，模型很可能在随后的场合加载更快。

## 支持的功能

TensorFlow.js图层目前仅支持使用标准Keras构造的Keras模型。使用不受支持的操作或图层的模型（例如自定义图层，Lambda图层，自定义损失或自定义指标）无法自动导入，因为它们依赖于无法可靠地转换为JavaScript的Python代码。

保存并加载tf.Model

本教程介绍如何在TensorFlow.js中保存和加载模型。保存和加载模型是一项重要的功能。例如，如何保存仅由浏览器中可用的数据（例如，来自附加传感器的图像和音频数据）微调的模型的权重，以便在用户加载时模型将处于已调整的状态页面又来了？还要考虑Layers API允许您[tf.Model](https://js.tensorflow.org/api/latest/#class:Model)在浏览器中从头开始创建名为s的模型这一事实 。你如何保存以这种方式创建的模型？自版本0.11.1起，TensorFlow.js中提供的save / load API解决了这些问题。

注意：本文档是关于保存和加载tf.Models（即tfjs-layers API中的Keras样式模型）。tf.FrozenModel目前还不支持保存和加载（即从TensoFlow SavedModels 加载的模型），并且正在积极开展工作。

保存tf.Model

让我们从最基本，最轻松的方式开始，将tf.Model：保存到Web浏览器的本地存储。本地存储是标准的客户端数据存储。保存在那里的数据可以在同一页面的多个负载中持续存在。您可以在此[MDN页面上](https://developer.mozilla.org/en-US/docs/Web/API/Window/localStorage)了解有关它的更多信息。

假设你有一个tf.Model名为的对象model。无论是从头开始使用Layers API还是从预训练的Keras模型加载/微调，您都可以使用一行代码将其保存到本地存储：

const saveResult = await model.save('localstorage://my-model-1');

有些事情值得指出：

* 该save方法采用类似于URL的字符串参数，该参数以**方案**开头。在这种情况下，我们使用该localstorage://方案指定将模型保存到本地存储。
* 该计划之后是一条**路径**。在保存到本地存储的情况下，路径只是一个任意字符串，用于唯一标识要保存的模型。例如，当您从本地存储加载模型时，将使用它。
* 该save方法是异步的，因此您需要使用then或者await如果其完成形成其他操作的前提条件。
* 返回值model.save是一个JSON对象，它携带一些可能有用的信息，例如模型拓扑和权重的字节大小。
* 任何tf.Model，无论它是否由 [tf.sequential](https://js.tensorflow.org/api/latest/#sequential) 构成，它包含哪些类型的层，都可以这种方式保存。

下表列出了所有当前支持的保存模型目的地及其相应的方案和示例。

| **保存目的地** | **方案字符串** | **代码示例** |
| --- | --- | --- |
| 本地存储（浏览器） | localstorage:// | await model.save('localstorage://my-model-1'); |
| IndexedDB（浏览器） | indexeddb:// | await model.save('indexeddb://my-model-1'); |
| 触发文件下载（浏览器） | downloads:// | await model.save('downloads://my-model-1'); |
| HTTP请求（浏览器） | http:// 要么 https:// | await model.save('http://model-server.domain/upload'); |
| 文件系统（Node.js） | file:// | await model.save('file:///tmp/my-model-1'); |

我们将在以下部分中扩展一些保存路线。

IndexedDB的

[IndexedDB](https://developer.mozilla.org/en-US/docs/Web/API/IndexedDB_API) 是大多数主流Web浏览器支持的另一个客户端数据存储。与本地存储不同，它更好地支持存储大型二进制数据（BLOB）和更大的配额。因此，tf.Model与本地存储相比，保存到IndexedDB通常可以提供更好的存储效率和更大的大小限制。

文件下载

该downloads://方案后面的字符串是将要下载的文件名称的前缀。例如，该行将 model.save('downloads://my-model-1')导致浏览器下载两个共享相同文件名前缀的文件：

1. 一个名为的文本JSON文件my-model-1.json，它在其modelTopology字段中包含模型的拓扑，并在其字段中显示权重清单 weightsManifest。
2. 一个二进制文件，带有名为的权重值my-model-1.weights.bin。

这些文件的格式与[tensorflowjs转换](https://pypi.org/project/tensorflowjs/)器从[Keras](https://pypi.org/project/tensorflowjs/) HDF5文件转换的工件格式相同。

注意：某些浏览器要求用户在同时下载多个文件之前授予权限。

HTTP请求

如果tf.Model.save使用HTTP / HTTPS URL调用，则模型的拓扑和权重将通过[POST](https://developer.mozilla.org/en-US/docs/Web/HTTP/Methods/POST)请求发送到指定的HTTP服务器。POST请求的主体具有一个名为的格式 multipart/form-data。它是用于将文件上载到服务器的标准MIME格式。正文由两个文件组成，文件名model.json和文件名 model.weights.bin。文件格式与downloads://方案触发的下载文件格式相同（参见上文）。此 [文档字符串](https://js.tensorflow.org/api/latest/#tf.io.browserHTTPRequest) 包含一个Python代码片段，演示了如何使用[烧瓶](http://flask.pocoo.org/) Web框架以及Keras和TensorFlow来处理源自save请求的有效负载并将其重新构建为服务器内存中的Keras Model对象。

通常，您的HTTP服务器对请求有特殊约束和要求，例如HTTP方法，标头和身份验证凭据。您可以save通过将URL字符串参数替换为调用来获得对请求的这些方面的细粒度控制tf.io.browserHTTPRequest。它是一个更详细的API，但它在控制由此产生的HTTP请求时提供了更大的灵活性save。例如：

await model.save(tf.io.browserHTTPRequest(

'http://model-server.domain/upload',

{method: 'PUT', headers: {'header\_key\_1': 'header\_value\_1'}}));

本机文件系统

TensorFlow.js可以在Node.js中使用。有关更多详细信息，请参阅 [tfjs-node项目](https://github.com/caisq/tfjs-node)。与Web浏览器不同，Node.js可以直接访问本地文件系统。因此，您可以将tf.Models 保存到文件系统，这与在Keras中将模型保存到磁盘的方式非常相似。为此，首先确保已导入@tensorflow/tfjs-node包，例如，使用Node.js的require语法：

require('@tensorflow/tfjs-node');

导入后，file://URL方案可用于模型保存和加载。对于模型保存，该方案后面是要保存模型工件的目录的路径，例如：

await model.save('file:///tmp/my-model-1');

上面的命令将在目录中生成一个model.json文件和一个weights.bin文件/tmp/my-model-1。这两个文件的格式与上面的“文件下载”和“HTTP请求”部分中描述的文件格式相同。保存模型后，可以将其加载回运行TensorFlow.js的Node.js程序，或者为TensorFlow.js的浏览器版本提供服务。要实现前者，请tf.loadModel()使用model.json文件路径调用：

const model = await tf.loadModel('file:///tmp/my-model-1/model.json');

要实现后者，请将保存的文件作为Web服务器的静态文件提供。

正在加载tf.Model

tf.Model如果之后无法加载模型，则保存s的功能将无用。通过tf.loadModel使用基于方案的类似URL的字符串参数调用来完成模型加载。tf.Model.save在大多数情况下，字符串参数是对称的 。下表给出了支持的加载路径的摘要：

| **装货路线** | **方案字符串** | **例** |
| --- | --- | --- |
| 本地存储（浏览器） | localstorage:// | await tf.loadModel('localstorage://my-model-1'); |
| IndexedDB（浏览器） | indexeddb:// | await tf.loadModel('indexeddb://my-model-1'); |
| 用户上传的文件（浏览器） | N / A | await tf.loadModel(tf.io.browserFiles([modelJSONFile, weightsFile])); |
| HTTP请求（浏览器） | http:// 要么https:// | await tf.loadModel('http://model-server.domain/download/model.json'); |
| 文件系统（Node.js） | file:// | await tf.loadModel('file:///tmp/my-model-1/model.json'); |

在所有加载路由中， 如果加载成功则tf.loadModel返回一个（Promiseof）tf.Model对象，Error如果失败则抛出一个。

从本地存储或IndexedDB加载与保存完全对称。但是，从用户上传的文件加载与从浏览器下载文件完全不对称。特别是，用户上传的文件不表示为类似URL的字符串。相反，他们被指定为Array的 [文件](https://developer.mozilla.org/en-US/docs/Web/API/File)对象。典型的工作流程是让用户使用HTML [文件输入](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input/file) 元素从本地文件系统中选择文件

<input name="json-upload" type="file" />

<input name="weights-upload" type="file" />

这些将在浏览器中显示为两个“选择文件”按钮，用户可以使用这些按钮来选择文件。一旦用户分别在两个文件输入中选择了model.json文件和权重文件，文件对象将在相应的HTML元素下可用，并且它们可用于加载tf.Model 如下：

const jsonUpload = document.getElementById('json-upload');

const weightsUpload = document.getElementById('weights-upload');

const model = await tf.loadModel(

tf.io.browserFiles([jsonUpload.files[0], weightsUpload.files[0]]));

从HTTP请求加载模型对于通过HTTP请求保存模式也略微不对称。特别是，tf.loadModel将URL或路径作为model.json文件，如上表中的示例所示。这是自TensorFlow.js初始发布以来一直存在的API。

管理存储在浏览器Local Storage和IndexedDB中的模型

正如你在上面学到，你可以存储tf.Model的拓扑结构和权在用户的客户端浏览器的数据存储，包括本地存储和索引资料库，通过使用代码，如 model.save('localstorage://my-model')和model.save('indexeddb://my-model')。但到目前为止，您如何找到存储的模型？这可以通过使用tf.ioAPI 附带的模型管理方法来实现 ：

*// List models in Local Storage.*

console.log(await tf.io.listModels());

方法的返回值listModels不仅包括存储模型的路径，还包括一些关于它们的简短元数据，例如拓扑和权重的字节大小。

管理API还允许您复制，移动或删除现有模型。例如：

*// Copy model from existing path to a new path.*

*// Copying between Local Storage and IndexedDB is supported.*

tf.io.copyModel('localstorage://my-model', 'indexeddb://cloned-model');

*// Move model from a path to another.*

*// Moving between Local Storage and IndexedDB is supported.*

tf.io.moveModel('localstorage://my-model', 'indexeddb://cloned-model');

*// Remove model.*

tf.io.removeModel('indexeddb://cloned-model');

将保存的tf.Model转换为Keras格式

如上所述，有两种方法可以保存tf.Model as文件：

* 通过文件从Web浏览器下载，使用该downloads://方案
* 使用该file://方案将模型直接写入Node.js中的本机文件系统 。使用[tensorflowjs转换器](https://pypi.org/project/tensorflowjs/)，您可以将这些文件转换为HDF5格式，然后可以将其加载到Python中的Keras中。例如：

*# Suppose you have downloaded `my-model-1.json`, accompanied by a weights file.*

pip install tensorflowjs

tensorflowjs\_converter \

--input\_format tensorflowjs --output\_format keras \

./my-model-1.json /tmp/my-model-1.h5

将基于TensorFlow GraphDef的模型导入TensorFlow.js

基于TensorFlow GraphDef的模型（通常通过Python API创建）可以采用以下格式之一保存：

1. TensorFlow [SavedModel](https://www.tensorflow.org/programmers_guide/saved_model#overview_of_saving_and_restoring_models)
2. [冷冻模型](https://www.tensorflow.org/mobile/prepare_models#how_do_you_get_a_model_you_can_use_on_mobile)
3. [会话包](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/session_bundle/README.md)
4. [Tensorflow Hub模块](https://www.tensorflow.org/hub/)

所有上述格式都可以通过[TensorFlow.js转换器转换](https://github.com/tensorflow/tfjs-converter)为TensorFlow.js Web友好格式，可以直接加载到TensorFlow.js进行推理。

（注意：TensorFlow已弃用会话包格式，请将模型迁移到SavedModel格式。）

要求

转换过程需要Python环境; 你可能想用[pipenv](https://github.com/pypa/pipenv)或[virtualenv](https://virtualenv.pypa.io/)保持一个孤立的。要安装转换器，请运行以下命令：

pip install tensorflowjs

将TensorFlow模型导入TensorFlow.js需要两个步骤。首先，将现有模型转换为TensorFlow.js Web格式，然后将其加载到TensorFlow.js中。

步骤1.将现有TensorFlow模型转换为TensorFlow.js Web格式

运行pip包提供的转换器脚本：

用法：SavedModel示例：

tensorflowjs\_converter \

--input\_format=tf\_saved\_model \

--output\_node\_names='MobilenetV1/Predictions/Reshape\_1' \

--saved\_model\_tags=serve \

/mobilenet/saved\_model \

/mobilenet/web\_model

冷冻模型示例：

tensorflowjs\_converter \

--input\_format=tf\_frozen\_model \

--output\_node\_names='MobilenetV1/Predictions/Reshape\_1' \

/mobilenet/frozen\_model.pb \

/mobilenet/web\_model

会话包模型示例：

tensorflowjs\_converter \

--input\_format=tf\_session\_bundle \

--output\_node\_names='MobilenetV1/Predictions/Reshape\_1' \

/mobilenet/session\_bundle \

/mobilenet/web\_model

Tensorflow Hub模块示例：

tensorflowjs\_converter \

--input\_format=tf\_hub \

'https://tfhub.dev/google/imagenet/mobilenet\_v1\_100\_224/classification/1' \

/mobilenet/web\_model

| **位置参数** | **描述** |
| --- | --- |
| input\_path | 保存的模型目录，会话包目录，冻结模型文件或TensorFlow Hub模块句柄或路径的完整路径。 |
| output\_path | 所有输出工件的路径。 |

| **选项** | **描述** |
| --- | --- |
| --input\_format | 输入模型的格式，使用tf\_saved\_model表示SavedModel，tf\_frozen\_model表示冻结模型，tf\_session\_bundle表示会话束，tf\_hub表示TensorFlow Hub模块，keras表示Keras HDF5。 |
| --output\_node\_names | 输出节点的名称，以逗号分隔。 |
| --saved\_model\_tags | 仅适用于SavedModel转换，以逗号分隔格式加载MetaGraphDef的标签。默认为serve。 |
| --signature\_name | 仅适用于TensorFlow Hub模块转换，签名加载。默认为default。请参阅https://www.tensorflow.org/hub/common\_signatures/。 |

使用以下命令获取详细帮助消息：

tensorflowjs\_converter --help

转换器生成的文件

上面的转换脚本生成3种类型的文件：

* web\_model.pb （数据流图）
* weights\_manifest.json （重量清单文件）
* group1-shard\\*of\\* （二进制权重文件的集合）

例如，以下是在以下位置转换并提供的MobileNet模型：

https://storage.cloud.google.com/tfjs-models/savedmodel/mobilenet\_v1\_1.0\_224/optimized\_model.pb

https://storage.cloud.google.com/tfjs-models/savedmodel/mobilenet\_v1\_1.0\_224/weights\_manifest.json

https://storage.cloud.google.com/tfjs-models/savedmodel/mobilenet\_v1\_1.0\_224/group1-shard1of5

...

https://storage.cloud.google.com/tfjs-models/savedmodel/mobilenet\_v1\_1.0\_224/group1-shard5of5

第2步：在浏览器中加载并运行

1. 安装tfjs-converter npm包

yarn add @tensorflow/tfjs 要么 npm install @tensorflow/tfjs

1. 实例化[FrozenModel类](https://github.com/tensorflow/tfjs-converter/src/executor/frozen_model.ts)并运行推理。

import \* as tf from '@tensorflow/tfjs';

import {loadFrozenModel} from '@tensorflow/tfjs-converter';

const MODEL\_URL = 'https://.../mobilenet/web\_model.pb';

const WEIGHTS\_URL = 'https://.../mobilenet/weights\_manifest.json';

const model = await loadFrozenModel(MODEL\_URL, WEIGHTS\_URL);

const cat = document.getElementById('cat');

model.execute({input: tf.fromPixels(cat)});

查看我们的[MobileNet演示版](https://github.com/tensorflow/tfjs-converter/demo/mobilenet/README.md)。

如果您的服务器请求访问模型文件的凭据，您可以提供可选的RequestOption参数，该参数将直接传递给fetch函数调用。

const model = await loadFrozenModel(MODEL\_URL, WEIGHTS\_URL,

{credentials: 'include'});

有关详细信息，请参阅[fetch（）文档](https://developer.mozilla.org/en-US/docs/Web/API/WindowOrWorkerGlobalScope/fetch)。

支持的操作

目前TensorFlow.js仅支持一组有限的TensorFlow Ops。查看 [完整列表](https://github.com/tensorflow/tfjs-converter/docs/supported_ops.md)。如果您的模型使用任何不受支持的操作，则tensorflowjs\_converter脚本将失败并生成模型中不受支持的操作的列表。请提交[问题](https://github.com/tensorflow/tfjs/issues)，告诉我们您需要支持的操作。

仅加载重量

如果您只想加载权重，可以使用以下代码段。

import \* as tf from '@tensorflow/tfjs';

const weightManifestUrl = "https://example.org/model/weights\_manifest.json";

const manifest = await fetch(weightManifestUrl);

this.weightManifest = await manifest.json();

const weightMap = await tf.io.loadWeights(

this.weightManifest, "https://example.org/model");

创建自定义WebGL操作

要定义自定义WebGL操作，我们所要做的就是创建一个实现的对象tf.webgl.GPGPUProgram。

该接口定义为：

interface GPGPUProgram {

variableNames: string[];

outputShape: number[];

userCode: string;

supportsBroadcasting?: boolean;

}

对于一个人为的例子，让我们实现一个计算的操作f(x) = x \* x + x。

这个的GLSL代码是：

void main() {

float x = getXAtOutCoords();

float value = x \* x + x;

setOutput(value);

}

其中getXAtOutCoords和setOutput是[由Tensorflow.js提供](https://js.tensorflow.org/tutorials/custom-webgl-op.html#stdlib)到着色器。请注意，为输出张量中的每个值调用main函数。

完整的GPGPUProgram定义是：

const squareAndAddKernel = inputShape => ({

variableNames: ['X'],

outputShape: inputShape.slice(),

userCode: `

void main() {

float x = getXAtOutCoords();

float value = x \* x + x;

setOutput(value);

}

`

})

要运行此操作，您可以使用tf.ENV.backend.compileAndRun(program: GPGPUProgram, inputs: tf.Tensor[]): tf.Tensor。请注意，如果后端不是webgl后端，则这将是未定义的。

const x = tf.tensor([1, 2, 3, 4]);

const program = squareAndAddKernel(x.shape);

const result = tf.ENV.backend.compileAndRun(program, [x]);

但是，我们可能还想为此op定义渐变，以便渐变可以通过它反向传播。

为此，我们使用[tf.customGrad](https://js.tensorflow.org/api/latest/#customGrad)。

const squareAndAddBackpropKernel = inputShape => ({

variableNames: ['X'],

outputShape: inputShape.slice(),

userCode: `

void main() {

float x = getXAtOutCoords();

float value = 2.0 \* x + 1.0;

setOutput(value);

}

`

});

const squareAndAdd = tf.customGrad(x => {

const backend = tf.ENV.backend;

const program = squareAndAddKernel(x.shape);

const backpropProgram = squareAndAddBackpropKernel(x.shape);

const value = backend.compileAndRun(program, [x]);

const gradFunc = dy =>

[backend.compileAndRun(backpropProgram, [x]).mul(dy)];

return {value, gradFunc}

});

然后我们可以使用它：

const x = tf.tensor([1, 2, 3, 4]);

const value = squareAndAdd(x);

const grads = tf.grad(x => squareAndAdd(x));

const dx = grads(input);

*// value == [3, 6, 12, 20]*

*// dx == [3, 5, 7, 9]*

或者更简洁：

const {value, grad} = tf.valueAndGrad(squareAndAdd)(x);

由Tensorflow.js生成的GLSL函数

Tensorflow.js生成可用于从输入张量读取并写入输出张量的函数，以及其他数字实用程序函数。这些由[着色器编译器](https://github.com/tensorflow/tfjs-core/blob/master/src/kernels/webgl/shader_compiler.ts)预先添加到您的代码中。

* void setOutput(float value)
  + 设置运行片段着色器的坐标的输出值（相当于gl\_FragCoord = vec4(value, 0.0, 0.0, 0.0)）。
* indexType getOutputCoords()
  + 其中indexType一个int | ivec2 | ivec3 | ivec4 | ivec5 | ivec6。
  + 返回int如果输出张量为rank-0或rank-1，否则返回ivecNN == rank。这是此程序将写入的输出张量中的单元格的坐标。
* Tensorflow.js生成GLSL函数以从输入张量进行采样。这些形式如下：
* float get{VarName}AtOutCoords()
* float get{VarName}() *// rank-0 input*
* float get{VarName}(int x) *// rank-1 input*
* float get{VarName}(int x, int y) *// rank-2 input*
* float get{VarName}(int x, int y, int z) *// rank-3 input*
* float get{VarName}(int x, int y, int z, int w) *// rank-4 input*
* *// continue as above for rank-5 & rank-6*
* *// For example, for rank-2 Tensor named x:*

*// float getX(int x, int y)*

哪里VarName是为中定义的变量名variableNames的数组GPGPUProgram中**与captialised的第一个字母**。这意味着对于名为的变量matrix，TF.js将生成getMatrix。

其中许多函数都取决于输入张量的等级，所以在你的GPGPUProgram经常想要根据inputShapes 的行列发出不同的代码。例如，如果get{VarName}AtOutCoords()不存在，我们可能写成squareAndAddKernel：

const squareAndAddKernel = inputShape => ({

const variableNames = ['X']

const outputShape = inputShape.slice()

const rank = outputShape.length

const coordSnippets = ['',

'coords',

'coords.x, coords.y',

'coords.x, coords.y, coords.z',

'coords.x, coords.y, coords.z, coords.w']

const coordType = rank < 2 ? 'int' : `ivec${rank}`

const userCode = `

void main() {

${coordType} coords = getOutputCoords();

float x = getX(${coordSnippets[rank]});

setOutput(x \* x + x);

}`

return {variableNames, outputShape, userCode}

})

* + bool isNaN(float val)
    - true如果val是a NaN，否则为false。
  + int round(float value)
    - 舍value入到最接近的整数。
  + int imod(int x, int y)
    - 与float mod(float x, float y)int 相同，因为GLSL不提供给我们一个。
  + float random(float seed)
    - 返回一个伪随机数，基于Dav Hoskins的论坛，网址为https://www.shadertoy.com/view/4djSRW。

TensorFlow Lite简介

TensorFlow Lite是TensorFlow针对移动和嵌入式设备的轻量级解决方案。它支持设备内机器学习推理，具有低延迟和小二进制大小。TensorFlow Lite还支持[Android神经​​网络API的](https://developer.android.google.cn/ndk/guides/neuralnetworks/index.html)硬件加速。

TensorFlow Lite使用许多技术来实现低延迟，例如优化移动应用程序的内核，预融合激活以及允许更小和更快（定点数学）模型的量化内核。

我们的大多数TensorFlow Lite文档 暂时都[在GitHub](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite)上。

TensorFlow Lite包含什么？

TensorFlow Lite支持一组核心运算符，包括量化和浮点运算，它们已针对移动平台进行了调整。它们结合了预融合激活和偏置，以进一步提高性能和量化精度。此外，TensorFlow Lite还支持在模型中使用自定义操作。

TensorFlow Lite基于[FlatBuffers](https://google.github.io/flatbuffers/)定义了一种新的模型文件格式 。FlatBuffers是一个高效的开源跨平台序列化库。它类似于 [协议缓冲区](https://developers.google.cn/protocol-buffers/?hl=en)，但主要区别在于FlatBuffers在访问数据之前不需要对辅助表示进行解析/解包步骤，通常与每个对象的内存分配相结合。此外，FlatBuffers的代码占用空间比协议缓冲区小一个数量级。

TensorFlow Lite拥有一个新的移动优化解释器，其主要目标是保持应用程序的精简和快速。解释器使用静态图形排序和自定义（动态性较小）内存分配器来确保最小的负载，初始化和执行延迟。

TensorFlow Lite提供了一个利用硬件加速的接口（如果在设备上可用）。它通过 [Android神经​​网络API实现](https://developer.android.google.cn/ndk/guides/neuralnetworks/index.html)，可在Android 8.1（API级别27）及更高版本上使用。

为什么我们需要一个新的移动专用库？

机器学习正在改变计算范式，我们看到了移动和嵌入式设备上新用例的新趋势。在相机和语音交互模型的推动下，消费者的期望也趋向于与其设备进行自然的，类似人的交互。

有几个因素引起了这个领域的兴趣：

* 硅层的创新为硬件加速提供了新的可能性，而Android神经​​网络API等框架可以轻松利用这些功能。
* 最近在实时计算机视觉和口语理解方面取得的进展使得移动优化的基准模型成为开源的（例如MobileNets，SqueezeNet）。
* 广泛可用的智能设备为设备智能创造了新的可能性。
* 对用户数据不需要离开移动设备的更强大的用户数据隐私范例感兴趣。
* 能够提供“离线”用例，其中设备不需要连接到网络。

我们相信下一波机器学习应用程序将在移动和嵌入式设备上进行大量处理。

TensorFlow Lite亮点

TensorFlow Lite提供：

* 一组核心运营商，包括量化和浮动，其中许多已经针对移动平台进行了调整。这些可用于创建和运行自定义模型。开发人员还可以编写自己的自定义运算符并在模型中使用它们。
* 一种新的基于[FlatBuffers](https://google.github.io/flatbuffers/)的模型文件格式。
* 具有内核优化的设备上解释器，可在移动设备上更快地执行。
* TensorFlow转换器将TensorFlow训练的模型转换为TensorFlow Lite格式。
* 尺寸较小：当所有支持的运营商链接时，TensorFlow Lite小于300KB，当仅使用支持InceptionV3和Mobilenet所需的运营商时，小于200KB。
* **预先测试的型号：**

以下所有型号均可保证开箱即用：

* + 初始V3，一种用于检测图像中存在的主要对象的流行模型。
  + [MobileNets](https://github.com/tensorflow/models/blob/master/research/slim/nets/mobilenet_v1.md)，一系列移动优先计算机视觉模型，旨在有效地最大限度地提高准确性，同时注意到设备或嵌入式应用程序的受限资源。它们是小型，低延迟，低功耗模型，参数化以满足各种用例的资源限制。它们可以用于分类，检测，嵌入和分割。MobileNet模型 比Inception V3 更小但[精度更低](https://research.googleblog.com/2017/06/mobilenets-open-source-models-for.html)。
  + 在设备智能回复上，一种设备上模型，通过建议与上下文相关的消息，为传入的文本消息提供一键式回复。该模型专为内存受限设备（如手表和手机）而构建，并已成功用于将[Android Wear](https://research.googleblog.com/2017/02/on-device-machine-intelligence.html)上的 [智能回复](https://research.googleblog.com/2017/02/on-device-machine-intelligence.html) 呈现给所有第一方和第三方应用。

另请参阅[TensorFlow Lite支持的模型](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/lite/g3doc/models.md)的完整列表 ，包括型号，性能编号和可下载的模型文件。

* MobileNet模型的量化版本，其运行速度比CPU上的非量化（浮点）版本快。
* 新的Android演示应用程序，用于说明使用TensorFlow Lite和量化的MobileNet模型进行对象分类。
* Java和C ++ API支持

入门

我们建议您使用上面指出的预测试模型试用TensorFlow Lite。如果您有现有型号，则需要测试您的型号是否与转换器和支持的操作员集兼容。要测试您的模型，请参阅[GitHub上](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite)的 [文档](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite)。

为自定义数据集重新调整Inception-V3或MobileNet

上面提到的预训练模型已经在ImageNet数据集上进行了训练，该数据集由1000个预定义类组成。如果这些类对您的用例不相关或有用，则需要重新训练这些模型。这种技术称为转移学习，它从已经训练过一个问题的模型开始，然后再对类似的问题进行再训练。从头开始深度学习可能需要数天时间，但转移学习可以相当快地完成。为此，您需要生成标有相关类的自定义数据集。

在[为诗人TensorFlow](https://codelabs.developers.google.com/codelabs/tensorflow-for-poets/) 代码实验室通过这个过程走一步一步的。重新训练代码支持对浮点和量化推理进行重新训练。

TensorFlow Lite架构

下图显示了TensorFlow Lite的架构设计：
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从磁盘上经过训练的TensorFlow模型开始，您将.tflite使用TensorFlow Lite转换器将该模型转换为TensorFlow Lite文件格式（）。然后，您可以在移动应用程序中使用该转换后的文件。

部署TensorFlow Lite模型文件使用：

* Java API：围绕Android上的C ++ API的便利包装器。
* C ++ API：加载TensorFlow Lite模型文件并调用Interpreter。Android和iOS都提供相同的库。
* 解释器：使用一组内核执行模型。解释器支持选择性内核加载; 没有内核它只有100KB，加载了所有内核300KB。这比TensorFlow Mobile要求的1.5M显着降低。
* 在部分Android设备上，Interpreter将使用Android神经​​网络API进行硬件加速，如果没有，则默认为CPU执行。

您还可以使用可由Interpreter使用的C ++ API实现自定义内核。

未来的工作

在未来的版本中，TensorFlow Lite将支持更多模型和内置运算符，包括定点和浮点模型的性能改进，工具的改进，以便更轻松地开发工作流程以及支持其他更小的设备等。在我们继续开发的过程中，我们希望TensorFlow Lite能够大大简化针对小型设备模型的开发人员体验。

未来的计划包括使用专门的机器学习硬件来为特定设备上的特定模型获得最佳性能。

TF Lite开发人员指南

在移动应用中使用TensorFlow Lite模型需要多个注意事项：您必须选择预先训练的或自定义模型，将模型转换为TensorFLow Lite格式，最后将模型集成到您的应用中。

1.选择一个型号

根据用例，您可以选择一种流行的开源模型，例如*InceptionV3*或*MobileNets*，并使用自定义数据集重新训练这些模型，甚至可以构建您自己的自定义模型。

使用预先训练的模型

[MobileNets](https://research.googleblog.com/2017/06/mobilenets-open-source-models-for.html) 是TensorFlow的移动优先计算机视觉模型系列，旨在有效地最大限度地提高准确性，同时考虑到设备或嵌入式应用程序的受限资源。MobileNets是小型，低延迟，低功耗模型，参数化以满足各种用途的资源限制。它们可用于分类，检测，嵌入和分割 - 类似于其他流行的大型模型，例如 [Inception](https://arxiv.org/pdf/1602.07261.pdf)。Google为[MobileNets](http://www.image-net.org/challenges/LSVRC/)提供了16个经过预先培训的 [ImageNet](http://www.image-net.org/challenges/LSVRC/)分类检查点，可用于各种规模的移动项目。

[Inception-v3](https://arxiv.org/abs/1512.00567)是一种图像识别模型，可以实现相当高的准确度，可以识别1000个类别的一般对象，例如“斑马”，“达尔马提亚”和“洗碗机”。该模型使用卷积神经网络从输入图像中提取一般特征，并基于具有完全连接和softmax层的那些特征对它们进行分类。

[On Device Smart Reply](https://research.googleblog.com/2017/02/on-device-machine-intelligence.html) 是一种设备上模型，通过建议与上下文相关的消息，为传入的文本消息提供一键式回复。该模型专为内存受限设备（如手表和手机）而构建，并已成功用于Android Wear上的Smart Replies。目前，此模型是特定于Android的。

这些预先训练的模型[可供下载](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/lite/g3doc/models.md)

为自定义数据集重新训练Inception-V3或MobileNet

这些预先训练的模型在*ImageNet*数据集上进行训练，该数据集包含1000个预定义的类。如果这些类不足以满足您的使用需求，则需要重新训练模型。这种技术称为 *转移学习*，从已经训练过问题的模型开始，然后在类似的问题上重新训练模型。从头开始深度学习可能需要数天时间，但转移学习相当快。为此，您需要生成标有相关类的自定义数据集。

在[为诗人TensorFlow](https://codelabs.developers.google.com/codelabs/tensorflow-for-poets/) 代码实验室通过再培训过程中走一步一步的。该代码支持浮点和量化推理。

训练自定义模型

开发人员可以选择使用Tensorflow训练自定义模型（有关构建和训练模型的示例，请参阅[TensorFlow教程](https://tensorflow.google.cn/tutorials/)）。如果您已经编写了模型，则第一步是将其导出到tf.GraphDef文件中。这是必需的，因为某些格式不会将模型结构存储在代码之外，我们必须与框架的其他部分进行通信。请参阅 [导出推理图](https://github.com/tensorflow/models/blob/master/research/slim/README.md) 以为自定义模型创建.pb文件。

TensorFlow Lite目前支持TensorFlow运算符的子集。 有关支持的运算符及其用法，请参阅[TensorFlow Lite和TensorFlow兼容性指南](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/g3doc/tf_ops_compatibility.md)。这套运营商将在未来的Tensorflow Lite版本中继续增长。

2.转换模型格式

在上一步中生成（或下载）的模型是*标准的* Tensorflow模型，您现在应该有.pb或.pbtxt tf.GraphDef文件。必须转换使用传输学习（重新训练）或自定义模型生成的模型 - 但是，我们必须先冻结图形以将模型转换为Tensorflow Lite格式。此过程使用多种模型格式：

* tf.GraphDef（.pb） - 表示TensorFlow训练或计算图的protobuf。它包含运算符，张量和变量定义。
* *CheckPoint*（.ckpt） - 来自TensorFlow图的转化变量。由于这不包含图形结构，因此无法自行解释。
* FrozenGraphDef- 它的子类GraphDef不包含变量。A GraphDef可以FrozenGraphDef通过获取CheckPoint和a 转换为a GraphDef，并使用从CheckPoint检索的值将每个变量转换为常量。
* SavedModel-A GraphDef和CheckPoint带有标记，用于标记模型的输入和输出参数。GraphDef可以从a中提取A 和CheckPoint SavedModel。
* *TensorFlow Lite模型*（.tflite） - 一个序列化的 [FlatBuffer](https://google.github.io/flatbuffers/)，包含用于TensorFlow Lite解释器的TensorFlow Lite运算符和张量，类似于 FrozenGraphDef。

冻结图

要将GraphDef.pb文件与TensorFlow Lite一起使用，您必须具有包含经过训练的权重参数的检查点。.pb文件仅包含图形的结构。将检查点值与图结构合并的过程称为*冻结图*。

您应该有一个检查点文件夹或下载它们以获得预先训练的模型（例如， [MobileNets](https://github.com/tensorflow/models/blob/master/research/slim/nets/mobilenet_v1.md)）。

要冻结图形，请使用以下命令（更改参数）：

freeze\_graph --input\_graph=/tmp/mobilenet\_v1\_224.pb \  
  --input\_checkpoint=/tmp/checkpoints/mobilenet-10202.ckpt \  
  --input\_binary=true \  
  --output\_graph=/tmp/frozen\_mobilenet\_v1\_224.pb \  
  --output\_node\_names=MobileNetV1/Predictions/Reshape\_1

input\_binary必须启用该标志，以便以二进制格式读取和写入protobuf。设置input\_graph和input\_checkpoint文件。

在output\_node\_names构建模型的代码之外可能并不明显。找到它们的最简单方法是使用[TensorBoard](https://codelabs.developers.google.com/codelabs/tensorflow-for-poets-2/#3) 或者可视化图形 graphviz。

冻结GraphDef现在可以转换为FlatBuffer格式（.tflite），以便在Android或iOS设备上使用。对于Android，Tensorflow Optimizing Converter工具支持浮点和量化模型。要将冻结转换为GraphDef.tflite格式：

toco --input\_file=$(pwd)/mobilenet\_v1\_1.0\_224/frozen\_graph.pb \  
  --input\_format=TENSORFLOW\_GRAPHDEF \  
  --output\_format=TFLITE \  
  --output\_file=/tmp/mobilenet\_v1\_1.0\_224.tflite \  
  --inference\_type=FLOAT \  
  --input\_type=FLOAT \  
  --input\_arrays=input \  
  --output\_arrays=MobilenetV1/Predictions/Reshape\_1 \  
  --input\_shapes=1,224,224,3

该input\_file参数应该引用冻结GraphDef包含模型架构文件。 这里使用的[frozen\_graph.pb](https://storage.googleapis.com/download.tensorflow.org/models/mobilenet_v1_1.0_224_frozen.tgz)文件可供下载。output\_file是生成TensorFlow Lite模型的地方。在input\_type和inference\_type 参数应设置为FLOAT，除非转换 [量化模型](https://tensorflow.google.cn/performance/quantization)。设置input\_array，output\_array和input\_shape论据并不那么简单。找到这些值的最简单方法是使用Tensorboard探索图形。重用参数以在freeze\_graph步骤中指定推理的输出节点。

也可以将Tensorflow Optimizing Converter与来自Python或命令行的protobuf一起使用（请参阅[toco\_from\_protos.py](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/toco/python/toco_from_protos.py) 示例）。这允许您将转换步骤集成到模型设计工作流程中，确保模型可以轻松转换为移动推理图。例如：

import tensorflow as tf  
  
img = tf.placeholder(name="img", dtype=tf.float32, shape=(1, 64, 64, 3))  
val = img + tf.constant([1., 2., 3.]) + tf.constant([1., 4., 4.])  
out = tf.identity(val, name="out")  
  
with tf.Session() as sess:  
  tflite\_model = tf.contrib.lite.toco\_convert(sess.graph\_def, [img], [out])  
  open("converteds\_model.tflite", "wb").write(tflite\_model)

有关用法，请参阅Tensorflow Optimizing Converter [命令行示例](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/toco/g3doc/cmdline_examples.md)。

有关故障排除帮助，请参阅 [Ops兼容性指南](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/g3doc/tf_ops_compatibility.md)，如果这样做无效，请 [提出问题](https://github.com/tensorflow/tensorflow/issues)。

在[发展回购](https://github.com/tensorflow/tensorflow)包含转换后的可视化TensorFlow精简版机型的工具。要构建 [visualize.py](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/lite/tools/visualize.py) 工具：

bazel run tensorflow/contrib/lite/tools:visualize -- model.tflite model\_viz.html

这将生成一个交互式HTML页面，其中列出了子图，操作和图形可视化。

3.使用TensorFlow Lite模型在移动应用程序中进行推理

完成上述步骤后，您现在应该有一个.tflite模型文件。

Android的

由于Android应用程序是用Java编写的，而核心TensorFlow库是用C ++编写的，因此提供了一个JNI库作为接口。这仅用于推理 - 它提供加载图形，设置输入和运行模型以计算输出的能力。

开源Android演示应用程序使用JNI接口，可 [在GitHub上使用](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/java/demo/app)。您还可以下载 [预建的APK](http://download.tensorflow.org/deps/tflite/TfLiteCameraDemo.apk)。有关详细信息，请参阅[Android演示](https://tensorflow.google.cn/lite/demo_android)指南。

在[Android手机](https://tensorflow.google.cn/lite/android_build)引导有Android上安装TensorFlow和设置说明bazel和Android工作室。

iOS版

要在iOS应用程序中集成TensorFlow模型，请参阅 [TensorFlow Lite for iOS](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/g3doc/ios.md) 指南和[iOS演示](https://tensorflow.google.cn/lite/demo_ios)指南。

核心ML支持

Core ML是Apple产品中使用的机器学习框架。除了直接在您的应用程序中使用Tensorflow Lite模型外，您还可以将经过培训的Tensorflow模型转换为 [CoreML](https://developer.apple.com/machine-learning/)格式，以便在Apple设备上使用。要使用转换器，请参阅 [Tensorflow-CoreML转换器文档](https://github.com/tf-coreml/tf-coreml)。

树莓派

按照[RPi构建说明](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/lite/g3doc/rpi.md)为Raspberry Pi编译Tensorflow Lite 这将编译.a用于构建应用程序的静态库文件（）。有Python绑定和演示应用程序的计划。

Android演示应用

[GitHub上](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/java/demo)提供[了](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/java/demo)使用TensorFLow Lite的示例Android应用程序 。该演示是一个示例相机应用程序，使用量化的Mobilenet模型或浮点Inception-v3模型连续分类图像。要运行演示，需要运行Android 5.0（API 21）或更高版本的设备。

在演示应用程序中，使用TensorFlow Lite Java API进行推理。该演示应用程序实时对帧进行分类，显示最可能的分类。它还显示检测对象所用的时间。

将演示应用程序添加到您的设备有三种方法：

* 下载[预建的二进制APK](http://download.tensorflow.org/deps/tflite/TfLiteCameraDemo.apk)。
* 使用Android Studio构建应用程序。
* 下载TensorFlow Lite的源代码和演示，并使用bazel构建它。

下载预先构建的二进制文件

尝试演示的最简单方法是下载 [预先构建的二进制APK](https://storage.googleapis.com/download.tensorflow.org/deps/tflite/TfLiteCameraDemo.apk)

安装APK后，单击应用程序图标以启动该程序。第一次打开应用程序时，它会要求运行时权限以访问设备相机。演示应用程序打开设备的后置摄像头，识别摄像机视野中的物体。在图像的底部（如果设备处于横向模式，则位于图像的左侧），它显示分类的前三个对象和分类延迟。

使用JCenter的TensorFlow Lite AAR在Android Studio中构建

使用Android Studio尝试更改项目代码并编译演示应用程序：

* 安装最新版本的 [Android Studio](https://developer.android.google.cn/studio/index.html)。
* 确保Android SDK版本大于26且NDK版本大于14（在Android Studio设置中）。
* 将tensorflow/contrib/lite/java/demo目录导入为新的Android Studio项目。
* 安装它请求的所有Gradle扩展。

现在您可以构建并运行演示应用程序。

构建过程下载量化的[Mobilenet TensorFlow Lite模型](https://storage.googleapis.com/download.tensorflow.org/models/tflite/mobilenet_v1_224_android_quant_2017_11_08.zip)，并将其解压缩到assets目录中：tensorflow/contrib/lite/java/demo/app/src/main/assets/。

[TF Lite Android App页面](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/java/demo/README.md)上提供了一些其他详细信息 。

使用其他型号

要使用其他模型：\*下载浮点[Inception-v3模型](https://storage.googleapis.com/download.tensorflow.org/models/tflite/inception_v3_slim_2016_android_2017_11_10.zip)。\*解压缩并复制inceptionv3\_non\_slim\_2015.tflite到assets目录。\*将[Camera2BasicFragment.java中](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/lite/java/demo/app/src/main/java/com/example/android/tflitecamerademo/Camera2BasicFragment.java)选择的分类[器](https://github.com/tensorflow/tensorflow/blob/master/tensorflow/contrib/lite/java/demo/app/src/main/java/com/example/android/tflitecamerademo/Camera2BasicFragment.java)  
从：更改classifier = new ImageClassifierQuantizedMobileNet(getActivity());  
为：classifier = new ImageClassifierFloatInception(getActivity());。

从源代码构建TensorFlow Lite和演示应用程序

克隆TensorFlow回购

git clone https://github.com/tensorflow/tensorflow

安装Bazel

如果bazel系统上未安装，请参阅 [安装Bazel](https://bazel.build/versions/master/docs/install.html)。

**注意：**Bazel目前不支持Windows上的Android版本。Windows用户应该下载 [预构建的二进制文件](https://storage.googleapis.com/download.tensorflow.org/deps/tflite/TfLiteCameraDemo.apk)。

安装Android NDK和SDK

Android NDK是构建本机（C / C ++）TensorFlow Lite代码所必需的。当前推荐的版本是*14b*，可以在[NDK Archives](https://developer.android.google.cn/ndk/downloads/older_releases.html#ndk-14b-downloads) 页面上找到 。

Android SDK和构建工具可以单独[下载，](https://developer.android.google.cn/tools/revisions/build-tools.html)也可以 作为[Android Studio的](https://developer.android.google.cn/studio/index.html)一部分使用 。要构建TensorFlow Lite Android演示，构建工具需要API> = 23（但它将在API> = 21的设备上运行）。

在TensorFlow存储库的根目录中，使用SDK和NDK的位置更新WORKSPACE文件 api\_level。如果您使用Android Studio安装它，则可以在SDK管理器中找到SDK路径。默认的NDK路径是：{SDK path}/ndk-bundle.例如：

android\_sdk\_repository (  
    name = "androidsdk",  
    api\_level = 23,  
    build\_tools\_version = "23.0.2",  
    path = "/home/xxxx/android-sdk-linux/",  
)  
  
android\_ndk\_repository(  
    name = "androidndk",  
    path = "/home/xxxx/android-ndk-r10e/",  
    api\_level = 19,  
)

[TF Lite Android App页面](https://github.com/tensorflow/tensorflow/tree/master/tensorflow/contrib/lite/java/demo/README.md)上提供了一些其他详细信息 。

构建源代码

要构建演示应用程序，请运行bazel：

bazel build --cxxopt=--std=c++11 //tensorflow/contrib/lite/java/demo/app/src/main:TfLiteCameraDemo