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# C语言-结构体

## C语言结构体概述

数组：数据具有相同数据类型的集合 🡪不能存储不同数据类型的数据

存50个学生的数学成绩(double)：double score[50];

存50本书的价格double：double price[50];

学生信息：姓名、性别、学号、成绩、年龄…可以用数组来存？

不可以，数据类型不同

姓名：char 姓别：char 学号：int 成绩：double 年龄：int

为了决解这个问题 🡪 结构体

结构体：数据具有相同数据类型或者不同数据类型的集合

可以定义一个结构体来存储上面的学生信息🡪 定义了一个学生类型的结构体

## 结构体变量定义与初始化

### 构造结构体数据类型

在使用结构体前，要先构造好结构体类型

|  |
| --- |
| struct 结构体名  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  };分号不能省略 |

struct：结构体类型关键字

结构体名：满足标识符的命名规则，具有含义

struct 结构体名：表示结构体类型 定义结构体变量：struct 结构体名 变量名

数据类型 [长度]：数组类型

指针类型：数据类型 \*

成员列表：数据类型 成员名；//定义普通变量一模一样

不能对成员进行初始化

成员与成员之间用分号隔开

一个成员占一行

注意：

1. 结构体类型大括号后面的分号不能省略；
2. 结构类型定义时系统不会为其分配空间，只有结构定义变量时系统才会为其分配空间
3. 结构体类型的成员可以是结构体，前提是先定义
4. 结构类型的定义单文件：放在头文件包含和主函数之间，在多文件中，放在.h文件中

|  |
| --- |
| #include <stdio.h>  struct Birthday  {  int year;  int month;  int day;  };  //构造了结构体类型  struct Student  {  char name[10];//存姓名  char sex[5];//存性别  int number;//存学号  double score;//存成绩  int age;//存年龄  struct Birthday bir;  };  //分号不能省略  int main(void)  {  return 0;  } |

### 结构体变量定义

上面已经将结构体类型构造好了，接下来就可以使用结构体类型来定义变量了

结构体类型定义变量有三种形式

1. 第一种

|  |
| --- |
| 构造结构体类型的同时定义结构体变量  struct 结构体名  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  }变量名1，变量名2;分号不能省略  struct Birthday  {  int year;  int mon;  int day;  };  struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }stu1, stu2;//定义结构体类型的同时定义结构体变量  int main(void)  {  return 0;  } |

1. 第二种

|  |
| --- |
| 先构造结构体类型，再定义结构体变量  struct 结构体名  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  }；  struct 结构体名 变量名1，变量名2；  struct Birthday  {  int year;  int mon;  int day;  };  struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  };  int main(void)  {  struct Student stu1, stu2;//定义结构体变量  return 0;  } |

1. 第三种

|  |
| --- |
| 构造结构体类型的同时定义结构体变量，省略结构体名  struct  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  }变量名1，变量名2;分号不能省略  //只是一次性，后面不能再定义结构体变量  //struct 结构体名：结构体类型  struct Birthday  {  int year;  int mon;  int day;  };  struct  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }stu1, stu2;//只是一次性，后面不能再定义结构体变量  //struct 结构体名：结构体类型  int main(void)  {  return 0;  } |

1. 升级改造

|  |
| --- |
| typedef：给数据类型取别名    先构造结构体类型，再定义结构体变量  typedef struct 结构体名  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  }别名；//注意：这里此时是别名，不是结构体变量    别名 变量名;  struct 结构体名 变量名；  struct Birthday  {  int year;  int mon;  int day;  };  typedef struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }STU;//别名  int main(void)  {  struct Student stu1, stu2;  STU stu3;  return 0;  } |

### 结构体变量的初始化

1. 对结构体变量初始化时，要用大括号进行整体赋值，也只有初始化时才能用大括号进行整体赋值
2. 对结构体变量初始化，其实就是对结构体成员进行初始化
3. 对结构体变量初始化，数据间用逗号隔开
4. 对结构体变量初始化，系统按照顺序从第一个成员开始赋值
5. 对结构体变量初始化，也支持未完全初始化，未赋值的成员默认赋值0
6. 对结构体变量初始化，如果成员是结构体类型，可以按照顺序依次赋值，也可以用大括号括起来赋值

|  |
| --- |
| struct Birthday  {  int year;  int mon;  int day;  };  typedef struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }STU;//别名  int main(void)  {  struct Student stu1 = {"张三", "女", 124563, 100, 20, {1999, 10, 19}};  return 0;  } |

### 结构体变量的赋值

1. 当结构体变量定义好后，不能在使用大括号进行整体赋值
2. 如果成员是字符数组
3. strcpy函数
4. gets函数
5. 结构体变量可以进行直接赋值

|  |
| --- |
| struct Birthday  {  int year;  int mon;  int day;  };  typedef struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }STU;//别名  int main(void)  {  struct Student stu1 = {"张三", "女", 124563, 100, 20, {1999, 10, 19}};  struct Student stu2, stu3;    // stu2.name = "李四"; //这种写法是错误  strcpy(stu2.name, "李四");//第一种写法  // gets(stu2.name);//第二种写法  strcpy(stu2.sex, "男");//第一种写法  stu2.number = 125643;  stu2.score = 99;  stu2.age = 19;  stu2.bri.year = 2000;  stu2.bri.mon = 11;  stu2.bri.day = 2;  stu3 = stu2;//结构体变量整体赋值  return 0;  } |
|  |

## 结构体变量使用

格式：结构体变量名.成员名； .：结构体成员运算符

|  |
| --- |
| struct Birthday  {  int year;  int mon;  int day;  };  typedef struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }STU;//别名  int main(void)  {  struct Student stu1 = {"张三", "女", 124563, 100, 20, {1999, 10, 19}};  struct Student stu2, stu3;  // stu2.name = "李四"; //这种写法是错误  strcpy(stu2.name, "李四");//第一种写法  // gets(stu2.name);//第二种写法  strcpy(stu2.sex, "男");//第一种写法  stu2.number = 125643;  stu2.score = 99;  stu2.age = 19;  stu2.bri.year = 2000;  stu2.bri.mon = 11;  stu2.bri.day = 2;  stu3 = stu2;//结构体变量整体赋值  printf("%s %s %d %d %d %d %d %d\r\n", stu1.name, stu1.sex, stu1.number, stu1.score, stu1.age,  stu1.bri.year, stu1.bri.mon, stu1.bri.day);  printf("%s %s %d %d %d %d %d %d\r\n", stu2.name, stu2.sex, stu2.number, stu2.score, stu2.age,  stu2.bri.year, stu2.bri.mon, stu2.bri.day);  printf("%s %s %d %d %d %d %d %d\r\n", stu3.name, stu3.sex, stu3.number, stu3.score, stu3.age,  stu3.bri.year, stu3.bri.mon, stu3.bri.day);  return 0; |

课堂练习：比较三十个学生的成绩，输出成绩最高学生的信息

1先构造出来结构体类型

2定义结构体变量(三个)

3键盘输入三个学生信息

4.比较出分数最高信息的学生

5.输出分数最高信息的学生

## 结构体数组定义与初始化

### 结构体数组定义

一个结构体变量只能存一个学生的信息

50个学生，50个结构体变量来存。代码量大，麻烦

结构体数组：相当于多个结构体变量

整型数组：整型 [长度] 变量名 🡪 整型 数组名[长度]；

结构体数组：结构体类型 [长度] 变量名 🡪 结构体类型 数组名[长度]；

struct 结构体名 数组名[长度]；

定义结构体数组也有三种形式

1. 第一种

|  |
| --- |
| 构造结构体类型的同时定义结构体数组  struct 结构体名  {  成员列表；  数据类型 成员名1；  数据类型 成员名1；  数据类型 成员名1；  数据类型 成员名1；  ...  }数组名1[长度];分号不能省略  struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }stu[3];//此时就定义了一个结构体数组 |

1. 第二种

|  |
| --- |
| 先构造结构体类型，再定义结构体数组  struct 结构体名  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  }；    struct 结构体名 数组名[长度]；//定义好了一个结构体数组  struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  };  int main(void)  {  struct Student stu[3];//此时就定义了一个结构体数组  return 0;  } |

1. 第三种

|  |
| --- |
| 构造结构体类型的同时定义结构体数组，省略结构体名  struct  {  成员列表；  数据类型 成员名1；  数据类型 成员名2；  数据类型 成员名3；  数据类型 成员名4；  ...  }数组名[长度];分号不能省略  //只是一次性，后面不能再定义结构体数组  //struct 结构体名：结构体类型  struct  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }stu[3];//此时就定义了一个结构体数组  typedef struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  }STU;  int main(void)  {  STU stu[3];//此时就定义了一个结构体数组  return 0;  } |

### 结构体数组的初始化

|  |
| --- |
| struct Birthday  {  int year;  int mon;  int day;  };  struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  };  int main(void)  {  int i;  struct Student stu[3] = {  {"张三", "女", 123465, 88, 15, 2004, 10, 19}, //stu[0]  {"李四", "男", 123765, 78, 16, 2003, 11, 07}, //stu[1]  {"王五", "女", 145465, 89, 18, 2001, 11, 02} //stu[2]  };//此时就定义了一个结构体数组  //stu[1].name = "小明";  // strcpy(stu[1].name, "小茗");  // gets(stu[1].name);    for(i = 0; i < 3; i++)  {  printf("%s %s %d %d %d %d %d %d\r\n", stu[i].name, stu[i].sex, stu[i].number, stu[i].score,  stu[i].age, stu[i].bri.year, stu[i].bri.mon, stu[i].bri.day);  }  return 0;  } |

## 结构体数组使用

格式：数组名[下标].成员名； 下标的范围：0 – 长度-1

struct Stu stu[3];

stu[0].成员名 stu[1] stu[2]

|  |
| --- |
| #include <stdio.h>  //构造结构体类型  typedef struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  };//构造结构体类型的同时定义结构体数组  int main(void)  {  int i;  struct Student stu[3] = {//stu[0] stu[1] stu[2]  {"张三", "女", 123456, 88, 17},  {"李四", "男", 123654, 89, 18},  {"王五", "男", 142536, 90, 20}  };//定义结构体数组 初始化  //数组名[下标].成员名；  for(i = 0; i < 3; i++)  {  printf("%s %s %d %d %d\r\n", stu[i].name, stu[i].sex, stu[i].number, stu[i].score, stu[i].age);  }  return 0;  } |

## 结构体指针定义与初始化

### 结构体指针定义

指针类型：数据类型 \*

定义一个指向整型的指针变量：整型 \*指针名；int \*p;

定义一个指向结构体类型的指针变量：结构体类型 \*指针名； struct 结构体名 \*指针名；

定义结构体指针也有三种；

1. 构造结构体类型的同时定义结构体指针
2. 先构造结构体类型，再定义结构体指针
3. 构造结构体类型的同时定义结构体指针，结构体名省略

### 结构体指针的初始化

struct 结构体名 \*指针名 = NULL;

## 结构体指针使用

格式：(\*指针名).成员名

指针名->成员名

\*指针名.成员名 //这种写法是错误的

|  |
| --- |
| #include <stdio.h>  #include <string.h>  struct Birthday  {  int year;  int mon;  int day;  };  struct Student  {  char name[10];  char sex[5];  int number;  int score;  int age;  struct Birthday bri;  };  int main(void)  {  int i;    struct Student stu[3] = {  {"张三", "女", 123465, 88, 15, 2004, 10, 19}, //stu[0]  {"李四", "男", 123765, 78, 16, 2003, 11, 07}, //stu[1]  {"王五", "女", 145465, 89, 18, 2001, 11, 02} //stu[2]  };//此时就定义了一个结构体数组  struct Student \*pstu = stu;//指向了stu数组的首元素地址  //stu[1].name = "小明";  // strcpy(stu[1].name, "小茗");  // gets(stu[1].name);    for(i = 0; i < 3; i++)  {  printf("%s %s %d %d %d %d %d %d\r\n", stu[i].name, stu[i].sex, stu[i].number, stu[i].score,  stu[i].age, stu[i].bri.year, stu[i].bri.mon, stu[i].bri.day);  }  printf("\r\n");  /\* for(i = 0; i < 3; i++)  {  printf("%s %s %d %d %d %d %d %d\r\n", (\*(pstu+i)).name, (\*(pstu+i)).sex, (\*(pstu+i)).number, (\*(pstu+i)).score,  (\*(pstu+i)).age, (\*(pstu+i)).bri.year, (\*(pstu+i)).bri.mon, (\*(pstu+i)).bri.day);  }\*/  for(i = 0; i < 3; i++)  {  printf("%s %s %d %d %d %d %d %d\r\n", (pstu+i)->name, (pstu+i)->sex, (pstu+i)->number, (pstu+i)->score,  (pstu+i)->age, (pstu+i)->bri.year, (pstu+i)->bri.mon, (pstu+i)->bri.day);  }  return 0;  } |

## 结构体类型空间分布

|  |
| --- |
| #include <stdio.h>    struct Student  {  char a;  short b;  int d;  double e;  float f; //8  };//别名 按照成员里面数据类型最大来对齐  int main(void)  {  struct Student stu;  //stu空间有多大  char \*p = &stu;  short \*f;  int \*g;  \*p = 'a';  f = p;  \*(f+1) = 10;//+1偏移两个字节  g = p;  \*(g+1) = 100;//+1偏移四个字节  printf("%c\r\n", stu.a);  printf("%d\r\n", stu.b);  printf("%d\r\n", stu.d);  return 0;  } |