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|  |  |  |  |
| --- | --- | --- | --- |
| 实验时间 | 2022年6月 8 日15 时至17 时 | 学时数 | 2学时 |
| 1.实验名称  排序 | | | |
| 2.实验目的  （1）掌握插入排序算法（重点掌握直接插入排序）及其特点；  （2）掌握快速排序算法及其特点；  （3）掌握归并排序算法及其特点； | | | |
| 3.实验内容  **基本内容：**  采用顺序存储结构，完成顺序表的创建，实现对顺序表的直接插入排序、冒泡排序。  **选作内容：**  在此基本内容的基础上，实现对顺序表的快速排序或别的排序。 | | | |
| 4.实验原理  （1）直接插入排序的基本思想是：通过一趟排序将待排序的当前记录插入到前面已经排好序的有序序列中，从而得到一个新的、记录数增1的有序序列。整个排序过程可简述为：先将序列中的第一个记录看成是一个有序的子序列，然后从第二个记录起逐个插入，直至整个序列有序。  （2）快速排序是对起泡排序的一种改进，其基本思想是：通过一趟排序将待排记录分割成独立的两部分，其中一部分记录的关键字都比另一部分记录的关键字小，然后再分别对这两部分继续进行排序，以达到整个序列有序；  （3）（2-路）归并排序是基于归并操作（即将两个有序序列组合成一个新的有序序列）实现排序。这里将含有n个记录的初始序列看成是n个有序的子序列，每个子序列长度为1，然后开始两两归并，直至得到一个长度为n的有序序列为止； | | | |
| 5.实验源代码  // // Created by 86178 on 2022/6/3. // #include "stdio.h" #include<stdlib.h> #include "iostream" #define OK 1 #define ERROR 0 #define maxsize 20 const int N = 1e6+10; using namespace std; typedef struct{  int key;  float otherinfo; }rcdtype; typedef struct{  rcdtype r[maxsize + 1]; //r[0]闲置作为哨兵  int length; }sqlist; //插入排序算法 void insertsort(sqlist &L) {  int i,j;  for( i = 2; i <= L.length;i++ )  if (L.r[i].key < L.r[i-1].key)  { L.r[0]=L.r[i]; // L.r[0]为监视哨  for ( j=i-1; L.r[0].key < L.r[j].key; --j){  L.r[j+1]=L.r[j];}  L.r[j+1]=L.r[0];  } } //快排 int Partition(sqlist &L, int low, int high) {  L.r[0] = L.r[low];  int pivotkey = L.r[low].key;  while (low < high)  {  while (low < high && L.r[high].key >= pivotkey) --high;  L.r[low] = L.r[high];  while (low < high && L.r[low].key <= pivotkey) ++low;  L.r[high] = L.r[low];  }  L.r[low] = L.r[0];  return low; }  void Qsort(sqlist &L, int low, int high) {  if (low < high)  {  int pivotloc = Partition(L, low, high);  Qsort(L, low, pivotloc-1);  Qsort(L, pivotloc + 1, high);  } }  void Quicksort(sqlist &L) {  Qsort(L, 1, L.length); } //归并排序 void Merge(rcdtype R[],rcdtype T[],int low, int mid ,int high) { //将有序表归并  int i=low,j=mid+1,k=low;  while(i<=mid&&j<=high)  {  if(R[i].key<=R[j].key) T[k++]=R[i++];  else T[k++] = R[j++];  }  while(i<=mid) T[k++] = R[i++];  while(j<=mid) T[k++] = R[j++]; } void MSort(rcdtype R[],rcdtype T[],int low,int high) {  int mid;  rcdtype S[N];  if(low==high) T[low]=R[low];  else  {  mid = (low + high )/2;  MSort(R,S,low,mid);  MSort(R,S,mid+1,high);  Merge(S,T,low,mid,high);  } } void MergeSort(sqlist &L) {  MSort(L.r,L.r,1,L.length); } void Create\_Sq(sqlist &L) {  int n,i;  cout << "请输入数据个数，不超过" << maxsize << "个。" << endl;  cin >> n;  cout << ":请输入待排序的数据：\n";  while (n > maxsize )  {  cout << "个数上限，不能超过" << maxsize << "请重新输入：" << endl;  cin >> n;  }  for (i = 1; i <= n; i ++)  {  cin >> L.r[i].key;  L.r[i].otherinfo = i;  L.length ++;  } }  void show(sqlist L) {  int i;  for(i = 1;i <= L.length; i ++)  cout << L.r[i].key << " "; } //还原数据 void save(sqlist &L) {  int m = L.length - 1, flag = 1;  int j;  while ((m > 0) && flag == 1)  {  flag = 0; //本趟排序没有发生交换 ，将不会执行下一次  for (j = 1; j <= m; j ++)  {  if (L.r[j].otherinfo > L.r[j + 1].otherinfo)  {  flag = 1;  rcdtype t = L.r[j];  L.r[j] = L.r[j + 1];  L.r[j + 1] = t;  }  }  m --;  } }  int main() {  sqlist L;  L.length = 0;  Create\_Sq(L);  int i,j;  printf(" 排序 \n");  printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");  printf("\* 1-----直接插入 \*\n");  printf("\* 2-----快速排序 \*\n");  printf("\* 3-----还原数据 \*\n");  printf("\* 4-----退出 \*\n");  printf("\* 5-----创建表 \*\n");  printf("\* 6-----归并排序 \*\n");  printf("\n");  while(1)  {  cout<<"请选择："<<endl;  cin>>j;  switch(j){  case 1:  insertsort(L);  cout<<"直接插入："<<endl;  show(L);  break;  case 2:  Quicksort(L);  cout<<"快速排序："<<endl;  show(L);  break;  case 3: save(L);  cout<<"还原数据："<<endl;  show(L);  break;  case 4:  exit (0);  case 5:  sqlist L1;  L1.length = 0;  Create\_Sq(L1);  case 6:  int x;  scanf("%d",&x);  // MSort(L,L1,1,x);  MergeSort(L1);  }  }  return 0; }  运行结果： | | | |
| 6.实验结论及心得  本次实验中，对排序有了新的认识,排序在很多领域都有广泛的应用。如各种升序学考试的录取工作，日常生活中的各类竞赛活动等都离不开排序，排序的一个主要目的是便于查找。不同排序有着不同的优点；比如选择排序会比较稳定，记录空间较小，当每一组记录占用的空间较多的时候，此方法比直接插入快，此外还有树形排序，归并排序，桶排序等等，其中，归并排序并没有掌握，后续会将实验补充完整。 | | | |