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**基础篇(教材)—提高篇(竞赛)—拓展篇(产业....)**

**建议：1、以图示的方式 从内存的角度理解程序**

1. **拓展篇：科研项目（研究型 侧重点）**
2. **课程设计：工程应用结合（应用背景 模型 对比分析结构 文档 开发）**
3. **知识类型的复习和小案例，有没有必要写？放在哪?**
4. **第一章：预备知识（）**

# 绪论

## 本章实践目标

* 巩固C语言基础，能够熟练使用函数、结构体、指针等知识解决实际问题
* 能够运用类C语言的规范并结合数据结构的基本概念，正确表达和实现抽象数据类型
* 能够根据算法的复杂度对解决实际问题的方案进行比较与选择

## **本章实践体系概略**

**1 基础篇**

**三元组**

1.1 C语言核心及C++引用

* 函数
* 指针与动态分配内存
* 结构体与typedef
* C++引用

1.2在实际的应用场景中体会数据结构的基本概念

* 数据结构的基本概念
* 应用举例

1.3基础实践：抽象数据类型

* 抽象数据类型的基本概念
* 应用举例

1.4开发高效算法

* 算法的基本概念
* 确定各种类型算法的复杂度
* 使用动态编程设计寻找斐波那契数的高效算法

**2 提高篇**

2.1 求二进制数中1的个数

2.2 调控CPU的占有率

2.3 围栏修复

2.4 斐波那契数列

**3 拓展篇**

3.1 图形中的三元组

3.2 ...

## **1.1 C语言核心及C++引用**

C语言是典型的面向过程的程序设计语言，面向过程的程序设计=函数＋调用。也就是说，一个C语言可由一个主函数和若干个其它函数构成，由主函数调用其他函数，其他函数也可以互相调用，同一个函数可以被一个或多个函数调用任意多次。

在实际应用中，一个程序主要包括以下两方面的信息，对数据的描述和对操作的描述。数据是操作的对象，对数据的描述要求在程序中要指定用到哪些数据，以及这些数据的类型和数据的组织形式，这就是**数据结构**。操作的目的是对数据进行加工处理，以得到期望的结果。对操作的描述其实就是写出计算机进行操作的步骤，也就是**算法**。

著名的计算机科学家沃思（Nikiklaus Wirth）提出一个公式：**算法+数据结构=程序**。其中算法是灵魂，数据结构是加工对象，语言是工具。本课程采用类C语言描述算法，采用C语言实现算法。其中类C语言是从C语言选出一个核心子集，并添加了C++的引用作为函数参数，构成了类C语言。所以要求大家首先必须巩固C语言中的重要知识并熟悉C++中的引用。

### 1.1.1函数

函数，从本质上讲就是用来完成特定功能的。在程序设计中要善于利用函数，以实现代码复用。实际应用中，所有的算法均是用函数进行封装。

**1、函数的定义**

C语言要求，在程序中用到的函数，必须“先定义，后使用”。

定义函数的一般形式为：

类型名 函数名（形式参数表列）

{

函数体

}

对于以上的定义，说明几点：

1. 函数名应反映其代表的功能，见名知义。
2. 形式参数表列应指明函数的参数的名字和类型，以便在调用函数时向它们传递数据，对无参函数不需要这项。
3. 类型名，即函数返回值的类型。函数的返回值是通过函数体中的return语句获得的。
4. 函数体指定函数应当完成什么操作，即函数的功能，函数体包括声明部分和语句部分。

**【示例1\_1】**定义一个函数，实现两个整数之和。

解答思路：（1）函数名，因实现和的功能，见名知义，命名为 add。

（2）形式参数表列，因完成两个整数之和，所以两个参数的类型均为int。

（3）类型名，两个整数之和，结果还是整数，所以函数返回值的类型也为int。

（4）函数体，完成加法，并返回结果。

正确答案：

int add(int x, int y)

{

int sum;

sum = x+y;

return sum

}

或者

int add(int x, int y)

{

return x+y;

}

**2、函数的调用**

定义函数的目的是为了调用此函数，以得到预期的结果。调用函数的一般形式为：

**函数名（实参表列）**

对于以上的调用形式，说明两点：

1. 若在函数的定义中形式参数表列不为空，则实参表列中的实参，类型必须与形式参数表列中的参数类型一致或者赋值兼容，实际参数可以是变量、常量或表达式。
2. 若在函数的定义中形式参数表列为空，则实参表列也没有，但括号不能省略。

**【示例1\_2】** 从键盘接收两个整数，要求用例1\_1中定义的函数计算两个整数的和并输出。

**正确答案：**

# include<stdio.h>

// 例1\_1中函数的定义

int add(int x, int y)

{

return x+y;

}

// 主函数

int main()

{

int a, b, sum;

printf("请从键盘接收两个整数：\n");

scanf("%d%d", &a, &b);

sum = add(a, b); //调用函数add

printf("两个整数的和为：%d", sum);

return 0;

}

函数调用过程分析：

主函数中包含了一个函数调用语句add(a, b)，add后面括号内的a和b 是实参，a和b是在main函数中定义的变量，通过函数调用，实参a，b的值传给了函数add 的形式参数x和y，之后在函数add 中完成了x和y的相加，并把结果返回main函数，赋给在main函数中定义的变量sum。

**3、函数的声明**

若用户定义的函数在主调函数的后面，则应该对被调用的函数作声明。函数声明的一般形式为：

**函数类型 函数名（形式参数表列）；**

对于以上的函数声明形式，说明两点：

（1）此处的形式参数表列对无参函数不需要这项，对有参函数，可以只写每个参数的参数类型，或者参数类型和参数名都写。

（2）函数的声明，可以在主调函数内部进行声明，也可以在文件的开头进行声明。

**【示例1\_3】** 对于例1\_2中的程序，如果将函数add和main函数换一下位置，则必须在主函数的内部或者主函数之前对 add 函数进行声明。请写出函数声明的语句。

**正确答案：**

int add(int x, int y)；

或者

int add(int , int )；

### **1.1.2 指针和动态分配内存**

指针是C语言的一个重要概念，也是C语言的精华，指针极大地丰富了C语言的功能。准确而灵活的应用指针可以编出精练而高效的程序。学习指针是学习C语言中最重要的一环，能否正确理解和使用指针是我们是否掌握C语言的一个标志。

**1、指针变量的定义和引用** 用C语言中基本数据类型定义变量，变量里所装的是数据元素的内容，而指针型变量里装的是变量的地址，通过指针可以找出这个变量在内存中的位置。

定义指针变量的一般形式为：

**类型名 \*指针变量名；**

对于以上的定义形式，说明几点：

1. 类型名用来指定此指针变量可以指向的变量的类型。
2. “\*”号表示该变量为指针型变量。

引用指针变量可能有三种情况，分别是给指针变量赋值、引用指针变量指向的变量和引用指针变量的值。

**【示例1\_4】**请说明下面每条语句的含义。

int a, \*p;

p = &a;

\*p = 10;

printf(“%d”, \*p);

printf(“%x”, p);

**正确答案：**

int a, \*p; // 此语句进行变量的定义，表示定义了一个整型变量a，定义了一个指**向整型数据的指针变量p**。**注意：**在说明指针变量时不能只是说“定义了一个指针变量p”，而应完整地说“定义了一个指向整型数据的指针变量p”**。**

p = &a; // 此语句给指针变量赋值，表示把a的地址赋给指针变量p，让p指向a

\*p = 10; // 此语句表示把整数10赋给指针变量p所指向的变量，等价于a = 10

printf(“%d”, \*p); // 此语句表示以整数形式输出指针变量p所指向的变量的值，即输出变量a的值。

printf(“%x”, p); // 此语句表示以十六进制形式输出指针变量的值，即输出变量a的地址。

**2、指针变量作为函数参数**

函数的参数不仅可以是普通的数据类型，还可以是指针类型。

**【示例1\_5】 完成a和b两个存储单元内容的交换。**

**解决方案１：**试图使用普通变量做函数的参数，传值进行函数调用，完成数据的交换

# include<stdio.h>

// 试图定义一个函数，使用普通变量做参数，完成数据的交换

void swap(int m, int n)

{

int temp;

temp = m;

m = n;

n = temp;

}

// 主函数

int main()

{

int a = 5, b = 10;

printf("a = %d, b = %d\n",a ,b);

swap(a, b); // 值传递

　　printf("a = %d, b = %d\n",a ,b);

return 0;

}

输出：
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**结论：**使用普通变量做参数，值传递没有完成数据的交换。为什么呢？我们来分析一下，在主函数中，执行函数调用语句swap(a, b) 时，在内存中，实际参数a和b的值确实传给了函数的形式参数m和 n，在函数执行的过程中，m和n的值确实交换了，但主函数中a和b的值没有完成交换。

**解决方案２：**使用指针变量做函数的参数，传地址进行函数调用，完成数据的交换

# include<stdio.h>

// 定义一个函数，使用指针变量做参数，完成数据的交换

void swap(int \*m, int \*n)

{

int temp;

temp = \*m;

\*m = \*n;

\*n = temp;

}

// 主函数

int main()

{

int a = 5, b = 10;

printf("a = %d, b = %d\n",a ,b);

swap(&a, &b); // 地址传递

printf("a = %d, b = %d\n",a ,b);

return 0;

}

输出：

![](data:image/png;base64,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)

**结论：**使用指针做参数，通过地址传递完成了数据的交换。我们来分析一下，在主函数中，执行函数调用语句swap(&a, &b) 时，实际参数a的地址和b的地址传给了函数的形式参数m和 n，意味着m指向了a，n指向了b，在函数执行的过程中，m所指向的变量的内容和n所指向的变量的内容完成了交换，意味着主函数中a和b的值完成了交换。

**3、动态分配内存与指向它的指针变量**

C语言允许建立内存动态分配区域来存放数据，这些数据不必在程序的声明部分定义，由于未在声明部分定义它们为变量或数组，因此不能通过变量名或数组名去引用这些数据，只能通过指针来引用。

对内存的动态分配与释放是通过系统的库函数来实现的，主要有malloc，calloc，realloc和free这四个函数。这四个函数的声明位于stdlib.h头文件中，在用到这些函数时，应当用# include<stdlib.h> 把stdlib.h头文件包含到程序文件中。下面介绍一下实验中最常用到的三个函数的函数原型：

1. void \*malloc(unsigned int size)，其作用是在内存的动态存储区中分配一个长度为size的连续空间。此函数的返回值为所分配区域的第一个字节的地址，只提供一个纯地址，不指向任何类型的数据，在实际使用时，必须强制转换成有指向的地址，才能进行数据存取。
2. void \*realloc(void \*p, unsigned int size)，如果已经用malloc函数获得了动态空间，想改变其大小，可以用此函数重新分配，表示将p所指向的动态空间的大小改变为size。
3. void free(void \*p)，其作用是释放指针p所指向的动态空间。

**【示例1\_6】 建立动态数组，输入一个班级学生的C语言成绩，计算均分并输出。**

**解决思路：**

（1）从键盘接收班级人数；

（2）根据班级的人数为存放成绩的数组动态分配内存空间；

（3）从键盘接收学生的成绩；

（4）计算均分并输出；

（5）释放内存；

**正确答案：**

# include<stdio.h>

# include<stdlib.h>

int main()

{

int count, i, sum;

float aver;

int \*p;

// 输入班级的人数

printf("请输入班级的人数：");

scanf("%d", &count);

// 根据人数动态分配内存

p = (int \*)malloc(sizeof(int) \* count);

// 从键盘接收成绩

printf("请输入C语言的成绩：");

for (i=0; i<count; i++)

{

scanf("%d",p+i);

sum += p[i]; // 或者写成sum += \*(p+i)

}

// 计算并输出均分

aver = (float)sum / count;

printf("这个班级的均分为：%.2f", aver);

// 释放内存

free(p);

return 0;

}

**1.1.3 结构体和typedef**

结构体可以理解为用户用已有数据类型（int,char,float...）为原料制作的数据类型，是系统提供给程序员制作新的数据类型的一种机制，即用户可以用系统已经有的基本数据类型或者用户定义的结构体类型组合成复杂的数据类型。是C语言中非常重要的知识。

**1、结构体类型的定义**

声明一个结构体类型的一般形式为：

**struct 结构体名**

**{成员表列}；**

其中，大括号内是该结构体所包含的子项，称为结构体的**成员**。对每一个成员都要进行类型声明，即

**类型名 成员名；**

**2、定义结构体类型的变量**

使用结构体类型定义变量的形式常用的有三种：

（1）声明的同时进行定义

**struct 结构体名**

**{成员表列} 变量名；**

（2）先申明，后定义

struct 结构体名

{成员表列}；

**struct 结构体名 变量名；**

（3）使用无名结构体进行变量的定义

**struct**

**{成员表列} 变量名；**

**3、使用typedef给已有的或者自己定义的类型起别名**

typedef的作用是给现有的数据类型起个别名来代替已有的类型名。对于普通类型、数组类型、指针类型、结构体类型等所有类型，定义方法都是一样的。简单地说，就是按照定义变量的方式，把变量名换成新类型名，并且在最前面加上typedef后即可完成给已有类型起别名的任务，之后就可以直接使用这个别名定义变量了。

如：定义一个字符指针类型的过程可以这样理解：

1. 定义一个指向字符型数据的指针变量p

char \*p;

1. 用新的类型名String取代上面的变量p

char \*String;

1. 在前面加上typedef

**typedef char \*String;**

**// 相当于给指向char型数据的指针类型（简称字符指针类型）起了个别名叫String**

1. 使用新类型String定义变量s

String s; // 等价于char \*s;

**4、使用指针访问结构体中的成员**

如果p指向一个结构体变量s，则访问变量s中的成员有三种方式：

1. s.成员名；
2. (\*p).成员名；
3. p->成员名；

**【示例1\_7】根据下面的要求完成任务：**

**（1）请使用结构体类型描述学生的信息，每个学生的信息包括学号、姓名、性别和年龄。**

**（2）请在（1）的基础上，使用typedef给结构体类型起个别名Student，给指向结构体类型数据的指针类型起个别名StuPoint。**

**（3）编写主函数，定义并直接初始化一个包含3个学生信息的结构体数组，使用三种方式输出三个学生的信息。**

**解题思路：**

按照上文中相关的定义逐一完成即可。

**正确答案：**

（1）描述每个学生信息的结构体定义如下：

struct Student

{ int num;

char name[20];

char sex;

int age;

}；

（2）使用typedef给结构体类型和结构体指针类型起别名

typedef struct Student

{ int num;

char name[20];

char sex;

int age;

} Student, \*StuPoint;

（3）在主函数中完成结构体数组的定义，初始化并使用三种方式完成信息的输出。

int main()

{

// 定义并初始化结构体数组

Student stu[3] = {{10101,"Li Lin",'M',18},

{10102,"Ma Jun",'M',19},

{10104,"Lv Min",'F',20}};

// 输出数组中三个学生的信息

// 方式1：使用数组下标访问

int i;

for (i=0; i<3; i++)

{

printf("%d\t%s\t%c\t%d\n", stu[i].num, stu[i].name, stu[i].sex, stu[i].age);

}

// 方式2：指针指向结构体数组，用“\*”运算符访问

StuPoint p; // 等价于Student \*p;

for (p=stu; p<stu+3; p++)

{

printf("%d\t%s\t%c\t%d\n", (\*p).num, (\*p).name, (\*p).sex, (\*p).age);

}

// 方式3：指针指向结构体数组，用“->”运算符访问

for (p=stu; p<stu+3; p++)

{

printf("%d\t%s\t%c\t%d\n", p->num, p->name, p->sex, p->age);

}

return 0;

}

在本课程中，无论是线性结构、树结构还是图结构，要构造一个节点，必须先定义结点的结构类型。如，线性结构中链表的结点有两个域，一个是数据域，用来存放数据；另一个是指针域，用来存放下一个结点的位置。如图1.1所示：

|  |  |
| --- | --- |
| data | next |

|  |  |
| --- | --- |
| data | next |

|  |  |
| --- | --- |
| ... |  |

图1.1 线性结构中链表的结构

链表结点的结构型定义如下：

typedef struct LNode

{

ElemType data;

struct LNode \*next;

} LNode, \*LinkList;

关于这个定义说明几点：

（1）这个结构体类型的名字为LNode;

（2）指向这个结构体类型的指针类型名字为LinkList;

（3）组成这个结构体的成员之一data，根据实际的业务需要，可以是任意类型，如int，float等基本数据类型或者是用户定义的结构体类型，如Student等。

（4）组成这个结构体的另一成员next，是指向和自己类型相同的变量的指针，所以要用自己来定义这个指针，所以写成struct LNode \*next。

关于各种结构对应的结构型数据类型的介绍，在后续章节中将陆续学习。

### 1.1.4 C++中的引用

在c++中，建立引用的作用是为变量另起一个名字。声明一个引用的格式如下:

**类型 &引用名 = 已定义的变量名;**

例如：

int i=5；

int &j = i；

这里，声明了一个整数类型的引用j ，用整型变量i对它进行初始化，这时j就可看做是变量i的引用,即是变量i的别名。也就是说，变量i和引用j占用内存的同一位置。当i变化时，j也随之变化，反之亦然。

**【示例1\_8】 完成a和b两个存储单元内容的交换。**

在【示例1\_5】中，函数定义时用普通变量做参数，没能完成数据的交换。用指针做参数，完成了数据的交换，但相对比较麻烦。在本例中，用引用做参数可以非常方便并非常简洁的解决这个问题。

**解决方案：**使用引用做函数的参数，完成数据的交换

# include<stdio.h>

// 定义一个函数，使用引用做参数，完成数据的交换

void swap(int &m, int &n)

{

int temp;

temp = m;

m = n;

n = temp;

}

// 主函数

int main()

{

int a = 5, b = 10;

printf("a = %d, b = %d\n",a ,b);

swap(a, b); // 值传递

　　printf("a = %d, b = %d\n",a ,b);

return 0;

}

输出：
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**结论：**使用引用做参数，很方便地完成了数据的交换。为什么呢？我们来分析一下，在主函数中，执行函数调用语句swap(a, b) 时，相当于完成了int &m=a和int &n=b，也就是说在内存中，实际参数a、b和形式参数m、 n占用同样的内存区域，在函数执行的过程中，m和n的值完成交换了，所以a和b的值也就完成交换了。

## **1.2 在实际的应用场景中体会数据结构的基本概念**

对于数据结构的基本概念，在以后的章节中会经常出现。不需要刻意的去背，联系生活实际去理解即可。

### 1.2.1 数据结构中的基本概念

**1、数据**

描述客观事物的数字、字符以及所有能输入到计算机中并被计算机程序处理的符号的集合。可以是数字、字符、声音、图形、图像等。

**2、数据元素**

数据的基本单位，在计算机程序中常常作为一个整体进行考虑和处理，可以小到一个字符，也可以大到一本书或一张地图。对于较大的数据元素，还可以进一步分成若干个“数据项”。

**3、数据项**

是数据结构中讨论的最小单位，是数据元素中最基本的，不可分割的数据单位。如：学生成绩管理系统中，描述一个学生的信息，通常包含学号、姓名、成绩1、成绩2等，其中，学号、姓名、成绩1、成绩2就是不可分割的数据项。

**4、数据对象**

性质相同的数据元素的集合，是数据的一个子集。如：全体整数的集合Z={0，+1，+2…}。

**5、数据结构**

1. 相互之间存在一种或多种特定关系的数据元素的集合。其中数据元素之间的关系，称为“结构”，所以数据结构可以简称为带结构的数据元素的集合。
2. 形式定义为：二元组 (D,S) 其中D是数据元素的有限集，S是D上关系的有限集。
3. 数据结构的研究内容为：

**6、数据的逻辑结构**

数据的逻辑结构是对数据元素之间关系的描述。根据数据元素之间关系的不同特性，通常有下列四种逻辑结构：

（1）集合：数据元素之间除了“同属于一个集合”的关系外，别无其他关系。

（2）线性结构：数据元素之间存在一对一的关系，除了第一个元素和最后一个元素，其它元素有且仅有一个直接的前驱和一个直接的后继。

（3）树型结构：数据元素之间存在一对多的关系。具有分支、层次特性，形态像自然界中的树。

（4）图状结构或网状结构：数据元素之间存在多对多的关系。其中的各个结点按逻辑关系互相缠绕，任何两个结点都可以邻接。

**7、数据的存储结构**

是逻辑结构到存储器的一个映射，即数据在计算机内的表示。数据元素之间的关系在计算机中主要有两种不同的表示方法，

（1）顺序存储结构：每个存储结点只含一个数据元素，所有存储结点存放在一块连续的存储区里，用存储结点的位置关系表示数据元素之间的逻辑关系。

（2）链式存储结构：每个存储结点不仅含有一个数据元素，还包含一个指针，每个指针指向一个与本结点有逻辑关系的结点，即用附加的指针表示逻辑关系。

### 1.2.2 应用举例

**【示例1\_9】** 2020年注定是让人难忘的一年，这一年开头中国就备受新冠病毒的侵扰，让全国人民待在家里过了一个与众不同的春节，关注疫情数据也成了大家每天的“必修课”。作为重灾区的湖北，在2020年3月18日新增确诊首次清零。表1\_1是2020年3月19日在疫情实时更新系统中查到的部分省份的数据，请描述其中的数据元素，数据项，数据对象和数据。

表1\_1 2020年3月19日部分省份数据

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **地区** | **新增确诊** | **累计确诊** | **治愈** | **死亡** |
| 湖北 | 0 | 67800 | 57681 | 3130 |
| 广东 | 9 | 1378 | 1318 | 8 |
| 河南 | 0 | 1273 | 1250 | 22 |
| 浙江 | 1 | 1233 | 1217 | 1 |
| 湖南 | 0 | 1018 | 1014 | 4 |
| 安徽 | 0 | 990 | 984 | 6 |
| 山西 | 0 | 133 | 133 | 0 |

**正确答案：**

数据元素：一个地区的疫情记录（湖北，0，67800，57681，3130）。

数据项：湖北，0，67800，57681，3130均是该数据元素的数据项。

数据对象：国内各地区的疫情记录。

数据：全球各国家各地区的疫情记录。

**【示例1\_10】**在现实生活中，有各种各样的数据，它们呈现出不同的逻辑结构特性，归纳起来有四种，请根据你的理解，每一种各举一例。

**参考答案：**

## **1.3 抽象数据类型的表示和实现**

抽象数据类型泛指除基本数据类型以外的数据类型，是由若干基本数据类型归并之后形成的一种新的数据类型，这种类型由用户定义，是描述数据结构的一种理论工具，其目的是使人们能够独立于程序的实现细节来理解数据结构的特性。

### 1.3.1抽象数据类型的相关知识

**1、抽象数据类型的定义**

是指基于一个逻辑类型的数据模型以及定义在该模型上的一组操作。每一个操作由它的输入和输出定义。抽象数据类型的定义取决于它的一组逻辑特性，而与计算机内部如何表示无关。“抽象”的意义在于[数据类型](https://baike.baidu.com/item/%E6%95%B0%E6%8D%AE%E7%B1%BB%E5%9E%8B/10997964" \t "https://baike.baidu.com/item/ADT/_blank)的数学特性，其数学特性和具体的[计算机](https://baike.baidu.com/item/%E8%AE%A1%E7%AE%97%E6%9C%BA/140338" \t "https://baike.baidu.com/item/ADT/_blank)或语言无关。

抽象数据类型可以用三元组 (D,S,P)表示，其中D是数据元素的有限集，S是D上关系的有限集,P是对D的基本操作集。抽象数据类型的形式定义模板如下：

ADT抽象数据类型名{ 

[数据对象](https://baike.baidu.com/item/%E6%95%B0%E6%8D%AE%E5%AF%B9%E8%B1%A1/3227125" \t "https://baike.baidu.com/item/ADT/_blank)：<数据对象的定义>

数据关系：<数据关系的定义>

基本操作：<基本操作的定义>

} ADT抽象[数据类型](https://baike.baidu.com/item/%E6%95%B0%E6%8D%AE%E7%B1%BB%E5%9E%8B/10997964" \t "https://baike.baidu.com/item/ADT/_blank)名

其中，数据对象、数据关系和基本操作的定义均用伪码描述，每一个基本操作的定义格式为：

基本操作名（参数表）

初始条件：<[初始条件](https://baike.baidu.com/item/%E5%88%9D%E5%A7%8B%E6%9D%A1%E4%BB%B6/7218840" \t "https://baike.baidu.com/item/ADT/_blank)描述>

操作结果：<操作结果描述>

**2、抽象数据类型的表示和实现**

本课程选用的理论教材是采用类C语言进行抽象数据类型的描述，本实践教程在完成抽象数据类型的表示和实现时直接使用C语言和C++的引用来完成，所有的代码可以直接上机运行通过。

### 1.3.2应用举例

**【示例1\_11】**设计实现抽象数据类型“N元组（N\_Tuple）”。每个N元组由任意三个实数的序列构成，基本操作包括：创建一个N元组、取N元组的任意一个分量、置N元组的任意一个分量、求N元组的最大分量、最小分量、显示N元组、销毁N元组、两个N元组的对应分量相加、N元组的每个分量同乘一个比例系数等。要求如下：

1. 写出“N元组”抽象数据类型的定义。
2. 练习抽象数据类型的C语言表示，完成所有基本操作的C语言实现。要求用指针描述“N元组”，动态分配内存。
3. 编写主函数，在主函数中调用相关函数完成“N元组”的基本操作。

**正确答案：**

（1）按照抽象数据类型的形式定义模板可以写出“N元组（N\_Tuple）”抽象数据类型的定义如下：

ADT N\_Tuple{

数据对象：D = {ei|其中1≤i≤N，ei属于ElemSet(定义了关系的某个集合)}

数据关系：R = {<ei，ei+1>|其中1≤i≤N-1}

initTuple(&T,v1,v2,...,vN)

初始条件：

操作结果：构造三元组T，元素e1，e2到en分别被赋予参数v1,v2到vN的值。

destroyTuple(&T)

初始条件：三元组T已经存在。

操作结果：销毁三元组T。

 getElem(T,i,&e)

初始条件：三元组T已经存在，1<=i<=N。

操作结果：用e返回三元组T的第i个元素。

 putElem(&T,i,e)

初始条件：三元组T已经存在，1<=i<=N。

操作结果：用e值取代三元组T的第i个元素。

isAscending(T)

初始条件：三元组T已经存在。

操作结果：如果三元组T的三个元素按升序排列，则返回TRUE；否则返回FALSE。

 isDescending(T)

初始条件：三元组T已经存在。

操作结果：如果三元组T的三个元素按降序排列，则返回TRUE，否则返回FALSE。

getMax(T,&e)

初始条件：三元组T已经存在。

操作结果：用e返回T的3个元素中的最大值。

 getMin(T,&e)

初始条件：三元组T已经存在。

操作结果：用e返回T的3个元素中的最小值。

add(T1, &T2)

初始条件：T1,T2均存在。

操作结果：实现两个三元组的对应分量相加或相减，用T2带回运算结果。

mulCoef(&T1,coef)

初始条件：T1存在。

操作结果：给三元组的各分量同乘一个比例因子，用T1带回乘系数之后的结果。

printTriplet(T)

初始条件：T存在。

操作结果：输出T的每个元素的信息。

}ADT N\_Tuple

（2）“N元组”抽象数据类型的C语言表示如下：

# include<stdio.h> // 标准的输入输出函数库

# include<stdlib.h> // 使用动态分配内存必须引入的函数库

# include<stdbool.h> // 使用\_Bool型需要引入的函数库 \_Bool是在C99标准中添加的

# define N 3 // 修改此处可以变成任意元组的程序

typedef float ElemType; // 给float起个别名叫ElemType

typedef ElemType \*Tuple; // 给指向ElemType类型的指针类型起别名叫Tuple

// N元组初始化

void initTriplet(Tuple &T, ElemType v[])

{

// 动态分配内存

T = (ElemType \*)malloc(sizeof(ElemType) \* N);

if (!T) exit(-2);

int i;

for (i=0; i<N; i++)

{

T[i] = v[i];

}

}

// 销毁三元组,退出系统

void destroyTuple(Tuple &T)

{

if(!T)

free(T);

exit(0);

}

// 用e获取T的第i（1～N）个元素的值

void getElem(Tuple T, int i, ElemType &e)

{

if (i < 1 || i > N)

printf("位序应在1到%d之间", N);

else

e = T[i-1];

}

// 置T的第i元的值为e

void putElem(Tuple &T, int i, ElemType e)

{

if (i < 1||i > N)

printf("位序应在1到%d之间", N);

else

T[i-1] = e;

}

// 是否升序排列

\_Bool isAscending(Tuple T)

{

\_Bool flag = 1;

int i;

for (i=0; i<N-1; i++)

flag = flag && (T[i] < T[i+1]);

return flag;

}

// 是否降序排列

\_Bool isDescending(Tuple T)

{

\_Bool flag = 1;

int i;

for (i=0; i<N-1; i++)

flag = flag && (T[i] > T[i+1]);

return flag;

}

// 找出三元组T中最大值并将其赋值给e

ElemType getMax(Tuple &T, ElemType &e)

{

int i;

e = T[0];

for (i=1; i<N; i++)

if (T[i] > e)

e = T[i];

return e;

}

// 找出三元组T中最小值并将其赋值给e

ElemType getMin(Tuple &T, ElemType &e)

{

int i;

e = T[0];

for (i=1; i<N; i++)

if (T[i] < e)

e = T[i];

return e;

}

// 两个N元组相加

void add(Tuple T1, Tuple &T2)

{

int i;

for (i=0; i<N; i++)

T2[i] += T1[i];

}

// N元组的各分量同乘比例系数

void mulCoef(Tuple &T1, float coef)

{

int i;

for (i=0; i<N; i++)

T1[i] \*= coef;

}

// 输出N元组

void printTriplet(Tuple T)

{

int i;

for (i=0; i<N; i++)

{

printf("%.1f\t", T[i]);

}

printf("\n");

}

（3）在主函数中调用相关函数完成“N元组”的基本操作，主函数如下：

int main()

{

Tuple T1, T2;

int funNum, i;

\_Bool flag;

ElemType v[N], e, coef;

printf("----N元组操作主菜单----\n");

printf("1.N元组初始化\n");

printf("2.输出三元组\n");

printf("3.用e获取T的第i个元素的值\n");

printf("4.置t的第i元的值为e\n");

printf("5.升序排列\n");

printf("6.降序排列\n");

printf("7.取最大值\n");

printf("8.取最小值\n");

printf("9.输入另一个三元组相加\n");

printf("10.N元组元素倍增或倍减\n");

printf("11.退出系统\n");

while(1)

{

printf("请输入你想完成的功能编号:\n");

scanf("%d", &funNum);

switch (funNum)

{

case 1: printf("请输入N元组的每个元素(N=%d)\n", N);

for (i=0; i<N; i++)

scanf("%f", &v[i]);

initTriplet(T1, v);

break;

case 2: printf("初始化好的N元组为：\n");

printTriplet(T1);

break;

case 3: printf("请输入要获取第几个元素的值：\n");

scanf("%d", &i);

getElem(T1,i,e);

printf("第%d个元素的值为：%.1f\n",i,e);

break;

case 4: printf("请输入要改变的位置和更改的值：\n");

scanf("%d%f", &i, &e);

putElem(T1,i,e);

printf("新的N元组为：\n");

printTriplet(T1);

break;

case 5: flag = isAscending(T1);

if (flag == 1) printf("升序排列\n");

else printf("非升序排列\n");

break;

case 6: flag = isDescending(T1);

if (flag == 1) printf("降序排列\n");

else printf("非降序排列\n");

break;

case 7: getMax(T1,e);

printf("最大值为%.1f\n", e);

break;

case 8: getMin(T1,e);

printf("最小值为%.1f\n", e);

break;

case 9: printf("请输入另一个N元组的每个元素(N=%d)\n", N);

for (i=0; i<N; i++)

scanf("%f", &v[i]);

initTriplet(T2, v);

add(T1,T2);

printf("相加之后的N(N=%d)元组为：\n", N);

printTriplet(T2);

break;

case 10: printf("请输入所乘的系数\n");

scanf("%f", &coef);

mulCoef(T1, coef);

printf("每项乘系数后的N元组为：\n");

printTriplet(T1);

break;

case 11: destroyTuple(T1);

destroyTuple(T2);

break;

default: printf("没有你想完成的功能\n"); break;

}

}

return 0;

}

**1.4开发高效算法**

将解决实际问题的方法变成计算机可以运行的程序，中间的桥梁就是计算机的算法。 一个优秀的软件工程师与平庸的程序员的差别就在于：前者总是不断寻找并且有能力找到好的算法，而后者仅常常满足于勉强解决问题。而在所有的“好”算法中，显然存在一个最优的算法，找到它们是从事软件工程领域的人应该努力的目标。

### 1.4.1 算法的基本概念

**1、算法**

算法是对特定问题求解步骤的一种描述，是指令的有限序列。

**2、算法的特点**

一个算法具有以下5个特性：

1. 有穷性（Finiteness）：一个算法必须总是（对任何合法的输入值）保证执行有限步之后结束，且每一步都可在有穷时间内完成。
2. 确定性（Definiteness）：算法中每一条指令必须有确切的含义，读者理解或者计算机运行时不会产生二义性。
3. 可行性（Effectiveness）：算法中执行的任何计算步骤都是可以被分解为基本的可执行的操作步骤，即每个计算步骤都可以在有限时间内完成（也称之为有效性）。
4. 有0个或多个输入：以刻画运算对象的初始情况，所谓0个输入是指算法本身定出了初始条件。

（5）有一个或多个输出：以反映对输入数据加工后的结果。没有输出的算法是毫无意义的；

**3、算法的设计要求**

一个优秀的算法应该具备的设计要求主要有以下几点：

（1）正确性

算法的正确性是指算法至少具有输入，输出和加工处理无歧义，并且可以正确反映问题的需求，以及正确得到问题的答案。关于“正确”的理解一共有四个层次：

* 算法程序没有语法错误。
* 算法程序能够根据正确的输入的值得到满足要求的输出结果。
* 算法程序能够根据错误的输入的值得到满足规格说明的输出结果。
* 算法程序对于精心设计的，极其刁难的测试数据都能满足要求的输出结果。

（2）可读性

算法设计的另一个目的是为了便于阅读，理解和沟通。可读性好有助于人对算法的理解。

（3）健壮性

当输入的数据不合法的时候，算法也能给出相关的处理，而不是产生异常或者莫名起码的错误。

（4）时间效率高和空间存储量低

在满足以上几点以后，我们还可以考虑对算法进一步优化，尽量满足时间效率高和空间存储量低的需求。

**4、算法的评价**

对于计算机算法来说，虽然衡量其好坏的标准非常多，比如运算速度、对存储量的要求、是否容易理解、是否容易实现等，但是为了便于公平的比较，我们需要一个客观的标准，这个标准就是算法的复杂程度。算法的复杂程度主要从[时间复杂度](https://baike.baidu.com/item/%E6%97%B6%E9%97%B4%E5%A4%8D%E6%9D%82%E5%BA%A6" \t "https://baike.baidu.com/item/%E7%AE%97%E6%B3%95/_blank)和[空间复杂度](https://baike.baidu.com/item/%E7%A9%BA%E9%97%B4%E5%A4%8D%E6%9D%82%E5%BA%A6" \t "https://baike.baidu.com/item/%E7%AE%97%E6%B3%95/_blank)来考虑。

（1）时间复杂度（Time Complexity）

算法中基本操作重复执行的次数是问题规模n的某个函数f(n)，算法的时间复杂度也因此记做T(n)=Ο(f(n))。表示随着问题规模n的增大，算法执行时间的增长率与f(n) 的增长率正相关，称作[渐进时间复杂度](https://baike.baidu.com/item/%E6%B8%90%E8%BF%9B%E6%97%B6%E9%97%B4%E5%A4%8D%E6%9D%82%E5%BA%A6" \t "https://baike.baidu.com/item/%E7%AE%97%E6%B3%95/_blank)，简称时间复杂度。

（2）空间复杂度（Space Complexity）

空间复杂度是对一个算法在运行过程中临时占用存储空间大小的量度，其计算和表示方法与时间[复杂度](https://baike.baidu.com/item/%E5%A4%8D%E6%9D%82%E5%BA%A6" \t "https://baike.baidu.com/item/%E7%AE%97%E6%B3%95/_blank)类似，一般都用复杂度的渐近性来表示，记做S(n)=O(f(n))。

### 1.4.2 确定各种类型算法的复杂度

**1、时间复杂度**

算法的时间复杂度通常用“大O记法”来描述，即T(n)=Ο(f(n))。在实际计算时，如果输入数据集出现的概率难以确定，无法计算平均时间复杂度，这时通常会用最坏情况的算法时间复杂度来表示最终的时间复杂度。

时间复杂度的计算过程中，可以忽略函数中的倍乘常数和非主导项。如：

若c是常数，则O(c\*f(n)) = O(f(n))，是因为忽略了常系数c。

若c是常数，a>b>0，则O(cna+nb) = O(na) ，是因为忽略了常系数c和低次项nb。

常用的时间复杂度所耗费的时间从小到大依次是：

O(1)≤O(log2n)≤O(n)≤O(n2)≤O(n3)≤O(2n)≤O(n!)

其中，常数阶O(1)、对数数O(log2n)、线性阶O(n)、平方阶O(n2)和立方阶O(n3)是常用的算法，指数阶O(2n)和阶乘阶O(n!)只有当n足够小才是可使用的算法。需要注意的是：对于常数阶，只要程序中语句的执行频度是常数，无论这个常数多大，都记作O（1）。

**【示例1\_12】分析以下程序段的时间复杂度：**

for (i=1; i<n; i++)

{

y = y + 1;     // ①

for (j=0; j<=(2\*n); j++)

x++;       // ②        
    }

**分析过程：**

语句①的频度是n-1

语句②的频度是(n-1)\*(2n+1)=2n2-n-1

f(n)=n-1+2n2-n-1=2n2-2，其中常系数和常数项可以忽略  
        所以，该程序段的时间复杂度T(n)=O(n2).

**【示例1\_13】分析以下程序段的时间复杂度：**

i=1;      // ①

while (i<=n)  
       i=i\*2; // ②  
**分析过程：**

语句①的频度是1  
        设语句②的频度是x,  则：2x<=n; x<=log2n  取最大值log2n    
         f(n)=1+log2n，其中常数项可以忽略  
         所以，该程序段的时间复杂度T(n)=O(log2n )

1. **空间复杂度**

与时间复杂度类似，通常使用S(n)=Ο(f(n))来描述算法的空间复杂度。一个算法在计算机中所占用的存储空间，包括三部分：

1. 存储算法本身所占用的存储空间。本部分与算法书写的长短成正比，要压缩这方面的存储空间，就必须编写较短的算法。
2. 算法的输入输出数据所占用的存储空间。本部分是由要解决的问题决定的，是通过参数表由调用函数传递而来的，它一般不随算法的不同而改变。
3. 算法在运行过程中临时占用的存储空间。本部分会随算法的不同而异，有的算法只需要占用少量的临时工作单元，而且不随问题规模的大小而改变，我们称这种算法是“就地"进行的，空间复杂度为0(1)，是节省存储的算法。有的算法需要占用的临时工作单元数与解决问题的规模n有关，它随着n的增大而增大，当n较大时，将占用较多的存储单元，例如后续章节介绍的快速排序和[归并排序算法](https://baike.baidu.com/item/%E5%BD%92%E5%B9%B6%E6%8E%92%E5%BA%8F%E7%AE%97%E6%B3%95" \t "https://baike.baidu.com/item/%E7%A9%BA%E9%97%B4%E5%A4%8D%E6%9D%82%E5%BA%A6/_blank)就属于这种情况。

在实际计算时，若输入数据所占空间只取决于问题本身，和算法无关，那么只需要分析算法在运行过程中临时占用的存储空间即可。

**【示例1\_14】分析下面完成冒泡排序的算法的时间复杂度和空间复杂度。**

void bubbleSort(int array[], int n)

{

int i, j, tmp,flag;

if (n <= 1) return;

for (i = n-1; i > 0; i-- ){

flag = 0; // 变量flag用来标记本趟排序是否发生了交换

for (j = 0; j < i; j++){

if (array[j] > array[j+1]){

tmp = array[j];

array[j] = array[j+1];

array[j+1] = tmp;

flag = 1; // 没发生交换flag=0不变, 发生了交换flag变为1

}

}

if (flag == 0) return; //

}

}

**分析过程：**

1. 时间复杂度的计算

因为计算时间复杂度时，常数项可以忽略，所以可选取最内层循环中的关键字交换操作为基本操作，又因为输入数据的情况不一样，基本操作的执行频度也不一样，所以以最坏情况来计算本算法的时间复杂度。本算法的最坏情况为待排序列为逆序，此时，对于外层循环的每次执行，内层循环中if语句的条件均成立，即基本操作的执行次数为n-i，i的取值为1~n-1。因此，基本操作总的执行次数为(n-1+1)(n-1)/2=n(n-1)/2，其中常系数和低次项可以忽略。

所以，该冒泡排序算法的时间复杂度为T(n)=O(n2)。

1. 空间复杂度的计算

由算法代码可以看出，算法在运行过程中临时占用的存储空间只有一个temp，与问题规模n没有关系，所以该冒泡排序算法的空间复杂度为S(n)=O(1)。

### 1.4.3使用动态编程设计寻找斐波那契数的高效算法

动态规划程序设计是求解最优化问题的一种途径、一种方法，而不是一种特殊算法。其主要思想就是将一个复杂的问题分解成多个子问题，将子问题的解结合在一起就构成了原问题的解。由于各种问题的性质不同，确定最优解的条件也互不相同，因而动态规划的设计方法对不同的问题，有各具特色的解题方法，而不存在一种万能的动态规划方法，可以解决各类最优化问题，必须[具体问题具体分析](https://baike.baidu.com/item/%E5%85%B7%E4%BD%93%E9%97%AE%E9%A2%98%E5%85%B7%E4%BD%93%E5%88%86%E6%9E%90" \t "https://baike.baidu.com/item/%E5%8A%A8%E6%80%81%E8%A7%84%E5%88%92/_blank)处理，以丰富的想象力去建立模型，用创造性的技巧去求解。本节我们将使用动态编程方法寻找斐波那契数。

**【示例1\_15】这是一个有趣的古典数学问题，著名意大利数学家Fibonacci曾提出一个问题：有一对小兔子，从出生后第3个月起每个月都生一对兔子。小兔子长到第3个月后每个月又生一对兔子。按此规律，假设没有兔子死亡，第一个月有一对刚出生的小兔子，问第n个月有多少对兔子？(假设每对兔子一雌一雄且不病不死)**

Input

输入月数n（1<=n<=44）

Output

输出第n个月有多少对兔子

**解题方案一：**

在本题中，共谈到了两种类型的兔子，小兔子和大兔子，我们不妨逐月来分析一下：第一个月只有一对初生的小兔子，兔子总对数是1；第二个月小兔子长成了大兔子，兔子总对数是1；第三个月大兔子生下了小兔子，大兔子还在，兔子总对数是2；第四个月大兔子生下了小兔子，原来的小兔子长成了大兔子，大兔子还在，兔子总对数是3；第五个月，也可以同样分析得到兔子总对数是5；继续这样分析下去，可以得到每个月小兔子对数、大兔子对数和兔子总对数如表1\_1所示。

表1\_1 每个月小兔子对数、大兔子对数和兔子总对数情况表

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 经过月数 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | ... |
| 小兔子对数 | 1 | 0 | 1 | 1 | 2 | 3 | 5 | 8 | 13 | ... |
| 大兔子对数 | 0 | 1 | 1 | 2 | 3 | 5 | 8 | 13 | 21 | ... |
| 总对数 | 1 | 1 | 2 | 3 | 5 | 8 | 13 | 21 | 34 | ... |

从表中可以看出，兔子的总对数构成了斐波那契数列，马上我们可以想到用斐波那契数列的递推公式fib1(n)=fib1(n-1) + fib2(n-2)(n≥3)来完成算法。完整算法如下：

int fib1(int n)

{

if (n < = 2) return n;

else return fib1(n-1) + fib2(n-2);

}

本算法最大的问题是在运算的过程中各递归实例均被多次调用。计算数列第5项的过程如图1.1所示。

fib(2)

fib(5)

fib(4)

fib(3)

fib(3)

fib(2)

fib(1)

fib(2)

fib(1)

图1.1计算斐波那契数列第5项的过程

接下来，我们来分析一下本算法的时间复杂度，用c代表计算第一项和第二项的频度之和。

T(n) = T(n-1) + T(n-2) + c

≤ 2T(n-1) + c

≤ 2(2T(n-2) + c) + c

= 22T(n-2) + 2c + c

≤ ...

= 2n-1T(1) + 2n-2c + ... +2c + c

≤ (2n-1 + 2n-2 + ... +2 + 1)c

= (2n-1)c

忽略掉常系数和常数项，所以本算法的时间复杂度为：T(n) = O(2n)

**解题方案二：**

方案1中，使用递归方式从后往前计算，从编译的角度，这种尾递归方式均可以转换为循环来处理，接下来我们从前往后来看问题的解决思路，假设小兔子对数是f1，大兔子对数是f2，总兔子对数是fn，每个月小兔子对数、大兔子对数和兔子总对数如表1\_2所示。

表1\_2 每个月小兔子对数、大兔子对数和兔子总对数情况表

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 经过月数n | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | ... |
| 小兔子对数f1 | 1 | 0 | 1 | 1 | 2 | 3 | 5 | 8 | 13 | ... |
| 大兔子对数f2 | 0 | 1 | 1 | 2 | 3 | 5 | 8 | 13 | 21 | ... |
| 总对数fn | 1 | 1 | 2 | 3 | 5 | 8 | 13 | 21 | 34 | ... |

从表中可发现，每个月的兔子总对数fn = f1 + f2，而f1是上个月的f2，f2是上个月fn。根据这个发现，我们马上可以写出完整的算法如下：

int fib2(int n)

{

int f1 = 1, f2 = 1, fn = 1, i;

for(i=3; i<=n; i++)

{

fn = f1 + f2;

f1 = f2;

f2 = fn;

}

return fn;

}

本算法中只涉及到一个单重循环，算法的时间复杂度很显然为：T(n) = O(n)，比方案1的算法好很多。

## **1.5习题及答案解析**

### 1.5.1习题

一.单选题

1、数据结构的逻辑结构被形式化地定义为一个二元组（D,S），其中D是（ ① ）的有限集合，S是D上（ ② ）的有限集合。

[A、数据 映射](https://mooc1-2.chaoxing.com/work/javascript:void(0))

B、数据元素 关系

C、算法 操作

数据操作 存储

考核知识点：数据结构的定义和形式化定义

支撑课程目标：CO1(CO1.1)

正确答案：B

答案解析：举个例子便于大家理解：如包含6个元素（a1,a2,a3,a4,a5,a6）的一维数组可以用这样的二元组形式化的描述为：D={a1,a2,a3,a4,a5,a6}，S={<ai,ai+1>|i=1,2,3,4,5}。

2、在数据结构中，从逻辑上可以把数据结构分成（）。

A、动态结构和静态结构

B、紧凑结构和非紧凑结构

C、线性结构和非线性结构

D、内部结构和外部结构

考核知识点：数据的逻辑结构（重点）

支撑课程目标：CO1(CO1.1)

正确[答案：C](https://mooc1-2.chaoxing.com/work/javascript:void(0))

[答案解析：线性表属于线性结构，集合、树和图属于非线性结构。](https://mooc1-2.chaoxing.com/work/javascript:void(0))

3、以下说法正确的是（   ）。

A、数据元素是数据的最小单位

B、数据项是数据的基本单位

C、数据结构是带有结构的各数据项的集合

D、一些表面上很不相同的数据可以有相同的逻辑结构

考核知识点：数据结构的基本概念

支撑课程目标：CO1(CO1.1)

正确[答案：D](https://mooc1-2.chaoxing.com/work/javascript:void(0))

[答案解析：](https://mooc1-2.chaoxing.com/work/javascript:void(0))A、B、C不对，正确答案是：数据项是数据的最小单位；数据元素是数据的基本单位；数据结构是带有结构的各数据元素的集合；D正确，如：windows系统中文件的组织架构图和一个单位的组织架构图，表面上是不相同的数据，但其实都是树形结构。

4、在存储数据时，通常不仅要存储各数据元素的值，而且还要存储（    ）。

A、数据的处理方法

B、数据的存储方法

C、数据元素的类型

D、数据元素之间的关系

考核知识点：数据的存储结构（重点）

支撑课程目标：CO1（CO1.1）

[答案：D](https://mooc1-2.chaoxing.com/work/javascript:void(0))

[答案解析：](https://mooc1-2.chaoxing.com/work/javascript:void(0))存储数据时，或者用顺序方式来描述数据元素之间的关系，或者用链式来描述数据元素之间的关系。

5、在数据结构中，与所使用的计算机无关的是数据的（）结构。

A、逻辑

B、存储

C、逻辑和存储

D、物理

考核知识点：数据的逻辑结构（重点）

支撑课程目标：CO1（CO1.1）

正确答案：A

答案解析：数据的逻辑结构反映的是数据元素之间的逻辑关系，与使用的计算机无关：数据的物理结构，又称存储结构，是指数据在计算机中的表示，它包括数据元素的值和元素的关系，其中数据元素之间的关系在计算机中主要有顺序存储结构和链式存储结构两种。

二.程序填空题

有一段程序如下，p指针指向的结构体数组中存储了一个班级的学生信息，请将程序补充完整。

typedef struct Student

{

int no;

char name[20];

float score1;

float score2;

} Student;

void input(Student \*);

void print(Student \*);

int count; //班级人数

int main()

{

Student \*p;

input(p);

print(p);

return 0;

}

// 数据输入

void input(Student \*q)

{

//完成了班级学生信息的录入，此处省略，不需大家写！

}

void print(Student \*q)

{

printf("班级全体信息如下：\n");

printf("学号 姓名 成绩1 成绩2:\n");

int i;

for(i=0; i<count; i++)

{

    //此处省略了一句话，请写出。完成将学生信息输出！；

}

}

考核知识点：抽象数据类型的定义、表示和实现

支撑课程目标：CO1.1

正确答案：

printf("%d %s %f %f\n", q[i].no, q[i].name,q[i].score1, q[i].score2);

或者

printf("%d %s %f %f\n", (\*(q+i)).no, (\*(q+i)).name, (\*(q+i)).score1, (\*(q+i)).score2);

或者

printf("%d %s %f %f\n", (q+i)->no, (q+i)->name, (q+i)->score2,(q+i)->score2);

答案解析：

此语句位于循环中，所以输出语句中必须要出现循环变量i, 如访问第一个学生的学号，访问方式可以有三种：q[0].no，(\*q).no，q->no, 那么访问第i个学生的访问方式也同样有三种，即q[i].no,(\*(q+i)).no,(q+i)->no,所以上面三种答案均可，希望大家理解，在以后的章节中经常会用到！

1.5.2习题答案解析

一.单选题

1、数据结构的逻辑结构被形式化地定义为一个二元组（D,S），其中D是（ ① ）的有限集合，S是D上（ ② ）的有限集合。

[A、数据 映射](https://mooc1-2.chaoxing.com/work/javascript:void(0))

B、数据元素 关系

C、算法 操作

数据操作 存储

考核知识点：数据结构的定义和形式化定义

支撑课程目标：CO1(CO1.1)

正确答案：B

答案解析：举个例子便于大家理解：如包含6个元素（a1,a2,a3,a4,a5,a6）的一维数组可以用这样的二元组形式化的描述为：D={a1,a2,a3,a4,a5,a6}，S={<ai,ai+1>|i=1,2,3,4,5}。

2、在数据结构中，从逻辑上可以把数据结构分成（）。

A、动态结构和静态结构

B、紧凑结构和非紧凑结构

C、线性结构和非线性结构

D、内部结构和外部结构

考核知识点：数据的逻辑结构（重点）

支撑课程目标：CO1(CO1.1)

正确[答案：C](https://mooc1-2.chaoxing.com/work/javascript:void(0))

[答案解析：线性表属于线性结构，集合、树和图属于非线性结构。](https://mooc1-2.chaoxing.com/work/javascript:void(0))

3、以下说法正确的是（   ）。

A、数据元素是数据的最小单位

B、数据项是数据的基本单位

C、数据结构是带有结构的各数据项的集合

D、一些表面上很不相同的数据可以有相同的逻辑结构

考核知识点：数据结构的基本概念

支撑课程目标：CO1(CO1.1)

正确[答案：D](https://mooc1-2.chaoxing.com/work/javascript:void(0))

[答案解析：](https://mooc1-2.chaoxing.com/work/javascript:void(0))A、B、C不对，正确答案是：数据项是数据的最小单位；数据元素是数据的基本单位；数据结构是带有结构的各数据元素的集合；D正确，如：windows系统中文件的组织架构图和一个单位的组织架构图，表面上是不相同的数据，但其实都是树形结构。

4、在存储数据时，通常不仅要存储各数据元素的值，而且还要存储（    ）。

A、数据的处理方法

B、数据的存储方法

C、数据元素的类型

D、数据元素之间的关系

考核知识点：数据的存储结构（重点）

支撑课程目标：CO1（CO1.1）

[答案：D](https://mooc1-2.chaoxing.com/work/javascript:void(0))

[答案解析：](https://mooc1-2.chaoxing.com/work/javascript:void(0))存储数据时，或者用顺序方式来描述数据元素之间的关系，或者用链式来描述数据元素之间的关系。

5、在数据结构中，与所使用的计算机无关的是数据的（）结构。

A、逻辑

B、存储

C、逻辑和存储

D、物理

考核知识点：数据的逻辑结构（重点）

支撑课程目标：CO1（CO1.1）

正确答案：A

答案解析：数据的逻辑结构反映的是数据元素之间的逻辑关系，与使用的计算机无关：数据的物理结构，又称存储结构，是指数据在计算机中的表示，它包括数据元素的值和元素的关系，其中数据元素之间的关系在计算机中主要有顺序存储结构和链式存储结构两种。

# 第 七 章 图

## 本章实践目标

* 巩固图的基本知识及表示方式；
* 能够运用图的存储结构表示实际应用问题；
* 能够根据算法的复杂度对解决实际问题的方案进行比较与选择

## **本章实践体系概略**

**1 基础篇**

1.1 图的创建

* 邻接矩阵表示的图的创建
* 邻接表的表示的图的创建

1.2 图的深度优先遍历

* 邻接矩阵表示的图的遍历
* 邻接表的表示的图的遍历

1.3 图的广度优先遍历

* 邻接矩阵表示的图的遍历
* 邻接表的表示的图的遍历

**2 提高篇**

2.1 最小生成树算法

2.2 最短路径算法

2.3 拓扑排序算法

**3 拓展篇**

3.1 导航系统中的应用

3.2 工程预算中的应用