Prims:

#include <bits/stdc++.h>  
using namespace std;  
  
// void implementPrims(vector<vector<pair<int,int>>>& adj,vector<int>& visited,priority\_queue<pair<int,int>>& pq,vector<int>& parent){  
//     if(pq.empty())  
//       return;  
//     int node=pq.front().second;  
//     visited[node]=1;  
//     for(auto a:adj[node]){  
//         if(!visited[a.second]){  
             
//         }  
//     }  
     
// }  
  
vector<pair<int,int>> prims(vector<vector<pair<int,int>>>& adj,int n,int start){  
    vector<int> visited(n+1);  
    vector<int> parent(n+1,-1);  
    priority\_queue<pair<pair<int,int>,int>,vector<pair<pair<int,int>,int>>,greater<pair<pair<int,int>,int>>> pq;  
    pq.push({{0,0},-1});  
    int ans=0;  
    vector<pair<int,int>> edges;  
     
    while(!pq.empty()){  
        int weight=pq.top().first.first;  
        int curr=pq.top().first.second;  
        int parent=pq.top().second;  
        pq.pop();  
        if(!visited[curr]){  
            visited[curr]=1;  
            ans+=weight;  
            if(parent != -1)  
               edges.push\_back({parent,curr});  
            for(auto node:adj[curr]){  
                int neighbor=node.second;  
                int dis=node.first;  
                if(!visited[neighbor])  
                   pq.push({{dis,neighbor},parent});  
                 
            }  
        }  
         
    }  
    cout<<ans;  
    return edges;  
}  
  
  
int main()  
{  
   int n,e,w,v1,v2,start;  
   cin>>n>>e;  
   vector<vector<pair<int,int>>> v(n+1,vector<pair<int,int>>());  
     
   for(int i=0;i<e;i++){  
       cin>>v1>>v2>>w;  
       v[v1].push\_back({w,v2});  
       v[v2].push\_back({w,v1});  
   }  
     
   for(int i=0;i<n;i++){  
       for(int j=0;j<v[i].size();j++){  
           cout<<i<<"->"<<v[i][j].second<<" = "<<v[i][j].first<<endl;  
       }  
   }  
   cin>>start;  
   vector<pair<int,int>> edges=prims(v,n,start);  
   cout<<endl;  
   for(auto edge:edges){  
       cout<<edge.first<<"->"<<edge.second<<"\n";  
   }  
    return 0;  
}
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