1. Create arrayList, add the integer elements in arrayList using asList().Remove the duplicate values and return a arrayList containing unique values. Implement the logic inside removeDuplicates() method. Test the functionalities using the main () method of the Tester class.

**Sample Input and Output**---------10, 20, 10, 15,40,15,40 --- 10,20,15,40

import java.util.\*;  
  
public class Main {  
  
 // Function to remove duplicates from an ArrayList  
 public static <T> ArrayList<T> removeDuplicates(ArrayList<T> list)  
 {  
  
 // Create a new ArrayList  
 ArrayList<T> newList = new ArrayList<T>();  
  
 // Traverse through the first list  
 for (T element : list) {  
  
 // If this element is not present in newList  
 // then add it  
 if (!newList.contains(element)) {  
  
 newList.add(element);  
 }  
 }  
  
 // return the new list  
 return newList;  
 }  
  
 // Driver code  
 public static void main(String args[])  
 {  
  
 // Get the ArrayList with duplicate values  
 ArrayList<Integer>  
 list = new ArrayList<>(  
 Arrays  
 .*asList*(10, 20, 10, 15, 40, 15, 40));  
  
 // Print the Arraylist  
 System.*out*.println("ArrayList with duplicates: "  
 + list);  
  
 // Remove duplicates  
 ArrayList<Integer>  
 newList = *removeDuplicates*(list);  
  
 // Print the ArrayList with duplicates removed  
 System.*out*.println("ArrayList with duplicates removed: "  
 + newList);  
 }  
}

1. Given two lists, concatenate the second list in reverse order to the end of the first list and return the concatenated list. Implement the logic inside concatenateLists() method.

listOne = Hello 102 200.8 25

listTwo = 150 40.8 welcome A

**output:** Hello 102 200.8 25 A welcome 40.8 150

import java.util.\*;  
  
public class Main {  
 public static List concatenateList(List listOne,List listTwo) {  
 List new\_list= new ArrayList<>();  
 for(int i =0;i<listOne.size();i++)  
 new\_list.add(listOne.get(i));  
 for(int i=listTwo.size()-1;i>=0;i--){  
 new\_list.add(listTwo.get(i));  
 }  
 return new\_list;  
  
  
 }  
 public static void main(String[] args) {  
 List listOne= new ArrayList<>(Arrays.*asList*("Hello",102,200.8,25));  
 List listTwo= new ArrayList<>(Arrays.*asList*(150,"Welcome","A"));  
 List listthree = *concatenateList*(listOne,listTwo);  
  
 for(int i=0;i<listthree.size();i++)  
 System.*out*.print(listthree.get(i)+" ");  
  
 }  
}

1. Find and return the average salary, number of salaries greater than the average salary and number of salaries lesser than the average salary from the salary array passed to the findDetails() method. Method should return a double array containing average salary in index position 0, number of salaries greater than the average salary in index position 1 and number of salaries lesser than the average salary in index position 2. Implement the logic inside findDetails() method. Test the functionalities using the main method of the Tester class. **sample Input:** {23500.0 , 25080.0 , 28760.0 , 22340.0 , 19890.0}

**output:** Average salary: 23914.0

Number of salaries greater than the average salary: 2.0

Number of salaries lesser than the average salary: 3.0

import java.util.\*;  
public class Main {  
 public static double[] lab(){  
 int s1 = 23500;  
 int s2 = 25080;  
 int s3 = 28760;  
 int s4 = 22340;  
 int s5 = 19890;  
 int [] salaries = {s1,s2,s3,s4,s5};  
 int sum = 0;  
 for(int i=0; i< salaries.length;i++){  
 sum = sum +salaries[i];  
 }  
 double average = sum/ (salaries.length+1);  
 //first value  
  
 int lower\_than\_avg = 0;  
 int higher\_than\_avg = 0;  
 for(int i=0; i< salaries.length;i++){  
 if (salaries[i]<average){  
 lower\_than\_avg = lower\_than\_avg + 1;  
 } else if (salaries[i]>average) {  
 higher\_than\_avg = higher\_than\_avg + 1;  
 }  
 }  
 double [] return\_arr = {average,lower\_than\_avg,higher\_than\_avg};  
 return return\_arr;  
 }  
  
  
 public static void main(String[] args) {  
 double [] return\_values = *lab*();  
  
 System.*out*.println("Average Salary : "+return\_values[0]);  
 System.*out*.println("Number of salaries greater than the average salary : "+return\_values[1]);  
 System.*out*.println("Number of salaries smaller than the average salary: "+return\_values[2]);  
  
 }  
}

1. Write a Java Program to-
   1. Check that given number is Armstrong or not

public class Main {  
  
 public static void main(String[] args) {  
  
 int number = 371, originalNumber, remainder, result = 0;  
  
 originalNumber = number;  
  
 while (originalNumber != 0)  
 {  
 remainder = originalNumber % 10;  
 result += Math.*pow*(remainder, 3);  
 originalNumber /= 10;  
 }  
  
 if(result == number)  
 System.*out*.println(number + " is an Armstrong number.");  
 else  
 System.*out*.println(number + " is not an Armstrong number.");  
 }  
}

* 1. Check that given number is palindrome or not

public class Main1 {  
 public static void main(String[] args) {  
  
 int num = 343, reversedNum = 0, remainder;  
  
 // store the number to originalNum  
 int originalNum = num;  
  
 // get the reverse of originalNum  
 // store it in variable  
 while (num != 0) {  
 remainder = num % 10;  
 reversedNum = reversedNum \* 10 + remainder;  
 num /= 10;  
 }  
  
 // check if reversedNum and originalNum are equal  
 if (originalNum == reversedNum) {  
 System.*out*.println(originalNum + " is Palindrome.");  
 }  
 else {  
 System.*out*.println(originalNum + " is not Palindrome.");  
 }  
 }  
}

* 1. Check that given number is odd or even

import java.util.\*;  
public class Main2 {  
 public static void main(String[] args) {  
 Scanner sc = new Scanner(System.*in*);  
 System.*out*.println("Enter a number: ");  
 int a = sc.nextInt();  
 if(a%2==0) {  
 System.*out*.println("Given number is even");  
 }  
 else {  
 System.*out*.println("Given number is odd");  
 }  
  
 }  
}

* 1. Print reverse of a number

public class Main3 {  
 public static void main(String[] args) {  
  
 int num = 9564, reversed = 0;  
  
 System.*out*.println("Given Number: " + num);  
  
 // run loop until num becomes 0  
 while(num != 0) {  
  
 // get last digit from num  
 int digit = num % 10;  
 reversed = reversed \* 10 + digit;  
  
 // remove the last digit from num  
 num /= 10;  
 }  
  
 System.*out*.println("Reverse of Number: " + reversed);  
 }  
}

1. An educational institution provides stipends for post-graduate students every year. For calculating the stipend, the institution has fixed a base amount of $100 which is provided to all the students. The students who perform exceptionally well during the academics get an extra amount based on their performance. You need to help the institution in developing an application for calculating the stipend by implementing the class using info given below. **Note:** STIPEND is a final variable.

**calculateTotalStipend():-**Calculate and return the total stipend amount based on the aggregate marks of the student using the below table. Implement the getter and setter methods appropriately.

i) Aggregate marks>=85 and <90 then bonus stipend amt is $10

ii) Aggregate marks>=90 and <95 then bonus stipend amt is $15

iii) Aggregate marks>=95 and <100 then bonus stipend amt is $20

**sample input:** student ID:1212 aggregate marks :93 **output:** the final stipend of 1212 is $115.0

public class Main {  
 private int STIPEND = 100 ;  
 private int studentId;  
 private int aggregateMarks;  
 double calculateTotalStipend;  
  
 public Main (){  
 this.STIPEND = STIPEND;  
 this.studentId = studentId;  
 this.aggregateMarks = aggregateMarks;  
 }  
  
  
 public int getstudentId() {  
 return studentId;  
 }  
 public void setStudentId(int studentId) {  
 this.studentId = studentId ;  
 }  
 public int getSTIPEND(){  
 return STIPEND;  
 }  
 public void setSTIPEND(int STIPEND) {  
 this.STIPEND = STIPEND;  
 }  
  
 public double calculateTotalStipend() {  
 if(getaggregateMarks() >= 85 && getaggregateMarks() < 90) {  
 return STIPEND +10;  
 }  
 else if(getaggregateMarks() >= 90 && getaggregateMarks() < 95) {  
 return STIPEND +15;  
 }  
 else if(getaggregateMarks() >= 95 && getaggregateMarks() < 100) {  
 return STIPEND +20;  
 }  
 else return STIPEND ;  
 }  
  
 public int getaggregateMarks() {  
 return aggregateMarks;  
 }  
  
 public void setaggregateMarks(int aggregateMarks) {  
 this.aggregateMarks = aggregateMarks;  
 }  
}  
  
class Tester {  
  
 public static void main(String[] args) {  
 Main student1 = new Main() ;  
 student1.setStudentId(1212);  
 student1.setaggregateMarks(93);  
  
 double totalStipend = student1.calculateTotalStipend();  
 System.*out*.println("The final stipend of " + student1.getstudentId()+" is $" + totalStipend);  
  
  
 }  
}

1. Create Java GUI using Swing. When click on login button, it shows the credential in label as shown in the figure.
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package Main;  
import javax.swing.\*;  
import java.awt.event.\*;  
public class Main {  
 public static void main(String[] args) {  
 JFrame f=new JFrame("User login");  
  
 final JButton b=new JButton("Login");  
 b.setBounds(160,100,100, 30);  
 final JTextField f1 = new JTextField();  
 final JPasswordField f2 = new JPasswordField(16);  
 f1.setBounds(160, 10, 200, 20);  
 f2.setBounds(160,60,200,20);  
 JLabel l1 = new JLabel("Username");  
 JLabel l2 = new JLabel("Password");  
 final JLabel l3 = new JLabel(" ");  
 l1.setBounds(10, 10, 100, 14);  
 l2.setBounds(10, 60, 100, 14);  
 l3.setBounds(20, 150, 400, 14);  
 f.add(b);  
 f.add(f1);//adding button in JFrame  
 f.add(l1);  
 f.add(l2);  
 f.add(f2);  
 f.add(l3);  
 b.addActionListener(new ActionListener(){  
 public void actionPerformed(ActionEvent e){  
 l3.setText("Username: " + f1.getText() + " Password: " + f2.getText());  
 }  
 });  
 f.setSize(400,300);  
 f.setLayout(null);  
 f.setVisible(true);  
 }  
}

1. Create Java GUI using Swing. When click on order button, it shows order details with bill amount in message box as shown in the figure.
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import javax.swing.\*;  
import java.awt.event.\*;  
public class ques7 extends JFrame implements ActionListener{  
 JLabel l;  
 JCheckBox cb1,cb2,cb3;  
 JButton b;  
 ques7(){  
 l=new JLabel("Food Ordering System");  
 l.setBounds(50,50,300,20);  
 cb1=new JCheckBox("Pizza @ 100");  
 cb1.setBounds(100,100,150,20);  
 cb2=new JCheckBox("Burger @ 30");  
 cb2.setBounds(100,150,150,20);  
 cb3=new JCheckBox("Tea @ 10");  
 cb3.setBounds(100,200,150,20);  
 b=new JButton("Order");  
 b.setBounds(100,250,80,30);  
 b.addActionListener(this);  
 add(l);add(cb1);add(cb2);add(cb3);add(b);  
 setSize(400,400);  
 setLayout(null);  
 setVisible(true);  
 setDefaultCloseOperation(*EXIT\_ON\_CLOSE*);  
 }  
 public void actionPerformed(ActionEvent e){  
 float amount=0;  
 String msg="";  
 if(cb1.isSelected()){  
 amount+=100;  
 msg="Pizza: 100\n";  
 }  
 if(cb2.isSelected()){  
 amount+=30;  
 msg+="Burger: 30\n";  
 }  
 if(cb3.isSelected()){  
 amount+=10;  
 msg+="Tea: 10\n";  
 }  
 msg+="-----------------\n";  
 JOptionPane.*showMessageDialog*(this,msg+"Total: "+amount);  
 }  
 public static void main(String[] args) {  
 new ques7();  
 }  
}

1. Write a Java Program to count the number of words in a string using HashMap.

**Input**: Enter String: " This this is is done by Saket Saket ";

**Output:** {Saket=2, by=1, this=1, This=1, is=2, done=1}

import java.util.\*;  
public class Main {  
 public static void main(String[] args)  
 {  
  
 // Declaring the String  
 String str = "This this is is done by Saket Saket";  
 // Declaring a HashMap of <String, Integer>  
 Map<String, Integer> hashMap = new HashMap<>();  
  
 // Splitting the words of string  
 // and storing them in the array.  
 String[] words = str.split(" ");  
  
 for (String word : words) {  
  
 // Asking whether the HashMap contains the  
 // key or not. Will return null if not.  
 Integer integer = hashMap.get(word);  
  
 if (integer == null)  
 // Storing the word as key and its  
 // occurrence as value in the HashMap.  
 hashMap.put(word, 1);  
  
 else {  
 // Incrementing the value if the word  
 // is already present in the HashMap.  
 hashMap.put(word, integer + 1);  
 }  
 }  
 System.*out*.println(hashMap);  
 }  
}

1. a) Write a program to take the input array element and convert all the elements into next prime numbers and display the changed array.
2. import java.util.\*;  
   import java.lang.\*;  
     
   class Main{  
     
    // Function to generate all primes  
    static ArrayList<Integer> SieveOfEratosthenes(int n)  
    {  
    boolean[] prime = new boolean[2 \* n + 1];  
    Arrays.*fill*(prime, true);  
     
    for(int p = 2; p \* p <= 2 \* n; p++)  
    {  
     
    // If p is a prime  
    if (prime[p] == true)  
    {  
     
    // Mark all its multiples  
    // as non-prime  
    for(int i = p \* p;  
    i <= 2 \* n; i += p)  
    prime[i] = false;  
    }  
    }  
     
    ArrayList<Integer> primes = new ArrayList<>();  
     
    // Store all prime numbers  
    for(int p = 2; p <= 2 \* n; p++)  
    if (prime[p])  
    primes.add(p);  
     
    // Return the list of primes  
    return primes;  
    }  
     
    // Function to calculate the  
   // minimum increments to  
   // convert every array elements  
   // to a prime  
    static int minChanges(int[] arr)  
    {  
    int n = arr.length;  
    int ans = 0;  
     
    // Extract maximum element  
    // of the given array  
    int maxi = arr[0];  
    for(int i = 1; i < arr.length; i++)  
    maxi = Math.*max*(maxi, arr[i]);  
     
    ArrayList<Integer> primes = *SieveOfEratosthenes*(maxi);  
     
    for(int i = 0; i < n; i++)  
    {  
     
    // Extract the index which has  
    // the next greater prime  
    int x = -1;  
    for(int j = 0; j < primes.size(); j++)  
    {  
    if (arr[i] == primes.get(j))  
    {  
    x = j;  
    break;  
    }  
    else if (arr[i] < primes.get(j))  
    {  
    x = j;  
    break;  
    }  
    }  
     
    // Store the difference  
    // between the prime and  
    // the array element  
    int minm = Math.*abs*(primes.get(x) - arr[i]);  
     
    if (x > 1)  
    {  
    minm = Math.*min*(minm,  
    Math.*abs*(primes.get(x - 1) -  
    arr[i]));  
    }  
    ans += minm;  
    }  
    return ans;  
    }  
     
    // Driver code  
    public static void main (String[] args)  
    {  
    int[] arr = { 12, 13, 4, 5 };  
     
    System.*out*.println(*minChanges*(arr));  
    }  
   }  
     
   // This code is contributed by offbeat

b) Write a java program that takes two positive integers as command-line arguments and prints true if either evenly divides the other.

import java.util.\*;  
public class Main2 {  
 Scanner sc = new Scanner(System.*in*);  
 int a,b;  
 public void divide(){  
 System.*out*.println("Enter two numbers ");  
 a = sc.nextInt();  
 b = sc.nextInt();  
 if(a%b==0 || b%a==0){  
 System.*out*.println("TRUE");  
 }  
 else{  
 System.*out*.println("FALSE");  
 }  
 }  
 public static void main(String[] args) {  
 Main2 ob = new Main2();  
 ob.divide();  
 }  
}

10. Write a Java Program to iterate ArrayList using for-loop, iterator, and advance for-loop. Insert 3 Array List. **Input** : 20 30 40

**Output:**

**Iterator Loop:** 20 30 40 **Advanced For Loop:** 20 30 40 **for Loop:** 20 30 40

import java.util.ArrayList;  
import java.util.Iterator;  
  
public class Main {  
 public static void main(String[] args) {  
 ArrayList<Integer> a1 = new ArrayList<Integer>();  
 a1.add(20);  
 a1.add(30);  
 a1.add(40);  
 System.*out*.println("Using For Loop:");  
 for(int i=0;i< a1.size();i++){  
 System.*out*.print(a1.get(i)+" ");  
 }  
  
 System.*out*.println("\nUsing Iterator:");  
 Iterator it = a1.iterator();  
 while (it.hasNext())  
 System.*out*.print(it.next() + " ");  
  
 System.*out*.println("\nUsing Advanced For Loop:");  
 for (Integer i : a1){  
 System.*out*.print(i+" ");  
 }  
 }  
  
}

1. a) Write a program that takes three double values X0, V0, and t from the user and prints the value![http://thetechpoint.in/img/question/assignment26.PNG](data:image/png;base64,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), where g is the constant 9.78033. This value is the displacement in meters after t seconds when an object is thrown straight up from initial position x0 at velocity v0 meters per second.

**Sample Output:** Enter the value of X0, V0, and t: 0 2 2

Note: The displacement in meters after t seconds when an object is thrown straight up from initial position X0 at velocity V0 meters per second is: 23.56066

import java.util.Scanner;  
  
public class Main {  
 public static void main(String[] args) {  
 Scanner sc=new Scanner(System.*in*);  
 double x=sc.nextDouble();  
 double v=sc.nextDouble();  
 double t=sc.nextDouble();  
 double k= (double) (((9.78033)\*t\*t)/2);  
 System.*out*.println("Enter the value of x");  
 x = sc.nextInt();  
 System.*out*.println("Enter the value of v");  
 v = sc.nextInt();  
 System.*out*.println("Enter the value of t");  
 t = sc.nextInt();  
 System.*out*.println(x + v\*t + k);  
 }  
}

b) Write a program that takes two int values m and d from the command line and prints true if day d of month m is between 3/20 and 6/20, false otherwise.

import java.util.Scanner;  
  
public class Main2 {  
 public static void main(String[] args) {  
 Scanner sc=new Scanner(System.*in*);  
 int m = sc.nextInt();  
 int d = sc.nextInt();  
 boolean res = (((m==3)&&(d>20&&d<=31))||((m==4)&&(d>=1&&d<=30))||((m==5)&&(d>=1&&d<=31))||((m==6)&&(d>=1&&d<20)));  
 System.*out*.println("Result=" + res);  
 }  
}

1. a) Write a program to check if the two strings entered by user are anagrams or not. Two words are said to be anagrams if the letters of one word can be rearranged to form the other word. For example, jaxa and ajax are anagrams of each other.
2. import java.util.\*;  
   public class Main {  
    public static void main(String[] args) {  
    Scanner sc =new Scanner(System.*in*);  
    System.*out*.println("Enter 1st string: ");  
    String str1 = sc.nextLine();  
    System.*out*.println("Enter 2st string: ");  
    String str2 = sc.nextLine();  
    str1 = str1.toLowerCase();  
    str2 = str2.toLowerCase();  
     
    // check if length is same  
    if(str1.length() == str2.length()) {  
     
    // convert strings to char array  
    char[] charArray1 = str1.toCharArray();  
    char[] charArray2 = str2.toCharArray();  
     
    // sort the char array  
    Arrays.*sort*(charArray1);  
    Arrays.*sort*(charArray2);  
     
    // if sorted char arrays are same  
    // then the string is anagram  
    boolean result = Arrays.*equals*(charArray1, charArray2);  
     
    if(result) {  
    System.*out*.println(str1 + " and " + str2 + " are anagram.");  
    }  
    else {  
    System.*out*.println(str1 + " and " + str2 + " are not anagram.");  
    }  
    }  
    else {  
    System.*out*.println(str1 + " and " + str2 + " are not anagram.");  
    }  
    }  
   }

b) Check whether the string is palindrome without using string methods.

import java.util.Scanner;  
public class Main2 {  
  
 public static void main(String[] args) {  
  
 Scanner sc = new Scanner(System.*in*);  
 System.*out*.println("Please enter string to check palindrome: ");  
 String strInput = sc.nextLine();  
 char[] chString = strInput.toCharArray();  
 // storing reverse string  
 String strReverse = "";  
 // reading char by char  
 for(int a = chString.length - 1; a >= 0; a--)  
 {  
 strReverse = strReverse + chString[a];  
 }  
 System.*out*.println("Given string: " + strInput);  
 System.*out*.println("Reverse String: " + strReverse);  
 if(strInput.equals(strReverse))  
 {  
 System.*out*.println("string is palindrome.");  
 }  
 else  
 {  
 System.*out*.println("string is not palindrome.");  
 }  
 }  
}

13.Write a Java program to calculate the Factorial of an integer number using both iterative and recursive solutions.

import java.util.\*;  
public class Main {  
 private static int factRecursive(int number) {  
 // base condition  
 if (number == 1)  
 return 1;  
  
 // calculate the factorial of all number  
 return number \* *factRecursive*(number - 1);  
 }  
  
 private static int factIterative(int number) {  
  
 int factorial = 1;  
 for (int iNumber = 1; iNumber <= number; iNumber++) {  
 factorial = factorial \* iNumber;  
 }  
 return factorial;  
 }  
  
 public static void main(String[] args) {  
 try (Scanner scanner = new Scanner(System.*in*)) {  
  
 /\* Calculate factorial for input number \*/  
 System.*out*.printf(" Enter input number : ");  
 int number = scanner.nextInt();  
  
 int factNumber = *factRecursive*(number);  
 System.*out*.printf("factorial(%d) - Recursive method: %d\n",number,factNumber);  
  
 factNumber = *factIterative*(number);  
 System.*out*.printf("factorial(%d) - Iterative method: %d\n",number,factNumber);  
 }  
 }  
}

1. Write a program that reads from the user four integers representing the numerators and denominators of two fractions calculates the results of the two fractions and displays the values of the fractions sum, subtraction, multiplication and division. Display output up to two decimal places.

**Sample Input**: Enter the numerator and denominator of the first fraction: 6 4

Enter the numerator and denominator of the second fraction: 8 5

**Output**: The sum is: 3.10

The subtraction is: -0.10

The multiplication is: 2.40

The division is: 0.93

import java.util.Scanner;  
public class Main {  
 public static void main(String[] args) {  
 Scanner sc=new Scanner(System.*in*);  
 int n1= sc.nextInt();  
 int d1= sc.nextInt();  
 int n2= sc.nextInt();  
 int d2= sc.nextInt();  
 float a=n1\*d2;  
 float b=n2\*d1;  
 float c=d1\*d2;  
 float d=n1\*n2;  
 float e=d1\*d2;  
 float sum=(a+b)/c;  
 float diff=(a-b)/c;  
 float multi=d/e;  
 float div=a/b;  
 System.*out*.println("The sum is: "+sum);  
 System.*out*.println("The diff is: "+diff);  
 System.*out*.println("The multiplication is: "+multi);  
 System.*out*.println("The division is: "+div);  
 }  
}

1. Write a program to implement following inheritance. Accept data for 5 persons and display the name of employee having salary greater than 5000. Class Name: Person Member variables: Name, age Class Name: Employee Member variables: Designation, salary.

class Person{  
 String name;  
 int age;  
 Person(int age, String name) {  
 this.name = name;  
 this.age = age;  
 }  
}  
class Employee extends Person{  
 String designation;  
 int salary;  
 Employee(String designation, String name, int age, int salary) {  
 super(age, name);  
 this.designation = designation;  
 this.salary = salary;  
 if (salary>5000){  
 System.*out*.println(name);  
 }  
 }  
}  
public class Main{  
 public static void main (String [] args){  
 Employee emp = new Employee("Developer","Mohit",19,10000);  
 Employee emp1 = new Employee("Manager","Aryan",25,3000);  
 Employee emp2 = new Employee("Accountant","Akashdeep",26,4000);  
 Employee emp3 = new Employee("Developer","Ritesh",22,6000);  
 Employee emp4 = new Employee("Data Scientist","Sai",23,2500);  
 }  
}

1. Implementing “Multiple Inheritance”. Create a two interfaces Account containing methods set () and display () And interface Person containing methods store () and disp(). Derive a class Customer from Person and Account. Accept the name, account number, balance and display all the information related to account along with the interest.

// Interface Account  
interface Account {  
 void set();  
 void display();  
}  
  
// Interface Person  
interface Person {  
 void store();  
 void disp();  
}  
  
// Class Customer  
public class Customer implements Person, Account {  
 private String name;  
 private int accountNumber;  
 private double balance;  
  
 // Constructor to initialize name, account number, and balance  
 public Customer(String name, int accountNumber, double balance) {  
 this.name = name;  
 this.accountNumber = accountNumber;  
 this.balance = balance;  
 }  
  
 // Method to set the account information  
 public void set() {  
 // Code to set the account information  
 }  
  
  
 public void display() {  
 //  
 }  
  
 // Method to display the account information  
 public void disp() {  
 System.*out*.println("Name: " + name);  
 System.*out*.println("Account Number: " + accountNumber);  
 System.*out*.println("Balance: " + balance);  
 // Code to calculate and display the interest  
 double p, r, t, si; // principal amount, rate, time and simple interest respectively.  
 p = balance; r = 12; t = 1;  
 si = (p\*r\*t)/100;  
 System.*out*.println("Simple interest is: "+si);  
 }  
  
 // Method to store the person's information  
 public void store() {  
 // Code to store the person's information  
 }  
  
  
 public static void main(String[] args) {  
 Customer c = new Customer("Mohit Bang", 1256789345, 100000.0);  
 c.set();  
 c.display();  
 c.store();  
 c.disp();  
 }  
  
}

1. Write a program to read 10 strings from console and then print the sorted strings on console (Use String Class).2) combine two string 3) reverse first string and display it.

import java.util.Scanner;  
public class Main {  
 public static void main(String[] args) {  
 Scanner sc = new Scanner(System.*in*);  
 String str;  
 String arr1[]=new String[10];  
 for(int i=0;i<10;i++){  
 System.*out*.println("Enter String: "+i);  
 str=sc.next();  
 arr1[i]=str;  
 char arr[] = str.toCharArray();  
 char temp;  
 for(int a=0;a<arr.length;a++){  
 for (int b=a+1;b<arr.length;b++){  
 if (arr[b] < arr[a]) {  
 temp = arr[a];  
 arr[a] = arr[b];  
 arr[b] = temp;  
 }  
 }  
 }  
 System.*out*.println(arr);  
 }  
 System.*out*.println(arr1[0]+" "+arr1[1]);  
 String nstr="";  
 char ch;  
 for (int i=0; i<arr1[0].length(); i++)  
 {  
 ch= arr1[0].charAt(i);  
 nstr= ch+nstr;  
 }  
 System.*out*.println("Reversed First String: "+ nstr);  
  
 }  
}

1. Write a program, to implement the following hierarchy. Displays information of each class the rectangle represents the classes. The classes Movie and MusicVideo inherit all the members of the class VideoTape.

![](data:image/png;base64,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)

class VideoTape {  
 private String title;  
 private int length;  
  
 public VideoTape(String title, int length) {  
 this.title = title;  
 this.length = length;  
 }  
  
 public String getTitle() {  
 return title;  
 }  
  
 public int getLength() {  
 return length;  
 }  
  
 @Override  
 public String toString() {  
 return "VideoTape: " + title + " (" + length + " minutes)";  
 }  
}  
  
class Movie extends VideoTape {  
 private String rating;  
  
 public Movie(String title, int length, String rating) {  
 super(title, length);  
 this.rating = rating;  
 }  
  
 public String getRating() {  
 return rating;  
 }  
  
 @Override  
 public String toString() {  
 return "Movie: " + getTitle() + " (" + getLength() + " minutes, rated " + rating + ")";  
 }  
}  
  
class MusicVideo extends VideoTape {  
 private String artist;  
  
 public MusicVideo(String title, int length, String artist) {  
 super(title, length);  
 this.artist = artist;  
 }  
  
 public String getArtist() {  
 return artist;  
 }  
  
 @Override  
 public String toString() {  
 return "MusicVideo: " + getTitle() + " (" + getLength() + " minutes, by " + artist + ")";  
 }  
  
  
 public static void main(String[] args) {  
  
 // Test the classes  
 VideoTape tape1 = new VideoTape("The Secret Life of Pets", 90);  
 System.*out*.println(tape1.toString()); // prints "VideoTape: The Secret Life of Pets (90 minutes)"  
  
 Movie movie1 = new Movie("Jurassic Park", 127, "4.5\*");  
 System.*out*.println(movie1.toString()); // prints "Movie: Jurassic Park (127 minutes, rated 4.5\*)"  
  
 MusicVideo musicVideo1 = new MusicVideo("Roar", 3, "Katy Perry");  
 System.*out*.println(musicVideo1.toString()); // prints "MusicVideo: Roar (3 minutes, by Katy Perry)"  
  
 }  
}

1. Create two arrayLists ,add the String elements in arrayList using add().
   1. Add one arraylist into the other from index 1 using appropriate method.
   2. Print the two added list.
   3. Print the index of "Are".
   4. Remove the 4th element from arraylist1
   5. Replace 4 element of arraylist2 as "U"

Test the functionalities using the main() method of the Tester class.

**Sample Input: str1 - ("**Hello", "How", "Are", "You") **str2 - ("**Hi" , "How", "Are" ,You") **Sample Output:** [Hello, Hi, How, Are, You, How, Are, You]

import java.util.\*;  
public class Main {  
 public static void main(String[] args) {  
 ArrayList<String> str1=new ArrayList<>();  
 str1.add("Hello");  
 str1.add("How");  
 str1.add("Are");  
 str1.add("You");  
  
 ArrayList<String> str2=new ArrayList<>();  
 str2.add("Hi");  
 str2.add("How");  
 str2.add("Are");  
 str2.add("You");  
  
 ArrayList<String> str3=new ArrayList<>();  
 str3.addAll(str1);  
 str3.addAll(1,str2);  
 System.*out*.println(str3);  
  
 System.*out*.println("The index of Are:"+str3.indexOf("Are"));  
  
 str1.remove(3);  
 System.*out*.println(str1);  
  
 str2.set(3,"U");  
 System.*out*.println(str2);  
 }  
}

1. Create a new class Order in the Java project with the instance variables and methods mentioned below. **orderId: int , orderedFoods: String, totalPrice: double, status: String , calculateTotalPrice(int unitPrice): double**. Calculate the total price by applying a service charge of 5% on the food item ordered and store it in the instance variable totalPrice. Return the calculated total price. Create an object of the Order class, initialize the instance variables using parameterized constructor, invoke the calculateTotalPrice() method and display the values of the instance variables in the main() method of the Tester class. Use static block to print status "Ordered".

**Sample Output: Order Details:**

Order Id: 101

Ordered Food: Burger

Order status: Ordered

Total Price: 35

class Order1{  
 private int orderId;  
 private String orderedFoods;  
 private double totalPrice;  
 private String status;  
  
 public Order1(int orderId, String orderedFoods) {  
 this.orderId = orderId;  
 this.orderedFoods = orderedFoods;  
 }  
  
 public int getOrderId() {  
 return orderId;  
 }  
  
 public String getOrderedFoods() {  
 return orderedFoods;  
 }  
  
 double calculateTotalPrice(int unitPrice){  
 totalPrice = (unitPrice+(0.05\*unitPrice));  
 return totalPrice;  
 }  
 static {  
 System.*out*.println("Order Status: Ordered");  
 }  
}  
  
public class Main {  
 public static void main(String[] args) {  
 System.*out*.println("Order Details");  
 Order1 order1=new Order1(101,"Burger");  
 System.*out*.println("Order ID:" + order1.getOrderId());  
 System.*out*.println("Ordered Food: "+order1.getOrderedFoods());  
 System.*out*.println("Total Price "+order1.calculateTotalPrice(33));  
  
 }  
}

1. Create GUI using Swing. As shown in the figure. Write a program to print the text entered in the text field-1 into text field-2 after button click. Display entered text in label below button also.

Button

values print here

TextField-1

TextField-2

import javax.swing.\*;  
import java.awt.event.ActionEvent;  
import java.awt.event.ActionListener;  
  
public class Main {  
 public static void main(String[] args) {  
 JFrame f=new JFrame("Swing");  
 final JButton b=new JButton("Click");  
 b.setBounds(50,100,100, 30);  
 final JTextField f1 = new JTextField();  
 final JTextField f2 = new JTextField();  
 f1.setBounds(50, 10, 200, 20);  
 f2.setBounds(50,60,200,20);  
 final JLabel l3 = new JLabel(" ");  
 l3.setBounds(20, 150, 400, 14);  
 f.add(b);  
 f.add(f1);//adding button in JFrame  
 f.add(f2);  
 f.add(l3);  
 b.addActionListener(new ActionListener(){  
 public void actionPerformed(ActionEvent e){  
 l3.setText(f1.getText() + " "+ f2.getText());  
 }  
 });  
 f.setSize(400,300);  
 f.setLayout(null);  
 f.setVisible(true);  
 }  
}

1. Write a program to handle the custom exception when the number entered by user through keyboard is odd. Use throw and throws keywords. Exception name is OddNumberException. If the number is odd print message "Number is Odd" else print "Number is Even".

class OddNumberException extends Exception{  
 @Override  
 public String getMessage(){  
 return "Number is Odd";  
 }  
}  
  
public class Main {  
 public static void main(String[] args) throws OddNumberException{  
 Scanner sc=new Scanner(System.*in*);  
 OddNumberException oddNumberException = new OddNumberException();  
 System.*out*.println("Enter a number");  
 int a= sc.nextInt();  
 if(a%2!=0){  
 try {  
 throw new OddNumberException();  
 }  
 catch (Exception e){  
 System.*out*.println(oddNumberException.getMessage());  
 }  
 }  
 else {  
 System.*out*.println("Number is Even");  
 }  
 }  
}

1. Calculate and return the sum of all the even numbers present in the numbers array passed to the method calculateSumOfEvenNumbers. Implement the logic inside calculateSumOfEvenNumbers() method. Test the functionalities using the main() method of the Tester class.

**Sample Input :** {68,79,86,99,23,2,41,100} **Sample Output**: 256

**Sample Input :** {1,2,3,4,5,6,7,8,9,10} **Sample Output:** 30

public class Main {  
 static int calculateSumOfEvenNumbers(int array[]){  
 int sum=0;  
 for(int i=0;i<array.length;i++){  
 if(array[i]%2==0){  
 sum=sum+array[i];  
 }  
 }  
 return sum;  
  
 }  
 public static void main(String[] args) {  
 int arr[]={1,2,3,4,5,6,7,8,9,10};  
 System.*out*.println(*calculateSumOfEvenNumbers*(arr));  
  
 }  
}

1. Two classes - Camera and DigitalCamera are provided to you. DigitalCamera extends Camera class. Both classes have their parameterized constructors.

Camera Class: private String brand; private double cost;

DigitalCamera Class: private int memory;

Create a instance of child class and display the output as shown below.

**Sample Output:** Nikon, 100$, 16GB

class Camera{  
 private String brand;  
 private double cost;  
  
 public Camera(String brand, double cost) {  
 this.brand = brand;  
 this.cost = cost;  
 }  
  
}  
  
class DigitalCamera extends Camera{  
 private int memory;  
  
 public DigitalCamera(String brand, double cost, int memory) {  
 super(brand, cost);  
 this.memory = memory;  
 System.*out*.println("The brand is: "+brand);  
 System.*out*.println("The cost is: "+cost+"$");  
 System.*out*.println("The memory is: "+memory+"GB");  
 }  
}  
  
  
public class Main {  
 public static void main(String[] args) {  
 DigitalCamera digitalCamera = new DigitalCamera("Nikon",100,16);  
 }  
}

1. Create Calculator GUI using Swing. Add buttons for numbers 0-9 , operators +, -, x, /, =, AC. Display output of addition and subtraction operations in textbox.

Calculator

12 + 13 =25

7

9

6

-

+

0

CC

=

x

1

/

2

4

3

8

5

import java.awt.event.\*;  
import javax.swing.\*;  
class calculator extends JFrame implements ActionListener {  
 // create a frame  
 static JFrame *f*;  
  
 // create a textfield  
 static JTextField *l*,*l2*;  
  
 // store operator and operands  
 String s0, s1, s2;  
  
 // default constructor  
 calculator()  
 {  
 s0 = s1 = s2 = "";  
 }  
  
 // main function  
 public static void main(String args[])  
 {  
 // create a frame  
 *f* = new JFrame("calculator");  
 *l2* = new JTextField("Calculator");  
  
  
  
 // create a object of class  
 calculator c = new calculator();  
  
 // create a textfield  
 *l* = new JTextField(16);  
  
 // set the textfield to non editable  
 *l*.setEditable(false);  
  
 // create number buttons and some operators  
 JButton b0, b1, b2, b3, b4, b5, b6, b7, b8, b9, ba, bs, bd, bm, be, beq, beq1;  
  
 // create number buttons  
 b0 = new JButton("0");  
 b1 = new JButton("1");  
 b2 = new JButton("2");  
 b3 = new JButton("3");  
 b4 = new JButton("4");  
 b5 = new JButton("5");  
 b6 = new JButton("6");  
 b7 = new JButton("7");  
 b8 = new JButton("8");  
 b9 = new JButton("9");  
  
 // equals button  
 beq1 = new JButton("=");  
  
 // create operator buttons  
 ba = new JButton("+");  
 bs = new JButton("-");  
 bd = new JButton("/");  
 bm = new JButton("\*");  
 beq = new JButton("C");  
  
 // create . button  
 be = new JButton(".");  
 // create a panel  
 JPanel p = new JPanel();  
  
 // add action listeners  
 bm.addActionListener(c);  
 bd.addActionListener(c);  
 bs.addActionListener(c);  
 ba.addActionListener(c);  
 b9.addActionListener(c);  
 b8.addActionListener(c);  
 b7.addActionListener(c);  
 b6.addActionListener(c);  
 b5.addActionListener(c);  
 b4.addActionListener(c);  
 b3.addActionListener(c);  
 b2.addActionListener(c);  
 b1.addActionListener(c);  
 b0.addActionListener(c);  
 be.addActionListener(c);  
 beq.addActionListener(c);  
 beq1.addActionListener(c);  
  
  
 // add elements to panel  
 p.add(*l2*);  
 p.add(*l*);  
 p.add(b1);  
 p.add(b2);  
 p.add(b3);  
 p.add(b4);  
 p.add(b5);  
 p.add(b6);  
 p.add(b7);  
 p.add(b8);  
 p.add(b9);  
 p.add(b0);  
 p.add(ba);  
 p.add(bs);  
 p.add(bd);  
 p.add(bm);  
 p.add(beq);  
 p.add(beq1);  
  
 // set Background of panel  
  
  
 // add panel to frame  
 *f*.add(p);  
  
 *f*.setSize(200, 250);  
 *f*.setVisible(true);  
 *f*.setLayout(null);  
 }  
 public void actionPerformed(ActionEvent e)  
 {  
 String s = e.getActionCommand();  
  
 // if the value is a number  
 if ((s.charAt(0) >= '0' && s.charAt(0) <= '9') || s.charAt(0) == '.') {  
 // if operand is present then add to second no  
 if (!s1.equals(""))  
 s2 = s2 + s;  
 else  
 s0 = s0 + s;  
  
 // set the value of text  
 *l*.setText(s0 + s1 + s2);  
 }  
 else if (s.charAt(0) == 'C') {  
 // clear the one letter  
 s0 = s1 = s2 = "";  
  
 // set the value of text  
 *l*.setText(s0 + s1 + s2);  
 }  
 else if (s.charAt(0) == '=') {  
 double te;  
 // store the value in 1st  
 if (s1.equals("+"))  
 te = (Double.*parseDouble*(s0) + Double.*parseDouble*(s2));  
 else if (s1.equals("-"))  
 te = (Double.*parseDouble*(s0) - Double.*parseDouble*(s2));  
 else if (s1.equals("/"))  
 te = (Double.*parseDouble*(s0) / Double.*parseDouble*(s2));  
 else  
 te = (Double.*parseDouble*(s0) \* Double.*parseDouble*(s2));  
  
 // set the value of text  
 *l*.setText(s0 + s1 + s2 + "=" + te);  
  
 // convert it to string  
 s0 = Double.*toString*(te);  
  
 s1 = s2 = "";  
 }  
 else {  
 // if there was no operand  
 if (s1.equals("") || s2.equals(""))  
 s1 = s;  
 // else evaluate  
 else {  
 double te;  
  
 // store the value in 1st  
 if (s1.equals("+"))  
 te = (Double.*parseDouble*(s0) + Double.*parseDouble*(s2));  
 else if (s1.equals("-"))  
 te = (Double.*parseDouble*(s0) - Double.*parseDouble*(s2));  
 else if (s1.equals("/"))  
 te = (Double.*parseDouble*(s0) / Double.*parseDouble*(s2));  
 else  
 te = (Double.*parseDouble*(s0) \* Double.*parseDouble*(s2));  
  
 // convert it to string  
 s0 = Double.*toString*(te);  
 // place the operator  
 s1 = s;  
 // make the operand bla  
 s2 = "";  
 }  
 // set the value of text  
 *l*.setText(s0 + s1 + s2);  
 }  
 }  
}

1. 1) Write a Java program to find the maximum and minimum value of an array

public class Main {  
 public static void main(String[] args) {  
 int array[]= {1, 2, 3, 4, 5};  
 int max = 0;  
  
 for(int i=0; i<array.length; i++ ) {  
 if(array[i]>max) {  
 max = array[i];  
 }  
 }  
 int min = array[0];  
  
 for(int i=0; i<array.length; i++ ) {  
 if(array[i]<min) {  
 min = array[i];  
 }  
 }  
 System.*out*.println("Maximum value: "+max);  
 System.*out*.println("Minimum value: "+min);  
 }  
}

2) Write a Java program to find the second largest element in an array.

import java.util.Arrays;  
  
public class Main3 {  
 public static void main(String[] args) {  
 int[] arr = {5, 2, 7, 1, 8, 3};  
  
 // Sort the array in non-descending order  
 Arrays.*sort*(arr);  
  
 // Return the second last element of the sorted array  
 System.*out*.println("Second largest element: " + arr[arr.length - 2]);  
 }  
}

3) Take 10 integer inputs from user and store them in an array. Now, copy all the elements in another array but in reverse order.

import java.util.Scanner;  
  
public class Main2 {  
 public static void main(String[] args) {  
 Scanner sc=new Scanner(System.*in*);  
 int arr[] =new int[10];  
 System.*out*.println("Enter 10 numbers");  
 for(int i=0;i<10;i++){  
 arr[i]=sc.nextInt();  
 }  
  
 int arr1[]=new int[10];  
 for (int j=0;j<10;j++){  
 arr1[j]=arr[10-j-1];  
 }  
  
 for(int k=0;k<10;k++){  
 System.*out*.print(arr1[k]);  
 }  
  
 }  
}

1. 1) Find Subarray with given sum

**Input:** arr[] = {1, 4, 20, 3, 10, 5}, sum = 33

**Output:** Sum found between indexes 2 and 4

**Explanation:** Sum of elements between indices 2 and 4 is 20 + 3 + 10 = 33

**Input:** arr[] = {1, 4}, sum = 0

**Output:** No subarray found

**Explanation:** There is no subarray with 0 sum

public class SubarraySum {  
 /\* Returns true if the there is a  
subarray of arr[] with a sum equal to  
 'sum' otherwise returns false.  
Also, prints the result \*/  
 void subArraySum(int arr[], int n, int sum)  
 {  
 // Pick a starting point  
 for (int i = 0; i < n; i++) {  
 int currentSum = arr[i];  
  
 if (currentSum == sum) {  
 System.*out*.println("Sum found at indexe "  
 + i);  
 return;  
 }  
 else {  
 // Try all subarrays starting with 'i'  
 for (int j = i + 1; j < n; j++) {  
 currentSum += arr[j];  
  
 if (currentSum == sum) {  
 System.*out*.println(  
 "Sum found between indexes " + i  
 + " and " + j);  
 return;  
 }  
 }  
 }  
 }  
 System.*out*.println("No subarray found");  
 return;  
 }  
  
 public static void main(String[] args)  
 {  
 SubarraySum arraysum = new SubarraySum();  
 int arr[] = {1, 4, 20, 3, 10, 5 };  
 int n = arr.length;  
 int sum = 33;  
 arraysum.subArraySum(arr, n, sum);  
 }  
}

2) Count number of occurrences (or frequency) in a sorted array

**Input:** arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 1

**Output:** 2

**Input:** arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 4

**Output:** -1 // 4 doesn't occur in arr[]

// Java program to count occurrences  
// of an element  
  
class Main  
{  
 // Returns number of times x occurs in arr[0..n-1]  
 static int countOccurrences(int arr[], int n, int x)  
 {  
 int res = 0;  
 for (int i=0; i<n; i++)  
 if (x == arr[i])  
 res++;  
 return res;  
 }  
  
 public static void main(String args[])  
 {  
 int arr[] = {1, 1, 2, 2, 2, 2, 3 };  
 int n = arr.length;  
 int x = 1;  
 System.*out*.println(*countOccurrences*(arr, n, x));  
 }  
}

1. Create a GUI that has two buttons on it. When clicked, each button creates a new window. The first button creates a window that has a single button on it. Pressing that button will change the window’s background color back and forth between red and green. The second button creates a window that has two buttons. Pressing the first button of these two buttons will change the window’s background color to black. Pressing the second button will change the background color to white. Make sure that your windows will just dispose of themselves when they are closed.

import javax.swing.\*;  
import java.awt.\*;  
import java.awt.event.\*;  
import javax.swing.border.\*;  
public class Main  
{  
 public static void main(String[] args) {  
 MultiWindow window1 = new MultiWindow();  
 window1.setVisible(true);  
 }  
}  
  
class MultiWindow extends JFrame implements ActionListener {  
  
 public static final int *WIDTH* = 400;  
 public static final int *HEIGHT* = 300;  
 public static final int *FLOAT\_WIDTH* = 500;  
 public static final int *FLOAT\_HEIGHT* = 150;  
  
 private JButton floatOneButton;  
  
 private JButton floatTwoButton;  
  
 */\*\*  
  
 \* Creates a new instance of MultiWindow  
  
 \*/* public MultiWindow() {  
  
 super();  
  
// This window is sized so that it will not be hidden by the floating window  
  
// that is created  
  
 setSize(*WIDTH*, *HEIGHT*);  
  
 setTitle("Multiple windows Demo");  
  
 setLayout(new BorderLayout());  
  
 floatOneButton = new JButton("Create Window Type 1");  
  
 floatTwoButton = new JButton("Create Window Type 2");  
  
 floatOneButton.addActionListener(this);  
  
 floatTwoButton.addActionListener(this);  
  
 getContentPane().add(floatOneButton, BorderLayout.*EAST*);  
  
 getContentPane().add(floatTwoButton, BorderLayout.*WEST*);  
  
//setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);  
  
// WindowDestroyer listener = new WindowDestroyer();  
//  
// addWindowListener(listener);  
  
 }  
  
 public void actionPerformed(ActionEvent e) {  
  
 if (e.getSource()==floatOneButton) {  
  
 RedGreenWindow x = new RedGreenWindow();  
  
 x.setVisible(true);  
  
 } else if (e.getSource()==floatTwoButton) {  
  
 BlackWhiteWindow x = new BlackWhiteWindow();  
  
 x.setVisible(true);  
  
 } else  
  
 System.*out*.println("Error in interface.");  
  
 }  
  
 private class FloatingWindowHandler extends WindowAdapter {  
  
 private JFrame myWindow;  
  
 public FloatingWindowHandler(JFrame aWindow){  
  
 myWindow = aWindow;  
  
 }  
  
 public void windowClosing(WindowEvent e) {  
  
 myWindow.dispose();  
  
 }  
  
 }  
  
// The first kind of window  
  
 private class RedGreenWindow extends JFrame  
  
 implements ActionListener {  
  
 private JButton colorButton;  
  
 private boolean isRed = true;  
  
 public RedGreenWindow(){  
  
 super();  
  
 setSize(*FLOAT\_WIDTH*, *FLOAT\_HEIGHT*);  
  
 setTitle("A Red/Green Window");  
  
 setLayout(new BorderLayout());  
  
 setForeground(Color.*RED*);  
  
 colorButton = new JButton("Change");  
  
 colorButton.addActionListener(this);  
  
 add(colorButton, BorderLayout.*WEST*);  
  
 FloatingWindowHandler listener = new FloatingWindowHandler(this);  
  
 addWindowListener(listener);  
  
 }  
  
 public void actionPerformed(ActionEvent e) {  
  
 if (e.getActionCommand().equals("Change")) {  
  
//System.out.println("Change button pressed");  
  
//System.out.println("Change applied to " + this);  
  
 if(isRed){  
  
 this.getContentPane().setBackground(Color.*GREEN*);  
  
 isRed = false;  
  
 } else {  
  
 this.getContentPane().setBackground(Color.*RED*);  
  
 isRed = true;  
  
 }  
  
 this.setForeground(Color.*RED*);  
  
 } else  
  
 System.*out*.println("Error in red/green events");  
  
 }  
  
 }  
  
// The second kind of window  
  
 private class BlackWhiteWindow extends JFrame  
  
 implements ActionListener {  
  
 private JButton blackButton;  
  
 private JButton whiteButton;  
  
 public BlackWhiteWindow(){  
  
 super();  
  
 setSize(*FLOAT\_WIDTH*, *FLOAT\_HEIGHT*);  
  
 setTitle("A Black/White Window");  
  
 setLayout(new BorderLayout());  
  
 setForeground(Color.*GRAY*);  
  
 blackButton = new JButton("Black");  
  
 blackButton.addActionListener(this);  
  
 add(blackButton, BorderLayout.*NORTH*);  
  
 whiteButton = new JButton("White");  
  
 whiteButton.addActionListener(this);  
  
 add(whiteButton, BorderLayout.*SOUTH*);  
  
 FloatingWindowHandler listener = new FloatingWindowHandler(this);  
  
 addWindowListener(listener);  
  
 }  
  
 public void actionPerformed(ActionEvent e) {  
  
 if (e.getActionCommand().equals("White")) {  
  
//System.out.println("White button pressed");  
  
//System.out.println("Change applied to " + this);  
  
 this.getContentPane().setBackground(Color.*WHITE*);  
  
 } else if (e.getActionCommand().equals("Black")) {  
  
//System.out.println("White button pressed");  
  
//System.out.println("Change applied to " + this);  
  
 this.getContentPane().setBackground(Color.*BLACK*);  
 } else  
 System.*out*.println("Error in Black/White events");  
 }  
  
 }  
  
}

1. Create an abstract class 'Bank' with an abstract method 'getBalance'. $100, $150 and $200 are deposited in banks A, B and C respectively. 'BankA', 'BankB' and 'BankC' are subclasses of class 'Bank', each having a method named 'getBalance'. Call this method by creating an object of each of the three classes.

abstract class Bank{  
 abstract void getBalance();  
}  
  
class BankA extends Bank{  
 public void getBalance(){  
 System.*out*.println("The balance in Bank A is 100$");  
 }  
}  
  
class BankB extends Bank{  
 public void getBalance(){  
 System.*out*.println("The balance in Bank B is 150$");  
 }  
}  
  
class BankC extends Bank{  
 public void getBalance(){  
 System.*out*.println("The balance in Bank C is 200$");  
 }  
}  
  
public class Main {  
 public static void main(String[] args) {  
 BankA bankA = new BankA();  
 bankA.getBalance();  
  
 BankB bankB=new BankB();  
 bankB.getBalance();  
  
 BankC bankC = new BankC();  
 bankC.getBalance();  
 }  
}

1. All the banks operating in India are controlled by RBI. RBI has set a well defined guideline (e.g. minimum interest rate, minimum balance allowed, maximum withdrawal limit etc) which all banks must follow. For example, suppose RBI has set minimum interest rate applicable to a saving bank account to be 4% annually; however, banks are free to use 4% interest rate or to set any rates above it.

Write a JAVA program to implement bank functionality in the above scenario and demonstrate the dynamic polymorphism concept. **Note:** Create few classes namely Customer, Account, RBI (Base Class) and few derived classes (SBI, ICICI, PNB etc). Assume and implement required member variables and functions in each class.

**Hint:** Class Customer {

//Personal Details ... // Few functions ...

}

Class Account {

// Account Detail ... // Few functions ...

}

Class RBI { Customer c; //hasA relationship Account a;

//hasA relationship ..

Public double GetInterestRate() { }

Public double GetWithdrawalLimit() { }

}

Class SBI: public RBI {

//Use RBI functionality or define own functionality.

}

Class ICICI: public RBI { //Use RBI functionality or define own functionality. }

**LAB ASSIGNMENT 01**

**Problem Statement:**

A VIT Melange committee is conducting auditions to admit interested candidates. You need to implement a Participant class for the dance club based on the class diagram and description given below.

|  |
| --- |
| **C-Participant** |
| * counter: int * registrationId: String * name: String * contactNumber: long * branch: String |
| * **C**Participant(name:String,contactNumber:long,branch:String) * getRegistrationId(): String * getCounter(): int * setCounter(counter:int):void * getName():String * setName(name:String):void * getContactNumber():long * setContactNumber(contactNumber:long):void * getBranch():String * setBranch(branch:String):void |

**Method Description**

**Partcipant(String name, long contactNumber, String branch)**

* Initialize the name, contactNumber and branch instance variables appropriately with the values passed to the constructor.
* Generate the registrationId using the static variable counter.
* The value of registrationId should start from 'D1001' and the numerical part should be incremented by 1 for the subsequent values.
* Initialize the counter in static block.

Implement the appropriate getter and setter methods.

Test the functionalities using the provided Tester class. Create two or more Participant objects and validate that the values of the member variables are proper.

**Sample Input and Output**

**For constructor**

**Input**

For first Participant object

|  |  |
| --- | --- |
| **Parameters** | **Values** |
| name | Rohit |
| contactNumber | 1234567889 |
| branch | Computer |

For second Participant object

|  |  |
| --- | --- |
| **Parameters** | **Values** |
| name | Sayli |
| contactNumber | 1988612300 |
| branch | Mechanical |

**Expected Output**

|  |
| --- |
| Hi Rohit! Your registration id is D1001  Hi Sayli! Your registration id is D1002 |

Add your Code Here

class Participant{  
 static int *counter*;  
 String RegistrationID;  
 String name;  
 long ContactNo;  
 String Branch;  
  
 static{  
 *counter* = 1001;  
 }  
  
 Participant(String name, long ContactNo, String Branch){  
 this.name = name;  
 this.ContactNo = ContactNo;  
 this.Branch = Branch;  
 this.RegistrationID = "D"+*counter*;  
 Participant.*counter*++;  
 }  
  
 public String getRegID(){  
 return RegistrationID;  
 }  
  
 public void setRegID(String RegistrationID){  
 this.RegistrationID = RegistrationID;  
 }  
  
 public static int getCounter(){  
 return *counter*;  
 }  
  
 public static void setCounter(int counter){  
 Participant.*counter* = counter;  
 }  
  
 public String getName(){  
 return name;  
 }  
  
 public void setName(String name){  
 this.name = name;  
 }  
  
 public long getCont(){  
 return ContactNo;  
 }  
  
 public void setCont(long ContactNO){  
 this.ContactNo = ContactNo;  
 }  
  
 public String getBranch(){  
 return Branch;  
 }  
  
 public void setBranch(String Branch){  
 this.Branch = Branch;  
 }  
  
  
 public static void main(String [] args){  
 Participant student1 = new Participant("Mohit!", 1234567889, "Mechanical");  
 Participant student2 = new Participant("Harry!", 1988612300, "Computer");  
  
 System.*out*.println("Hi "+student1.getName()+" your registration ID is "+student1.getRegID());  
 System.*out*.println("Hi "+student2.getName()+" your registration ID is "+student2.getRegID());  
 }  
  
}

**LAB ASSIGNMENT 02**

**Problem Statement:**

There is a class Adder which has two data members of type 1D int array and int variable. It has two functions: getdata and numsum. Function getdata accepts non-empty array of distinct integers from user in 1D int array data member and a targetsum in another data member. The function numsum adds any two elements from an input array which is equal to targetsum and return an array of resulting two elements, in any order. If no two numbers sum up to the target sum, the function should return an empty array. Note that the target sum is to be obtained by summing two different integers in the array; you can’t add a single integer to itself in order to obtain the target sum. You can assume that there will be at most one pair of numbers summing up to the target sum. Use constructor. Use extra variables if needed.

![](data:image/png;base64,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)

**Sample Input and Output**

**Test Case 1**

|  |  |  |
| --- | --- | --- |
| **Input Parameters** | **Values** | **Expected Output** |
| 1D Array | [3,5,-4,8,11,1,-1,7] | [8,7] |
| targetsum | 15 |

**Test Case 2**

|  |  |  |
| --- | --- | --- |
| **Input Parameters** | **Values** | **Expected Output** |
| 1D Array | [3,5,-4,8,11,1,-1,6] | [ ] |
| targetsum | 15 |

Add your Code Here

import java.util.Scanner;  
class assignment2 {  
 int size,k=1; int a[];  
  
 int targetSum;  
  
 public static void main(String[] args) { Scanner sc = new Scanner(System.*in*);  
  
 assignment2 demo = new assignment2(); System.*out*.println("Enter size of array"); demo.size = Integer.*parseInt*(sc.nextLine());  
  
 System.*out*.println("Enter array"); demo.a = new int[demo.size];  
 for (int i = 0; i < demo.size; i++) {  
 demo.a[i] = Integer.*parseInt*(sc.nextLine());  
 }  
 System.*out*.println("Enter targeted sum"); demo.targetSum = Integer.*parseInt*(sc.nextLine()); for (int i = 0; i < demo.size; i++) {  
 for (int j = i+1; j < demo.size; j++) {  
 if (demo.a[i] + demo.a[j] == demo.targetSum) { demo.k= 0;  
 System.*out*.println("(" + demo.a[i] + ", " + demo.a[j] + ")");  
 }  
 if (demo.k != 0 && i == demo.size-2 && i== demo.size-1) { System.*out*.println("No such combination");  
 }  
 }  
  
 }  
 }  
}

**LAB ASSIGNMENT 03**

**Problem Statement:**

Calculate area of triangle, square & circle using function overloading. Function parameter accept from user. Create Base Class **Shape** and Derived Classes **Triangle, Square, Circle** respectively. Implement **getInputs()** Method for accepting inputs, and Overload **setArea()** method for calculating area of respective shapes.

Use Class **Tester** for creating objects.

**Sample Input and Output**

|  |  |  |
| --- | --- | --- |
| **Sample Input/Parameter for Triangle** | **Values** | **Expected Output** |
| Height (H) | 50 | 2500 |
| Base (B) | 100 |

|  |  |  |
| --- | --- | --- |
| **Sample Input/Parameter for Circle** | **Values** | **Expected Output** |
| π (Pie) | 3.14 | 7853.98 |
| Radius (R) | 50 |

|  |  |  |
| --- | --- | --- |
| **Sample Input/Parameter for Square** | **Values** | **Expected Output** |
| Side (S) | 15 | 225 |

**Add your code here**

import java.util.Scanner;  
  
public class Main { double are;  
  
 void area(int r, Double pi) { are = pi \* r \* r;  
 }  
  
 void area(int base, int height) { are = 0.5 \* base \* height;  
 }  
  
 void area(int side) { are = side \* side;  
 }  
  
 public static void main(String[] args) { Scanner sc = new Scanner(System.*in*);  
  
 System.*out*.println("Press 1 for finding area of circle"); System.*out*.println("Press 2 for finding area of triangle"); System.*out*.println("Press 3 for finding area of square"); int key = Integer.*parseInt*(sc.nextLine());  
 switch (key) { case 1:  
  
 System.*out*.println("Enter radius of circle"); int radius = Integer.*parseInt*(sc.nextLine()); circle one = new circle(radius);  
 break; case 2:  
 System.*out*.println("Enter base and height of triangle"); int base = Integer.*parseInt*(sc.nextLine());  
 int height = Integer.*parseInt*(sc.nextLine()); triangle two = new triangle(base, height); break;  
  
 case 3:  
  
 System.*out*.println("Enter side of square"); int side = Integer.*parseInt*(sc.nextLine()); square three = new square(side);  
 break;  
  
 default:  
 break;  
 }  
 }  
  
}  
  
  
class circle extends Main { circle(int radius) {  
 area(radius, 3.14);  
 System.*out*.println("Area of circle is " + are);  
}  
}  
  
class triangle extends Main { triangle(int base, int height) {  
 area(base, height);  
 System.*out*.println("Area of triangle is " + are);  
}  
}  
  
class square extends Main { square(int side) {  
 area(side);  
 System.*out*.println("Area of circle is " + are);  
}  
}

**LAB ASSIGNMENT 04**

**Problem Statement:**

Write a program for following exception; develop a suitable scenario in which the following exceptions occur:

* 1. divide by zero
  2. Array index out of bounds exception
  3. Null pointer Exception

**Develop a menu driven program for handle the above listed exception.**

**Sample Input and Output**

|  |  |
| --- | --- |
| **Sample Input/Parameter** | **Expected Output** |
| Try to divide a number by zero | You shouldn’t divide a number by zero. |
| Try to access the array index which does not exist. | OOPs!!!Array Index 7 out of bounds for length 6. |
| Try to find the length of String in method (pass parameter string as null) | Null Pointer Exception arises!! |

**Add your code here**

import java.util.Scanner;  
public class Main {  
 public static void main(String[] args) {  
 int a[]= new int[5];  
 String s = null;  
 System.*out*.println("Hello Everyone");  
 System.*out*.println("Enter the Exception");  
 System.*out*.println("choose 1:Arithmetic 2:Array 3:String");  
 Scanner input = new Scanner(System.*in*);  
 int i = input.nextInt();  
 switch(i){  
 case 1:{  
 try {  
 System.*out*.println(10/0);  
 }  
 catch (ArithmeticException ae) {  
 System.*out*.println(ae.getMessage());  
 }  
 finally {  
 System.*out*.println("The Code Ends");  
 }  
 break;  
 }  
 case 2:{  
 try {  
 System.*out*.println(a[10]);  
 }  
 catch (ArrayIndexOutOfBoundsException b) {  
 System.*out*.println(b.getMessage());  
 }  
 finally {  
 System.*out*.println("The Code Ends");  
 }  
 break;  
 }  
 case 3:{  
 try {  
 System.*out*.println(s.length());  
 }  
 catch (NullPointerException sb) {  
 System.*out*.println(sb.getMessage());  
 }  
 finally {  
 System.*out*.println("The Code Ends");  
 }  
 break;  
  
 }  
 }  
  
 }  
}

**LAB ASSIGNMENT 05**

**Problem Statement:**

A fashion E-commerce company keeps a track of all the orders using an **ArrayList** and a class Order. Implement class **Order** and retrieve and return the list of items present in all the orders. Implement the logic inside **getItems()** method. Consider true and false value given in input for cash on delivery option.

Test the functionalities using the **main()** method of the **Tester** class.

**Sample Input and Output**

|  |  |
| --- | --- |
| **Sample Input** | **Expected Output** |
| orders=[Order(101,itemNames=[Jeans, Shirt, Belt],true), Order(102,itemNames=[Tie,Shirt],true),Order(103,itemNames=[Tshirt,Socks,Tie],true) | [Jeans,Shirt,Belt,Tie,Shirt,Tshirt,Socks,Tie] |
| orders=[Order(311,itemNames=[Sportswear, Dumbbell],true), Order(102,itemNames=[, Jeans],true),Order(103,itemNames=[Smartwatch,Fitnessband,Joggers],true) | Sportswear,Dumbbell,Smartwatch,Fitnessband,Joggers] |

**CODE :-**

import java.util.List;  
import java.util.ArrayList;  
  
class Order {  
 //private  
 int orderId;  
 List<String> itemNames;  
 boolean cashOnDelivery;  
  
 // public int getOrderId() {  
// return orderId;  
// }  
// public void setOrderId(int orderId) {  
// this.orderId = orderId;  
// }  
// public List<String> getItemNames() {  
// return itemNames;  
// }  
// public void setItemNames(List<String> itemNames) {  
// this.itemNames = itemNames;  
// }  
// public boolean isCashOnDelivery() {  
// return cashOnDelivery;  
// }  
// public void setCashOnDelivery(boolean cashOnDelivery) {  
// this.cashOnDelivery = cashOnDelivery;  
// }  
 public Order(int orderId, List<String> itemNames, boolean cashOnDelivery) {  
  
 this.orderId = orderId;  
 this.itemNames = itemNames;  
 this.cashOnDelivery = cashOnDelivery;  
 }  
}  
  
class Tester {  
 public static List<String> getItems(List<Order> orders) {  
  
 List<String> items = new ArrayList<String>();  
  
 for( Order order:orders){  
  
 items.addAll(order.itemNames);  
 }  
 return items;  
 }  
  
 public static void main(String[] args) {  
 List<Order> orders = new ArrayList<Order>();  
  
 List<String> items1 = new ArrayList<String>();  
 items1.add("Jeans");  
 items1.add("Shirt");  
 items1.add("Belt");  
 //orders.add(new Order(101, items1, true));  
  
 List<String> items2 = new ArrayList<String>();  
 items2.add("Tie");  
 items2.add("Shirt");  
 //orders.add(new Order(102, items2, true));  
  
 List<String> items3 = new ArrayList<String>();  
 items3.add("Tshirt");  
 items3.add("Socks");  
 items3.add("Tie");  
 //orders.add(new Order(103, items3, true));  
  
  
 Order o1=new Order(101, items1, true);  
 Order o2=new Order(102, items2, true);  
 Order o3=new Order(103, items3, true);  
 orders.add(o1);  
 orders.add(o2);  
 orders.add(o3);  
  
 List<String> items = *getItems*(orders);  
 System.*out*.println(items);  
 }  
}

**LAB ASSIGNMENT 06**

**Problem Statement:**

Implement various operations like add, update and delete the data using JDBC Connectivity.

**Code:**

import java.sql.\*;  
import java.util.\*;  
public class Main {  
  
 public static void main(String[] args) {  
  
 String url="jdbc:mysql://localhost:3307/vit";  
 String user="root";  
 String pwd=" ";  
  
 Scanner sc=new Scanner(System.*in*);  
 System.*out*.println("Enter rollNo: ");  
 int rno = sc.nextInt();  
  
 System.*out*.println("Enter Sname: ");  
 String sname = sc.next();  
  
 try {  
 Class.*forName*("com.mysql.cj.jdbc.Driver");  
 Connection con=DriverManager.*getConnection*(url,user,pwd);  
 Statement st=con.createStatement();  
  
 String sqlInsert="insert into CSA1 values('"+rno+"','"+sname+"')";  
 st.executeUpdate(sqlInsert);  
 System.*out*.println("record inserted successfully");  
  
  
 String sql="select \* from CSA1";  
 ResultSet rs= st.executeQuery(sql);  
 while(rs.next()) {  
 System.*out*.println("RollNo: "+rs.getInt(1));  
 System.*out*.println("Sname: "+rs.getString(2));  
  
 }  
  
  
  
 con.close();  
 }  
 catch(Exception ex) {  
 System.*out*.println(ex);  
 }  
  
 }  
  
}