XML解析

什么是XML：

* XML 于 1998 年 2 月 10 日成为 W3C 的推荐标准。
* XML 指可扩展标记语言（EXtensible Markup Language）。
* XML 是一种很像HTML的标记语言。
* XML 的设计宗旨是传输数据，而不是显示数据。
* XML 标签没有被预定义。您需要自行定义标签。
* XML 被设计为具有自我描述性。
* XML 是 W3C 的推荐标准。

XML语法规则：

<root>

<child>

<subchild>.....</subchild>

</child>

</root>

示例：

<?xml version="1.0" encoding="UTF-8"?>

<!-- This is a comment -->

<note>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

命名规则：

* 名称可以包含字母、数字以及其他的字符
* 名称不能以数字或者标点符号开始
* 名称不能以字母 xml（或者 XML、Xml 等等）开始
* 名称不能包含空格

特点：

* 标签必须正确嵌套
* 标签必须关闭
* 区分大小写
* 节点中属性的值必须加引号

实体引用：

在 XML 中，一些字符拥有特殊的意义。

|  |  |  |
| --- | --- | --- |
| &lt; | < | 小于 |
| &gt: | > | 大于 |
| &amp: | & | 与 |
| &apos; | ' | 单引号 |
| &quot; | " | 引号 |

XML CDATA：

XML 文档中的所有文本均会被解析器解析。只有 CDATA 区段中的文本会被解析器忽略。

CDATA 部分由 "**<![CDATA[**" 开始，由 "**]]>**" 结束：

**<！[CDATA[** 2>3 </font> **]]>**

DOM 解析：

是将xml文件全部载入，组装成一颗dom树，然后通过节点以及节点之间的关系来解析xml文件或将xml以树结构的方式一次性加载进内存，易用，修改方便，但是更占内存。不适应于大文件，一般情况下用它即可应付大多数应用。 使用DOM创建XML:

/\*\*

\* DOM方式创建XML

\*

\* @throws ParserConfigurationException

\* @throws TransformerFactoryConfigurationError

\* @throws FileNotFoundException

\* @throws TransformerException

\*/

static void fun1() throws ParserConfigurationException, TransformerFactoryConfigurationError, FileNotFoundException,

TransformerException {

// 文档解析器工厂

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

// 文档解析器

DocumentBuilder builder = factory.newDocumentBuilder();

// xml文档对象

Document document = builder.newDocument();

// xml文件路径

String path = "src/com/kaige/xml/newdata.xml";

// 根节点

Element classinfo = document.createElement("classinfo");

// 创建5个学生节点

for (int i = 0; i < 10; i++) {

Element student = document.createElement("Student");

student.setAttribute("id", "stu" + i); // 添加属性

Element name = document.createElement("name");

name.setAttribute("nameid", "name" + i);// 添加属性

name.appendChild(document.createTextNode("姓名" + i));// 追加子节点

Element age = document.createElement("age");

age.appendChild(document.createTextNode(18 + i + ""));

// 将age和name加入到student

student.appendChild(name);

student.appendChild(age);

// 将student加入到root

classinfo.appendChild(student);

}

// 将classinfo加入到document

document.appendChild(classinfo);

// 将Document对象转换为DOMSource对象

DOMSource source = new DOMSource(document);

//变压器

Transformer tf = TransformerFactory.newInstance().newTransformer();

tf.setOutputProperty(OutputKeys.ENCODING, "UTF-8");// 设置编码格式

tf.setOutputProperty(OutputKeys.INDENT, "yes"); // 设置缩进

// 结果流

StreamResult sr=new StreamResult(filename);

//写入 数据

tf.transform(source, sr);

System.out.println("创建xml成功");

}

使用DOM读取XML:

/\*\*

\* DOM方式读取XML

\*

\* @throws ParserConfigurationException

\* @throws IOException

\* @throws SAXException

\*/

static void fun2() throws ParserConfigurationException, SAXException, IOException {

// 文档解析器工厂

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

// 文档解析器

DocumentBuilder builder = factory.newDocumentBuilder();

// 文档对象

Document document = builder.parse("src/com/kaige/xml/newdata.xml");

NodeList nodeList= document.getChildNodes();

//System.out.println("班级数量："+nodeList.getLength());

//根节点

Node classinfo=nodeList.item(0);

//获取学生节点

NodeList studentlist= classinfo.getChildNodes();

//遍历学生节点

for(int i=0;i<studentlist.getLength();i++){

Node node=studentlist.item(i);

if(node instanceof Text)continue;

System.out.println("学号："+node.getAttributes().item(0).getNodeValue());

NodeList fieldlist= node.getChildNodes();

for (int j = 0; j < fieldlist.getLength(); j++) {

Node fieldNode=fieldlist.item(j);

if(fieldNode instanceof Text)continue;

System.out.println(fieldNode.getNodeName()+":"+

fieldNode.getTextContent());

}

}

System.out.println("---------------------------");

}

}

SAX 解析：

SAX的工作方式简单地说就是对文档进行顺序扫描，当扫描到文档（document）开始与结束,元素（Element）开始与结束、文档（document）结束等地方时通知事件处理函数，由事件处理函数做相应的动作，然后继续同样的扫描，直至文档结束。

优点：消耗资源比较少；适合大文件解析；

缺点：只能读取不能修改；开发复杂；

sax.xml

<?xml version="1.0" encoding="UTF-8"?>

<classinfo>

<student id="s001">

<name>张三</name>

<age>20</age>

</student>

<student id="s002">

<name>李四</name>

<age>25</age>

</student>

</classinfo>

模型类：

class Student{

private String id;

private String name;

private int age;

public String getId() {

return id;

}

public void setId(String id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public int getAge() {

return age;

}

public void setAge(int age) {

this.age = age;

}

@Override

public String toString() {

return "Student [id=" + id + ", name=" + name + ", age=" + age + "]";

}

}

handler:

class SAX2 extends DefaultHandler{

//定义字段

List<Student> list=null; //学生集合

Student student=null; //学生对象

String tag=null; //当前标签

public List<Student> getData(){

return list;

}

@Override

public void startDocument() throws SAXException {

// TODO Auto-generated method stub

//super.startDocument();

System.out.println("开始读取信息");

list=new ArrayList<>();

}

@Override

public void endDocument() throws SAXException {

// TODO Auto-generated method stub

//super.endDocument();

System.out.println("信息读取完毕");

}

@Override

public void startElement(String uri, String localName, String qName, Attributes attributes) throws SAXException {

// TODO Auto-generated method stub

//super.startElement(uri, localName, qName, attributes);

if("student".equals(qName)){

student=new Student();

student.setId(attributes.getValue(0));

}

tag=qName;

}

@Override

public void endElement(String uri, String localName, String qName) throws SAXException {

// TODO Auto-generated method stub

//super.endElement(uri, localName, qName);

if("student".equals(qName)){

list.add(student);

student=null;

}

tag=null;

}

@Override

public void characters(char[] ch, int start, int length) throws SAXException {

// TODO Auto-generated method stub

//super.characters(ch, start, length);

if(tag!=null){

String content=new String(ch,start,length);

if("name".equals(tag)){

student.setName(content);

}else if("age".equals(tag)){

student.setAge(Integer.parseInt(content));

}

}

}

}

测试类：

public static void main(String[] args) throws Exception {

SAXParserFactory factory=SAXParserFactory.newInstance();

SAXParser parser=factory.newSAXParser();

SAX2 sax2=new SAX2();

parser.parse("src/com/kaige/xml/sax.xml", sax2);

for (Student stu:sax2.getData()) {

System.out.println(stu);

}

}

Dom 4j 解析：

![dom4j-2.1.1.jar](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOUAAAA4CAYAAAACaT/nAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAnlSURBVHhe7V3LVts8EM6D9RX6Gn0A3uDfdsmqz8Cm3fZ000Uv9AaUwmluHFouKZdQKJRSAsn8HsmyJXkkKyZxbTM+xwUaWxqN5vM3GmsmLYiO8XgMFxcX8PPnTzg9PeWTdcA2MGcbODs7g6urK4E9+2hdXl5Cr9eDHz9+wOHhIZ+sA7aBkmzg+/fvcHBwAKPRCG5vb2EymYizNRgMBEuqA/+TD9YAa6AcDSAwz8/P4fr6WoATmbPV7XbL6Z17YQ2wBjIaGA6HsLu7K4gR3dmbmxtodTodcSEzJFsMa6A8DSi8YQxne3sbjo+PBTCRMQVTMiDLmwzuiTWgawCDq1+/foWdnR1A1sQYD7uvbCOsgX+gAUWEJycnsLm5KYKtR0dHYn3JoPwHE8JdsgbUkhHd1/X1dQHM/f19+PXrlwlKdmPZWFgD5WoAmXJ1dRU2NjaEC4vvLyOmbFtSyJeZkwn+xPcm8medj71nT+DBogxolXd04PHDJ7A0KK/HsJ6qKleY9E27CteUKysrsLa2Bvh6BP9udXoKlGMYw6hpYxbjKQWUg1fw6OF/8OjZMNZhgPHH9zyI7sPz8UeP+j8+zb8Gb8+9LkCuRlpBNQdFgrLb7UtmTP5JX480xZ2dPyiHsLTwBB4t6KDMM4IIHAuvYE9dJgBKMSu2HYF24Wl0vQ+4odflycWfl6kBEpT9XscA5Fj8Ff07udV+svvqmygEPTLk8uI0oLRblMB2u7sSdF42FU2GXlem6XFfLg2QoGx3N40lYyPY0XILhXtorCnRhZMuozh1xoLYvfso3VH8XLiksVuYaQv7iu83QTmtm4jXP4Vlp/2Ggi3vOksuQ1f6QyG+7pl0m1O3nAE2Sw2QoMT3I3ggQ0pAIktKZqwnQCXgUkaJ3boElPbnIBguBW0MWAVUZbTk/SYA7gLKfJbNA5sylbzrdFBG1y6mLrTp5sd6KD1ANkuTr35bdKCn00vd1wiL6LTW2n1FRjOYzwr0EJ+DAJ5iKZvhbCNP/7bXqm5Qmsxsu6DmQ8FlSHlgKwJKeY/oP+M1TMv01QdAFSWkmbLTl0CMXn1MBF8iQ0rxa5kwUhooYwbW3WD1u2CXMKMOAyTOxhxAaUdqDd2FyV9FQ6+TTI7oa5wlooBYpxFRssbuZspGthsW4r7qays3U9rdT+e+ynbJtRoZiSVAWei6FGyC6ROvQkVvlTvLoCwDCkGgLEOQufehB2Uit3TJ3jxgB4IyQaASQGnIqNzHuF8DbDQji4dOoet0sOluddQ3BnUSkDIo526nUQf3B5RlaDO3j6oadVXlylVoIy/wgzJaT/IxQw1QAaUZNl+4qarKVXhA9b7R+0oEI67mofa8itBPvUdepvSJW1qxfa9VlavMualgXw6mtDekK8kZlBWcQxapYRoIB6UgxgiU4p0IM2XD7ICHUyENBIFS7OJhUFZo2liUJmsgJ9Ajh67zIq8km2wOPLYqaIBBWYVZYBlYA5oGgkDJGmMNsAbK0wCDsjxdc0+sgSAN5AR6GrR5wFtmw9paZtfQcZXTcOYd6rr3bGHT+wkqA2LtvHHIZWR4ZHJDCbu40/i09jLlT6xskxBZkub0OSFySn0lTqwtlXQ+apE5z+41FnuFk+oQ2e2PRXJO7wkofWU2rE3gYkKVEfjKaVib2B27YtJULl8/VluOMiB2W65yIPl5mMry7z6+FJJ0+ZNwWfSHBbaVAtHMmskpcRK0O6nonFugNGwF5bdBm010CKHKwG12DWJMoRWtzIaRN0kp1vF/mcnX2kw0r02Stx977ym1F5VK06JTt6YHAtFO0PhSE3OVP5leFgeTW/mwdNoaNQdEe0XnXAddUDZOaGqdKWMQKOtZbcD3TEKjj5/EaHxWJn3WkEKN1qqXo5UFEaVDPP2kKVMxE9jZ/XpbFOi14Zruq6+ciMmYRqI1Ccp4fLZBOsuf2O5riCzZeaOB7Uhbi8C7pCVok+5j0TlPQOliQEumDPhDeNKbJYK7d8yKdmFNVv8qfZKpqnZBoLRzNDM5m9IglVHk96OvR7LGG2yYlvrN/EjX3LjyMrWHjD4+Ij1MAdrHjGGyxDJqa2x6XeZ4UOplX3KXAak+guY8BmW2vpO1HNCS3Ge4poy+4Af7aUqSs80iOgsVfmpGjeoBhfgJbSZSaxvQvf1Y7mrGmFypVSHuUUhalqMd7/ikUv3lT+yHQIgs2QcHDeYQ78V8MCYtF55z1afDmyEqQYRXkUjHTbuvbVk4S+51xe2uskpP3Q9SQT43LRlwqPGnDJdhRl8/RHAij2WlaKFy5WWnhLZjM7jO7lpNn0ylQKXIYqCky6i43dekbm7ULcnchedc71O6sCYThj0o8nBEg7KPhbNGaXJW7ffWWdE2QytERC0oqGCq1pz8gKCMbhgkMyrX0QcY6rPIWDRPIMxlzAelMT6HW4gayZQ/mVqWqBFsP/c+t44ToOhyelxu4fEEzTm1ZsxWSdTX5jNjynY3KvIUb3iVeKx59NVXZgOHZ7wj1NmAZgKpdPMz44npWuA7+4ndQGotQrblkysSzXI7deYwHyV3GR/NvhlmcslCBq5S6eT7P8W+oXOC9+vvH+01sSbzHeY8ExBLGJPQZ4FynI4kZx2U6XeJYGU78QU/nLrl9UBm8hog7mGWbeW5TaV+HoG1SBCkVBn/UWd03df2lmBHUYxZI0oGZcgsFV03UW3Psq0Q2cu7Znkxb51bnixV68n9npLIY2ZQVm36WJ4masAJyuZtGGji9PGYmqgBx9cWlP1lqk1ULY+JNTC9BpAMdVB++/ZNfmlstxttHqjl9xNMrwS+gzVQNQ14mZKBWbXpYnnugwYUKFdXV9OvV0em1A8G530wBR5jVTRwcnICCMi1tbUUlFtbW3Bzc8MubFVmieW4Vxo4PDyEDx8+wOfPn2FnZ0euKQ8ODmBvbw9ub5ux5/VezSgPtrYaGI/HcHFxAeipvnnzBr58+QL7+/twenoKrT9//sDu7q74kE/WAdtAOTbQ6XQEQ75+/RrevXsH7XYbBoMBnJ+fQ+vv379wdnYmUIoffPr0CV68eAHPnz/nk3XANjAnG0CMvXz5Et6+fQvr6+uwvb0NR0dH8Pv3b2iNRiPxy3A4FAtNRPD79+9heXmZT9YB28CcbAAxtrKyAhsbG9Dv9wVLout6dXUFLVxLIluif3t8fCwYs9frsSvL7jzbwBxtAIGI7IjBHYzrICAvLy8BSbKFC06MviIwkTHRlUUaxagQn6wDtoH52ABiDL1TjLbiOhJjO9fX1yLg2sL3knjiH4hSBCciFgHKJ+uAbWB+NoBARHcVwYjEiBhELLZUTBn/QNZUzIkX8ck6YBuYnw0gCPFEzClyRDwmoKztCx8WnDXQMA38DxeQx5hoArbDAAAAAElFTkSuQmCC)

DOM4J是 dom4j.org 出品的一个开源 XML 解析包。DOM4J应用于 Java 平台，采用了 Java 集合框架并完全支持 DOM，SAX 和 JAXP。

    DOM4J 使用起来非常简单。只要你了解基本的 XML-DOM 模型，就能使用。

    Dom：把整个文档作为一个对象。

  DOM4J 最大的特色是使用大量的接口。它的主要接口都在org.dom4j里面定义：

|  |  |
| --- | --- |
| Attribute | 定义了 XML 的属性。 |
| Branch | 指能够包含子节点的节点。如XML元素(Element)和文档(Docuemnts)定义了一个公共的行为 |
| CDATA | 定义了 XML CDATA 区域 |
| CharacterData | 是一个标识接口，标识基于字符的节点。如CDATA，Comment, Text. |
| Comment | 定义了 XML 注释的行为 |
| Document | 定义了XML 文档 |
| DocumentType | 定义 XML DOCTYPE 声明 |
| Element | 定义XML 元素 |
| ElementHandler | 定义了Element 对象的处理器 |
| ElementPath | 被 ElementHandler 使用，用于取得当前正在处理的路径层次信息 |
| Entity | 定义 XML entity |
| Node | 为dom4j中所有的XML节点定义了多态行为 |
| NodeFilter | 定义了在dom4j 节点中产生的一个滤镜或谓词的行为（predicate） |
| ProcessingInstruction | 定义 XML 处理指令 |
| Text | 定义 XML 文本节点 |
| Visitor | 用于实现 Visitor模式 |
| XPath | 在分析一个字符串后会提供一个 XPath 表达式 |

接口之间的继承关系：

interface java.lang.Cloneable

    interface org.dom4j.**Node**

           interface org.dom4j.Attribute

           interface org.dom4j.Branch

                  interface org.dom4j.Document

                  interface org.dom4j.Element

           interface org.dom4j.CharacterData

                  interface org.dom4j.CDATA

                  interface org.dom4j.Comment

                  interface org.dom4j.Text

           interface org.dom4j.DocumentType

           interface org.dom4j.Entity

           interface org.dom4j.ProcessingInstruction

常用方法：

访问根节点

Element root = document.getRootElement();

访问所有子节点

List<Element> list= root.elements();

访问指定名称的节点

Element name= student.element("name");

获取指定名称/索引的属性

Attribute sid= student.attribute("sid")

Attribute sid= student.attribute(0)

获取某节点的全部属性

List<Attribute> list = student.attributes();

删除某节点

Element student=root.elements().get(2);

root.remove(student);

删除指定名称的属性

Element student= root.elements().get(2);

student.remove(student.attribute("sid"));

修改节点名称和节点值

Element skill = root.elements().get(2);

student.setName("teacher");

student.setText("老陈");

修改属性值（属性名称无法修改）

Attribute attr = root.elements().get(2).attribute("sid");

attr.setText("stu118");

创建xml:

/\*\*

\* 创建xml

\* @throws Exception

\*/

static void fun1() throws Exception {

// 创建文档对象

Document document = DocumentHelper.createDocument();

// 创建根节点

Element root = document.addElement("classinfo");

root.addComment("班级信息");

for (int i = 0; i < 10; i++) {

Element student = root.addElement("student");

student.addAttribute("sid", "stu" + i);

Element name = student.addElement("name");

name.addAttribute("nameid", i + "");

name.setText("姓名" + i);

Element age = student.addElement("age");

age.setText(18 + i + "");

}

// 格式化输出器

OutputFormat format = OutputFormat.createPrettyPrint();

format.setEncoding("utf-8");

// 文件输出流

FileOutputStream fos = new FileOutputStream("src/com/kaige/xml/dom4j.xml");

// xml写入器

XMLWriter writer = new XMLWriter(fos, format);

// 写数据

writer.write(document);

// 关闭

writer.close();

System.out.println("创建成功");

}

读取xml:

/\*\*

\* 读取xml

\*

\* @throws DocumentException

\*/

static void fun2() throws DocumentException {

String filename = "src/com/kaige/xml/dom4j.xml";

// sax读取器

SAXReader saxReader = new SAXReader();

// 文档对象

Document document = saxReader.read(filename);

// 获取根元素

Element root = document.getRootElement();

// 获取子节点

List<Element> list = root.elements();

// System.out.println(list.size());

for (int i = 0; i < list.size(); i++) {

Element student = list.get(i);

Attribute sid = student.attribute("sid");

System.out.println(sid.getName() + ":" + sid.getValue());

System.out.println("姓名：" + student.element("name").getStringValue());

System.out.println("年龄：" + student.element("age").getStringValue());

System.out.println("------------------------------------------");

}

}

修改xml:

/\*\*

\* 修改xml

\*

\* @throws DocumentException

\* @throws IOException

\*/

static void fun3() throws DocumentException, IOException {

String filename = "src/com/kaige/xml/dom4j.xml";

// sax读取器

SAXReader saxReader = new SAXReader();

// 文档对象

Document document = saxReader.read(filename);

// 获取根元素

Element root = document.getRootElement();

// 修改第3个学生的姓名为大力神

root.elements().get(2).elements().get(0).setText("大力神");

// 格式化输出器

OutputFormat format = OutputFormat.createPrettyPrint();

format.setEncoding("utf-8");

// 文件输出流

FileOutputStream fos = new FileOutputStream("src/com/kaige/xml/dom4j.xml");

// xml写入器

XMLWriter writer = new XMLWriter(fos, format);

// 写数据

writer.write(document);

// 关闭

writer.close();

System.out.println("修改完成");

}