**Assessment Title and Tasks:**

**Integrating game engine and scripted code**
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Function .0 30005209.py

A series of variables were added to aid ease of function development. It also lowered a dependence on hard-coded variables, instead allowing ones to be changed at run-time.

Improvements: I would try to make sure all variables are coded here rather than hard-coded.
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Function .0 30005209.py

The function uses global variables to first check no scoreboard has been created, then creating one to display the score on the top layer (to avoid any form of collision).

Improvements: I would make display score use variables for both the background colour and the text to allow for changes to be made at run-time. Different levels could have different themes this way. I would make sure there is a defaulted function so that if no variables are given a ‘standard’ one is made.

**Displaying loading (30005209.py)**

![Graphical user interface, text, application
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Function .0 30005209.py

Improvements: Recognising how similar these are I would make both use a more general function. Including the improvements mentioned in the display\_score function I would also add a text variable to allow for each to be written, as well as a coordinate variable to denote where it should be placed. There is however, utility in making these more specialised as it stops functions from taking too many parameters – which could harm legibility.

**Displaying fire (302005209.py)**

**![Graphical user interface, text, application
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Function .0 30005209.py

Improvements: If I did decide to not make them all one function, I would definitely still combine both this and the display loading function. Instead making an else case after “if loading” to print out the fire command. The only benefit of them being separate functions (bar potential legibility) is if one did not want a colour to be passed as a variable and you wanted shoot to have a different colour to loading. I think this is unlikely and instead could also just account for that in the function.

**![](data:image/png;base64,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)Changing Gun Information**

![Graphical user interface, text, application

Description automatically generated](data:image/png;base64,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)

Function 5.1 pge.py

Function 5.0 30005209.py
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Function 7 pgeif.i – done twice both python and C

![Graphical user interface, application
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Function 5.2 pgeif.c
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Function 5.3 Pgeif.h

![Graphical user interface, text, application, email
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Function 5.4 twoDsim.c

![Graphical user interface, text

Description automatically generated](data:image/png;base64,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)

Function 5.5 twoDsim.c

The code above starts within python making calls to arguments handled and converted into C and C objects. This is done both for the colour parameter – with arguments set\_colour, twoDsim\_set\_colour, etc. This is also done for elasticity and gravity– the code for this can be found in the appendix in the same files as the images above. With elasticity instead of colour in the function names – with doubles used instead of a deviceIF\_Colour. There is a setup Boolean to only enable the colours to have different elasticity/gravity after the gameboard is set. If this was not done, creating the level would also have to account for the effects variance of elasticity/gravity would have on each ball.
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Function 6.0 30005209.py

Displays text denoting a bonus has been scored after a period of time it is called again (which would remove the previously displayed text). This recursion sacrifices a bit of legibility for a simpler code-base with less functions. A “remove bonus” function would be excessive.

Improvements: Similar to above mentioned improvements a colour field and/or custom text variable would allow things that are not bonuses to pop up. Doing this again I would make display\_bonus a ‘display\_message’ function that has colours and text as input variables. I would then make ‘add\_bonus’ another function which not only calls display\_message (with appropriate given inputs) but also adds to the score.

**Deleting objects / Updating score**

**![Graphical user interface, text, application
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Function 7.1 30005209.py

This function deletes a passed pge object when provided the object and event. This is being used principally for the ‘chairs’ (later described) so an update to the score is also added.

Improvements: Further testament to decoupling the updating of the score method from the displaying bonus method is shown here. An improvement I would make is once again decouple these methods to allow for greater flexibility – changing behaviour via function calls not via editing of function code.

**Object creations (chair, board, net)**

![Graphical user interface, text, application
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Function 8.0 30005209.py

Each of these functions creates a simple shape that can be set at locations. This is to help encapsulate likely repeated behaviour (making boxes and the ‘chair’ shape).

Improvements: I would make them take colours as parameters as well as make both board and net take the height and width as variables for ease of customisation. An alternative would be to have ‘create\_object’ as a function with codes written that can be chosen within the function via if statements (recreating a switch statement).

**Create Level**
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Function 9.0 30005209.py

The create level function creates a series of rows of alternating circles automatically (this is called prior to the timer starting. It iterates through a list to get the coordinates.

**Increment Gun**
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Function 10.0 30005209.py

The gun increments its value and then calls the change\_gun\_type based on the new value. This value is capped at 3 – due to that being the number of current settings.

Improvements: I would automate the number it’s being capped at rather than hardcoding it at 3. Either by making a global variable of the current number of settings or encapsulating that further in a struct. A further improvement would be to make the gun\_type\_cur use the modulus operator rather than the simplistic >3 it currently is using – that is personal preference as I am unsure of the speed benefits of either approach. I am assuming the modulus operator would be faster.

**Timer**
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Function 11.2 30005209.py

The timer counts down – displaying the value in the corner, once that timer has run out it enacts the out\_of\_time function which closes the program after 4 seconds.

Improvements: I would again make the timer’s values of colour and position an inputted variable or global. I would also do the same for out\_of\_time. I think the decoupling is a good form as it allows extension of the code if needed.

**Spin Gun**

![Graphical user interface, text, application
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Function 12.0 30005209.py

The gun spins after being made no longer bound (this is used in another function to restrict it’s firing arc). It is then recursively called to keep spinning.

Improvements: I would make the function more abstract so objects can be passed rather than making this dedicated to the gun. A spinning gun function could be kept (for legibility) that would simply call the more abstract variant whilst passing the gun object. I would also like the abstract method (and the new spin gun method) to have an attached speed input variable to allow for greater flexibility.

**Placing the Gun**

**![Graphical user interface, text, application
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Function 13.0 30005209.py

A gun with hard-coded variables is made.

Improvements: I would make it so the coordinates can be set via input variables this would allow the level to redefine where the gun could be made. One level where it on one side or the other rather than the defaulted centre. Also the guntype should be a variable so it can be initialised at a different starting value.

**Controls / Firing**
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Function 14.1 30005209.py
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Function 14.2 30005209.py

When the Up key is pressed the gun fires, provided it is not blocked (from firing recently). Pressing left or right alters its aim and firing adds a delay form when it can fire again. The reload function also updates the text at the top of the screen to denote if the player can fire again.

Improvements: One improvement I would like would be for the ‘bullet’ to originate at an arc from the ‘barrel’ as at the moment it simply moves from the centre at the angle the barrel is aiming. I also would like the starting location to be worked out rather than hard coded in to allow for ease of changing where the gun could start from.

**Testing**

**![Text, application
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Function 16.0 30005209.py

The elastic\_test function (though it also tests the gravity), shoots three of one type of bullet before incrementing, this is then repeated for the other two types of bullets. This will show how the bullets are fired (speed, drag, etc) and then how they fall / bounce / collide when three of a kind is made.

Improvements: I would improve this test by automating the firing of all types of bullets (linking to a previous improvement made of automating the bullet types). As the code is currently written you can still rotate the gun (potentially leading to the three of a kind-connection not being made).
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Testing results (Gravity): The images above show the falling difference between them as they fall (with different gravity. It is easier to see the difference whilst the code is running (images being harder to represent this).
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Testing results (Create Level): Though originally the code had hard clean rows I found after adding the elasticity and the gravity a curved arc was made. I thought it provided greater challenge to the player having this pattern encourages the player to try to get the bullets to bounce off of the walls. The code on the left is the new pattern, whereas the code on the right shows the older pattern.
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Miscellaneous Testing: throughout the project I also performed many tests that were not formally bound within a function – such as the above in which I spawned in balls with different elasticity. They were spawned at the same height with the ‘net’ (as described earlier) along the bottom. This was to test to see how the inelastic collisions manifested at different variable values.

I have provided the files I believe to be relevant to the report below. If you would like to run this code or see any files not pasted below please clone the public repo for this program which can be found in all the headers of this document as well as below:

[www.github.com/30005209/gameEngineCw](http://www.github.com/30005209/gameEngineCw)

A copy of this report can also be found in the repository.

**examples/30005209/30005209.py**

#!/usr/bin/env python3

import pge, sys, math, random

from pygame.locals import \*

#

# bubble class which is used to record, colour, circle and children

# children are bubbles which connect below the current bubble

#

class bubble:

def \_\_init\_\_ (self, cir, col):

self.circle = cir

self.colour = col

self.circle.fix ()

self.circle.on\_collision (bubble\_hits\_bubble)

self.children = [] # no bubbles attached below this bubble

#

# addChild - adds bubble, b, as a child of self.

#

def addChild (self, b):

self.children += [b]

#

# removeChild - removes all bubbles in blist from the children field.

#

def removeChild (self, blist):

if self.children != []:

self.children = [x for x in self.children if x not in blist]

bubbleDict = {} # allows us to obtain a bubble list from a pge circle

currentCircle = None

currentColour = None

#

# printColour - print the colour string.

#

def printColour (c):

global colourNames

print(colourNames[c], end=' ')

def getColour(c):

global colourNames

return colourNames[c]

#

# dumpData - display all bubble colours and their chains and children

#

def dumpData (message):

print("dumpData", message)

print("bubbleDict", bubbleDict)

for c in list(bubbleDict.keys ()):

print("pge circle", end=' ')

print(" is in a list with: ", end=' ')

for l in bubbleDict[c]:

printColour (l.colour)

if l.children != []:

print(" [ children: ", end=' ')

for c in l.children:

printColour (c.colour)

print(", ", end=' ')

print("]", end=' ')

print(", ", end=' ')

print(" ")

#

# removeChildren - remove all bubbles in blist from all children in all bubbles.

#

def removeChildren (blist):

for circle in list(bubbleDict.keys ()):

for b in bubbleDict[circle]:

b.removeChild (blist)

#

# unfreezeList - unfreeze all bubbles in blist and return any children bubbles

# of these bubbles. Remove any reference to these circles/bubbles

# as they will be deleted as soon as they hit the bottom edge.

#

def unfreezeList (blist):

todo = []

for b in blist:

print("bubble", b, "should be unfixed")

b.circle.unfix ()

if b.circle in bubbleDict:

todo += bubbleDict[b.circle]

del bubbleDict[b.circle]

todo += b.children

removeChildren (todo)

return todo

#

# unfreezeAll - unfreeze all bubbles attached to circle (via children)

#

def unfreezeAll (circle):

global bubbleDict

print("unfreezeAll", circle)

dumpData ("unfreezeAll")

blist = bubbleDict[circle]

while blist != []:

blist = unfreezeList (blist)

currentCircle.unfix ()

dumpData ("finished unfreeze")

#

# bubble\_hits\_bar - the callback for the bubble hitting the top edge.

#

def bubble\_hits\_bar (o, e):

global bubbleDict, currentCircle

print("bubble\_hits\_bar", currentCircle)

if currentCircle != None:

if currentCircle in bubbleDict:

print("odd the bubble is already registered")

else:

initChain (currentCircle, currentColour)

currentCircle = None

dumpData ("end of bubble\_hits\_bar")

#

# initChain - create an initial bubble in a chain of one.

#

def initChain (circle, colour):

global bubbleDict

b = bubble (circle, colour)

bubbleDict[circle] = [b] # the first bubble in a chain is keyed via a circle

#

# updateChains - adds currentCircle/currentColour bubble to the chain specified by circle.

#

def updateChains (circle):

global bubbleDict

print("updateChains")

blist = bubbleDict[circle]

print("blist", blist, "len (blist) =", len (blist))

blist += [bubble (currentCircle, currentColour)]

print("blistis now", blist, "len (blist) =", len (blist))

# and update all circle -> chain entries

for b in blist:

bubbleDict[b.circle] = blist

#

# addBubble - Prerequiste : circle is a pge object which has not been deleted.

# Postrequisite: assuming that circle is already known in the bubbleDict

# and if the collided chain has two bubbles of the same colour

# then unfreeze these bubble and their children.

# A same colour collision is appended to the chain.

# A different colour collision creates a new chain with

# a single bubble.

#

def addBubble (circle):

global bubbleDict

print("addBubble")

if circle in bubbleDict:

blist = bubbleDict[circle]

print(blist, len (blist))

if blist[0].colour == currentColour:

print("same colour", blist)

if len (blist) == 2:

unfreezeAll (circle)

return

else:

print("not enough of the same colour bubbles to unfreeze them")

updateChains (circle)

else:

print("bubble hit is a different colour")

b = bubble (currentCircle, currentColour)

blist[-1].addChild (b)

bubbleDict[currentCircle] = [b]

dumpData ("end of addBubble")

else:

print("addBubble - does not know about circle", circle)

#

# bubble\_hits\_bubble - call back for a circle hitting a frozen bubble.

#

def bubble\_hits\_bubble (o, e):

global currentCircle

print("bubble hits bubble, currentCircle =", currentCircle)

if currentCircle != None:

b = e.collision\_between ()

for o in b:

if o.is\_fixed ():

print("object, o, is fixed", o)

else:

print("object, o, is not fixed", o)

if not currentCircle.is\_fixed ():

addBubble (o)

currentCircle = None

dumpData ("end of bubble\_hits\_bubble")

print("starting frozenbubble")

pge.interactive ()

# pge.batch ()

pge.record ()

t = pge.rgb (1.0/2.0, 2.0/3.0, 3.0/4.0)

#wood\_light = pge.rgb (166.0/256.0, 124.0/256.0, 54.0/256.0)

#wood\_dark = pge.rgb (76.0/256.0, 47.0/256.0, 0.0)

#red = pge.rgb (0.65, 0.1, 0.2)

#steel = pge.rgb (0.5, 0.5, 0.5)

#copper = pge.rgb (0.5, 0.3, 0.2)

#gold = pge.rgb (0.8, 0.6, 0.15)

ball\_size = 0.02

boarder = 0.01

#green = pge.rgb (0.1, 0.6, 0.2)

#blue = pge.rgb (0.0, 0.0, 1.0)

#blue = pge.rgb (0.0, 100.0/255.0, 1.0)

# Colours

white = pge.rgb(1.00, 1.00, 1.00)

dark\_blue = pge.rgb(0.17, 0.24, 0.31)

blue = pge.rgb(0.16, 0.50, 0.73)

green = pge.rgb(0.15, 0.68, 0.38)

red = pge.rgb(0.75, 0.22, 0.17)

cloud = pge.rgb(0.96, 0.94, 0.95)

silver = pge.rgb(0.74, 0.76, 0.78)

concrete = pge.rgb(0.58, 0.65, 0.65)

abestos = pge.rgb(0.50, 0.55, 0.55)

orange = pge.rgb(0.95, 0.61, 0.07)

gap = 0.01

previous = None

seconds\_left = None

bonus = None

score = 0

back = None

scoreboard = None

loading = None ## Used to check if gun is currently loading

gun = None

gun\_angle = 0

gun\_type\_cur = 1 ## Current gun loadout (1-red, 2-blue, 3-green)

can\_fire = True ## Used to enable / disable ability to fire

bound = True ## Used to enable / disable allowed angle of rotation

setup = False

slowdown = 5

simulatedtime = 60

colourNames = { dark\_blue : "dark\_blue",

blue : "blue",

green : "green",

red : "red",

cloud : "cloud",

silver : "silver",

concrete : "concrete" ,

abestos : "abestos",

orange : "orange" }

def finish\_game (event, param):

#Close the program

sys.exit (0)

def placeBoarders (thickness, color):

print("placeBoarders")

n = pge.box (0.0, 1.0-thickness-0.1, 1.0, thickness, color).fix ()

e = pge.box (1.0-thickness, 0.0, thickness, 1.0, color).fix ()

s = pge.box (0.0, 0.0, 1.0, thickness, color).fix ()

w = pge.box (0.0, 0.0, thickness, 1.0, color).fix ()

return n, e, s, w

def fire (e, colour):

global currentColour, currentCircle, gun\_angle

mouse = pge.pyg\_to\_unit\_coord (e.pos)

currentColour = colour

currentCircle = pge.circle (0.5, 0.21, 0.03, currentColour).mass (1.0)

currentCircle.put\_yvel (7\*mouse[1])

currentCircle.put\_xvel (math.sin(gun\_angle/180.0)\*-6.0)

def fire\_circle (e):

if e.button == 1:

fire (e, red)

elif e.button == 2:

fire (e, blue)

elif e.button == 3:

fire (e, green)

def mouse\_press (e):

#global currentCircle, currentColour

print(pge.pyg\_to\_unit\_coord (e.pos))

#if currentCircle == None:

# fire\_circle (e)

def myquit (e):

print("goodbye, dumping world")

pge.dump\_world ()

sys.exit (0)

def delete\_ball (o, e):

global score

print("delete\_ball called")

p = e.collision\_between ()

if p != None and p != []:

for i in p:

if i != o:

update\_score(10)

i.rm ()

def fire\_bubble\_key(e = None, f = None):

global currentCircle, gun, currentColour, seconds\_left

#Provided the game isn't over set the variables from gun

if currentCircle == None and seconds\_left > 0:

currentColour = gun.get\_colour()

currentCircle = pge.circle (0.5, 0.21, 0.03, currentColour)

currentCircle.mass (1.0)

currentCircle.put\_yvel(8.5)

#Notably the elasticity...

currentCircle.set\_elasticity(gun.get\_elasticity())

#...and the Gravity on a per obj basis

currentCircle.set\_gravity(gun.get\_gravity())

#Print some info to terminal

print("GRAVITY: ", currentCircle.get\_gravity())

print(gun.get\_elasticity())

scale = (gun\_angle - 180.0) / 180.0

#print("scale = ", scale)

scale \*= -20.0

#print ("vec =[", scale, ", 7.0]")

currentCircle.put\_xvel(scale)

update\_score(-5)

def fire\_bubble ():

global currentCircle, currentColour, score

if currentCircle == None:

currentColour = red

currentCircle = pge.circle (0.5, 0.1, 0.03, currentColour)

currentCircle.mass (1.0)

currentCircle.put\_yvel (8.0)

# pge.dump\_world ()S

def reload(e = None, f = None):

global gun, can\_fire

#Update ability to fire

display\_fire()

can\_fire = True

def increment\_gun(e = None, f = None):

global gun\_type\_cur

# Increment the current gun to be another setting

gun\_type\_cur += 1

#Should it exceed the current max of settings - loop to 0

if gun\_type\_cur > 3:

gun\_type\_cur = 1

#Ouput change in terminal

print("increment\_gun called: ", gun\_type\_cur)

#Change gun to new setting

change\_gunType(gun\_type\_cur)

def key\_pressed (e):

global gun, gun\_angle, gun\_types, gun\_type\_cur, can\_fire, bound

temp\_a = gun\_angle

if e.key == K\_ESCAPE:

myquit (e)

#Press down to change the ammo/gun type

elif e.key == K\_DOWN:

increment\_gun()

#Press up to fire

elif e.key == K\_UP:

#If allowed to fire

if can\_fire:

fire\_bubble\_key()

display\_loading()

can\_fire = False

pge.at\_time(2.0, reload)

#Press right to turn one way

elif e.key == K\_RIGHT:

gun\_angle += 5

#Press left to turn the other way

elif e.key == K\_LEFT:

gun\_angle -= 5

#So long as the gun is bound keep it between 100 and 260

if bound:

if gun\_angle < 100:

gun\_angle = 100

elif gun\_angle > 260:

gun\_angle = 260

if temp\_a != gun\_angle:

gun\_angle %=360

gun.rotate (gun\_angle \* math.pi / 180.0)

#print(gun\_angle)

def place\_bubble (x, colour):

global currentColour, currentCircle, gun

#Change gun type based on colour provided

if colour == red:

change\_gunType(1)

elif colour == blue:

change\_gunType(2)

elif colour == green:

change\_gunType(3)

# Set local variable to information from gun

currentColour = gun.get\_colour()

currentCircle = pge.circle (0.5, 0.21, 0.03, currentColour).mass (1.0)

currentCircle.put\_yvel(8.5)

currentCircle.put\_xvel ((0.5-x)\*-6.0)

pge.run (0.2)

def change\_gunType(new\_gun\_type):

global gun, gun\_type, currentColour, setup

#Update the gun\_type to the passed variable

gun\_type = new\_gun\_type

#Set variables based on gun\_type - both colour and elasticity

if gun\_type == 1:

gun.set\_colour(red)

gun.set\_elasticity(0.98)

gun.set\_gravity(-9.8)

elif gun\_type == 2:

gun.set\_colour(blue)

gun.set\_elasticity(0.80)

gun.set\_gravity(-15.0)

elif gun\_type == 3:

gun.set\_colour(green)

gun.set\_elasticity(0.70)

gun.set\_gravity(-20.0)

if setup:

gun.set\_elasticity(0.98)

gun.set\_gravity(-9.8)

#Print function to show changes if reading terminal for an error.

print("Change\_gunType called:", getColour(gun.get\_colour()), "|", gun.get\_elasticity())

#

#

#

def display\_bonus (e = None, f = None):

global bonus

# Check there is no bonus currently in play (delete if there is)

if bonus is None:

# Display text denoting a bonus has been scored

bonus = pge.text (0.3, 0.3, "bonus score", white, 100, -1)

pge.at\_time(1.0, display\_bonus)

else:

bonus.rm()

bonus = None

def delete\_me(pge\_obj, pge\_event):

global score, bonus

#Removes the object from the scene

pge\_obj.rm()

#Adds score

update\_score(2)

#display\_bonus()

def chair(x,y,width,height, is\_left):

thickness = 0.01

#Create the object out of the back, seat and leg - facing the correct way

if is\_left:

back = pge.box(x + width - thickness, y, thickness, height, cloud).fix()

seat = pge.box(x, y+height/2 -thickness/2, width, thickness, cloud).fix()

leg = pge.box(x, y, thickness, height/2 - thickness/2, cloud).fix()

else:

back = pge.box(x,y, thickness, height, cloud).fix()

seat = pge.box(x, y + height / 2, width, thickness, cloud).fix()

leg = pge.box(x + width - thickness, y, thickness, height/2, cloud).fix()

#Define what happens on collisions

back.on\_collision (delete\_me)

seat.on\_collision (delete\_me)

leg.on\_collision (delete\_me)

def board(x,y):

#Create a horizontal box for level creation

width, height = 0.6, 0.05

thickness = 0.05

pge.box(x,y, width, height, orange).fix()

def net(x,y):

#Create a thinner than board horizontal box for level creation (and testing)

width, height = 1.0, 0.005

thickness = 0.05

pge.box(x,y, width, height, white).fix()

def display\_score():

global score, back, scoreboard

#Create a blue box to act as the backing for a scoreboard

back = pge.box(0.01, 0.9, 0.98, 1.0, blue).fix()

#If a scoreboard has been made delete it

if scoreboard != None:

scoreboard.rm()

#Create scoreboard containing the score written as white text on the top layer

scoreboard = pge.text(0.01, 1.0, "Score:" + str(score), white, 100, 1)

def display\_loading():

global score, back, loading

#Create a blue box to act as the backing for a scoreboard

back = pge.box(0.01, 0.9, 0.98, 1.0, blue).fix()

#If a loading sign has been made delete it

if loading != None:

loading.rm()

#Create loading sign containing the score written as white text on the top layer

loading = pge.text(0.65, 1.0, "Loading", white, 100, 1)

def display\_fire():

global score, back, loading

#Create a blue box to act as the backing for a scoreboard

back = pge.box(0.01, 0.9, 0.98, 1.0, blue).fix()

#If a loading sign has been made delete it

if loading != None:

loading.rm()

#Create loading sign containing the score written as white text on the top layer

loading = pge.text(0.65, 1.0, "Shoot!!", white, 100, 1)

def randomise\_gun():

#Calls the chang gun function with a randomised value

change\_gunType(random.randrange(1,4))

def update\_score(i):

global score

#Add the given variable to the score

score += i

#Redisplay the new score

display\_score()

def createLevel (e = None, f = None):

global gun, setup

# Create an alternating list of bubbles across the screen across three rows

# Increments are done so that colours dont fall upon making three of them.

setup = True

for x in [0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.805]:

place\_bubble (x, gun.get\_colour())

increment\_gun()

for x in [0.16, 0.27, 0.38, 0.49, 0.60, 0.72]:

place\_bubble (x+0.07, gun.get\_colour())

increment\_gun()

#Extra increments were made as without them created a 3 line combination

increment\_gun()

increment\_gun()

for x in [0.25, 0.38, 0.50, 0.62, 0.75]:

place\_bubble (x, gun.get\_colour())

increment\_gun()

setup = False

increment\_gun()

def timer (e = None, f = None):

global seconds\_left, previous

#Check seconds\_left is higher than 0

if seconds\_left >= 0:

#recursivly call this function

pge.at\_time (1.0, timer)

s = "%d" % seconds\_left

#destroy the previous implementation of 'previous'

if previous != None:

previous.rm ()

#Set previous to new text value and decrement seconds\_left

previous = pge.text (0.8, 0.9, s, white, 100, 1)

seconds\_left -= 1

#Once seconds\_left reaches zero call 'out\_of\_time

if seconds\_left == 0:

out\_of\_time()

def spin\_gun():

global bound

#Make it so the gun is no longer restricted in its turning arc

bound = False

#Start spinning

spin\_callback()

def spin\_callback(e = None, f = None):

global gun, gun\_angle, bound

#Increment the angle of the gun

gun\_angle +=1

#Output to the terminal to show changes

print("called spin\_callback, angle=", gun\_angle)

#Call this again recursivley

pge.at\_time (4.0 / 360.0, spin\_callback)

#Cap it using the modulus operator to stop the value getting too high

# and so harder to read in the terminal

gun\_angle %=360

#Rotate the gun based on it's new value relative to pi/180

gun.rotate(gun\_angle \* math.pi / 180.0)

def out\_of\_time ():

global score

#Ouptut text showing the score

pge.text (0.3, 0.7, "Score: " + str(score), white, 100, 1)

#After 4 seconds finish the game

pge.at\_time (4.0, finish\_game)

def place\_gun():

global gun, gun\_angle, gun\_type

thickness = 0.02

height = 0.1

gun\_angle = 180

#Create a box with the given variables

gun = pge.box(0.5, 0.03, thickness, height, cloud).fix()

#Set the defaulted gun type to 1 (red)

change\_gunType(1)

def elastic\_test(e = None, f = None):

global gun

# Place a net in the way to help further should the elasticity

net(0.01, 0.01)

#Fire three of one type then increment

pge.at\_time(0.5,fire\_bubble\_key)

pge.at\_time(1.5,fire\_bubble\_key)

pge.at\_time(2.5,fire\_bubble\_key)

pge.at\_time(2.6, increment\_gun)

#Fire three of one type then increment

#pge.at\_time(4.5,fire\_bubble\_key)

#pge.at\_time(5.5,fire\_bubble\_key)

#pge.at\_time(6.5,fire\_bubble\_key)

#pge.at\_time(6.6, increment\_gun)

#Fire three of one type then increment

#pge.at\_time(10.5,fire\_bubble\_key)

#pge.at\_time(12.5,fire\_bubble\_key)

#pge.at\_time(14.5,fire\_bubble\_key)

def make\_chairs():

chair(0.1,0.1,0.05, 0.05, True)

chair(0.2,0.2,0.05, 0.05, False)

chair(0.3,0.1,0.05, 0.05, True)

chair(0.7,0.1,0.05, 0.05, True)

chair(0.8,0.2,0.05, 0.05, False)

chair(0.9,0.1,0.05, 0.05, True)

def main ():

global g, concrete, slowdown, seconds\_left, gun

n, e, s, w = placeBoarders (boarder, concrete)

s.on\_collision (delete\_ball)

n.on\_collision (bubble\_hits\_bar)

print("before run")

pge.gravity ()

pge.dump\_world ()

pge.draw\_collision (False, False)

pge.slow\_down (6.0) # slows down real time by a factor of

pge.fps (200)

pge.display\_set\_mode ([800, 800])

pge.register\_handler (mouse\_press, [MOUSEBUTTONDOWN])

pge.register\_handler (myquit, [QUIT])

pge.register\_handler (key\_pressed, [KEYDOWN])

display\_score()

display\_fire()

place\_gun()

make\_chairs()

#Decomment/comment to show testing for elastic as gravity test

#elastic\_test()

#Decomment/comment to create level - make sure other tests are commented

createLevel()

#Decomment/comment to spin gun - make sure other tests/level creation

#are commented

#spin\_gun()

seconds\_left = 10 \* slowdown

timer ()

pge.run (simulatedtime)

pge.run (10.0)

pge.finish\_record ()

print("before main()")

main ()

**python/pge.py**

#!/usr/bin/env python3

import pgeif

import pygame

import sys

import struct

import time

import math

from pygame.locals import \*

colour\_t, box\_t, circle\_t, spring\_t, fb\_box\_t, fb\_circle\_t, fb\_text\_t = list(range(7))

id2ob = {}

ob2id = {}

batch\_d, pyg\_d = list(range(2))

device = None

opened = False

output = None

lastDelay = 0.0

debugging = False

foreground= []

background= []

colours = []

levels = {}

resolution = None

fullscreen = False

screen\_initialised = False

pyevent2func = {}

call = {}

idTOcol = {}

nextFrame = 1

screen = None

backcanvas = None

program\_name = 'pge'

version\_number = '4.0'

Black = (0, 0, 0)

framesPerSecond = 100.0

frame\_no = 0

slow\_down\_factor = 1.0

allowed\_events = [USEREVENT+1]

id2func = {}

idcount = 0

\_record = False

font\_size = None

font = None

fps\_text = None

last\_fps = 0

#

# \_printf - keeps C programmers happy :-)

#

def \_printf (format, \*args):

print(str (format) % args, end=' ')

#

# \_debugf - \_printf when debugging is True

#

def \_debugf (format, \*args):

global debugging

if debugging:

print(str (format) % args, end=' ')

#

# \_errorf - generate an error associated with pge and raise an exception.

#

def \_errorf (format, \*args):

m = str (format) % args

sys.stdout.write ("pge: " + m)

raise Exception (m)

sys.exit (1)

#

# \_internalf - generate an internal error and raise an exception.

#

def \_internalf (format, \*args):

m = str (format) % args

sys.stdout.write ("internal error in pge: " + m)

raise Exception (m)

sys.exit (1)

class \_myfile:

def \_\_init\_\_ (self, c):

self.contents = c

self.length = len (self.contents)

self.pos = 0

\_debugf ("length %d bytes", self.length)

def read (self, n):

# print "read called for", n, "bytes", self.length-self.pos, "available"

if self.pos + n <= self.length:

b = self.contents[self.pos:self.pos+n]

self.pos += n

return b

else:

\_printf ("unexpected eof reached in frame %d\n", nextFrame)

sys.exit (1)

def close (self):

pass

def left (self):

return self.length-self.pos

def \_emit\_short (s):

global output

output.write (struct.pack ('!H', s))

def \_emit\_card (c):

global output

output.write (struct.pack ('!I', c))

def \_emit\_double (d):

global output

d = (float) (d)

output.write (struct.pack ('d', d))

def \_emit\_fract (f):

global output

if f == 0:

output.write (struct.pack ('B', 0))

elif f == 1:

output.write (struct.pack ('B', 1))

elif f < 1.0:

output.write (struct.pack ('B', 2))

output.write (struct.pack ('!QQ', f\*10000.0, 10000.0))

else:

w = int (f)

f -= w

output.write (struct.pack ('B', 3))

output.write (struct.pack ('!QQQ', w, f\*10000.0, 10000.0))

#

# object - the class of objects in the 2D world. An object can either

# be a colour, circle, polygon, spring or text. A text

# object can not exist in level 0. Objects are drawn

# from lowest level to highest level. Only objects in

# level 0 are processed by the physics engine.

# All other levels are eye candy.

#

class object:

def \_\_init\_\_ (self, t, o, c = None, level = None):

self.deleted = False

self.type = t

self.o = o

self.fixed = False

self.param = None

self.kg = None

self.collisionWith = []

self.collisionp = None

self.springp = None

self.w = None

if c == None:

self.c = self

else:

self.c = c

self.level = level

def \_id (self):

return self.o

def \_get\_3\_colour (self):

global idTOcol

self.\_check\_colour ()

i = pgeif.h2l (self.\_get\_pgeif\_colour ())

if i in idTOcol:

return idTOcol[i]

\_internalf ("3 colour triple should have been defined")

def \_get\_pgeif\_colour (self):

self.\_check\_colour ()

return self.o[-1]

def \_draw (self):

global screen, device

if self.type == fb\_box\_t:

if device == pyg\_d:

c = self.get\_colour ().\_get\_3\_colour ()

# print c

x = (int) (self.o[0] \* resolution[0])

y = (int) (self.o[1] \* resolution[1])

w = (int) ((self.o[2] - self.o[0]) \* resolution[0])

h = (int) ((self.o[5] - self.o[1]) \* resolution[1])

pygame.draw.rect (screen, c, (x, flip (y), w, h))

else:

self.\_emit\_fill\_polygon ()

elif self.type == fb\_circle\_t:

if device == pyg\_d:

c = self.get\_colour ().\_get\_3\_colour ()

# print c

x = (int) (self.o[0] \* resolution[0])

y = (int) (self.o[1] \* resolution[1])

r = (int) (self.o[2] \* resolution[0])

pygame.draw.circle (screen, c, (x, flip (y)), r, 0)

else:

self.\_emit\_fill\_circle ()

elif self.type == colour\_t:

pass

elif self.type == fb\_text\_t:

if device == pyg\_d:

c = self.get\_colour ().\_get\_3\_colour ()

font = get\_font (self.o[3])

t = font.render (self.o[2], True, c)

textpos = t.get\_rect ()

textpos.top = screen.get\_rect ().bottom - (int) (resolution[1] \* self.o[1])

textpos.left = screen.get\_rect ().left + (int) (resolution[0] \* self.o[0])

screen.blit (t, textpos)

def \_emit\_fill\_circle (self):

output.write (struct.pack ("3s", "dC"))

\_emit\_fract (self.o [0]) # x pos

\_emit\_fract (self.o [1]) # y pos

\_emit\_fract (self.o [2]) # radius

\_emit\_short (self.o [3]) # colour

# print "\_emit\_fill\_circle, colour is ", self.o [3], self.o [0], self.o [1], self.o [2]

def \_emit\_fill\_polygon (self):

output.write (struct.pack ("3s", "dP"))

n = int ((len (self.o)-1)/2)

\_emit\_short (n)

ier = iter (self.o[:-1])

# print self.o

for x in ier:

\_emit\_fract (x)

\_emit\_fract (next (ier))

\_emit\_short (self.o [-1])

def \_name (self):

if self.type == colour\_t:

return "colour"

elif self.type == box\_t:

return "box"

elif self.type == circle\_t:

return "circle"

else:

\_printf ("fatal error, object not recognised\n")

sys.exit (1)

#

# velocity - Pre-condition: a circle or polygon object

# which is not fixed and exists at level 0.

# Post-condition: assign the velocity (vx, vy)

# to this object.

#

def velocity (self, vx, vy):

self.\_check\_type ([box\_t, circle\_t], "assign a velocity to a")

# self.\_check\_not\_fixed ("assign a velocity")

self.\_check\_not\_deleted ("a velocity")

# print "velocity for object", self.o, vx, vy

self.o = self.\_check\_same (pgeif.velocity (self.o, vx, vy))

return self

#

# accel - Pre-condition: a circle or polygon object

# which is not fixed and exists at level 0.

# Post-condition: assign the accel (vx, vy)

# to this object.

#

def accel (self, ax, ay):

self.\_check\_type ([box\_t, circle\_t], "assign an acceleration to a")

# self.\_check\_not\_fixed ("assign an acceleration")

self.\_check\_not\_deleted ("an acceleration")

self.o = self.\_check\_same (pgeif.accel (self.o, ax, ay))

return self

#

# fix - Pre-condition: the object is either a circle or polygon

# which exists in level 0.

# Post-condition: mark this object as fixed to its initial

# position.

#

def fix (self):

self.\_check\_type ([box\_t, circle\_t], "fix a")

self.\_check\_not\_deleted (" a fixed position")

# self.\_check\_no\_mass ("cannot fix " + self.\_name () + " as it has a mass")

self.fixed = True

self.o = self.\_check\_same (pgeif.fix (self.o))

# print "fix", self.o

# print "returning from fix"

return self

#

# unfix - Pre-condition: the object is either a circle or polygon

# which exists in level 0.

# Post-condition: mark this object as unfixed.

#

def unfix (self):

self.\_check\_type ([box\_t, circle\_t], "unfix a")

self.\_check\_not\_deleted (" a fixed position")

self.fixed = False

self.o = self.\_check\_same (pgeif.unfix (self.o))

print("returning from unfix")

return self

#

# is\_fixed - returns True if the object is fixed in the world.

#

def is\_fixed (self):

self.\_check\_type ([box\_t, circle\_t], "an is\_fixed test")

self.\_check\_not\_deleted (" an is\_fixed test")

if pgeif.is\_fixed (self.o):

self.\_assert (self.fixed, "python api cached a different result from the game engine")

return True

else:

self.\_assert (not self.fixed, "python api cached a different result from the game engine")

return False

#

# mass - Pre-condition: the object is either a circle or polygon

# which exists in level 0. The object must not be fixed.

# Post-condition: object is given mass, m.

#

def mass (self, m):

self.\_check\_type ([box\_t, circle\_t], "assign a mass to a")

# self.\_check\_not\_fixed ("assign a mass")

self.\_check\_not\_deleted (" a mass")

if m is None:

\_errorf ("cannot give value None as the mass\n")

self.kg = m

self.o = self.\_check\_same (pgeif.mass (self.o, m))

# print "mass", self.o

return self

#

# apply\_impulse - Pre-condition: the object is either a circle or polygon

# which exists in level 0. The object must not be fixed.

# Post-condition: the object is given an impulse along vector,

# unit\_vec, with a, magnitude.

# unit\_vec is a list of two elements [x, y]

# magnitude is a float.

#

def apply\_impulse (self, unit\_vec, magnitude):

self.\_check\_type ([box\_t, circle\_t], "assign an impulse to a")

# self.\_check\_not\_fixed ("assign an impulse")

self.\_check\_not\_deleted (" an impulse")

if (magnitude is None) or (unit\_vec is None):

return

pgeif.apply\_impulse (self.o, unit\_vec[0], unit\_vec[1], magnitude)

return self

#

# on\_collision\_with - Pre-condition: the object is either a circle or polygon

# which exists in level 0.

# Post-condition: when this object collides

# with any object in the list, another,

# then function, p, is called.

# The parameter, another, is a list of objects.

# p must be a function which receives two parameters

# an object and an event.

#

def on\_collision\_with (self, another, p):

if debugging:

print("ok registering call back", p, another)

self.collisionp = p

self.collisionWith = another

return self

#

# on\_collision - Pre-condition: the object is either a circle or polygon

# which exists in level 0.

# Post-condition: when this object collides call function, p.

# p is a function with two parameters, o and e.

# o is this object.

# e is the event.

#

def on\_collision (self, p):

self.on\_collision\_with ([], p)

return self

def \_check\_type (self, legal, message):

if not self.type in legal:

\_errorf ("you cannot %s %s object\n", message, self.\_type\_name ())

def \_check\_not\_fixed (self, message):

if self.fixed:

\_errorf ("object %s is fixed, you cannot %s\n", self.\_type\_name (), message)

def \_check\_colour (self):

if self.type != colour\_t:

\_errorf ("object is expected to be a colour\n")

def \_param\_colour (self, message):

if self.type != colour\_t:

\_errorf (message)

def \_assert (self, b, message):

if not b:

\_errorf (message)

#

# rm - Pre-condition: the object can be a circle, polygon or text at any level.

# Post-condition: the object is removed.

#

def rm (self):

if not self.deleted:

# \_printf ("calling pgeif.rm\n")

if self.level == 0:

self.o = pgeif.rm (self.o)

else:

\_sub (self, self.level)

self.deleted = True

# \_printf ("returned from pgeif.rm\n")

def \_check\_not\_deleted (self, message):

if self.deleted:

\_errorf ("object has been deleted and now it is being given " + message)

def \_check\_no\_mass (self, message):

if self.kg != None:

\_errorf (message + "\n")

def \_check\_same (self, o):

if o == self.o:

return o

\_errorf ("internal error, object %d does not match self.o = %d\n", o, self.o)

def \_collision (self, between, e):

if debugging:

print("collision seen, between:", between)

if self.collisionWith == []:

if self.collisionp != None:

if debugging:

print("before collisionp")

self.collisionp (self, e)

if debugging:

print("after collisionp")

else:

found = False

for c in self.collisionWith:

for b in between:

if c == b:

found = True

if found and (self.collisionp != None):

self.collisionp (self, e)

#

# get\_param - Pre-condition: self is a polygon or circle object.

# Post-condition: returns user data given to this object.

#

def get\_param (self):

return self.param

#

# set\_param - Pre-condition: self is a polygon or circle object.

# Post-condition: assigns value as the user data to this object.

#

def set\_param (self, value):

self.param = value

return self

#

# set\_width - Pre-condition: self is a polygon or circle object.

# Post-confition: assigns an overall width value to an object.

# This value is not used by the physics engine.

# It is only present for user convenience.

#

def set\_width (self, value):

self.w = value

#

# get\_width - Pre-condition: self is a polygon or circle object which has

# had a user defined width set. Post-condition: returns the

# overall width value for this object.

#

def get\_width (self):

self.\_check\_type ([box\_t, circle\_t], "get the width")

return self.w

#

# get\_mass - Pre-condition: self is a polygon or circle object.

# Post-condition: return the mass of this object.

#

def get\_mass (self):

return self.kg

#

# get\_colour - Pre-condition: self is a polygon or circle object.

# Post-condition: return the colour of this object.

#

def get\_colour (self):

return self.c

#

# set\_colour - Pre-condition: self is a polygon or circle object.

# Post-condition: this object will be displayed in colour, c.

#

def set\_colour (self, c):

self.\_check\_type ([box\_t, circle\_t, fb\_box\_t, fb\_circle\_t], "set\_colour")

#Check the passed parameter is a colour

c.\_param\_colour ("first parameter to set\_colour is expected to be a colour")

#Set the colour

if self.type in [box\_t, circle\_t]:

pgeif.set\_colour (self.o, c.\_get\_pgeif\_colour ())

else:

self.o = self.o [:-1]

self.o += [c.\_get\_pgeif\_colour ()]

self.c = c

return self

#

# set\_elasticity- Pre-condition: self is a polygon or circle object.

# Post-condition: this object will be displayed in elasticity, c.

#

def set\_elasticity (self, elasticity):

self.\_check\_type ([box\_t, circle\_t], "change the elasticity for the object")

print("pge: ", elasticity)

return pgeif.set\_elasticity (self.o, elasticity)

#

# get\_elasticity- Pre-condition: self is a polygon or circle object.

# Post-condition: this object will change its elasticity.

#

def get\_elasticity (self):

self.\_check\_type ([box\_t, circle\_t, fb\_box\_t, fb\_circle\_t], "get elasticity")

return pgeif.get\_elasticity(self.o)

#

# set\_gravity- Pre-condition: self is a polygon or circle object.

# Post-condition: this object will change its gravity.

#

def set\_gravity (self, gravity):

self.\_check\_type ([box\_t, circle\_t], "change the gravity for the object")

print("pge: ", gravity)

return pgeif.set\_gravity (self.o, gravity)

#

# get\_elasticity- Pre-condition: self is a polygon or circle object.

# Post-condition: this object will be displayed in colour, c.

#

def get\_gravity (self):

self.\_check\_type ([box\_t, circle\_t, fb\_box\_t, fb\_circle\_t], "get gravity")

return pgeif.get\_gravity(self.o)

#

# get\_unit\_coord - Pre-condition: object must be a circle.

# Post-condition: return a list [x, y] representing the

# coordinate center of this object. Each x, y

# value will be between 0.0 and 1.0.

#

def get\_unit\_coord (self):

self.\_check\_type ([circle\_t], "get the unit coordinate")

return [self.get\_xpos (), self.get\_ypos ()]

#

# get\_xpos - Pre-condition: object must be a circle or polygon.

# Post-condition: return the x position of this object.

# The value will be between 0.0 and 1.0.

#

def get\_xpos (self):

self.\_check\_type ([box\_t, circle\_t], "get the xpos")

return pgeif.get\_xpos (self.o)

#

# get\_ypos - Pre-condition: object must be a circle or polygon.

# Post-condition: return the y position of this object.

# The value will be between 0.0 and 1.0.

#

def get\_ypos (self):

self.\_check\_type ([box\_t, circle\_t], "get the ypos")

return pgeif.get\_ypos (self.o)

#

# get\_xvel - Pre-condition: object must be a circle or polygon.

# Post-condition: return the x velocity of this object.

#

def get\_xvel (self):

self.\_check\_type ([box\_t, circle\_t], "get the xvel")

return pgeif.get\_xvel (self.o)

#

# get\_yvel - Pre-condition: object must be a circle or polygon.

# Post-condition: return the y velocity of this object.

#

def get\_yvel (self):

self.\_check\_type ([box\_t, circle\_t], "get the yvel")

return pgeif.get\_yvel (self.o)

#

# get\_xaccel - Pre-condition: object must be a circle or polygon.

# Post-condition: return the x accel of this object.

#

def get\_xaccel (self):

self.\_check\_type ([box\_t, circle\_t], "get the xaccel")

return pgeif.get\_xaccel (self.o)

#

# get\_yaccel - Pre-condition: object must be a circle or polygon.

# Post-condition: return the y accel of this object.

#

def get\_yaccel (self):

self.\_check\_type ([box\_t, circle\_t], "get the yaccel")

return pgeif.get\_yaccel (self.o)

#

# put\_xvel - Pre-condition: object must be a circle or polygon.

# Post-condition: assigns a float, f, as the x velocity of this

# object.

#

def put\_xvel (self, f):

# print "put\_xvel on a", self.\_name ()

self.\_check\_type ([box\_t, circle\_t], "put the xvel")

return pgeif.put\_xvel (self.o, f)

#

# put\_yvel - Pre-condition: object must be a circle or polygon.

# Post-condition: assigns a float, f, as the y velocity of this

# object.

#

def put\_yvel (self, f):

self.\_check\_type ([box\_t, circle\_t], "put the yvel")

return pgeif.put\_yvel (self.o, f)

#

# put\_xaccel - Pre-condition: object must be a circle or polygon.

# Post-condition: assigns a float, f, as the x

# acceleration of this object.

#

def put\_xaccel (self, f):

self.\_check\_type ([box\_t, circle\_t], "put the xaccel")

return pgeif.put\_xaccel (self.o, f)

#

# put\_yaccel - Pre-condition: object must be a circle or polygon.

# Post-condition: assigns a float, f, as the y

# acceleration of this object.

#

def put\_yaccel (self, f):

self.\_check\_type ([box\_t, circle\_t], "put the yaccel")

return pgeif.put\_yaccel (self.o, f)

#

# moving\_towards - Pre-condition: object must be a non fixed

# circle or polygon.

# Post-condition: returns True if this object

# is moving towards point [x, y].

# x and y must be in the range of 0.0 and 1.0.

#

def moving\_towards (self, x, y):

self.\_check\_type ([box\_t, circle\_t], "test moving\_towards")

if self.fixed:

return False

return pgeif.moving\_towards (self.o, x, y)

#

# draw - draw a spring using colour, c, and a width, w.

# It is drawn under the objects it connects.

# The spring object is returned.

#

def draw (self, c, w):

self.\_check\_not\_deleted ("spring no longer exists")

self.\_check\_type ([spring\_t], "expected a spring")

c.\_param\_colour ("the first parameter to draw is expected to be a colour")

print(self.o, c.\_get\_pgeif\_colour (), w)

pgeif.draw\_spring (self.o, c.\_get\_pgeif\_colour (), w)

return self

#

# end - draw the objects at the end of the spring with

# colour, c, when the object comes to rest.

#

def end (self, c):

self.\_check\_not\_deleted ("spring no longer exists")

self.\_check\_type ([spring\_t], "expected a spring")

c.\_param\_colour ("the parameter to end is expected to be a colour")

print(self.o, c.\_get\_pgeif\_colour ())

pgeif.end\_spring (self.o, c.\_get\_pgeif\_colour ())

print("assigned c", c.\_get\_pgeif\_colour ())

return self

#

# mid - draw a debugging frame when the spring reaches its rest point.

# The objects connected by the spring are drawn with colour, c.

#

def mid (self, c):

self.\_check\_not\_deleted ("spring no longer exists")

self.\_check\_type ([spring\_t], "expected a spring")

c.\_param\_colour ("the parameter to mid is expected to be a colour")

print(self.o, c.\_get\_pgeif\_colour ())

pgeif.mid\_spring (self.o, c.\_get\_pgeif\_colour ())

print("assigned c", c.\_get\_pgeif\_colour ())

return self

#

# when - when spring reaches a length, l, call function, p.

# p is a function with two parameters, o and e.

# o is this object.

# e is the event.

#

def when (self, l, p):

global idcount, id2func

self.\_check\_not\_deleted ("spring no longer exists")

self.\_check\_type ([spring\_t], "expected a spring")

self.springp = p

idcount += 1

id2func[idcount] = p

pgeif.when\_spring (self.o, l, idcount)

return self

#

#

#

def rotate(self, angle):

print("pge.rotate called: ", angle)

self.\_check\_type ([box\_t, circle\_t], "change the angle of rotation for the object")

return pgeif.set\_rotate (self.o, angle)

#

# Sets boolean value for visibility

#

def visibility(self, on):

print("pge.visibility called: ", on)

self.\_check\_type ([box\_t, circle\_t], "change the visibility of the object")

return pgeif.visibility (self.o, on)

#

# Gets boolean value for visibility

#

def is\_visible(self):

print("pge.is\_visible called")

self.\_check\_type ([box\_t, circle\_t], "get the visibility of the object")

return pgeif.is\_visible (self.o)

#

# \_colspace - convert a float value 0.0..1.0 into integer 0..255.

#

def \_colspace (f):

return (int)(f \* 255.0)

#

# rgb - Pre-condition: None.

# Post-condition: create a colour object from the red, green, blue triple.

# The r, g, b, values must between 0.0 and 1.0.

#

def rgb (r, g, b):

global idTOcol

# print "in rgb (", r, g, b, ")"

c = pgeif.rgb (float(r), float(g), float(b))

# print "after pgeif.rgb ->", c

o = object (colour\_t, [float(r), float(g), float(b), c])

o.\_check\_colour ()

c = pgeif.h2l (c)

idTOcol[c] = (\_colspace (r), \_colspace (g), \_colspace (b))

# print "define colour triple as:", idTOcol[c]

return o

#

# white - Pre-condition: None.

# Post-condition: return a colour object representing the colour white.

#

def white ():

c = pgeif.white ()

o = object (colour\_t, [1.0, 1.0, 1.0, c])

c = pgeif.h2l (c)

idTOcol[c] = (255, 255, 255)

return o

#

# update\_fps - default call back used by local\_fps.

# e is the event and o is the object which will be None.

#

def update\_fps (e, o):

global last\_fps, fps\_text

fn = get\_frame\_no ()

s = "fps %d" % (fn - last\_fps)

if fps\_text != None:

fps\_text.rm ()

fps\_text = text (0.8, 0.1, s, white (), 50, 1)

last\_fps = fn

local\_fps ()

#

# local\_fps - generate a simple frames per second on the screen.

#

def local\_fps ():

f = at\_time (1.0, update\_fps)

#

# \_register - register a colour pair id:ob in two dictoraries

# so we can look either up given the other.

#

def \_register (id, ob):

global id2ob, od2id

\_debugf ("registering %d\n", id)

id2ob[id] = ob

ob2id[ob] = id

#

# text - place text string, s, at position [x, y] in colour, c.

# The size will be in font size and placed in the foreground or

# background depending upon level. You are not allowed

# to place text in level zero.

#

def text (x, y, s, c, size, level):

global device, screen

c.\_param\_colour ("fourth parameter to text is expected to be a colour")

if level == 0:

\_errorf ("not allowed to place in level 0")

else:

ob = object (fb\_text\_t, [x, y, s, size, c.\_get\_pgeif\_colour ()], c, level)

\_add (ob, level)

return ob

#

# box - create a box at position, [x, y]. x and y have the range 0.0 to 1.0.

# w and h are the width and height and are in the range 0.0 to 1.0.

# c is a colour object.

# level is optional, if it is not present it defaults to zero.

# Otherwise the level determines whether it exists in the foreground

# or background.

#

def box (x, y, w, h, c, level = 0):

# print "box:", x, y, w, h, c, level

c.\_param\_colour ("fifth parameter to box is expected to be a colour")

if level == 0:

id = pgeif.box (x, y, w, h, c.\_get\_pgeif\_colour ())

# print "box colour =", c, c.\_get\_pgeif\_colour ()

ob = object (box\_t, id, c, level)

ob.set\_width (w)

\_debugf ("box ")

\_register (id, ob)

else:

ob = object (fb\_box\_t, [x, y, x+w, y, x+w, y+h, x+w, y+h, x, y+h, c.\_get\_pgeif\_colour ()], c, level)

# print "box colour =", c, c.\_get\_pgeif\_colour ()

\_add (ob, level)

return ob

#

# poly3 - create a triangle at position, [x0, y0], [x1, y1], [x2, y2] all

# values have the range 0.0 to 1.0.

# c is a colour object.

# level is optional, if it is not present it defaults to zero.

# Otherwise the level determines whether it exists in the foreground

# or background.

#

def poly3 (x0, y0, x1, y1, x2, y2, c, level = 0):

c.\_param\_colour ("seventh parameter to box is expected to be a colour")

if level == 0:

id = pgeif.poly3 (x0, y0, x1, y1, x2, y2, c.\_get\_pgeif\_colour ())

ob = object (box\_t, id, c, level)

\_debugf ("poly3 ")

\_register (id, ob)

else:

ob = object (fb\_box\_t, [x0, y0, x1, y1, x2, y2, c.\_get\_pgeif\_colour ()], c, level)

\_add (ob, level)

return ob

#

# poly4 - create a polygon of four vertices at position, [x0, y0],

# [x1, y1], [x2, y2], [x3, y3] all

# values have the range 0.0 to 1.0.

# c is a colour object.

# level is optional, if it is not present it defaults to zero.

# Otherwise the level determines whether it exists in the foreground

# or background.

# The coordinates must either be given in clockwise or anticlockwise

# order.

#

def poly4 (x0, y0, x1, y1, x2, y2, x3, y3, c, level = 0):

c.\_param\_colour ("seventh parameter to box is expected to be a colour")

if level == 0:

id = pgeif.poly4 (x0, y0, x1, y1, x2, y2, x3, y3, c.\_get\_pgeif\_colour ())

ob = object (box\_t, id, c, level)

\_debugf ("poly3 ")

\_register (id, ob)

else:

ob = object (fb\_box\_t, [x0, y0, x1, y1, x2, y2, x3, y3, c.\_get\_pgeif\_colour ()], c, level)

\_add (ob, level)

return ob

#

# \_add - adds an object at foreground/background, level.

# A level value of > 0 will be placed into the

# foreground.

# A level value of < 0 will be placed into the

# background.

#

def \_add (ob, level):

global foreground, background, levels

if level > 0:

if not (level in foreground):

foreground += [level]

foreground.sort ()

else:

if not (level in background):

background += [level]

background.sort ()

if level in levels:

levels[level] += [ob]

else:

levels[level] = [ob]

# print levels[level]

#

# \_sub - removes the object placed by the function \_add.

#

def \_sub (ob, level):

global foreground, background

if level in levels:

levels[level].remove (ob)

if level > 0:

f = []

for l in foreground:

if l in levels:

f += [l]

foreground = f

foreground.sort ()

else:

b = []

for l in background:

if l in levels:

b += [l]

background = b

background.sort ()

#

# spring - place a spring of at rest length, l, and Hook's

# value of, k, between object ob1 and object ob2.

# The objects, ob1, and, ob2, must be either

# a circle or a polygon. A spring only exists at

# level 0 (in the physics engine).

# If, l, is omitted then it is assumed that the

# spring starts at rest between, ob1, and, ob2.

# Parameter d is the damping force.

#

def spring (ob1, ob2, k, d, l = None):

ob1.\_check\_not\_deleted ("a spring attachment")

ob2.\_check\_not\_deleted ("a spring attachment")

ob1.\_check\_type ([box\_t, circle\_t], "creating a spring, first parameter")

ob2.\_check\_type ([box\_t, circle\_t], "creating a spring, second parameter")

if l == None:

l = -1

print("before pgeif.spring")

id = pgeif.spring (ob1.o, ob2.o, k, d, l)

print("after pgeif.spring =", id)

ob = object (spring\_t, id, None, 0)

\_register (id, ob)

return ob

#

# circle - place a circle at coordinate (x, y)

# The circle has a radius, r, and is filled with colour, c.

# If the level == 0 it is placed into the physics engine.

# A level < 0 is placed into the background.

# A level > 0 is placed into the foreground.

#

def circle (x, y, r, c, level = 0):

c.\_param\_colour ("fourth parameter to box is expected to be a colour")

if level == 0:

id = pgeif.circle (x, y, r, c.\_get\_pgeif\_colour ())

# print "circle id =", id

# \_debugf ("circle ")

ob = object (circle\_t, id, c, level)

\_register (id, ob)

else:

# print "circle, colour =", c

# print "pge: colour", c.\_get\_pgeif\_colour ()

ob = object (fb\_circle\_t, [x, y, r, c.\_get\_pgeif\_colour ()], c, level)

\_add (ob, level)

return ob

#

# \_unpackFract - returns three integers: w, n, d

# representing fraction.

#

def \_unpackFract (s):

b = s[0]

v = struct.unpack ("B", b)[0]

if v == 0:

return (0, 0, 0)

elif v == 1:

return (1, 0, 0)

elif v == 2:

b = s[1:17]

r = struct.unpack('!QQ', b)

return (0, r[0], r[1])

else:

b = s[1:33]

return struct.unpack('!QQQ', b)

#

# \_unpackReal

#

def \_unpackReal (s):

if len (s) >= 8:

return struct.unpack ('d', s[:8])[0]

else:

\_printf ("insufficient data passed to \_unpackReal\n")

def \_unpackCard (s):

if len (s) >= 4:

return struct.unpack ('!I', s[:4])[0]

else:

\_printf ("insufficient data passed to \_unpackCard\n")

def \_unpackCardPair (s):

if len (s) >= 8:

return [struct.unpack ('!I', s[:4])[0],

struct.unpack ('!I', s[4:8])[0]]

else:

\_printf ("insufficient data passed to \_unpackCardPair (%d bytes)\n", len (s))

def \_unpackIdPair (s):

p = \_unpackCardPair (s)

p[0] = pgeif.l2h (p[0])

p[1] = pgeif.l2h (p[1])

return p

def \_unpackPoint (s):

if len (s) >= 16:

return [\_unpackReal (s[:8]), \_unpackReal (s[8:])]

else:

\_printf ("insufficient data passed to \_unpackPoint\n")

#

# \_draw\_foreground - draws all the foreground objects in order.

#

def \_draw\_foreground ():

# print "draw foreground", foreground

if foreground != []:

for l in foreground:

# print "drawing level", l

for o in levels[l]:

o.\_draw ()

#

# \_draw\_background - draws all the foreground objects in order.

#

def \_draw\_background ():

# print "draw background", background

if background != []:

for l in background:

# print "drawing level", l

for o in levels[l]:

o.\_draw ()

#

# \_draw

#

def \_draw ():

\_draw\_background ()

\_draw\_foreground ()

\_doFlipBuffer ()

no\_event, frame\_event, collision\_event, function\_event, spring\_event, final\_event = list(range(6))

#

# the event class is used by the user through call back functions. In particular

# the user can find out the collision\_between two objects, cancel a timer event or

# query whether a timer event was cancelled.

#

class event:

def \_\_init\_\_ (self, t, d, l):

\_debugf ("creating event (data is %d bytes)\n", l)

self.\_type = t

self.\_edata = d

self.\_elength = l

self.\_fdata = None

self.\_flength = 0

self.\_cData = None

self.\_clength = 0

self.\_cancelled = False

# the following are the event data values

self.\_\_point = None

self.\_\_between = None

self.\_\_etime = 0.0

self.\_\_etype = 0

self.\_\_kind = 0

self.\_\_id = None

self.\_\_param = 0

if self.\_edata == None:

\_debugf ("final or timer event\n")

else:

\_debugf ("\*\*\*\*\*\*\*\*\*\*\* current time is %f \*\*\*\*\*\*\*\*\*\*\*\n", pgeif.get\_time ())

self.\_\_etime = \_unpackReal (self.\_edata) # 8 bytes REAL

\_debugf ("\*\*\*\*\*\*\*\*\*\*\* event time is %f \*\*\*\*\*\*\*\*\*\*\*\*\*\n", self.\_\_etime)

if t == collision\_event:

self.\_\_etype = \_unpackCard (self.\_edata[8:12]) # 4 bytes etype

self.\_\_point = \_unpackPoint (self.\_edata[12:])

self.\_\_between = \_unpackIdPair (self.\_edata[28:])

# print "assigning between values", self.\_\_between

# etype == 0 is a draw frame event

# etype == 1 two circles colliding

if self.\_\_etype == 2 or self.\_\_etype == 3:

# circle/polygon collision or polygon/polygon collision

self.\_\_kind = \_unpackCard (self.\_edata[36:])

\_debugf ("collision event created which indicates a collision in %f seconds\n", self.\_\_etime)

elif t == frame\_event:

\_debugf ("frame event %d in %f seconds\n", t, self.\_\_etime)

elif t == function\_event:

\_debugf ("function event %d in %f seconds\n", t, self.\_\_etime)

self.\_\_etype = \_unpackCard (self.\_edata[8:12]) # 4 bytes etype

self.\_\_id = \_unpackCard (self.\_edata[12:16]) # 4 bytes id

self.\_\_param = \_unpackCard (self.\_edata[16:20]) # 4 bytes unsigned int parameter

elif t == spring\_event:

\_debugf ("spring event %d in %f seconds\n", t, self.\_\_etime)

self.\_\_etype = \_unpackCard (self.\_edata[8:12]) # 4 bytes etype

self.\_\_id = \_unpackCard (self.\_edata[12:16]) # 4 bytes id

self.\_\_kind = \_unpackCard (self.\_edata[16:20]) # 4 bytes kind

else:

\_printf ("unknown event %d in %f seconds\n", t, self.\_\_etime)

def \_set\_frame\_contents (self, data, length):

self.\_fData = data

self.\_flength = length

def \_set\_colour\_contents (self, data, length):

self.\_cData = data

self.\_clength = length

def \_process (self):

global id2func

# \_printf ("current time %f, moving time forward until this event: %f\n", pgeif.get\_time (), self.\_\_etime)

pgeif.skip\_until (self.\_\_etime)

# \_printf ("current time is now %f\n", pgeif.get\_time ())

\_debugf ("\_flush\_delay\n")

\_flush\_delay ()

\_debugf ("about to call process\_event\n")

pgeif.process\_event ()

\_debugf ("find out which event\n")

if self.\_type == frame\_event:

self.\_handle\_frame\_buffer ()

elif self.\_type == collision\_event:

\_debugf ("collision event seen, in %f seconds\n", self.\_\_etime)

# pgeif.skip\_until (self.\_\_etime)

self.\_handle\_frame\_buffer ()

\_collision (self.\_between (), self)

elif self.\_type == function\_event:

# print "\_process found timer\_event", self.\_\_id

i = self.\_\_id

p = self.\_\_param

if i in id2func:

# print "function", i, "about to be called with parameter", p

if p == 0:

id2func[i] (self, None)

else:

id2func[i] (self, id2ob[pgeif.l2h (p)])

# print "function", i, "finished"

else:

# print "function", i, "has been cancelled"

pass

def \_handle\_frame\_buffer (self):

cData = pgeif.get\_cbuf ()

\_debugf ("cData len = %d\n", len (cData))

self.\_set\_colour\_contents (cData, len (cData))

fData = pgeif.get\_fbuf ()

\_debugf ("fData len = %d\n", len (fData))

self.\_set\_frame\_contents (fData, len (fData))

\_draw\_frame (self.\_cData, self.\_clength,

self.\_fData, self.\_flength)

pgeif.empty\_fbuffer ()

pgeif.empty\_cbuffer ()

def \_check (self, et):

if self.\_type != et:

\_printf ("fatal error, unexpected event type\n")

sys.exit (1)

def \_between (self):

global id2ob

self.\_check (collision\_event)

# returns the two object ids of the colliding objects

\_debugf ("id0 = %d, id1 = %d\n", self.\_\_between[0], self.\_\_between[1])

ob1 = id2ob[self.\_\_between[0]]

ob2 = id2ob[self.\_\_between[1]]

return [ob1, ob2]

def \_get\_time (self):

return self.\_\_etime

#

# collision\_between - Pre-condition: event object must a collision event.

# Post-condition: returns a list of two objects which

# are in collision.

#

def collision\_between (self):

return self.\_between ()

#

# cancel - Pre-condition: event must be a timer event.

# Post-condition: timer event is cancelled.

#

def cancel (self):

self.\_cancelled = True

#

# was\_cancelled - Pre-condition: event must be a timer event.

# Post-condition: returns True if this event was cancelled.

#

def was\_cancelled (self):

return self.\_cancelled

#

# get\_timer\_id - Pre-condition: event must be a timer event

# Post-condition: timer id is returned.

#

def get\_timer\_id (self):

return self.\_\_id

#

# \_get\_next\_event - returns a next event object which has

# contains any relevant information from

# the physics engine.

#

def \_get\_next\_event ():

global device

\_debugf ("\_get\_next\_event\n")

\_setDefaultDevice ()

if pgeif.is\_collision ():

\_debugf ("pgeif.is\_collision\n")

\_debugf ("pgeif.get\_ebuf\n")

eData = pgeif.get\_ebuf ()

\_debugf ("event (...\n")

return event (collision\_event, eData, len (eData))

elif pgeif.is\_frame ():

\_debugf ("pgeif.is\_frame\n")

\_debugf ("pgeif.get\_ebuf\n")

eData = pgeif.get\_ebuf ()

# print "testing -> ", \_unpackReal (eData)

return event (frame\_event, eData, len (eData))

elif pgeif.is\_function ():

# \_printf ("pgeif.is\_function\n")

eData = pgeif.get\_ebuf ()

return event (function\_event, eData, len (eData))

elif pgeif.is\_spring ():

\_debugf ("pgeif.is\_spring\n")

\_debugf ("pgeif.get\_ebuf\n")

eData = pgeif.get\_ebuf ()

\_debugf ("event (...\n")

return event (spring\_event, eData, len (eData))

else:

\_printf ("fatal error: unknown event type (terminating simulation)\n")

sys.exit (1)

return event (no\_event, None, 0)

#

# \_collision - call the \_collision method for every object

# in the, between, list.

#

def \_collision (between, event):

for o in between:

o.\_collision (between, event)

#

# \_process - call the \_process method for in the object, pe.

#

def \_process (pe):

pe.\_process ()

#

# \_add\_relative - adds, r a list [time, event]

# to the pge\_event\_queue. It maintains

# their position using a relative ordered queue.

#

def \_add\_relative (r):

global pge\_event\_queue

if pge\_event\_queue == []:

# catch the easy case early

pge\_event\_queue = [r]

return

abs\_time = r[0]

acc\_time = pge\_event\_queue[0][0]

if abs\_time < acc\_time:

# at the front of the queue

pge\_event\_queue[0][0] -= abs\_time

pge\_event\_queue = [r] + pge\_event\_queue

return

i = 0

while True:

if i == len (pge\_event\_queue)-1:

# end of queue

abs\_time -= acc\_time

pge\_event\_queue += [[abs\_time, r[1]]]

return

i += 1

if acc\_time + pge\_event\_queue[i][0] < abs\_time:

acc\_time += pge\_event\_queue[i][0]

else:

# r needs to be before i

r = [abs\_time - acc\_time, r[1]]

pge\_event\_queue = pge\_event\_queue[:i] + [r] + pge\_event\_queue[i:]

# and alter relative value of, i

acc\_time += pge\_event\_queue[i][0]

if i < len (pge\_event\_queue)-1:

pge\_event\_queue = pge\_event\_queue[:i] + [[acc\_time-abs\_time, pge\_event\_queue[i][1]]] + pge\_event\_queue[i+1:]

else:

pge\_event\_queue = pge\_event\_queue[:i] + [[acc\_time-abs\_time, pge\_event\_queue[i][1]]]

return

pge\_event\_queue = []

#

# \_display\_element - debugging function to display an event element.

#

def \_display\_element (e, t):

print("[", e[0], "ms ", end=' ')

if e[1].\_type == frame\_event:

print("displayframe", end=' ')

elif e[1].\_type == collision\_event:

print("collision", end=' ')

elif e[1].\_type == function\_event:

print("timer", end=' ')

else:

print("final", end=' ')

print(" at", e[0] + (int) (t \* 1000.0), "ms", end=' ')

print("], ", end=' ')

#

# \_display\_event\_queue - debugging function to display the entire event queue.

#

def \_display\_event\_queue (q):

if q == []:

print("event queue is empty")

else:

print("event queue: ")

t = pgeif.get\_time ()

for e in q:

\_display\_element (e, t)

t += e[1].\_get\_time ()

print("")

prev\_event\_time = 0.0

#

# \_post\_event - places an event, e, at time, t, onto the event queue.

#

def \_post\_event (e, t):

global pge\_event\_queue, debugging, prev\_event\_time

if t != -1:

t = (int) (t \* 1000.0)

\_add\_relative ([t, e])

if debugging:

\_display\_event\_queue (pge\_event\_queue)

c = pge\_event\_queue[0][0] + (int) (pgeif.get\_time () \* 1000.0)

# if c < prev\_event\_time:

# \_printf ("clock skew detected\n")

prev\_event\_time = c

return e

#

# \_wait\_for\_event - waits until an event occurs. If a queued event

# exists remove it. It also checks the pygame event

# queue.

#

def \_wait\_for\_event ():

global pge\_event\_queue, slow\_down\_factor, device, \_record, debugging

if debugging:

print("\_wait\_for\_event, pge\_event\_queue =")

\_display\_event\_queue (pge\_event\_queue)

if device == pyg\_d:

pygame.event.set\_allowed (None)

pygame.event.set\_allowed (allowed\_events)

if pge\_event\_queue == []:

return [pygame.event.wait()] + pygame.event.get()

ms = pge\_event\_queue[0][0]

if \_record:

\_record\_time (ms)

if ms == 0:

# adding [None] to the list indicates an immediate pge event

# we obtain all pygame events to avoid starvation of input

return pygame.event.get() + [None]

# \_printf ("setting timer in pygame to %d ms\n", ms)

pygame.time.set\_timer (USEREVENT+1, (int) (ms \* slow\_down\_factor))

return [pygame.event.wait()] + pygame.event.get()

#

# \_finish\_event - creates and returns a final\_event.

#

def \_finish\_event ():

return event (final\_event, None, 0)

#

# at\_time - informs the physics engine to create a call to function, p, at

# time, t, in the future. It returns a integer reference for the

# timed function.

# Pre-condition: t is a time seconds (float) in the future.

# p, is a function which takes two parameters

# the first parameter is the event and the

# second is an unused parameter.

# The second parameter is only there to allow

# coexistance with other call back functions.

# Post-condition: function p is placed into the timer list

# and a timer id (integer) is returned.

#

def at\_time (t, p):

global idcount, id2func, slow\_down\_factor

idcount += 1

pgeif.create\_function\_event (t / slow\_down\_factor, idcount, 0)

id2func[idcount] = p

return idcount

#

# at\_cancel - Pre-condition: the integer reference for the timed function.

# Post-condition: cancel the timed function.

#

def at\_cancel (i):

global id2func

if i in id2func:

del id2func[i]

else:

error ("at\_cancel cannot delete function %d as it no longer exists\n", i)

#

# record - record the game. A file output.raw will be created which

# can be post processed by pgeplayback.

# Pre-condition: None.

# Post-condition: the record flag is set and the game will

# be recorded.

#

def record ():

global \_record

\_record = True

#

# \_draw\_frame - draws a frame on the chosen device.

#

def \_draw\_frame (cdata, clength, fdata, flength):

global device, frame\_no

frame\_no += 1

if device == pyg\_d:

\_pyg\_draw\_frame (cdata, clength, fdata, flength)

else:

\_batch\_draw\_frame (cdata, clength, fdata, flength)

#

# \_pyg\_draw\_frame - draws a frame on the pygame display.

#

def \_pyg\_draw\_frame (cdata, clength, fdata, flength):

global nextFrame, call, \_record

# \_printf ("enter \_pyg\_draw\_frame: in frame %d (length = %d bytes)\n", nextFrame, flength+clength)

# \_printf ("drawing background\n")

if \_record:

\_begin\_record\_frame (cdata, clength, fdata, flength)

elif flength > 0:

\_draw\_background ()

f = \_myfile (cdata + fdata)

while f.left () >= 3:

header = struct.unpack ("3s", f.read (3))[0]

header = header[:2]

if header in call:

f = call[header] (f)

else:

print("not understood header =", header)

sys.exit (1)

# \_printf ("drawing foreground\n")

if flength > 0:

\_draw\_foreground ()

if \_record:

\_end\_record\_frame ()

if flength > 0:

\_doFlipBuffer () # flipping the buffer for an empty frame looks ugly

# print "end of draw"

nextFrame += 1

\_debugf ("moving onto frame %d\n", nextFrame)

def \_check\_opened ():

global opened, output

if not opened:

opened = True

output = open ("output.raw", "wb")

def \_begin\_record\_frame (cdata, clength, fdata, flength):

global opened, output, nextFrame

\_check\_opened ()

# output.write (struct.pack ("3s", "fn"))

output.write (struct.pack("3s", "fn".encode('ascii'))) # frame note

\_emit\_card (nextFrame)

if clength > 0:

\_debugf ("writing colour data length = %d bytes\n", clength)

output.write (cdata)

if flength > 0:

\_draw\_background ()

\_debugf ("writing frame data length = %d bytes\n", flength)

output.write (fdata)

# c.sendall(b'Thank you for connecting')

# output = 'Thank you for connecting'

# c.sendall(output.encode('utf-8'))

else:

pass

# \_printf ("length of zero!!\n")

# sys.exit (2)

def \_end\_record\_frame ():

output.write (struct.pack ("3s", "fb".encode ("utf-8"))) # flip buffer

#

# \_record\_time - records the time delay.

#

def \_record\_time (ms):

global output, slow\_down\_factor

ms = ((float) (ms)) \* slow\_down\_factor / 1000.0

# print "recording time", ms

output.write (struct.pack ("3s", "sl".encode ("utf-8"))) # sleep

\_emit\_double (ms)

#

# \_batch\_draw\_frame - records the frame.

#

def \_batch\_draw\_frame (cdata, clength, fdata, flength):

global opened, output, nextFrame

\_debugf ("\_batch\_draw\_frame\n")

if fdata is None:

\_printf ("no data in the frame!\n")

sys.exit (1)

if not opened:

opened = True

output = open ("output.raw", "wb")

nextFrame = 1

\_begin\_record\_frame (cdata, clength, fdata, flength)

\_end\_record\_frame ()

nextFrame += 1

#

# gravity - Pre-condition: None.

# Post-condition: turn on pge world gravity, if parameter

# is missing the default of 9.81ms^2 is used.

#

def gravity (value=-9.81):

pgeif.gravity (value)

#

# get\_font - Pre-condition: None.

# Post-condition: return the font corresponding

# to size pixels height.

#

def get\_font (size):

global font, font\_size

if size == font\_size:

return font

else:

font\_size = size

font = pygame.font.Font (None, font\_size)

return font

#

# \_init\_screen - initialise the pygame screen.

#

def \_init\_screen ():

global resolution, fullscreen, screen\_initialised, backcanvas, screen, program\_name, version\_number

if not screen\_initialised:

pygame.init ()

if fullscreen:

screen = pygame.display.set\_mode (resolution, FULLSCREEN)

else:

screen = pygame.display.set\_mode (resolution)

screen\_initialised = True

pygame.display.set\_caption (program\_name + ' ' + version\_number)

backcanvas = pygame.Surface (screen.get\_size ())

backcanvas = backcanvas.convert ()

backcanvas.fill (Black)

#

# register\_handler - Pre-condition: None.

# Post-condition: call, function, if any event in pyeventlist

# occurs.

#

def register\_handler (function, pyeventlist):

global pyevent2func, allowed\_events

for e in pyeventlist:

pyevent2func[e] = function

allowed\_events += pyeventlist

#

# deregister\_handler - Pre-condition: None.

# Post-condition: remove the handlers for pyeventlist.

#

def deregister\_handler (pyeventlist):

global pyevent2func, allowed\_events

for e in pyeventlist:

del pyevent2func[e]

allowed\_events.remove (e)

#

# runpy - Pre-condition: all objects have been initialised correctly in the 2D world.

# Post-condition: runs pge for time, t, seconds and also

# process the pygame events the objects appear in the Pygame screen.

#

def runpy (t=-1):

global pge\_event\_queue

\_init\_screen ()

pgeif.use\_time\_delay (False)

cData = pgeif.get\_cbuf ()

fData = pgeif.get\_fbuf ()

\_check\_opened ()

\_draw\_frame (cData, len (cData), fData, len (fData))

pgeif.empty\_fbuffer ()

pgeif.empty\_cbuffer ()

if pge\_event\_queue == []:

# no events yet, so collect the next from the physics engine

ev = \_get\_next\_event ()

nev = \_post\_event (ev, ev.\_get\_time ())

# always add the final event which is the only way to finish the while loop

fin = \_post\_event (\_finish\_event (), t)

while True:

for e in \_wait\_for\_event ():

if (e == None) or (e.type == USEREVENT+1):

# immediate pge event pending or user event has fired

# take the event off queue

pe = pge\_event\_queue [0][1]

pge\_event\_queue = pge\_event\_queue [1:]

if pe == fin:

# the finish event, we're done and out of here

return

\_process (pe)

ev = \_get\_next\_event ()

nev = \_post\_event (ev, ev.\_get\_time ())

elif e.type in pyevent2func:

pyevent2func[e.type] (e)

#

# runbatch - Pre-condition: all objects have been initialised correctly in the 2D world.

# Post-condition: runs pge for time, t. If t < 0.0 then simulate for 30.0 seconds max.

# Nothing is rendered visually, but the graphics can be directed to a file using the

# record function.

#

def runbatch (t):

if t < 0.0:

t = 30.0

\_debugf ("runbatch (%f)\n", t)

if pgeif.check\_objects ():

cData = pgeif.get\_cbuf ()

fData = pgeif.get\_fbuf ()

\_draw\_frame (cData, len (cData), fData, len (fData))

pgeif.empty\_fbuffer ()

pgeif.empty\_cbuffer ()

nev = \_get\_next\_event ()

acc = 0.0

while acc+nev.\_get\_time () < t:

old = acc

acc = acc + nev.\_get\_time ()

delay (nev.\_get\_time ())

if int(acc) != int(old):

\_printf ("%d/%d seconds completed %d%%\n", int (acc), int (t), int (acc\*100.0/t))

\_process (nev)

nev = \_get\_next\_event ()

else:

\_errorf ("'runbatch' detected a non fixed object has no mass, all moving objects must have a mass\n")

#

# display\_set\_mode - Pre-condition: this must be called before pge.run.

# The parameter is a list [x, y].

# Current limitation the y parameter

# is overwritten by the x value.

# Post-condition: the resolution will be used when pge.run.

# is called.

#

def display\_set\_mode (r):

global resolution

r[1] = r[0]

resolution = r

#

# display\_fullscreen - Pre-condition: this must be called before pge.run.

# Post-condition: configure the Pygame to use fullscreen.

#

def display\_fullscreen (b):

global fullscreen

fullscreen = b

#

# fps - Pre-condition: this must be called before pge.run.

# Post-condition: the game engine will render the world at, f, frames per second.

#

def fps (f):

global framesPerSecond

framesPerSecond = f

#

# get\_frame\_no - return the current frame number.

#

def get\_frame\_no ():

global frame\_no

return frame\_no

#

# run - Pre-condition: all objects and any screen resolution must be configured.

# Post-condition: runs pge for time, t, seconds and also

# process the pygame events

#

def run (t=-1):

global device

\_setDefaultDevice ()

pgeif.fps (framesPerSecond)

if device == pyg\_d:

runpy (t)

else:

runbatch (t)

def \_setDevice (d):

global device

if device == None:

device = d

if device == pyg\_d:

pygame.init ()

pgeif.use\_buffer ()

else:

\_printf ("cannot change device once pge has started\n")

def \_setDefaultDevice ():

global device

if device == None:

device = pyg\_d

pgeif.use\_buffer ()

#

# batch - Pre-condition: None.

# Post-condition: configures pge to run in batch mode, without any display

# and without any pygame. No input events are allowed in this mode.

#

def batch ():

\_setDevice (batch\_d)

#

# interactive - Pre-condition: None.

# Post-condition: configures pge to use pygame and it allows interactivity from

# the python pygame event queue.

#

def interactive ():

\_setDevice (pyg\_d)

#

# finish\_record - Pre-condition: record must have been called.

# Post-condition: finish recording the game and flush the record file.

#

def finish\_record ():

global output, opened

if opened:

output.close ()

opened = False

def \_load\_sound (name):

class \_NoneSound:

def play(self):

pass

if not pygame.mixer or not pygame.mixer.get\_init():

return \_NoneSound()

try:

sound = pygame.mixer.Sound(name)

except pygame.error as message:

print('cannot load sound file:', name)

return \_NoneSound()

return sound

def play (name):

global output

\_flush\_delay ()

if device == pyg\_d:

s = \_load\_sound (name)

s.play ()

else:

output.write (struct.pack ("3s", "ps".encode ("utf-8")))

output.write (name)

output.write ('\0')

#

# message - write out text to the output.

#

def message (text):

output.write (struct.pack ("3s", "ms".encode ("utf-8")))

output.write (text)

#

# turn the drawing of collision frames on or off.

#

# actual: determines whether an extra frame is generated

# at the time of actual collision.

# predict: draws a frame predicting the next collision.

# It will show the points predicted to collide.

#

def draw\_collision (actual, predict):

pgeif.draw\_collision (actual, predict)

#

# collision\_colour - if draw\_collision is called and

# with its first parameter, actual = True, then

# the objects in collision will have colour, c.

#

def collision\_colour (c):

c.\_param\_colour ("first parameter to collision\_colour is expected to be a colour")

pgeif.set\_collision\_colour (c.\_get\_pgeif\_colour ())

#

# dump\_world - this is a debugging routine which allows users to

# obtain a textual dump of the objects in the

# physics engine.

#

def dump\_world ():

pgeif.dump\_world ()

#

# \_flush\_delay - write out or implement the collected delay time.

#

def \_flush\_delay ():

global lastDelay

if lastDelay > 0.0:

\_debugf ("delay of %f\n", lastDelay)

if device == pyg\_d:

time.sleep (lastDelay)

else:

output.write (struct.pack ("3s", "sl".encode ("utf-8")))

output.write (struct.pack ("d", lastDelay))

lastDelay = 0.0

#

# delay - introduce a delay for, t.

#

def delay (t):

global lastDelay

lastDelay += t

#

# slow\_down - slow down the physics engine by a factor of, t.

#

def slow\_down (t):

global slow\_down\_factor

slow\_down\_factor = t

def \_readShort (f):

b = f.read (2)

c = struct.unpack ('!H', b)[0]

return f, c

def \_toCol (f):

return toFloat (f)\*255

#

# \_readFract - returns three integers: w, n, d

# representing fraction.

#

def \_readFract (f):

b = f.read (1)

v = struct.unpack ("B", b)[0]

if v == 0:

return f, (0, 0, 0)

elif v == 1:

return f, (1, 0, 0)

elif v == 2:

b = f.read (8\*2)

r = struct.unpack('!QQ', b)

return f, (0, r[0], r[1])

else:

b = f.read (8\*3)

return f, struct.unpack('!QQQ', b)

#

# \_mults -

#

def \_mults (s, f):

if s == 0:

return 0

if f[1] == 0 or f[2] == 0:

return int (f[0]\*s)

return int (f[0]+f[1]\*s/f[2])

def toFloat (f):

if f[1] == 0 or f[2] == 0:

return float(f[0])

return float(f[0]) + float(f[1])/float(f[2])

def \_doRegisterColour (f):

global idTOcol, debugging

f, c = \_readShort (f)

f, rf = \_readFract (f)

f, gf = \_readFract (f)

f, bf = \_readFract (f)

if debugging:

print(rf, gf, bf)

r = \_toCol (rf)

g = \_toCol (gf)

b = \_toCol (bf)

idTOcol[c] = (r, g, b)

return f

def \_doExit (f):

\_debugf ("doExit called\n")

sys.exit (0)

return f

#

# \_readColourRaw - returns the file and colour id (short).

#

def \_readColourRaw (f):

f, c = \_readShort (f)

return f, c

#

# \_readColour - returns the file and colour triple.

#

def \_readColour (f):

f, c = \_readColourRaw (f)

\_debugf ("colour value %d\n", c)

col = idTOcol[c]

return f, col

#

# drawFillPolygon -

#

def \_doDrawFillPolygon (f):

global screen, debugging

\_debugf ("doDrawFillPolygon\n")

f, n = \_readShort (f)

l = []

for i in range (n):

f, xf = \_readFract (f)

f, yf = \_readFract (f)

if debugging:

print(xf, yf, end=' ')

x = \_mults (resolution[0], xf)

y = \_mults (resolution[1], yf)

l += [[x, flip (y)]]

f, c = \_readColour (f)

if debugging:

print("drawFillPolygon (colour =", c, " l =", l, ")")

pygame.draw.polygon (screen, c, l, 0)

return f

#

# flip - returns the y value flipped against the resolution.

#

def flip (y):

global resolution

return min (resolution[0], resolution[1])-y

#

# doDrawFillCircle -

#

def \_doDrawFillCircle (f):

global screen, debugging

f, xf = \_readFract (f)

f, yf = \_readFract (f)

f, rf = \_readFract (f)

x = \_mults (resolution[0], xf)

y = \_mults (resolution[1], yf)

r = \_mults (resolution[0], rf)

f, c = \_readColour (f)

\_debugf("circle x = %d y = %d, r = %d\n", x, y, r)

if debugging:

print(" colour =", c)

pygame.draw.circle (screen, c, (x, flip (y)), r, 0)

return f

def \_wait\_for\_n ():

\_printf ("press 'n' to continue\n")

while True:

e = pygame.event.wait ()

# print e

if e.type == KEYDOWN and e.key == K\_n:

\_printf (" ... continuing\n")

return

#

# flipBuffer - flips the screen buffer.

#

def \_doFlipBuffer ():

global background, screen, nextFrame, backcanvas, program\_name

# \_printf ("doFlipBuffer called for frame (%d)\n", nextFrame)

pygame.display.set\_caption (program\_name + ' ' + version\_number + ' (%d)' % (nextFrame))

pygame.display.flip ()

screen.blit (backcanvas, (0, 0))

# \_wait\_for\_n ()

def \_doSleep (f):

global lastDelay

f, t = \_readReal (f)

# lastDelay += t

return f

def \_readReal (f):

b = f.read (8)

return f, struct.unpack ("d", b)[0]

#

# doDrawPolygon -

#

def \_doDrawPolygon (f):

global debugging, screen

f, n = \_readShort (f)

l = []

\_debugf ("drawPolygon: %d", n)

for i in range (n):

f, xf = \_readFract (f)

f, yf = \_readFract (f)

if debugging:

print(xf, yf, end=' ')

x = \_mults (resolution[0], xf)

y = \_mults (resolution[1], yf)

l += [[x, flip(y)]]

f, t = \_readFract (f)

if debugging:

print("draw polygon", l, "thickness", t)

# pygame.draw.polygon (screen, c, l, 0)

return f

def \_doMessage (f):

text = ""

b = f.read (1)

while int(b) != 0:

text += b

b = f.read (1)

\_printf ("Frame [%d]: %s\n", nextFrame, text)

#

# \_doPass - a nop.

#

def \_doPass (f):

return f

call[b'rc'] = \_doRegisterColour

call[b'dp'] = \_doDrawPolygon

call[b'dP'] = \_doDrawFillPolygon

# call['dc'] = doDrawCircle

call[b'dC'] = \_doDrawFillCircle

call[b'fb'] = \_doPass

# call['fr'] = doFramesPerSecond

call[b'ex'] = \_doExit

call[b'sl'] = \_doSleep

# call['ps'] = doPlay

# call['fn'] = doFrameNote

call[b'ms'] = \_doMessage

#

# coordinate geometry utilities

#

#

# pyg\_to\_unit\_coord - inputs : v a list of two integers in the range 0..xresolution, 0..yresolution.

# returns: a list of two floating point numbers between 0.0 and 1.0

def pyg\_to\_unit\_coord (v):

global resolution

if resolution == None:

\_errorf ("you must assign the screen resolution with a call to 'display\_set\_mode' before calling 'pyg\_to\_unit\_coord'\n")

if len (v) == 2:

return [(float) (v[0]) / (float) (resolution[0]),

(float) (resolution[1] - v[1]) / (float) (resolution[1])]

else:

\_errorf ("'pyg\_to\_unit\_coord' expects a list of two integers\n")

#

# normalise - input a vector [x, y]

# return the vector after it has been normalised.

#

def normalise (v):

x = (float) (v[0])

y = (float) (v[1])

l = magnitude ([x, y])

return [x/l, y/l]

#

# magnitude - return the modulus or magnitude of a vector or

# the Pythagorean value of the vector.

#

def magnitude (v):

return math.sqrt (v[0]\*v[0] + v[1]\*v[1])

#

# sub\_coord - returns the vector a - b.

#

def sub\_coord (a, b):

return [a[0]-b[0], a[1]-b[1]]

**i/pgeif.i**

/\* this needs to be maintained \*/

%module pgeif

%include exception.i

%exception {

try {

$action

} catch (int i) {

return NULL;

}

}

%include cstring.i

%cstring\_output\_allocate\_size(char \*\*s, int \*slen, );

%{

#define SWIG\_PYTHON\_STRICT\_BYTE\_CHAR

extern "C" void get\_cbuf (char \*\*s, int \*slen);

extern "C" void get\_ebuf (char \*\*s, int \*slen);

extern "C" void get\_fbuf (char \*\*s, int \*slen);

extern "C" void empty\_cbuffer (void);

extern "C" void empty\_fbuffer (void);

extern "C" void batch (void);

extern "C" void use\_buffer (void);

extern "C" void use\_time\_delay (unsigned int on) ;

extern "C" void draw\_collision (unsigned int actual, unsigned int predict);

extern "C" void set\_collision\_colour (unsigned int c);

extern "C" void dump\_world (void);

extern "C" unsigned int check\_objects (void);

extern "C" unsigned int rm (unsigned int id);

extern "C" double get\_time (void);

extern "C" double time\_until (void);

extern "C" unsigned int is\_frame (void);

extern "C" unsigned int is\_collision (void);

extern "C" unsigned int is\_function (void);

extern "C" unsigned int is\_spring (void);

extern "C" void create\_function\_event (double t, unsigned int id, unsigned int param);

extern "C" void process\_event (void);

extern "C" unsigned int rotate (unsigned int id, double angle);

extern "C" unsigned int is\_visible (unsigned int id);

extern "C" unsigned int visibility (unsigned int id, unsigned int on);

extern "C" unsigned int accel (unsigned int id, double ax, double ay);

extern "C" unsigned int velocity (unsigned int id, double vx, double vy);

extern "C" unsigned int spring (unsigned int id1, unsigned int id2, double k, double d, double l);

extern "C" unsigned int circle (double x0, double y0, double radius, unsigned int c);

extern "C" unsigned int fix (unsigned int id);

extern "C" unsigned int unfix (unsigned int id);

extern "C" unsigned int is\_fixed (unsigned int id);

extern "C" unsigned int mass (unsigned int id, double m);

extern "C" double get\_mass (unsigned int id);

extern "C" double get\_gravity (unsigned int id);

extern "C" double set\_gravity (unsigned int id, double g);

extern "C" unsigned int poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, unsigned int c);

extern "C" unsigned int poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, unsigned int c);

extern "C" unsigned int poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, unsigned int c);

extern "C" unsigned int poly3 (double x0, double y0, double x1, double y1, double x2, double y2, unsigned int c);

extern "C" unsigned int box (double x0, double y0, double i, double j, unsigned int c);

extern "C" double get\_xpos (unsigned int id);

extern "C" double get\_ypos (unsigned int id);

extern "C" double get\_xvel (unsigned int id);

extern "C" double get\_yvel (unsigned int id);

extern "C" double get\_xaccel (unsigned int id);

extern "C" double get\_yaccel (unsigned int id);

extern "C" double set\_rotate (unsigned int id, double angle);

extern "C" void apply\_impulse (unsigned int id, double x, double y, double m);

extern "C" int moving\_towards (unsigned int id, double x, double y);

extern "C" void put\_xvel (unsigned int id, double d);

extern "C" void put\_yvel (unsigned int id, double d);

extern "C" void put\_xaccel (unsigned int id, double d);

extern "C" void put\_yaccel (unsigned int id, double d);

extern "C" void set\_colour (unsigned int id, unsigned int c);

extern "C" void set\_elasticity (unsigned int id, double elasticity);

extern "C" double get\_elasticity (unsigned int id);

extern "C" void draw\_spring (unsigned int id, unsigned int c, double w);

extern "C" void end\_spring (unsigned int id, unsigned int c);

extern "C" void mid\_spring (unsigned int id, unsigned int c);

extern "C" void when\_spring (unsigned int id, double length, unsigned int func);

extern "C" void gravity (double g);

extern "C" unsigned int purple (void);

extern "C" unsigned int blue (void);

extern "C" unsigned int green (void);

extern "C" unsigned int red (void);

extern "C" unsigned int black (void);

extern "C" unsigned int white (void);

extern "C" unsigned int rgb (double r, double g, double b);

extern "C" unsigned int l2h (unsigned int id);

extern "C" unsigned int h2l (unsigned int id);

extern "C" double skip\_until (double t);

extern "C" void fps (double t);

%}

extern "C" void empty\_cbuffer (void);

extern "C" void empty\_fbuffer (void);

extern "C" void batch (void);

extern "C" void use\_buffer (void);

extern "C" void use\_time\_delay (unsigned int on) ;

extern "C" void draw\_collision (unsigned int actual, unsigned int predict);

extern "C" void set\_collision\_colour (unsigned int c);

extern "C" void dump\_world (void);

extern "C" unsigned int check\_objects (void);

extern "C" unsigned int rm (unsigned int id);

extern "C" double get\_time (void);

extern "C" double time\_until (void);

extern "C" unsigned int is\_frame (void);

extern "C" unsigned int is\_collision (void);

extern "C" unsigned int is\_function (void);

extern "C" unsigned int is\_spring (void);

extern "C" void create\_function\_event (double t, unsigned int id, unsigned int param);

extern "C" void process\_event (void);

extern "C" unsigned int rotate (unsigned int id, double angle);

extern "C" unsigned int is\_visible (unsigned int id);

extern "C" unsigned int visibility (unsigned int id, unsigned int on);

extern "C" unsigned int accel (unsigned int id, double ax, double ay);

extern "C" unsigned int velocity (unsigned int id, double vx, double vy);

extern "C" unsigned int spring (unsigned int id1, unsigned int id2, double k, double d, double l);

extern "C" unsigned int circle (double x0, double y0, double radius, unsigned int c);

extern "C" unsigned int fix (unsigned int id);

extern "C" unsigned int unfix (unsigned int id);

extern "C" unsigned int is\_fixed (unsigned int id);

extern "C" unsigned int mass (unsigned int id, double m);

extern "C" double get\_mass (unsigned int id);

extern "C" double get\_gravity (unsigned int id);

extern "C" double set\_gravity (unsigned int id, double g);

extern "C" unsigned int poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, unsigned int c);

extern "C" unsigned int poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, unsigned int c);

extern "C" unsigned int poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, unsigned int c);

extern "C" unsigned int poly3 (double x0, double y0, double x1, double y1, double x2, double y2, unsigned int c);

extern "C" unsigned int box (double x0, double y0, double i, double j, unsigned int c);

extern "C" double get\_xpos (unsigned int id);

extern "C" double get\_ypos (unsigned int id);

extern "C" double get\_xvel (unsigned int id);

extern "C" double get\_yvel (unsigned int id);

extern "C" double get\_xaccel (unsigned int id);

extern "C" double get\_yaccel (unsigned int id);

extern "C" double set\_rotate (unsigned int id, double angle);

extern "C" void apply\_impulse (unsigned int id, double x, double y, double m);

extern "C" int moving\_towards (unsigned int id, double x, double y);

extern "C" void put\_xvel (unsigned int id, double d);

extern "C" void put\_yvel (unsigned int id, double d);

extern "C" void put\_xaccel (unsigned int id, double d);

extern "C" void put\_yaccel (unsigned int id, double d);

extern "C" void set\_colour (unsigned int id, unsigned int c);

extern "C" void set\_elasticity (unsigned int id, double elasticity);

extern "C" double get\_elasticity (unsigned int id);

extern "C" void draw\_spring (unsigned int id, unsigned int c, double w);

extern "C" void end\_spring (unsigned int id, unsigned int c);

extern "C" void mid\_spring (unsigned int id, unsigned int c);

extern "C" void when\_spring (unsigned int id, double length, unsigned int func);

extern "C" void gravity (double g);

extern "C" unsigned int purple (void);

extern "C" unsigned int blue (void);

extern "C" unsigned int green (void);

extern "C" unsigned int red (void);

extern "C" unsigned int black (void);

extern "C" unsigned int white (void);

extern "C" unsigned int rgb (double r, double g, double b);

extern "C" unsigned int l2h (unsigned int id);

extern "C" unsigned int h2l (unsigned int id);

extern "C" double skip\_until (double t);

extern "C" void get\_cbuf (char \*\*s, int \*slen);

extern "C" void get\_ebuf (char \*\*s, int \*slen);

extern "C" void get\_fbuf (char \*\*s, int \*slen);

extern "C" void fps (double t);

**c/pgeif.c**

/\* do not edit automatically generated by mc from pgeif. \*/

/\* This file is part of GNU Modula-2.

GNU Modula-2 is free software; you can redistribute it and/or modify it under

the terms of the GNU General Public License as published by the Free

Software Foundation; either version 3, or (at your option) any later

version.

GNU Modula-2 is distributed in the hope that it will be useful, but WITHOUT ANY

WARRANTY; without even the implied warranty of MERCHANTABILITY or

FITNESS FOR A PARTICULAR PURPOSE. See the GNU General Public License

for more details.

You should have received a copy of the GNU General Public License along

with gm2; see the file COPYING. If not, write to the Free Software

Foundation, 51 Franklin Street, Fifth Floor,

Boston, MA 02110-1301, USA. \*/

# if !defined (PROC\_D)

# define PROC\_D

typedef void (\*PROC\_t) (void);

typedef struct { PROC\_t proc; } PROC;

# endif

# if !defined (FALSE)

# define FALSE (1==0)

# endif

#include <string.h>

#include <limits.h>

# include "GStorage.h"

# include "Gmcrts.h"

# include "sys/cdefs.h"

#define \_pgeif\_H

#define \_pgeif\_C

# include "GStorage.h"

# include "GdeviceIf.h"

# include "GtwoDsim.h"

# include "GSYSTEM.h"

# include "GIndexing.h"

# include "GFractions.h"

# include "Glibc.h"

# include "Groots.h"

# define debugging FALSE

# define tracing FALSE

typedef struct \_T1\_r \_T1;

typedef \_T1 \*def;

typedef enum {IncorrectType, IdOutOfBounds, ValueOutOfRange} ExceptionKind;

typedef enum {colour, object} TypeOfDef;

struct \_T1\_r {

TypeOfDef type;

unsigned int definition;

};

static Indexing\_Index listOfDefs;

/\*

rgb - make a colour object using red, blue and green components.

The colour object is returned.

\*/

unsigned int rgb (double r, double g, double b);

/\*

white - returns the colour, white.

\*/

unsigned int white (void);

/\*

black - returns the colour, black.

\*/

unsigned int black (void);

/\*

red - returns the colour, red.

\*/

unsigned int red (void);

/\*

green - returns the colour, green.

\*/

unsigned int green (void);

/\*

blue - returns the colour, blue.

\*/

unsigned int blue (void);

/\*

yellow - returns the colour, yellow.

\*/

unsigned int yellow (void);

/\*

purple - returns the colour, purple.

\*/

unsigned int purple (void);

/\*

gravity - turn on gravity at: g m^2

\*/

void gravity (double g);

/\*

box - place a box in the world at (x0,y0),(x0+i,y0+j)

\*/

unsigned int box (double x0, double y0, double i, double j, unsigned int c);

/\*

poly3 - place a triangle in the world at:

(x0,y0),(x1,y1),(x2,y2)

\*/

unsigned int poly3 (double x0, double y0, double x1, double y1, double x2, double y2, unsigned int c);

/\*

poly4 - place a rectangle in the world at:

(x0,y0),(x1,y1),(x2,y2),(x3,y3)

\*/

unsigned int poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, unsigned int c);

/\*

poly5 - place a pentagon in the world at:

(x0,y0),(x1,y1),(x2,y2),(x3,y3),(x4,y4)

\*/

unsigned int poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, unsigned int c);

/\*

poly6 - place a hexagon in the world at:

(x0,y0),(x1,y1),(x2,y2),(x3,y3),(x4,y4),(x5,y5)

\*/

unsigned int poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, unsigned int c);

/\*

mass - specify the mass of an object and return the, id.

\*/

unsigned int mass (unsigned int id, double m);

/\*

get\_mass - returns the mass of a circle or polygon object.

\*/

double get\_mass (unsigned int id);

/\*

get\_gravity - returns the gravity of a circle or polygon object.

\*/

double get\_gravity (unsigned int id);

/\*

set\_gravity - sets the per object gravity, g, to a circle or

polygon object.

\*/

void set\_gravity (unsigned int id, double g);

/\*

fix - fix the object to the world.

\*/

unsigned int fix (unsigned int id);

/\*

unfix - unfix the object from the world.

\*/

unsigned int unfix (unsigned int id);

/\*

is\_fixed - returns TRUE if the object, id, is fixed.

\*/

unsigned int is\_fixed (unsigned int id);

/\*

spring - join object, id1, and, id2, with a string of defined

by hooks constant, k, the spring is at rest if it has

length, l. If l < 0 then the game engine considers

the spring to naturally be at rest for the distance

between id1 and id2.

\*/

unsigned int spring (unsigned int id1, unsigned int id2, double k, double d, double l);

/\*

circle - adds a circle to the world. Center

defined by: x0, y0 radius, radius.

\*/

unsigned int circle (double x0, double y0, double radius, unsigned int c);

/\*

velocity - give an object, id, a velocity, vx, vy.

\*/

unsigned int velocity (unsigned int id, double vx, double vy);

/\*

accel - give an object, id, an acceleration, ax, ay.

\*/

unsigned int accel (unsigned int id, double ax, double ay);

/\*

rotate - rotates object with a angular velocity, angle.

\*/

unsigned int rotate (unsigned int id, double angle);

/\*

is\_visible - Gets boolean value for visibility.

\*/

unsigned int is\_visible (unsigned int id);

/\*

visibility - Sets boolean value for visibility

\*/

unsigned int visibility (unsigned int id, unsigned int on);

/\*

fps - set frames per second.

\*/

unsigned int is\_collision (void);

/\*

fps - set frames per second.

\*/

unsigned int is\_frame (void);

/\*

fps - set frames per second.

\*/

unsigned int is\_function (void);

/\*

is\_spring - returns TRUE if the next event is a spring event.

\*/

unsigned int is\_spring (void);

/\*

create\_function\_event - creates a function event at time, t,

in the future. Function id is called

with parameter, param.

\*/

void create\_function\_event (double t, unsigned int id, unsigned int param);

/\*

time\_until - returns the relative time from now until the next event.

\*/

double time\_until (void);

/\*

skip\_until - advances time for, t, units or until the next event is reached.

The amount of time skipped is returned. This function will not

skip past the next event.

\*/

double skip\_until (double t);

/\*

process\_event - advance time to the next event and then

process the event.

\*/

void process\_event (void);

/\*

fps - set frames per second.

\*/

double get\_time (void);

/\*

rm - delete this object from the simulated world.

The same id is returned.

\*/

unsigned int rm (unsigned int id);

/\*

get\_xpos - returns the first point, x, coordinate of object.

\*/

double get\_xpos (unsigned int id);

/\*

get\_ypos - returns the first point, y, coordinate of object.

\*/

double get\_ypos (unsigned int id);

/\*

get\_xvel - returns the X velocity of object.

\*/

double get\_xvel (unsigned int id);

/\*

get\_yvel - returns the Y velocity of object.

\*/

double get\_yvel (unsigned int id);

/\*

get\_xaccel - returns the X accelaration of object.

\*/

double get\_xaccel (unsigned int id);

/\*

get\_yaccel - returns the Y accelaration of object.

\*/

double get\_yaccel (unsigned int id);

/\*

set\_rotate - change the angle of object id to angle.

\*/

void set\_rotate (unsigned int id, double angle);

/\*

put\_xvel - assigns the X velocity of object.

\*/

void put\_xvel (unsigned int id, double r);

/\*

put\_yvel - assigns the Y velocity of object.

\*/

void put\_yvel (unsigned int id, double r);

/\*

put\_xaccel - assigns the X accelaration of object.

\*/

void put\_xaccel (unsigned int id, double r);

/\*

put\_yaccel - assigns the Y accelaration of object.

\*/

void put\_yaccel (unsigned int id, double r);

/\*

set\_colour - sets colour of object, id, to, c.

\*/

void set\_colour (unsigned int id, unsigned int c);

/\*

set\_elasticity - sets elasticity of object, id, to, elasticity.

\*/

void set\_elasticity (unsigned int id, double elasticity);

/\*

get\_elasticity - sets elasticity of object, id, to, elasticity.

\*/

double get\_elasticity (unsigned int id);

/\*

draw\_spring - draw spring, id, using colour, c, and a width, w.

\*/

void draw\_spring (unsigned int id, unsigned int c, double w);

/\*

end\_spring - draw the objects at the end of the spring with

colour, c, when the object comes to rest.

\*/

void end\_spring (unsigned int id, unsigned int c);

/\*

mid\_spring - when the spring reaches its rest point draw

the objects connected by the spring with

colour, c.

\*/

void mid\_spring (unsigned int id, unsigned int c);

/\*

when\_spring - when the spring, id, reaches, length call, func.

\*/

void when\_spring (unsigned int id, double length, unsigned int func);

/\*

apply\_impulse - applies an impulse of magnitude along vector

[x, y] for object, id.

\*/

void apply\_impulse (unsigned int id, double x, double y, double m);

/\*

moving\_towards - returns TRUE if object, id, is moving towards

a point x, y.

\*/

unsigned int moving\_towards (unsigned int id, double x, double y);

/\*

batch - use the batch device to record the output frames.

\*/

void batch (void);

/\*

use\_buffer - use the buffer device to record the output frames.

\*/

void use\_buffer (void);

/\*

empty\_cbuffer - empty the colour buffer.

\*/

void empty\_cbuffer (void);

/\*

empty\_fbuffer - empty the frame buffer.

\*/

void empty\_fbuffer (void);

/\*

use\_time\_delay - should the frame buffer include the time delay command?

\*/

void use\_time\_delay (unsigned int on);

/\*

draw\_collision - turn on drawing of the actual collision frame

and the prediction frame.

\*/

void draw\_collision (unsigned int actual, unsigned int predict);

/\*

set\_collision\_colour - when two objects collide they will both be draw using

colour, c.

\*/

void set\_collision\_colour (unsigned int c);

/\*

dump\_world - dump a list of all objects and their characteristics.

\*/

void dump\_world (void);

/\*

check\_objects - perform a check to make sure that all non fixed

objects have a mass and return TRUE if this is

the case.

\*/

unsigned int check\_objects (void);

/\*

l2h - translate a twoDsim, id, to the pgeid.

\*/

unsigned int l2h (unsigned int id);

/\*

h2l - translate a pgeif, id, to the twoDsim.

\*/

unsigned int h2l (unsigned int id);

/\*

fps - set frames per second.

\*/

void fps (double f);

/\*

trace -

\*/

static unsigned int trace (unsigned int id, char \*name\_, unsigned int \_name\_high);

/\*

Assert -

\*/

static void Assert (unsigned int b);

/\*

init - initialise the modules data structures.

\*/

static void init (void);

/\*

newDef -

\*/

static def newDef (TypeOfDef t, unsigned int d);

/\*

addDef - adds a definition (type, d) into the global list and

returns an index to the definition, id.

\*/

static unsigned int addDef (TypeOfDef type, unsigned int d);

/\*

lookupDef - return the definition of, d, and check its type

is, t.

\*/

static unsigned int lookupDef (TypeOfDef t, unsigned int d);

/\*

check\_range -

\*/

static double check\_range (double r, char \*function\_, unsigned int \_function\_high, char \*param\_, unsigned int \_param\_high);

/\*

nofree - do not free, a.

\*/

static void \* nofree (void \* a);

/\*

trace -

\*/

static unsigned int trace (unsigned int id, char \*name\_, unsigned int \_name\_high)

{

char name[\_name\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (name, name\_, \_name\_high+1);

if (tracing)

{

libc\_printf ((char \*) "pgeif: %s as id=%d\\n", 21, &name, id);

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

Assert -

\*/

static void Assert (unsigned int b)

{

if (! b)

{

libc\_printf ((char \*) "assert failed\\n", 15);

libc\_exit (1);

}

}

/\*

init - initialise the modules data structures.

\*/

static void init (void)

{

listOfDefs = Indexing\_InitIndex (1);

}

/\*

newDef -

\*/

static def newDef (TypeOfDef t, unsigned int d)

{

def f;

Storage\_ALLOCATE ((void \*\*) &f, sizeof (\_T1));

f->type = t;

f->definition = d;

return f;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

addDef - adds a definition (type, d) into the global list and

returns an index to the definition, id.

\*/

static unsigned int addDef (TypeOfDef type, unsigned int d)

{

unsigned int id;

def f;

f = newDef (type, d);

Indexing\_IncludeIndiceIntoIndex (listOfDefs, (void \*) f);

id = Indexing\_HighIndice (listOfDefs);

Assert ((Indexing\_GetIndice (listOfDefs, id)) == f);

if (debugging)

{

libc\_printf ((char \*) "pgeif: map (pgeid %d) onto (twoDsim %d)\\n", 42, id, d);

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

lookupDef - return the definition of, d, and check its type

is, t.

\*/

static unsigned int lookupDef (TypeOfDef t, unsigned int d)

{

def f;

if (debugging)

{

libc\_printf ((char \*) "inside lookupDef (d = %d)\\n", 27, d);

}

if (Indexing\_InBounds (listOfDefs, d))

{

f = Indexing\_GetIndice (listOfDefs, d);

if (debugging)

{

libc\_printf ((char \*) "inside lookupDef (type = %d, definition = %d)\\n", 47, f->type, f->definition);

}

if (t == f->type)

{

return f->definition;

}

else

{

if (debugging)

{

libc\_printf ((char \*) "throwing an exception in lookupDef (1) t = %d, type = %d\\n", 59, t, f->type);

}

throw ( ((unsigned int) (IncorrectType)));

}

}

else

{

if (debugging)

{

libc\_printf ((char \*) "throwing an exception in lookupDef (2)\\n", 40);

}

throw ( ((unsigned int) (IdOutOfBounds)));

}

ReturnException ("../git-pge/m2/pgeif.def", 1, 15);

\_\_builtin\_unreachable ();

}

/\*

check\_range -

\*/

static double check\_range (double r, char \*function\_, unsigned int \_function\_high, char \*param\_, unsigned int \_param\_high)

{

char function[\_function\_high+1];

char param[\_param\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (function, function\_, \_function\_high+1);

memcpy (param, param\_, \_param\_high+1);

if (roots\_nearZero (r))

{

return 0.0;

}

else if (roots\_nearZero (r-1.0))

{

/\* avoid dangling else. \*/

return 1.0;

}

else if ((r > 0.0) && (r < 1.0))

{

/\* avoid dangling else. \*/

return r;

}

else

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "%s: parameter value %s is out of range (%g) (using 0.0)\\n", 57, &function, &param, r);

/\* THROW (ORD (ValueOutOfRange)) \*/

return 0.0;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

nofree - do not free, a.

\*/

static void \* nofree (void \* a)

{

/\* do nothing \*/

return a;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

rgb - make a colour object using red, blue and green components.

The colour object is returned.

\*/

unsigned int rgb (double r, double g, double b)

{

Fractions\_Fract rf;

Fractions\_Fract gf;

Fractions\_Fract bf;

rf = Fractions\_putReal (r);

gf = Fractions\_putReal (g);

bf = Fractions\_putReal (b);

return trace (addDef ((TypeOfDef) colour, deviceIf\_defineColour (rf, gf, bf)), (char \*) "colour", 6);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

white - returns the colour, white.

\*/

unsigned int white (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_white ()), (char \*) "white", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

black - returns the colour, black.

\*/

unsigned int black (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_black ()), (char \*) "black", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

red - returns the colour, red.

\*/

unsigned int red (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_red ()), (char \*) "red", 3);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

green - returns the colour, green.

\*/

unsigned int green (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_green ()), (char \*) "green", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

blue - returns the colour, blue.

\*/

unsigned int blue (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_blue ()), (char \*) "blue", 4);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

yellow - returns the colour, yellow.

\*/

unsigned int yellow (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_yellow ()), (char \*) "yellow", 6);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

purple - returns the colour, purple.

\*/

unsigned int purple (void)

{

return trace (addDef ((TypeOfDef) colour, deviceIf\_purple ()), (char \*) "purple", 6);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

gravity - turn on gravity at: g m^2

\*/

void gravity (double g)

{

twoDsim\_gravity (g);

}

/\*

box - place a box in the world at (x0,y0),(x0+i,y0+j)

\*/

unsigned int box (double x0, double y0, double i, double j, unsigned int c)

{

double k;

x0 = check\_range (x0, (char \*) "box", 3, (char \*) "x0", 2);

y0 = check\_range (y0, (char \*) "box", 3, (char \*) "y0", 2);

k = check\_range (x0+i, (char \*) "box", 3, (char \*) "x0+i", 4);

k = check\_range (y0+j, (char \*) "box", 3, (char \*) "y0+j", 4);

return trace (addDef ((TypeOfDef) object, twoDsim\_box (x0, y0, i, j, (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c))), (char \*) "box", 3);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly3 - place a triangle in the world at:

(x0,y0),(x1,y1),(x2,y2)

\*/

unsigned int poly3 (double x0, double y0, double x1, double y1, double x2, double y2, unsigned int c)

{

double k;

x0 = check\_range (x0, (char \*) "poly3", 5, (char \*) "x0", 2);

y0 = check\_range (y0, (char \*) "poly3", 5, (char \*) "y0", 2);

x1 = check\_range (x1, (char \*) "poly3", 5, (char \*) "x1", 2);

y1 = check\_range (y1, (char \*) "poly3", 5, (char \*) "y1", 2);

x2 = check\_range (x2, (char \*) "poly3", 5, (char \*) "x2", 2);

y2 = check\_range (y2, (char \*) "poly3", 5, (char \*) "y2", 2);

return trace (addDef ((TypeOfDef) object, twoDsim\_poly3 (x0, y0, x1, y1, x2, y2, (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c))), (char \*) "poly3", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly4 - place a rectangle in the world at:

(x0,y0),(x1,y1),(x2,y2),(x3,y3)

\*/

unsigned int poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, unsigned int c)

{

double k;

x0 = check\_range (x0, (char \*) "poly4", 5, (char \*) "x0", 2);

y0 = check\_range (y0, (char \*) "poly4", 5, (char \*) "y0", 2);

x1 = check\_range (x1, (char \*) "poly4", 5, (char \*) "x1", 2);

y1 = check\_range (y1, (char \*) "poly4", 5, (char \*) "y1", 2);

x2 = check\_range (x2, (char \*) "poly4", 5, (char \*) "x2", 2);

y2 = check\_range (y2, (char \*) "poly4", 5, (char \*) "y2", 2);

x3 = check\_range (x3, (char \*) "poly4", 5, (char \*) "x3", 2);

y3 = check\_range (y3, (char \*) "poly4", 5, (char \*) "y3", 2);

return trace (addDef ((TypeOfDef) object, twoDsim\_poly4 (x0, y0, x1, y1, x2, y2, x3, y3, (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c))), (char \*) "poly4", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly5 - place a pentagon in the world at:

(x0,y0),(x1,y1),(x2,y2),(x3,y3),(x4,y4)

\*/

unsigned int poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, unsigned int c)

{

double k;

x0 = check\_range (x0, (char \*) "poly5", 5, (char \*) "x0", 2);

y0 = check\_range (y0, (char \*) "poly5", 5, (char \*) "y0", 2);

x1 = check\_range (x1, (char \*) "poly5", 5, (char \*) "x1", 2);

y1 = check\_range (y1, (char \*) "poly5", 5, (char \*) "y1", 2);

x2 = check\_range (x2, (char \*) "poly5", 5, (char \*) "x2", 2);

y2 = check\_range (y2, (char \*) "poly5", 5, (char \*) "y2", 2);

x3 = check\_range (x3, (char \*) "poly5", 5, (char \*) "x3", 2);

y3 = check\_range (y3, (char \*) "poly5", 5, (char \*) "y3", 2);

x4 = check\_range (x4, (char \*) "poly5", 5, (char \*) "x4", 2);

y4 = check\_range (y4, (char \*) "poly5", 5, (char \*) "y4", 2);

return trace (addDef ((TypeOfDef) object, twoDsim\_poly5 (x0, y0, x1, y1, x2, y2, x3, y3, x4, y4, (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c))), (char \*) "poly5", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly6 - place a hexagon in the world at:

(x0,y0),(x1,y1),(x2,y2),(x3,y3),(x4,y4),(x5,y5)

\*/

unsigned int poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, unsigned int c)

{

double k;

x0 = check\_range (x0, (char \*) "poly6", 5, (char \*) "x0", 2);

y0 = check\_range (y0, (char \*) "poly6", 5, (char \*) "y0", 2);

x1 = check\_range (x1, (char \*) "poly6", 5, (char \*) "x1", 2);

y1 = check\_range (y1, (char \*) "poly6", 5, (char \*) "y1", 2);

x2 = check\_range (x2, (char \*) "poly6", 5, (char \*) "x2", 2);

y2 = check\_range (y2, (char \*) "poly6", 5, (char \*) "y2", 2);

x3 = check\_range (x3, (char \*) "poly6", 5, (char \*) "x3", 2);

y3 = check\_range (y3, (char \*) "poly6", 5, (char \*) "y3", 2);

x4 = check\_range (x4, (char \*) "poly6", 5, (char \*) "x4", 2);

y4 = check\_range (y4, (char \*) "poly6", 5, (char \*) "y4", 2);

x5 = check\_range (x5, (char \*) "poly6", 5, (char \*) "x5", 2);

y5 = check\_range (y5, (char \*) "poly6", 5, (char \*) "y5", 2);

return trace (addDef ((TypeOfDef) object, twoDsim\_poly6 (x0, y0, x1, y1, x2, y2, x3, y3, x4, y4, x5, y5, (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c))), (char \*) "poly6", 5);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

mass - specify the mass of an object and return the, id.

\*/

unsigned int mass (unsigned int id, double m)

{

unsigned int ti;

ti = trace (twoDsim\_mass (lookupDef ((TypeOfDef) object, id), m), (char \*) "mass", 4);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_mass - returns the mass of a circle or polygon object.

\*/

double get\_mass (unsigned int id)

{

return twoDsim\_get\_mass (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_gravity - returns the gravity of a circle or polygon object.

\*/

double get\_gravity (unsigned int id)

{

return twoDsim\_get\_gravity (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

set\_gravity - sets the per object gravity, g, to a circle or

polygon object.

\*/

void set\_gravity (unsigned int id, double g)

{

twoDsim\_set\_gravity (lookupDef ((TypeOfDef) object, id), g);

}

/\*

fix - fix the object to the world.

\*/

unsigned int fix (unsigned int id)

{

unsigned int ti;

ti = trace (twoDsim\_fix (lookupDef ((TypeOfDef) object, id)), (char \*) "fix", 3);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

unfix - unfix the object from the world.

\*/

unsigned int unfix (unsigned int id)

{

unsigned int ti;

ti = trace (twoDsim\_unfix (lookupDef ((TypeOfDef) object, id)), (char \*) "unfix", 5);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

is\_fixed - returns TRUE if the object, id, is fixed.

\*/

unsigned int is\_fixed (unsigned int id)

{

return twoDsim\_isFixed (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

spring - join object, id1, and, id2, with a string of defined

by hooks constant, k, the spring is at rest if it has

length, l. If l < 0 then the game engine considers

the spring to naturally be at rest for the distance

between id1 and id2.

\*/

unsigned int spring (unsigned int id1, unsigned int id2, double k, double d, double l)

{

unsigned int ti;

unsigned int id;

libc\_printf ((char \*) "before twoDsim.spring\\n", 23);

ti = twoDsim\_spring (lookupDef ((TypeOfDef) object, id1), lookupDef ((TypeOfDef) object, id2), k, d, l);

libc\_printf ((char \*) "before addDef\\n", 15);

id = addDef ((TypeOfDef) object, ti);

libc\_printf ((char \*) "before lookupDef\\n", 18);

Assert (ti == (lookupDef ((TypeOfDef) object, id)));

libc\_printf ((char \*) "before trace\\n", 14);

return trace (id, (char \*) "spring", 6);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

circle - adds a circle to the world. Center

defined by: x0, y0 radius, radius.

\*/

unsigned int circle (double x0, double y0, double radius, unsigned int c)

{

unsigned int ti;

unsigned int id;

ti = twoDsim\_circle (x0, y0, radius, (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, (unsigned int) c));

id = addDef ((TypeOfDef) object, ti);

Assert (ti == (lookupDef ((TypeOfDef) object, id)));

return trace (id, (char \*) "circle", 6);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

velocity - give an object, id, a velocity, vx, vy.

\*/

unsigned int velocity (unsigned int id, double vx, double vy)

{

unsigned int ti;

if (debugging)

{

libc\_printf ((char \*) "inside velocity (id = %d)\\n", 27, id);

}

ti = trace (twoDsim\_velocity (lookupDef ((TypeOfDef) object, id), vx, vy), (char \*) "velocity", 8);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

accel - give an object, id, an acceleration, ax, ay.

\*/

unsigned int accel (unsigned int id, double ax, double ay)

{

unsigned int ti;

ti = twoDsim\_accel (lookupDef ((TypeOfDef) object, id), ax, ay);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

rotate - rotates object with a angular velocity, angle.

\*/

unsigned int rotate (unsigned int id, double angle)

{

unsigned int ti;

ti = twoDsim\_rotate (lookupDef ((TypeOfDef) object, id), angle);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

is\_visible - Gets boolean value for visibility.

\*/

unsigned int is\_visible (unsigned int id)

{

unsigned int ti;

if(twoDsim\_is\_visible (lookupDef ((TypeOfDef) object, id)))

return 1;

else

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

visibility - Sets boolean value for visibility

\*/

unsigned int visibility (unsigned int id, unsigned int on)

{

unsigned int ti;

ti = twoDsim\_visibility (lookupDef ((TypeOfDef) object, id), on);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

fps - set frames per second.

\*/

unsigned int is\_collision (void)

{

return twoDsim\_isCollision ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

fps - set frames per second.

\*/

unsigned int is\_frame (void)

{

return twoDsim\_isFrame ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

fps - set frames per second.

\*/

unsigned int is\_function (void)

{

return twoDsim\_isFunction ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

is\_spring - returns TRUE if the next event is a spring event.

\*/

unsigned int is\_spring (void)

{

return twoDsim\_isSpring ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

create\_function\_event - creates a function event at time, t,

in the future. Function id is called

with parameter, param.

\*/

void create\_function\_event (double t, unsigned int id, unsigned int param)

{

twoDsim\_createFunctionEvent (t, id, param);

}

/\*

time\_until - returns the relative time from now until the next event.

\*/

double time\_until (void)

{

return twoDsim\_timeUntil ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

skip\_until - advances time for, t, units or until the next event is reached.

The amount of time skipped is returned. This function will not

skip past the next event.

\*/

double skip\_until (double t)

{

return twoDsim\_skipTime (t);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

process\_event - advance time to the next event and then

process the event.

\*/

void process\_event (void)

{

twoDsim\_processEvent ();

}

/\*

fps - set frames per second.

\*/

double get\_time (void)

{

return twoDsim\_getTime ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

rm - delete this object from the simulated world.

The same id is returned.

\*/

unsigned int rm (unsigned int id)

{

unsigned int ti;

ti = twoDsim\_rm (lookupDef ((TypeOfDef) object, id));

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_xpos - returns the first point, x, coordinate of object.

\*/

double get\_xpos (unsigned int id)

{

return check\_range (twoDsim\_get\_xpos (lookupDef ((TypeOfDef) object, id)), (char \*) "get\_xpos", 8, (char \*) "id", 2);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_ypos - returns the first point, y, coordinate of object.

\*/

double get\_ypos (unsigned int id)

{

return check\_range (twoDsim\_get\_ypos (lookupDef ((TypeOfDef) object, id)), (char \*) "get\_ypos", 8, (char \*) "id", 2);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_xvel - returns the X velocity of object.

\*/

double get\_xvel (unsigned int id)

{

return twoDsim\_get\_xvel (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_yvel - returns the Y velocity of object.

\*/

double get\_yvel (unsigned int id)

{

return twoDsim\_get\_yvel (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_xaccel - returns the X accelaration of object.

\*/

double get\_xaccel (unsigned int id)

{

return twoDsim\_get\_xaccel (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_yaccel - returns the Y accelaration of object.

\*/

double get\_yaccel (unsigned int id)

{

return twoDsim\_get\_yaccel (lookupDef ((TypeOfDef) object, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

set\_rotate - change the angle of object id to angle.

\*/

void set\_rotate (unsigned int id, double angle)

{

return twoDsim\_set\_rotate (lookupDef ((TypeOfDef) object, id), angle);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

put\_xvel - assigns the X velocity of object.

\*/

void put\_xvel (unsigned int id, double r)

{

twoDsim\_put\_xvel (lookupDef ((TypeOfDef) object, id), r);

}

/\*

put\_yvel - assigns the Y velocity of object.

\*/

void put\_yvel (unsigned int id, double r)

{

twoDsim\_put\_yvel (lookupDef ((TypeOfDef) object, id), r);

}

/\*

put\_xaccel - assigns the X accelaration of object.

\*/

void put\_xaccel (unsigned int id, double r)

{

twoDsim\_put\_xaccel (lookupDef ((TypeOfDef) object, id), r);

}

/\*

put\_yaccel - assigns the Y accelaration of object.

\*/

void put\_yaccel (unsigned int id, double r)

{

twoDsim\_put\_yaccel (lookupDef ((TypeOfDef) object, id), r);

}

/\*

set\_colour - sets colour of object, id, to, c.

\*/

void set\_colour (unsigned int id, unsigned int c)

{

twoDsim\_set\_colour (lookupDef ((TypeOfDef) object, id), (deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c));

}

/\*

set\_elasticity - sets colour of object, id, to, elasticity.

\*/

void set\_elasticity (unsigned int id, double elasticity)

{

twoDsim\_set\_elasticity (lookupDef ((TypeOfDef) object, id), elasticity);

}

/\*

get\_elasticity - sets colour of object, id, to, elasticity.

\*/

double get\_elasticity (unsigned int id)

{

twoDsim\_get\_elasticity (lookupDef ((TypeOfDef) object, id));

}

/\*

draw\_spring - draw spring, id, using colour, c, and a width, w.

\*/

void draw\_spring (unsigned int id, unsigned int c, double w)

{

twoDsim\_draw\_spring (lookupDef ((TypeOfDef) object, id), lookupDef ((TypeOfDef) colour, c), w);

}

/\*

end\_spring - draw the objects at the end of the spring with

colour, c, when the object comes to rest.

\*/

void end\_spring (unsigned int id, unsigned int c)

{

twoDsim\_end\_spring (lookupDef ((TypeOfDef) object, id), lookupDef ((TypeOfDef) colour, c));

}

/\*

mid\_spring - when the spring reaches its rest point draw

the objects connected by the spring with

colour, c.

\*/

void mid\_spring (unsigned int id, unsigned int c)

{

twoDsim\_mid\_spring (lookupDef ((TypeOfDef) object, id), lookupDef ((TypeOfDef) colour, c));

}

/\*

when\_spring - when the spring, id, reaches, length call, func.

\*/

void when\_spring (unsigned int id, double length, unsigned int func)

{

twoDsim\_when\_spring (lookupDef ((TypeOfDef) object, id), length, func);

}

/\*

apply\_impulse - applies an impulse of magnitude along vector

[x, y] for object, id.

\*/

void apply\_impulse (unsigned int id, double x, double y, double m)

{

twoDsim\_apply\_impulse (lookupDef ((TypeOfDef) object, id), x, y, m);

}

/\*

moving\_towards - returns TRUE if object, id, is moving towards

a point x, y.

\*/

unsigned int moving\_towards (unsigned int id, double x, double y)

{

return twoDsim\_moving\_towards (lookupDef ((TypeOfDef) object, id), x, y);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

batch - use the batch device to record the output frames.

\*/

void batch (void)

{

deviceIf\_useGroff ();

}

/\*

use\_buffer - use the buffer device to record the output frames.

\*/

void use\_buffer (void)

{

double t;

deviceIf\_useBuffer ();

t = time\_until ();

}

/\*

empty\_cbuffer - empty the colour buffer.

\*/

void empty\_cbuffer (void)

{

twoDsim\_emptyCbuffer ();

}

/\*

empty\_fbuffer - empty the frame buffer.

\*/

void empty\_fbuffer (void)

{

twoDsim\_emptyFbuffer ();

}

/\*

use\_time\_delay - should the frame buffer include the time delay command?

\*/

void use\_time\_delay (unsigned int on)

{

twoDsim\_useTimeDelay (on);

}

/\*

draw\_collision - turn on drawing of the actual collision frame

and the prediction frame.

\*/

void draw\_collision (unsigned int actual, unsigned int predict)

{

twoDsim\_drawCollisionFrames (actual, predict);

}

/\*

set\_collision\_colour - when two objects collide they will both be draw using

colour, c.

\*/

void set\_collision\_colour (unsigned int c)

{

twoDsim\_setCollisionColour ((deviceIf\_Colour) lookupDef ((TypeOfDef) colour, c));

}

/\*

dump\_world - dump a list of all objects and their characteristics.

\*/

void dump\_world (void)

{

twoDsim\_dumpWorld ();

}

/\*

check\_objects - perform a check to make sure that all non fixed

objects have a mass and return TRUE if this is

the case.

\*/

unsigned int check\_objects (void)

{

return twoDsim\_checkObjects ();

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

l2h - translate a twoDsim, id, to the pgeid.

\*/

unsigned int l2h (unsigned int id)

{

def d;

unsigned int i;

unsigned int h;

h = Indexing\_HighIndice (listOfDefs);

i = 1;

while (i <= h)

{

d = Indexing\_GetIndice (listOfDefs, i);

if ((d->definition == id) && (d->type == object))

{

return i;

}

i += 1;

}

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

h2l - translate a pgeif, id, to the twoDsim.

\*/

unsigned int h2l (unsigned int id)

{

def d;

d = Indexing\_GetIndice (listOfDefs, id);

return d->definition;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

fps - set frames per second.

\*/

void fps (double f)

{

twoDsim\_fps (f);

}

void \_M2\_pgeif\_init (\_\_attribute\_\_((unused)) int argc, \_\_attribute\_\_((unused)) char \*argv[])

{

init ();

}

void \_M2\_pgeif\_finish (\_\_attribute\_\_((unused)) int argc, \_\_attribute\_\_((unused)) char \*argv[])

{

}

**c/Gpgeif.h**

/\* do not edit automatically generated by mc from pgeif. \*/

/\* This file is part of GNU Modula-2.

GNU Modula-2 is free software; you can redistribute it and/or modify it under

the terms of the GNU General Public License as published by the Free

Software Foundation; either version 3, or (at your option) any later

version.

GNU Modula-2 is distributed in the hope that it will be useful, but WITHOUT ANY

WARRANTY; without even the implied warranty of MERCHANTABILITY or

FITNESS FOR A PARTICULAR PURPOSE. See the GNU General Public License

for more details.

You should have received a copy of the GNU General Public License along

with gm2; see the file COPYING. If not, write to the Free Software

Foundation, 51 Franklin Street, Fifth Floor,

Boston, MA 02110-1301, USA. \*/

#if !defined (\_H)

# define \_H

# ifdef \_\_cplusplus

extern "C" {

# endif

# if !defined (PROC\_D)

# define PROC\_D

typedef void (\*PROC\_t) (void);

typedef struct { PROC\_t proc; } PROC;

# endif

# include "GSYSTEM.h"

# if defined (\_C)

# define EXTERN

# else

# define EXTERN extern

# endif

typedef enum {IncorrectType, IdOutOfBounds, ValueOutOfRange} ExceptionKind;

/\*

rgb - make a colour object using red, blue and green components.

The colour object is returned.

\*/

EXTERN unsigned int rgb (double r, double g, double b);

/\*

white - returns the colour, white.

\*/

EXTERN unsigned int white (void);

/\*

black - returns the colour, black.

\*/

EXTERN unsigned int black (void);

/\*

red - returns the colour, red.

\*/

EXTERN unsigned int red (void);

/\*

green - returns the colour, green.

\*/

EXTERN unsigned int green (void);

/\*

blue - returns the colour, blue.

\*/

EXTERN unsigned int blue (void);

/\*

yellow - returns the colour, yellow.

\*/

EXTERN unsigned int yellow (void);

/\*

purple - returns the colour, purple.

\*/

EXTERN unsigned int purple (void);

/\*

gravity - turn on gravity at: g m^2

\*/

EXTERN void gravity (double g);

/\*

box - place a box in the world at (x0,y0),(x0+i,y0+j)

\*/

EXTERN unsigned int box (double x0, double y0, double i, double j, unsigned int c);

/\*

poly3 - place a triangle in the world at:

(x0,y0), (x1,y1), (x2,y2)

\*/

EXTERN unsigned int poly3 (double x0, double y0, double x1, double y1, double x2, double y2, unsigned int c);

/\*

poly4 - place a rectangle in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3)

\*/

EXTERN unsigned int poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, unsigned int c);

/\*

poly5 - place a pentagon in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3), (x4,y4)

\*/

EXTERN unsigned int poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, unsigned int c);

/\*

poly6 - place a hexagon in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3), (x4,y4), (x5,y5)

\*/

EXTERN unsigned int poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, unsigned int c);

/\*

mass - specify the mass of an object and return the, id.

\*/

EXTERN unsigned int mass (unsigned int id, double m);

/\*

get\_mass - returns the mass of a circle or polygon object.

\*/

EXTERN double get\_mass (unsigned int id);

/\*

get\_gravity - returns the gravity of a circle or polygon object.

\*/

EXTERN double get\_gravity (unsigned int id);

/\*

set\_gravity - sets the per object gravity, g, to a circle or

polygon object.

\*/

EXTERN void set\_gravity (unsigned int id, double g);

/\*

fix - fix the object to the world.

\*/

EXTERN unsigned int fix (unsigned int id);

/\*

unfix - unfix the object from the world.

\*/

EXTERN unsigned int unfix (unsigned int id);

/\*

is\_fixed - returns TRUE if the object, id, is fixed.

\*/

EXTERN unsigned int is\_fixed (unsigned int id);

/\*

spring - join object, id1, and, id2, with a string of defined

by hooks constant, k, the spring is at rest if it has

length, l. If l < 0 then the game engine considers

the spring to naturally be at rest for the distance

between id1 and id2. The parameter, d, is used to

calculate the damping force.

\*/

EXTERN unsigned int spring (unsigned int id1, unsigned int id2, double k, double d, double l);

/\*

circle - adds a circle to the world. Center

defined by: x0, y0 radius, radius.

\*/

EXTERN unsigned int circle (double x0, double y0, double radius, unsigned int c);

/\*

velocity - give an object, id, a velocity, vx, vy.

\*/

EXTERN unsigned int velocity (unsigned int id, double vx, double vy);

/\*

accel - give an object, id, an acceleration, ax, ay.

\*/

EXTERN unsigned int accel (unsigned int id, double ax, double ay);

/\*

rotate - rotates object with a angular velocity, angle.

\*/

EXTERN unsigned int rotate (unsigned int id, double angle);

/\*

is\_visible - Gets boolean value for visibility.

\*/

EXTERN unsigned int is\_visible (unsigned int id);

/\*

visibility - Sets boolean value for visibility

\*/

EXTERN unsigned int visibility (unsigned int id, unsigned int on);

/\*

is\_collision - returns TRUE if next event is a collision event.

\*/

EXTERN unsigned int is\_collision (void);

/\*

is\_frame - returns TRUE if the next event is a redraw frame event.

\*/

EXTERN unsigned int is\_frame (void);

/\*

is\_function - returns TRUE if the next event is a function event.

\*/

EXTERN unsigned int is\_function (void);

/\*

is\_spring - returns TRUE if the next event is a spring event.

\*/

EXTERN unsigned int is\_spring (void);

/\*

create\_function\_event - creates a function event at time, t,

in the future. Function id is called

with parameter, param.

\*/

EXTERN void create\_function\_event (double t, unsigned int id, unsigned int param);

/\*

time\_until - returns the relative time from now until the next event.

\*/

EXTERN double time\_until (void);

/\*

skip\_until - advances time for, t, units or until the next event is reached.

\*/

EXTERN double skip\_until (double t);

/\*

process\_event - advance time to the next event and then

process the event.

\*/

EXTERN void process\_event (void);

/\*

get\_time - return the current simulation time.

\*/

EXTERN double get\_time (void);

/\*

rm - delete this object from the simulated world.

The same id is returned.

\*/

EXTERN unsigned int rm (unsigned int id);

/\*

get\_xpos - returns the first point, x, coordinate of object.

\*/

EXTERN double get\_xpos (unsigned int id);

/\*

get\_ypos - returns the first point, y, coordinate of object.

\*/

EXTERN double get\_ypos (unsigned int id);

/\*

get\_xvel - returns the X velocity of object.

\*/

EXTERN double get\_xvel (unsigned int id);

/\*

get\_yvel - returns the Y velocity of object.

\*/

EXTERN double get\_yvel (unsigned int id);

/\*

get\_xaccel - returns the X acceleration of object.

\*/

EXTERN double get\_xaccel (unsigned int id);

/\*

get\_yaccel - returns the Y acceleration of object.

\*/

EXTERN double get\_yaccel (unsigned int id);

/\*

put\_xvel - assigns the X velocity of object.

\*/

EXTERN void put\_xvel (unsigned int id, double r);

/\*

put\_yvel - assigns the Y velocity of object.

\*/

EXTERN void put\_yvel (unsigned int id, double r);

/\*

put\_xaccel - assigns the X acceleration of object.

\*/

EXTERN void put\_xaccel (unsigned int id, double r);

/\*

put\_yaccel - assigns the Y acceleration of object.

\*/

EXTERN void put\_yaccel (unsigned int id, double r);

/\*

set\_rotate - change the angle of object id to angle.

\*/

EXTERN void set\_rotate (unsigned int id, double angle);

/\*

set\_colour - sets colour of object, id, to, c.

\*/

EXTERN void set\_colour (unsigned int id, unsigned int c);

/\*

set\_elasticity - sets colour of object, id, to, c.

\*/

EXTERN void set\_elasticity (unsigned int id, double elasticity);

/\*

get\_elasticity - sets colour of object, id, to, c.

\*/

EXTERN double get\_elasticity (unsigned int id);

/\*

draw\_spring - draw a spring, id, using colour, c, with a width, w.

\*/

EXTERN void draw\_spring (unsigned int id, unsigned int c, double w);

/\*

end\_spring - draw the objects at the end of the spring with

colour, c, when the object comes to rest.

\*/

EXTERN void end\_spring (unsigned int id, unsigned int c);

/\*

mid\_spring - when the spring reaches its rest point draw

the objects connected by the spring with

colour, c.

\*/

EXTERN void mid\_spring (unsigned int id, unsigned int c);

/\*

when\_spring - when the spring, id, reaches, length call, func.

\*/

EXTERN void when\_spring (unsigned int id, double length, unsigned int func);

/\*

apply\_impulse - applies an impulse of magnitude along vector

[x, y] for object, id.

\*/

EXTERN void apply\_impulse (unsigned int id, double x, double y, double m);

/\*

moving\_towards - returns TRUE if object, id, is moving towards

a point x, y.

\*/

EXTERN unsigned int moving\_towards (unsigned int id, double x, double y);

/\*

batch - use the batch device to record the output frames.

\*/

EXTERN void batch (void);

/\*

use\_buffer - use the buffer device to record the output frames.

\*/

EXTERN void use\_buffer (void);

/\*

empty\_cbuffer - empty the colour buffer.

\*/

EXTERN void empty\_cbuffer (void);

/\*

empty\_fbuffer - empty the frame buffer.

\*/

EXTERN void empty\_fbuffer (void);

EXTERN void use\_time\_delay (unsigned int on);

/\*

draw\_collision - turn on drawing of the actual collision frame

and the prediction frame.

\*/

EXTERN void draw\_collision (unsigned int actual, unsigned int predict);

/\*

set\_collision\_colour - when two objects collide they will both be draw using

colour, c.

\*/

EXTERN void set\_collision\_colour (unsigned int c);

/\*

dump\_world - dump a list of all objects and their characteristics.

\*/

EXTERN void dump\_world (void);

/\*

check\_objects - perform a check to make sure that all non fixed

objects have a mass and returns TRUE if this is the

case.

\*/

EXTERN unsigned int check\_objects (void);

/\*

l2h - translate a twoDsim, id, to the pgeid.

\*/

EXTERN unsigned int l2h (unsigned int id);

/\*

h2l - translate a pgeif, id, to the twoDsim.

\*/

EXTERN unsigned int h2l (unsigned int id);

/\*

fps - set frames per second.

\*/

EXTERN void fps (double f);

# ifdef \_\_cplusplus

}

# endif

# undef EXTERN

#endif

**python/twoDsim.py**

# This file was automatically generated by SWIG (http://www.swig.org).

# Version 2.0.7

#

# Do not make changes to this file unless you know what you are doing--modify

# the SWIG interface file instead.

from sys import version\_info

if version\_info >= (2,6,0):

def swig\_import\_helper():

from os.path import dirname

import imp

fp = None

try:

fp, pathname, description = imp.find\_module('\_twoDsim', [dirname(\_\_file\_\_)])

except ImportError:

import \_twoDsim

return \_twoDsim

if fp is not None:

try:

\_mod = imp.load\_module('\_twoDsim', fp, pathname, description)

finally:

fp.close()

return \_mod

\_twoDsim = swig\_import\_helper()

del swig\_import\_helper

else:

import \_twoDsim

del version\_info

try:

\_swig\_property = property

except NameError:

pass # Python < 2.2 doesn't have 'property'.

def \_swig\_setattr\_nondynamic(self,class\_type,name,value,static=1):

if (name == "thisown"): return self.this.own(value)

if (name == "this"):

if type(value).\_\_name\_\_ == 'SwigPyObject':

self.\_\_dict\_\_[name] = value

return

method = class\_type.\_\_swig\_setmethods\_\_.get(name,None)

if method: return method(self,value)

if (not static):

self.\_\_dict\_\_[name] = value

else:

raise AttributeError("You cannot add attributes to %s" % self)

def \_swig\_setattr(self,class\_type,name,value):

return \_swig\_setattr\_nondynamic(self,class\_type,name,value,0)

def \_swig\_getattr(self,class\_type,name):

if (name == "thisown"): return self.this.own()

method = class\_type.\_\_swig\_getmethods\_\_.get(name,None)

if method: return method(self)

raise AttributeError(name)

def \_swig\_repr(self):

try: strthis = "proxy of " + self.this.\_\_repr\_\_()

except: strthis = ""

return "<%s.%s; %s >" % (self.\_\_class\_\_.\_\_module\_\_, self.\_\_class\_\_.\_\_name\_\_, strthis,)

try:

\_object = object

\_newclass = 1

except AttributeError:

class \_object : pass

\_newclass = 0

def twoDsim\_skipFor(\*args):

return \_twoDsim.twoDsim\_skipFor(\*args)

twoDsim\_skipFor = \_twoDsim.twoDsim\_skipFor

def twoDsim\_simulateFor(\*args):

return \_twoDsim.twoDsim\_simulateFor(\*args)

twoDsim\_simulateFor = \_twoDsim.twoDsim\_simulateFor

def twoDsim\_replayRate(\*args):

return \_twoDsim.twoDsim\_replayRate(\*args)

twoDsim\_replayRate = \_twoDsim.twoDsim\_replayRate

def twoDsim\_fps(\*args):

return \_twoDsim.twoDsim\_fps(\*args)

twoDsim\_fps = \_twoDsim.twoDsim\_fps

def twoDsim\_rotate(\*args):

return \_twoDsim.twoDsim\_rotate(\*args)

twoDsim\_rotate = \_twoDsim.twoDsim\_rotate

def twoDsim\_accel(\*args):

return \_twoDsim.twoDsim\_accel(\*args)

twoDsim\_accel = \_twoDsim.twoDsim\_accel

def twoDsim\_velocity(\*args):

return \_twoDsim.twoDsim\_velocity(\*args)

twoDsim\_velocity = \_twoDsim.twoDsim\_velocity

def twoDsim\_pivot(\*args):

return \_twoDsim.twoDsim\_pivot(\*args)

twoDsim\_pivot = \_twoDsim.twoDsim\_pivot

def twoDsim\_circle(\*args):

return \_twoDsim.twoDsim\_circle(\*args)

twoDsim\_circle = \_twoDsim.twoDsim\_circle

def twoDsim\_fix(\*args):

return \_twoDsim.twoDsim\_fix(\*args)

twoDsim\_fix = \_twoDsim.twoDsim\_fix

def twoDsim\_mass(\*args):

return \_twoDsim.twoDsim\_mass(\*args)

twoDsim\_mass = \_twoDsim.twoDsim\_mass

def twoDsim\_poly6(\*args):

return \_twoDsim.twoDsim\_poly6(\*args)

twoDsim\_poly6 = \_twoDsim.twoDsim\_poly6

def twoDsim\_poly5(\*args):

return \_twoDsim.twoDsim\_poly5(\*args)

twoDsim\_poly5 = \_twoDsim.twoDsim\_poly5

def twoDsim\_poly4(\*args):

return \_twoDsim.twoDsim\_poly4(\*args)

twoDsim\_poly4 = \_twoDsim.twoDsim\_poly4

def twoDsim\_poly3(\*args):

return \_twoDsim.twoDsim\_poly3(\*args)

twoDsim\_poly3 = \_twoDsim.twoDsim\_poly3

def twoDsim\_box(\*args):

return \_twoDsim.twoDsim\_box(\*args)

twoDsim\_box = \_twoDsim.twoDsim\_box

def twoDsim\_gravity(\*args):

return \_twoDsim.twoDsim\_gravity(\*args)

twoDsim\_gravity = \_twoDsim.twoDsim\_gravity

# This file is compatible with both classic and new-style classes.

**c/twoDsim.c**

/\* do not edit automatically generated by mc from twoDsim. \*/

/\* This file is part of GNU Modula-2.

GNU Modula-2 is free software; you can redistribute it and/or modify it under

the terms of the GNU General Public License as published by the Free

Software Foundation; either version 3, or (at your option) any later

version.

GNU Modula-2 is distributed in the hope that it will be useful, but WITHOUT ANY

WARRANTY; without even the implied warranty of MERCHANTABILITY or

FITNESS FOR A PARTICULAR PURPOSE. See the GNU General Public License

for more details.

You should have received a copy of the GNU General Public License along

with gm2; see the file COPYING. If not, write to the Free Software

Foundation, 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301, USA. \*/

# if !defined (PROC\_D)

# define PROC\_D

typedef void (\*PROC\_t) (void);

typedef struct { PROC\_t proc; } PROC;

# endif

# if !defined (TRUE)

# define TRUE (1==1)

# endif

# if !defined (FALSE)

# define FALSE (1==0)

# endif

#include <stddef.h>

#include <string.h>

#include <limits.h>

# include "GStorage.h"

# include "Gmcrts.h"

#define \_twoDsim\_H

#define \_twoDsim\_C

# include "GSYSTEM.h"

# include "GStorage.h"

# include "GIndexing.h"

# include "Glibc.h"

# include "GdeviceIf.h"

# include "Glibm.h"

# include "Groots.h"

# include "GFractions.h"

# include "GPoints.h"

# include "GGC.h"

# include "Gcoord.h"

# include "Gpolar.h"

# include "Ghistory.h"

# include "Gdelay.h"

# include "GMathLib0.h"

# include "GIOChan.h"

# include "GChanConsts.h"

# include "GNetworkOrder.h"

# include "GStrLib.h"

# include "Ginterpen.h"

# include "Gsegment.h"

# include "GMemStream.h"

# include "Ggdbif.h"

# include "GM2RTS.h"

# define MaxPolygonPoints 6

# define DefaultFramesPerSecond 100.0

# define Debugging FALSE

# define DebugTrace FALSE

# define BufferedTime 0.1

# define InactiveTime 1.0

# define Elasticity 0.98

# define ElasticitySpring 0.9

# define FrameSprings TRUE

# define PolygonDebugging FALSE

# define BroadphaseDebugging FALSE

typedef struct descP\_p descP;

typedef struct cDesc\_r cDesc;

typedef struct cpDesc\_r cpDesc;

typedef struct ppDesc\_r ppDesc;

typedef struct fcDesc\_r fcDesc;

typedef struct spDesc\_r spDesc;

typedef struct Spring\_r Spring;

typedef struct Circle\_r Circle;

typedef struct Polygon\_r Polygon;

typedef struct eventProc\_p eventProc;

typedef struct \_T1\_r \_T1;

typedef \_T1 \*eventDesc;

typedef struct \_T2\_r \_T2;

typedef \_T2 \*Object;

typedef struct \_T3\_a \_T3;

typedef struct \_T4\_r \_T4;

typedef \_T4 \*eventQueue;

typedef struct \_T5\_r \_T5;

typedef \_T5 \*broadphase;

typedef enum {polygonOb, circleOb, springOb} ObjectType;

typedef enum {frameKind, functionKind, collisionKind, springKind} eventKind;

typedef enum {frameEvent, circlesEvent, circlePolygonEvent, polygonPolygonEvent, functionEvent, springEvent} eventType;

# define thickness 0.01

typedef eventDesc (\*descP\_t) (eventDesc, unsigned int, unsigned int, unsigned int, unsigned int, history\_whereHit, history\_whereHit, coord\_Coord);

struct descP\_p { descP\_t proc; };

struct cDesc\_r {

coord\_Coord cPoint;

unsigned int cid1;

unsigned int cid2;

};

struct cpDesc\_r {

coord\_Coord cPoint;

unsigned int pid;

unsigned int cid;

history\_whereHit wpid;

unsigned int lineNo;

unsigned int pointNo;

};

struct ppDesc\_r {

coord\_Coord cPoint;

unsigned int pid1;

unsigned int pid2;

history\_whereHit wpid1;

history\_whereHit wpid2;

unsigned int lineCorner1;

unsigned int lineCorner2;

};

struct fcDesc\_r {

unsigned int id;

unsigned int param;

};

struct spDesc\_r {

unsigned int id;

history\_springPoint type;

};

struct Spring\_r {

unsigned int id1;

unsigned int id2;

coord\_Coord f1;

coord\_Coord f2;

coord\_Coord a1;

coord\_Coord a2;

double k;

double d;

double l0;

double cbl;

double l1;

double width;

unsigned int drawColour;

unsigned int endColour;

unsigned int midColour;

unsigned int draw;

unsigned int drawEnd;

unsigned int drawMid;

unsigned int hasCallBackLength;

unsigned int func;

};

struct Circle\_r {

coord\_Coord pos;

double r;

double mass;

deviceIf\_Colour col;

};

typedef void (\*eventProc\_t) (eventQueue);

struct eventProc\_p { eventProc\_t proc; };

struct \_T3\_a { polar\_Polar array[MaxPolygonPoints+1]; };

struct \_T5\_r {

unsigned int o0;

unsigned int o1;

broadphase next;

};

struct Polygon\_r {

unsigned int nPoints;

\_T3 points;

double mass;

deviceIf\_Colour col;

coord\_Coord oldcOfG;

coord\_Coord cOfG;

};

struct \_T1\_r {

eventType etype; /\* case tag \*/

union {

cDesc cc;

cpDesc cp;

ppDesc pp;

fcDesc fc;

spDesc sp;

};

eventDesc next;

};

struct \_T4\_r {

eventKind kind;

double time\_;

eventProc p;

eventDesc ePtr;

eventQueue next;

};

struct \_T2\_r {

unsigned int id;

unsigned int deleted;

unsigned int fixed;

unsigned int stationary;

unsigned int visible;

double gravity;

double elasticity;

coord\_Coord saccel;

coord\_Coord forceVec;

double vx;

double vy;

double ax;

double ay;

double ke;

double pe;

double inertia;

double angleOrientation;

double angularVelocity;

double angularMomentum;

unsigned int interpen;

ObjectType object; /\* case tag \*/

union {

Polygon p;

Circle c;

Spring s;

};

};

static Indexing\_Index objects;

static unsigned int maxId;

static double lastDrawTime;

static double lastUpdateTime;

static double currentTime;

static double replayPerSecond;

static double framesPerSecond;

static double simulatedGravity;

static eventQueue eventQ;

static eventQueue freeEvents;

static eventDesc freeDesc;

static unsigned int trace;

static unsigned int framePolygons;

static unsigned int writeTimeDelay;

static unsigned int drawPrediction;

static unsigned int drawCollisionFrame;

static unsigned int haveSpringColour;

static unsigned int haveCollisionColour;

static deviceIf\_Colour springColour;

static deviceIf\_Colour collisionColour;

static void \* bufferStart;

static unsigned int bufferLength;

static unsigned int bufferUsed;

static unsigned int fileOpened;

static IOChan\_ChanId file;

static unsigned int noOfCulledCollisions;

static unsigned int startedRunning;

static broadphase freeBroadphase;

/\*

gravity - turn on gravity at: g m^2

\*/

void twoDsim\_gravity (double g);

/\*

box - place a box in the world at (x0,y0), (x0+i,y0),

(x0+i, y0+j), (x0, y0+j).

\*/

unsigned int twoDsim\_box (double x0, double y0, double i, double j, deviceIf\_Colour colour);

/\*

poly3 - place a triangle in the world at:

(x0,y0), (x1,y1), (x2,y2)

\*/

unsigned int twoDsim\_poly3 (double x0, double y0, double x1, double y1, double x2, double y2, deviceIf\_Colour colour);

/\*

poly4 - place a quadrangle in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3) the points must be in order,

either anticlockwise or clockwise.

\*/

unsigned int twoDsim\_poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, deviceIf\_Colour colour);

/\*

poly5 - place a pentagon in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3), (x4,y4)

the points must be in order, either anticlockwise or clockwise.

\*/

unsigned int twoDsim\_poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, deviceIf\_Colour colour);

/\*

poly6 - place a hexagon in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3), (x4,y4), (x5,y5)

the points must be in order, either anticlockwise or clockwise.

\*/

unsigned int twoDsim\_poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, deviceIf\_Colour colour);

/\*

get\_xpos - returns the x coordinate of the center of gravity of object, id.

\*/

double twoDsim\_get\_xpos (unsigned int id);

/\*

get\_ypos - returns the first point, y, coordinate of object.

\*/

double twoDsim\_get\_ypos (unsigned int id);

/\*

get\_xvel - returns the x velocity of object.

\*/

double twoDsim\_get\_xvel (unsigned int id);

/\*

get\_yvel - returns the y velocity of object.

\*/

double twoDsim\_get\_yvel (unsigned int id);

/\*

get\_xaccel - returns the x acceleration of object.

\*/

double twoDsim\_get\_xaccel (unsigned int id);

/\*

get\_yaccel - returns the y acceleration of object.

\*/

double twoDsim\_get\_yaccel (unsigned int id);

/\*

put\_xvel - assigns the x velocity of object.

\*/

void twoDsim\_put\_xvel (unsigned int id, double r);

/\*

put\_yvel - assigns the y velocity of object.

\*/

void twoDsim\_put\_yvel (unsigned int id, double r);

/\*

put\_xaccel - assigns the x acceleration of object.

\*/

void twoDsim\_put\_xaccel (unsigned int id, double r);

/\*

put\_yaccel - assigns the y acceleration of object.

\*/

void twoDsim\_put\_yaccel (unsigned int id, double r);

/\*

apply\_impulse - apply an impulse to object, id,

along the vector [x, y] with magnitude, m.

Nothing happens if the object is fixed.

Currently only circles can have impulses

applied.

\*/

void twoDsim\_apply\_impulse (unsigned int id, double x, double y, double m);

/\*

moving\_towards - returns TRUE if object, id, is moving towards

a point x, y.

\*/

unsigned int twoDsim\_moving\_towards (unsigned int id, double x, double y);

/\*

set\_colour - set the colour of object, id, to colour.

id must be a box or circle.

\*/

void twoDsim\_set\_colour (unsigned int id, deviceIf\_Colour colour);

/\*

set\_elasticity - set the elasticity of object, id, to elasticity.

id must be a box or circle.

\*/

void set\_elasticity (unsigned int id, double elasticity);

/\*

get\_elasticity - set the elasticity of object, id, to elasticity.

id must be a box or circle.

\*/

double get\_elasticity (unsigned int id);

/\*

set\_gravity - set the gravity of object, id, to, g.

id must be a box or circle.

\*/

void twoDsim\_set\_gravity (unsigned int id, double g);

/\*

get\_gravity - return the gravity of object, id.

id must be a box or circle.

\*/

double twoDsim\_get\_gravity (unsigned int id);

/\*

get\_mass - returns the mass of object, id.

\*/

double twoDsim\_get\_mass (unsigned int id);

/\*

mass - specify the mass of an object and return the, id.

Only polygon (and box) and circle objects may have

a mass.

\*/

unsigned int twoDsim\_mass (unsigned int id, double m);

/\*

fix - fix the object to the world.

\*/

unsigned int twoDsim\_fix (unsigned int id);

/\*

unfix - unfix the object from the world.

\*/

unsigned int twoDsim\_unfix (unsigned int id);

/\*

spring - join object, id1, and, id2, with a string of defined

by hooks constant, k, the spring is at rest if it has

length, l. If l < 0 then the game engine considers

the spring to naturally be at rest for the distance

between id1 and id2. The parameter, d, is used to

calculate the damping force.

\*/

unsigned int twoDsim\_spring (unsigned int id1, unsigned int id2, double k, double d, double l);

/\*

draw\_spring - draw spring, id, using colour, c, and a width, w.

\*/

void twoDsim\_draw\_spring (unsigned int id, unsigned int c, double w);

/\*

end\_spring - draw the spring using colour, c, when it reaches the end.

\*/

void twoDsim\_end\_spring (unsigned int id, unsigned int c);

/\*

mid\_spring - when the string reaches its rest point draw the objects

connected.

\*/

void twoDsim\_mid\_spring (unsigned int id, unsigned int c);

/\*

when\_spring - when the spring, id, reaches, length call, func.

\*/

void twoDsim\_when\_spring (unsigned int id, double length, unsigned int func);

/\*

circle - adds a circle to the world. Center

defined by: x0, y0 radius, r.

\*/

unsigned int twoDsim\_circle (double x0, double y0, double radius, deviceIf\_Colour colour);

/\*

velocity - give an object, id, a velocity, vx, vy.

\*/

unsigned int twoDsim\_velocity (unsigned int id, double vx, double vy);

/\*

accel - give an object, id, an acceleration, ax, ay.

\*/

unsigned int twoDsim\_accel (unsigned int id, double ax, double ay);

/\*

rotate - gives object, id, an initial orientation.

\*/

unsigned int twoDsim\_rotate (unsigned int id, double angle);

/\*

is\_visible - Gets boolean value for visibility.

\*/

unsigned int twoDsim\_is\_visible (unsigned int id);

/\*

visibility - Sets boolean value for visibility

\*/

unsigned int twoDsim\_visibility (unsigned int id, unsigned int on);

/\*

rvel - gives object, id, an angular velocity, angle.

\*/

unsigned int twoDsim\_rvel (unsigned int id, double angle);

/\*

fps - set frames per second.

\*/

void twoDsim\_fps (double f);

/\*

replayRate - set frames per second during replay.

\*/

void twoDsim\_replayRate (double f);

/\*

simulateFor - render for, t, seconds.

\*/

void twoDsim\_simulateFor (double t);

/\*

getTime - returns the current time in the simulation.

\*/

double twoDsim\_getTime (void);

/\*

skipTime - attempts to skip, t, seconds. It returns the amount

of time actually skipped. This function will not skip

past the next event.

\*/

double twoDsim\_skipTime (double t);

/\*

timeUntil - returns the relative time from now until the next event.

\*/

double twoDsim\_timeUntil (void);

/\*

processEvent - skips any outstanding time and processes the next event.

Time is adjusted to the time of the next event.

\*/

void twoDsim\_processEvent (void);

/\*

isCollision - returns TRUE if the next event is a collision event.

\*/

unsigned int twoDsim\_isCollision (void);

/\*

isFrame - returns TRUE if the next event is a frame event.

\*/

unsigned int twoDsim\_isFrame (void);

/\*

isFunction - returns TRUE if the next event is a function event.

\*/

unsigned int twoDsim\_isFunction (void);

/\*

isSpring - returns TRUE if the next event is a spring event.

\*/

unsigned int twoDsim\_isSpring (void);

/\*

isFixed - returns TRUE if object, id, is fixed.

\*/

unsigned int twoDsim\_isFixed (unsigned int id);

/\*

createFunctionEvent - creates a function event at time, t,

in the future.

\*/

void twoDsim\_createFunctionEvent (double t, unsigned int id, unsigned int param);

/\*

rm - delete this object from the simulated world.

The same id is returned.

\*/

unsigned int twoDsim\_rm (unsigned int id);

/\*

getEventBuffer - collects the event buffer limits in the following parameters.

\*/

void twoDsim\_getEventBuffer (void \* \*start, unsigned int \*length, unsigned int \*used);

/\*

buildFrame - populate the frame buffer contents with the world at the current time.

\*/

void twoDsim\_buildFrame (void);

/\*

emptyCbuffer - empty the colour buffer.

\*/

void twoDsim\_emptyCbuffer (void);

/\*

emptyFbuffer - empty the frame buffer.

\*/

void twoDsim\_emptyFbuffer (void);

/\*

useTimeDelay - should the frame buffer include the time delay command?

\*/

void twoDsim\_useTimeDelay (unsigned int on);

/\*

drawCollisionFrames - turn the drawing of collision frames on or off.

actual: determines whether an extra frame is generated

at the time of actual collision.

predict: draws a frame predicting the next collision.

It will show the points predicted to collide.

\*/

void twoDsim\_drawCollisionFrames (unsigned int actual, unsigned int predict);

/\*

setCollisionColour - assigns, c, as the colour for objects colliding.

\*/

void twoDsim\_setCollisionColour (deviceIf\_Colour c);

/\*

dumpWorld - dump a list of all objects and their characteristics.

\*/

void twoDsim\_dumpWorld (void);

/\*

checkObjects - perform a check to make sure that all non fixed objects have a mass.

\*/

unsigned int twoDsim\_checkObjects (void);

/\*

Assert -

\*/

static void Assert (unsigned int b, unsigned int line);

/\*

AssertR -

\*/

static void AssertR (double a, double b);

/\*

AssertRFail -

\*/

static void AssertRFail (double a, double b);

/\*

AssertRDebug -

\*/

static void AssertRDebug (double a, double b, char \*message\_, unsigned int \_message\_high);

/\*

dumpSpring -

\*/

static void dumpSpring (Object o);

/\*

dumpCircle -

\*/

static void dumpCircle (Object o);

/\*

dumpPolygon -

\*/

static void dumpPolygon (Object o);

/\*

checkDeleted -

\*/

static void checkDeleted (Object o);

/\*

dumpObject -

\*/

static void dumpObject (Object o);

/\*

safeCoord - ensures that 0.0 <= r <= 1.0.

\*/

static double safeCoord (double r);

/\*

c2p - returns a Point given a Coord.

\*/

static Points\_Point c2p (coord\_Coord c);

/\*

newObject - creates an object of, type, and returns its, id.

\*/

static unsigned int newObject (ObjectType type);

/\*

circle\_moving\_towards - return TRUE if object, optr, is moving towards

point, x, y. The object may still miss point x, y

but it is moving closer to this position.

\*/

static unsigned int circle\_moving\_towards (Object optr, double x, double y);

/\*

apply\_impulse\_to\_circle - apply an impulse to moving circle, movable,

along the vector [x, y] with magnitude, m.

\*/

static void apply\_impulse\_to\_circle (Object movable, double x, double y, double m);

/\*

objectExists - returns TRUE if object, o, has not been deleted.

\*/

static unsigned int objectExists (Object o);

/\*

objectIdExists - returns TRUE if object, id, has not been deleted.

\*/

static unsigned int objectIdExists (unsigned int id);

/\*

doCheckInterpenCircleCircle -

\*/

static unsigned int doCheckInterpenCircleCircle (Object fixed, Object movable);

/\*

doCheckInterpenCircleCircleMoving -

\*/

static unsigned int doCheckInterpenCircleCircleMoving (Object c1, Object c2);

/\*

distanceLinePoint - c is a point. p1->p2 is the line in question.

p3 is assigned to the closest point on the line

to the point, c. d is the distance from c to p3.

TRUE is returned if the point, c, lies above or

below the line once the line is rotated onto the x

axis. (The point, c, would also rotated to solve

this question).

\*/

static unsigned int distanceLinePoint (coord\_Coord c, coord\_Coord p1, coord\_Coord p2, coord\_Coord \*p3, double \*d);

/\*

checkLimits -

\*/

static coord\_Coord checkLimits (coord\_Coord c, double r);

/\*

doCheckInterpenCirclePolygon -

\*/

static unsigned int doCheckInterpenCirclePolygon (Object iptr, Object jptr);

/\*

doCheckInterpenPolygon -

\*/

static unsigned int doCheckInterpenPolygon (Object iptr, Object jptr);

/\*

doCheckInterpenCircle -

\*/

static unsigned int doCheckInterpenCircle (Object iptr, Object jptr);

/\*

initInterpen -

\*/

static void initInterpen (void);

/\*

max - return the maximum of a and b.

\*/

static unsigned int max (unsigned int a, unsigned int b);

/\*

checkMicroInterpenCircle -

\*/

static void checkMicroInterpenCircle (void);

/\*

checkMicroInterpenPolygon -

\*/

static void checkMicroInterpenPolygon (void);

/\*

checkMicroInterpen - this performs micro collision analysis, it detects interpenetration

between objects and separates the objects, without much force.

This is called if we are using collision prediction and this will solve

rounding errors which might otherwise allow objects to fall into each other.

It will keep moving objects apart from each other and keep going in cycles

(for a limited number of cycles).

\*/

static void checkMicroInterpen (void);

/\*

resetStationary -

\*/

static void resetStationary (void);

/\*

getInterCircle - return the interCircle data structure filled in from circle0.

\*/

static interpen\_interCircle getInterCircle (Object circle0);

/\*

checkFrameInterpenCircleCircle -

\*/

static void checkFrameInterpenCircleCircle (Object circle0, Object circle1);

/\*

checkFrameInterpenCirclePolygon -

\*/

static void checkFrameInterpenCirclePolygon (Object circle0, Object polygon0);

/\*

dumpCoord -

\*/

static void dumpCoord (coord\_Coord p);

/\*

dumpCollision -

\*/

static void dumpCollision (unsigned int pid0, unsigned int pid1, unsigned int l0, unsigned int l1, history\_whereHit at0, history\_whereHit at1, coord\_Coord p);

/\*

debugDelay -

\*/

static void debugDelay (char \*message\_, unsigned int \_message\_high);

/\*

restoreOldCofG -

\*/

static void restoreOldCofG (Object poly);

/\*

checkFrameInterpenPolygonPolygon - checks every line segment of polygon0 vs polygon1

and registers a collision event at the current time

if these segments intersect.

\*/

static void checkFrameInterpenPolygonPolygon (Object polygon0, Object polygon1);

/\*

checkFrameInterpenObjects -

\*/

static void checkFrameInterpenObjects (unsigned int i, unsigned int j);

/\*

displayBroadphase -

\*/

static void displayBroadphase (broadphase b);

/\*

dumpBroadphase -

\*/

static void dumpBroadphase (broadphase list);

/\*

optBroadphase - optimise the broadphase. (--fixme--) complete me.

\*/

static broadphase optBroadphase (broadphase list);

/\*

checkFrameInterpen - at this point the engine is running in frame based mode

as we have at least one polygon moving and rotating.

We need to check for interpenetration of objects, move them apart

and add a collision event for each pair of interpenetrating objects.

\*/

static void checkFrameInterpen (void);

/\*

getCofG - returns the CofG of an object.

\*/

static coord\_Coord getCofG (unsigned int id);

/\*

isCircle - return TRUE if object, id, is a circle.

\*/

static unsigned int isCircle (unsigned int id);

/\*

isPolygon - return TRUE if object, id, is a polygon.

\*/

static unsigned int isPolygon (unsigned int id);

/\*

isSpringObject - return TRUE if object, id, is a spring.

\*/

static unsigned int isSpringObject (unsigned int id);

/\*

calcSpringFixed - calculate the forces on, moving object which is attached to, fixed.

Given spring properties of, k, and, l0.

\*/

static void calcSpringFixed (double k, double d, double l0, double l1, unsigned int spr, unsigned int fixed, unsigned int moving);

/\*

doCalcSpringFixed - calculate the forces on, moving object which is attached to, fixed.

Given spring properties of, k, and, l0.

\*/

static void doCalcSpringFixed (double k, double d, double l0, double l1, unsigned int spr, unsigned int fixed, unsigned int moving);

/\*

calcSpringMoving - calculate the forces on, moving objects o1 and o2 attached to

spring, spr.

The spring has properties of, k, d, l0 and l1.

\*/

static void calcSpringMoving (double k, double d, double l0, double l1, unsigned int spr, unsigned int o1, unsigned int o2);

/\*

doCalcSpringMoving - calculate the forces on, moving objects o1 and o2 attached to

spring, spr.

The spring has properties of, k, d, l0 and l1.

\*/

static void doCalcSpringMoving (double k, double d, double l0, double l1, unsigned int spr, unsigned int o1, unsigned int o2);

/\*

doCalcSpringForce -

\*/

static void doCalcSpringForce (unsigned int id, Object idp);

/\*

calcSpringForce - calculate the forces a spring, id, has on its components.

\*/

static void calcSpringForce (unsigned int id);

/\*

zeroForceEnergy - assign force vector, potential energy and kinetic energy

to zero for all objects

\*/

static void zeroForceEnergy (void);

/\*

applyDrag - apply drag to object, id, which has a spring

generated acceleration, a. We only apply the

drag if the is an acceleration (or force).

No drag is imposed if the spring is at rest.

\*/

static void applyDrag (unsigned int id, coord\_Coord a);

/\*

doApplySpringForce -

\*/

static coord\_Coord doApplySpringForce (unsigned int id, coord\_Coord force);

/\*

doApplyForce -

\*/

static void doApplyForce (unsigned int i, Object iptr);

/\*

applyForce - translate the force into acceleration

and update stationary boolean.

\*/

static void applyForce (void);

/\*

calcSpringEnergy -

\*/

static void calcSpringEnergy (unsigned int i);

/\*

calcObjectEnergy -

\*/

static void calcObjectEnergy (unsigned int i);

/\*

calcEnergy -

\*/

static void calcEnergy (void);

/\*

recalculateForceEnergy - recalculate all forces and energy

for all objects.

\*/

static void recalculateForceEnergy (void);

/\*

calcForce - calculate all forces for objects attached by springs.

\*/

static void calcForce (void);

/\*

calculateCofG -

\*/

static coord\_Coord calculateCofG (unsigned int n, coord\_Coord \*p\_, unsigned int \_p\_high);

/\*

calcArea -

\*/

static double calcArea (unsigned int n, coord\_Coord \*p\_, unsigned int \_p\_high);

/\*

debugCircle - displays a circle at position, p, with radius, r, in colour, c.

\*/

static void debugCircle (coord\_Coord p, double r, deviceIf\_Colour c);

/\*

debugLine - displays a line from, p1, to, p2, in the debugging colour.

\*/

static void debugLine (coord\_Coord p1, coord\_Coord p2, deviceIf\_Colour c);

/\*

doCircle - pass parameters to the groffDevice.

\*/

static void doCircle (coord\_Coord p, double r, deviceIf\_Colour c);

/\*

doPolygon -

\*/

static void doPolygon (unsigned int n, coord\_Coord \*p\_, unsigned int \_p\_high, deviceIf\_Colour c);

/\*

drawBoarder -

\*/

static void drawBoarder (deviceIf\_Colour c);

/\*

drawBackground -

\*/

static void drawBackground (deviceIf\_Colour c);

/\*

getVelCoord - returns a velocity coordinate pair for Object, o.

\*/

static coord\_Coord getVelCoord (Object o);

/\*

getAccelCoord - returns an acceleration coordinate pair for Object, o.

\*/

static coord\_Coord getAccelCoord (Object o);

/\*

doCircleFrame -

\*/

static void doCircleFrame (Object optr, double dt, deviceIf\_Colour col);

/\*

doPolygonFrame -

\*/

static void doPolygonFrame (Object optr, double dt, deviceIf\_Colour col);

/\*

doSpringFrame -

\*/

static void doSpringFrame (Object optr, double dt, unsigned int col);

/\*

doDrawFrame -

\*/

static void doDrawFrame (Object optr, double dt, deviceIf\_Colour col);

/\*

getEventObjects -

\*/

static void getEventObjects (Object \*id1, Object \*id2, eventQueue e);

/\*

getColour -

\*/

static deviceIf\_Colour getColour (Object optr);

/\*

getSpringColour -

\*/

static deviceIf\_Colour getSpringColour (void);

/\*

getCollisionColour -

\*/

static deviceIf\_Colour getCollisionColour (void);

/\*

getEventObjectColour -

\*/

static deviceIf\_Colour getEventObjectColour (eventQueue e, Object optr);

/\*

equalBroadphase - return TRUE if the pair of objects in, b, is the same

as (i, j).

\*/

static unsigned int equalBroadphase (broadphase b, unsigned int i, unsigned int j);

/\*

assignBroadphase - assign each field in broadphase to: i, j and next.

b is returned.

\*/

static broadphase assignBroadphase (broadphase b, unsigned int i, unsigned int j, broadphase next);

/\*

newBroadphase - return a new initialised broadphase element.

\*/

static broadphase newBroadphase (unsigned int i, unsigned int j, broadphase next);

/\*

addBroadphase - adds, pair, i, j, onto the head of the broadphase list

as long as the pair is unique. It returns the new element

which is chained to head.

\*/

static broadphase addBroadphase (broadphase head, unsigned int i, unsigned int j);

/\*

initBroadphase - the constructor which returns a new broadphase list of objects.

\*/

static broadphase initBroadphase (void);

/\*

killBroadphase - returns list, head, back to the freeBroadphase list.

\*/

static void killBroadphase (broadphase \*head);

/\*

checkFrameBasedInterpen -

\*/

static void checkFrameBasedInterpen (void);

/\*

drawFrame - draws the current world into the frame buffer.

If e is not NIL then it will be a collision event

which describes the objects colliding. The

drawFrame will draw these objects using

the debugging colour.

\*/

static void drawFrame (eventQueue e);

/\*

drawFrameEvent -

\*/

static void drawFrameEvent (eventQueue e);

/\*

incRadians - return (a + b) mod 2pi. The value returned will be between 0..2pi

\*/

static double incRadians (double a, double b);

/\*

updatePolygon -

\*/

static void updatePolygon (Object optr, double dt);

/\*

updateCircle -

\*/

static void updateCircle (Object optr, double dt);

/\*

updateSpring - update the current length, l1, field of the spring.

\*/

static void updateSpring (Object optr, double dt);

/\*

updateOb -

\*/

static void updateOb (Object optr, double dt);

/\*

doUpdatePhysics - updates all positions of objects based on the passing of

dt seconds.

\*/

static void doUpdatePhysics (double dt);

/\*

updatePhysics - updates the velocity of all objects based on

the elapsed time from the last collision until now.

\*/

static void updatePhysics (unsigned int recalculateForce);

/\*

displayEvent -

\*/

static void displayEvent (eventQueue e);

/\*

printQueue - prints out the event queue.

\*/

static void printQueue (void);

/\*

updateStats -

\*/

static void updateStats (double dt);

/\*

doFunctionEvent -

\*/

static void doFunctionEvent (eventQueue e);

/\*

doNextEvent -

\*/

static double doNextEvent (void);

/\*

checkZero -

\*/

static void checkZero (double \*v);

/\*

checkZeroCoord -

\*/

static coord\_Coord checkZeroCoord (coord\_Coord c);

/\*

inElasticSpring -

\*/

static void inElasticSpring (double \*v);

/\*

inElastic -

\*/

static double inElastic (Object o, double v);

/\*

nearZeroVelocity - returns TRUE if, r, is close to 0.0

\*/

static unsigned int nearZeroVelocity (double r);

/\*

checkStationary - checks to see if object, o, should be put into

the stationary state.

\*/

static void checkStationary (Object o);

/\*

checkStationarySpring - checks to see if object, o, should be put into

the stationary state.

\*/

static void checkStationarySpring (Object o);

/\*

checkStationaryCollision - stationary object, a, has been bumped by

moving object, b. We move a slightly and

give it an initial velocity and change its

state from stationary to moving.

\*/

static void checkStationaryCollision (Object a, Object b);

/\*

collideFixedCircles - works out the new velocity given that the circle

movable collides with the fixed circle.

\*/

static void collideFixedCircles (Object movable, Object fixed);

/\*

collideAgainstFixedCircle - the movable object collides against a point, center.

center, is the center point of the other fixed circle.

This procedure works out the new velocity of the movable

circle given these constraints.

\*/

static void collideAgainstFixedCircle (Object movable, coord\_Coord center);

/\*

collideMovableCircles -

\*/

static void collideMovableCircles (Object iptr, Object jptr);

/\*

circleCollision - call fixed or movable circle collision depending upon whether

one or two circles are fixed.

Apart from taking into account rotation of either circle this

is complete.

\*/

static void circleCollision (Object iptr, Object jptr);

/\*

collideCircleAgainstFixedEdge - modifies the circle velocity based upon the edge it hits.

We use the formula:

V = 2 \* (-I . N ) \* N + I

where:

I is the initial velocity vector

V is the final velocity vector

N is the normal to the line

\*/

static void collideCircleAgainstFixedEdge (Object cPtr, coord\_Coord p1, coord\_Coord p2);

/\*

circlePolygonCollision -

\*/

static void circlePolygonCollision (eventQueue e, Object cPtr, Object pPtr);

/\*

collidePolygonAgainstFixedCircle - polygon, o, is moving and has hit

a fixed circle at position, collision.

\*/

static void collidePolygonAgainstFixedCircle (Object o, coord\_Coord collision);

/\*

collidePolygonAgainstFixedEdge - p1, p2 is the fixed edge and, o, is the

moving polygon.

\*/

static void collidePolygonAgainstFixedEdge (Object o, coord\_Coord p1, coord\_Coord p2);

/\*

rotationalVelocity - return a vector containing the velocity

if polygon is rotating at angular speed, w,

and non rotation speed is, u and the relative

position is, r.

\*/

static coord\_Coord rotationalVelocity (double w, coord\_Coord u, coord\_Coord r);

/\*

calcInertia - calculate the inertia of a polygon.

\*/

static void calcInertia (Object id);

/\*

updatePolygonVelocity - update both linear and angular velocities of

object, o, using impulse, j.

n is the perpendicular to the impact.

rp is the distance of the c of g of an object,

o, to the point of collision.

\*/

static void updatePolygonVelocity (Object o, double j, coord\_Coord n, coord\_Coord rpn);

/\*

polygonPolygonCollision - two polygons collide, we call the appropriate routines

depending upon whether one polygon is fixed.

\*/

static void polygonPolygonCollision (eventQueue e, Object id1, Object id2);

/\*

reflect - reflect velocity, v, off line, l.

V = 2 \* (-I . n ) \* n + I

where:

I is the initial velocity vector

V is the final velocity vector

n is the normal to the line, l.

\*/

static coord\_Coord reflect (coord\_Coord v, coord\_Coord l);

/\*

collidePolygonAgainstFixedPolygon - moving, and, fixed, are two polygons.

Work out the new velocity of the moving polygon

and also rotation velocity.

\*/

static void collidePolygonAgainstFixedPolygon (eventQueue e, Object moving, Object fixed);

/\*

collidePolygonAgainstMovingPolygon - both, id1, and, id2, are moving.

\*/

static void collidePolygonAgainstMovingPolygon (eventQueue e, Object id1, Object id2);

/\*

physicsCollision - handle the physics of a collision between

the two objects defined in, e.

\*/

static void physicsCollision (eventQueue e);

/\*

doCollision - called whenever a collision event is processed.

\*/

static void doCollision (eventQueue e);

/\*

sqr -

\*/

static double sqr (double v);

/\*

cub -

\*/

static double cub (double v);

/\*

quad -

\*/

static double quad (double v);

/\*

pent -

\*/

static double pent (double v);

/\*

hex -

\*/

static double hex (double v);

/\*

sept -

\*/

static double sept (double v);

/\*

oct -

\*/

static double oct (double v);

/\*

getCircleValues - assumes, o, is a circle and retrieves:

center (x, y)

radius radius

velocity (vx, vy)

accel (ax, ay)

\*/

static void getCircleValues (Object o, double \*x, double \*y, double \*radius, double \*vx, double \*vy, double \*ax, double \*ay);

/\*

getObjectValues - fills in velocity and acceleration x, y, values.

\*/

static void getObjectValues (Object o, double \*vx, double \*vy, double \*ax, double \*ay);

/\*

getObjectOrbitingValues -

\*/

static void getObjectOrbitingValues (Object o, double \*r, double \*w, coord\_Coord \*cofg);

/\*

maximaCircleCollisionOrbiting -

x1 y1 x2 y2

a, g, l, r is initial position of the point (not the c of g)

b, h, m, s is initial velocity

c, i, n, u is acceleration

e, k, p, v is angular velocity

f, q, k, w is the initial angular offset for the center of circle relative to the c of g.

The c of g is the center of the orbit.

d, o the distance of the point from the c of g.

\*/

static void maximaCircleCollisionOrbiting (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h, double i, double j, double k, double l, double m, double n, double o, double p, double q, double r, double s, double u, double v, double w, double x);

/\*

earlierCircleCollisionOrbiting -

t is the time of this collision (if any)

tc is the time of the next collision.

c1p is the initial position of the center of circle 1.

This may not be the c of g of this circle if it is in orbit.

c1radius is the radius of the circle.

c1r rotational offset of point 1.

c1cofg center of gravity of point 1.

c1w rotational angular velocity of point 1.

c1a acceleration of point 1.

c2p is the initial position of the center of circle 2.

This may not be the c of g of this circle if it is in orbit.

c2radius is the radius of the circle.

c2r rotational offset of point 2.

c2cofg center of gravity of point 2.

c2w rotational angular velocity of point 2.

c2a acceleration of point 2.

\*/

static unsigned int earlierCircleCollisionOrbiting (double \*t, double \*tc, coord\_Coord c1p, double c1radius, double c1r, double c1w, coord\_Coord c1cofg, coord\_Coord c1v, coord\_Coord c1a, coord\_Coord c2p, double c2radius, double c2r, double c2w, coord\_Coord c2cofg, coord\_Coord c2v, coord\_Coord c2a);

/\*

maximaCircleCollision -

\*/

static void maximaCircleCollision (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p);

static unsigned int earlierCircleCollision (eventDesc edesc, unsigned int id1, unsigned int id2, double \*t, double bestTimeOfCollision, coord\_Coord \*cp, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p);

/\*

doEarlierCircleCollision - let the following abreviations be assigned.

Note i is one circle, j is another circle.

v is velocity, a, acceleration, x, y axis.

r is radius.

Single letter variables are used since wxmaxima

only operates with these. Thus the output from wxmaxima

can be cut and pasted into the program.

a = xi

b = xj

c = vxi

d = vxj

e = aix

f = ajx

g = yi

h = yj

k = vyi

l = vyj

m = aiy

n = ajy

o = ri

p = rj

t is the time of this collision (if any)

bestTimeOfCollision is earlier known collision so far.

\*/

static unsigned int doEarlierCircleCollision (eventDesc edesc, unsigned int id1, unsigned int id2, double \*t, double bestTimeOfCollision, coord\_Coord \*cp, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p);

/\*

findCollisionCircles -

using:

S = UT + (AT^2)/2

compute xin and yin which are the new (x,y) positions of object i at time, t.

compute xjn and yjn which are the new (x,y) positions of object j at time, t.

now compute difference between objects and if they are ri+rj (radius of circle, i, and, j)

apart then we have a collision at time, t.

xin = xi + vxi \* t + (aix \* t^2) / 2.0

yin = yi + vyi \* t + (aiy \* t^2) / 2.0

xjn = xj + vxj \* t + (ajx \* t^2) / 2.0

yjn = yj + vyj \* t + (ajy \* t^2) / 2.0

ri + rj == sqrt(abs(xin-xjn)^2 + abs(yin-yjn)^2) for values of t

ri + rj == sqrt(((xi + vxi \* t + aix \* t^2 / 2.0) - (xj + vxj \* t + ajx \* t^2 / 2.0))^2 +

((yi + vyi \* t + aiy \* t^2 / 2.0) - (yj + vyj \* t + ajy \* t^2 / 2.0))^2)

let:

a = xi

b = xj

c = vxi

d = vxj

e = aix

f = ajx

g = yi

h = yj

k = vyi

l = vyj

m = aiy

n = ajy

o = ri

p = rj

t = t

o + p == sqrt(((a + c \* t + e \* t^2 / 2.0) - (b + d \* t + f \* t^2 / 2.0))^2 +

((g + k \* t + m \* t^2 / 2.0) - (h + l \* t + n \* t^2 / 2.0))^2)

o + p == sqrt(((a + c \* t + e \* t^2 / 2.0) - (b + d \* t + f \* t^2 / 2.0))^2 +

((g + k \* t + m \* t^2 / 2.0) - (h + l \* t + n \* t^2 / 2.0))^2)

0 == ((a + c \* t + e \* t^2 / 2.0) - (b + d \* t + f \* t^2 / 2.0))^2 +

((g + k \* t + m \* t^2 / 2.0) - (h + l \* t + n \* t^2 / 2.0))^2 -

(o + p)^2

now using wxmaxima

expand ; factor ; ratsimp

p+o == (sqrt((n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2))/2

2\*(p+o) == (sqrt((n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2))

(2\*(p+o))^2 == ((n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2))

0 == (n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+

4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2)-

((2\*(p+o))^2)

solve polynomial:

A := sqr(n)-2.0\*m\*n+sqr(m)+sqr(f)-2.0\*e\*f+sqr(e) ;

B := (4.0\*l-4.0\*k)\*n+(4.0\*k-4.0\*l)\*m+(4.0\*d-4.0\*c)\*f+(4.0\*c-4.0\*d)\*e ;

C := (4.0\*h-4.0\*g)\*n+(4.0\*g-4.0\*h)\*m+4.0\*sqr(l)-8.0\*k\*l+4.0\*sqr(k)+(4.0\*b-4.0\*a)\*f+(4.0\*a-4.0\*b)\*e+4.0\*sqr(d)-8.0\*c\*d+4.0\*sqr(c) ;

D := (8.0\*h-8.0\*g)\*l+(8.0\*g-8.0\*h)\*k+(8.0\*b-8.0\*a)\*d+(8.0\*a-8.0\*b)\*c ;

E := 4.0\*sqr(h)-8.0\*g\*h+4.0\*sqr(g)+4.0\*sqr(b)-8.0\*a\*b+4.0\*sqr(a)-sqr(2.0\*(p+o)) ;

\*/

static void findCollisionCircles (Object iptr, Object jptr, eventDesc \*edesc, double \*tc);

/\*

stop -

\*/

static void stop (void);

/\*

makeCirclesPolygonDesc - returns an eventDesc describing the collision between a circle and a polygon.

notice wpid1 is not used, this is because it is called indirectly

and there are other make...Desc functions which have exactly the

same parameter data types.

\*/

static eventDesc makeCirclesPolygonDesc (eventDesc edesc, unsigned int cid, unsigned int pid, unsigned int lineNo, unsigned int pointNo, history\_whereHit wpid1, history\_whereHit wpid2, coord\_Coord collisionPoint);

/\*

checkIfPointHits - return TRUE if t0 is either the first hit found or

is sooner than, tc. It determines a hit by working out

the final position of partical:

x = s + ut + 1/2a t^2

if x>=0.0 and x <= length then it hits.

\*/

static unsigned int checkIfPointHits (double timeOfPrevCollision, double t, double length, double s, double u, double a);

/\*

newPositionScalar - calculates the new position of a scalar in the future.

\*/

static double newPositionScalar (double s, double u, double a, double t);

/\*

newPositionRotationSinScalar - works out the new Y position for a point whose:

current cofg Y position is: c

initial Y velocity is : u

Y acceleration is : a

angular velocity : w

orientation : o

polar coord position rel

to cofg is : p

\*/

static double newPositionRotationSinScalar (double c, double u, double a, double t, double w, double o, polar\_Polar p);

/\*

newPositionRotationCosScalar - works out the new X position for a point whose:

current cofg X position is: c

initial X velocity is : u

X acceleration is : a

angular velocity : w

orientation : o

polar coord position rel

to cofg is : p

\*/

static double newPositionRotationCosScalar (double c, double u, double a, double t, double w, double o, polar\_Polar p);

/\*

newPositionCoord - calculates the new position of point in the future.

\*/

static coord\_Coord newPositionCoord (coord\_Coord c, coord\_Coord u, coord\_Coord a, double t);

/\*

newPositionRotationCoord - calculates the new position of point, c+v, in the future.

Given angular velocity : w

orientation : o

time : t

initial vel : u

accel : a

c of g : c

polar coord of the point : p

\*/

static coord\_Coord newPositionRotationCoord (coord\_Coord c, coord\_Coord u, coord\_Coord a, double t, double w, double o, polar\_Polar p);

/\*

hLine - debugging procedure to display a line on a half scale axis.

\*/

static void hLine (coord\_Coord p1, coord\_Coord p2, deviceIf\_Colour c);

/\*

hPoint - debugging procedure to display a line on a half scale axis.

\*/

static void hPoint (coord\_Coord p, deviceIf\_Colour c);

/\*

hCircle - debugging procedure to display a circle on a half scale axis.

\*/

static void hCircle (coord\_Coord p, double r, deviceIf\_Colour c);

/\*

hVec - display a normalised vector on a half scale axis

\*/

static void hVec (coord\_Coord p, deviceIf\_Colour c);

/\*

hFlush - flip the debugging buffer.

\*/

static void hFlush (void);

/\*

checkPointCollision -

\*/

static unsigned int checkPointCollision (double \*timeOfPrevCollision, double t, double length, double cx, double rvx, double rax, coord\_Coord c, coord\_Coord cvel, coord\_Coord caccel, coord\_Coord \*collisionPoint, unsigned int id1, unsigned int id2);

/\*

earlierPointLineCollision - returns TRUE if we can find a collision between a point, c,

travelling at cvel with acceleration, caccel and a line

p1, p2, travelling at velocity, lvel, and acceleration laccel.

If a collision is found then the collisionPoint is also

calculated.

\*/

static unsigned int earlierPointLineCollision (double \*timeOfCollision, coord\_Coord c, coord\_Coord cvel, coord\_Coord caccel, coord\_Coord p1, coord\_Coord p2, coord\_Coord lvel, coord\_Coord laccel, coord\_Coord \*collisionPoint, unsigned int id1, unsigned int id2);

/\*

sortLine - orders points, p1 and, p2, according to their x value.

\*/

static void sortLine (coord\_Coord \*p1, coord\_Coord \*p2);

/\*

findEarlierCircleEdgeCollision - return TRUE if an earlier time, t, is found than tc for when circle

hits a line. The circle is defined by a, center, radius and has

acceleration, accelCircle, and velocity, velCircle.

The line is between p1 and p2 and has velocity, velLine, and

acceleration, accelLine.

\*/

static void findEarlierCircleEdgeCollision (double \*timeOfCollision, unsigned int cid, unsigned int pid, unsigned int lineP, unsigned int lineC, eventDesc \*edesc, coord\_Coord center, double radius, coord\_Coord velCircle, coord\_Coord accelCircle, coord\_Coord p1, coord\_Coord p2, coord\_Coord velLine, coord\_Coord accelLine, descP createDesc);

/\*

getPolygonCoord -

\*/

static coord\_Coord getPolygonCoord (Object pPtr, unsigned int pointno);

/\*

getPolygonLine - assigns, c1, c2, with the, line, coordinates of polygon, pPtr.

\*/

static void getPolygonLine (unsigned int line, Object pPtr, coord\_Coord \*c1, coord\_Coord \*c2);

/\*

findCollisionCircleLine - find the time (if any) between line number, lineP, in polygon, pPtr,

and the circle, cPtr. cPtr can also be a polygon in which case lineC

is the particular line under question. Line on line collision is broken

down into circle line calls which allows for code reuse.

Neither cPtr or pPtr are orbiting.

\*/

static void findCollisionCircleLine (Object cPtr, Object pPtr, unsigned int lineP, unsigned int lineC, coord\_Coord center, double radius, eventDesc \*edesc, double \*timeOfCollision, descP createDesc);

/\*

findCollisionCircleLineOrbiting - find the time (if any) between line number, lineP, in polygon, pPtr,

and the circle, cPtr. cPtr can also be a polygon in which case lineC

is the particular line under question. Line on line collision is broken

down into circle line calls which allows for code reuse.

Either cPtr or pPtr or both are orbiting.

\*/

static void findCollisionCircleLineOrbiting (Object cPtr, Object pPtr, unsigned int lineP, unsigned int lineC, coord\_Coord center, double radius, eventDesc \*edesc, double \*timeOfCollision, descP createDesc);

/\*

findCollisionCirclePolygon - find the smallest positive time (if any) between the polygon and circle.

If a collision if found then, tc, is assigned to the time and cid, pid

are set to the circle id and polygon id respectively.

\*/

static void findCollisionCirclePolygon (Object cPtr, Object pPtr, eventDesc \*edesc, double \*tc);

/\*

makePolygonPolygon - return a new eventDesc indicating that we have a polygon/polygon collision

event.

\*/

static eventDesc makePolygonPolygon (eventDesc edesc, unsigned int id1, unsigned int id2, unsigned int lineCorner2, unsigned int lineCorner1, history\_whereHit wpid1, history\_whereHit wpid2, coord\_Coord collisionPoint);

/\*

isOrbiting - return TRUE if object, o, is rotating.

\*/

static unsigned int isOrbiting (Object o);

/\*

findCollisionLineLine - find the smallest time in the future when two lines collide.

The event descriptor, edesc, will contain the description of the collision

and, tc, the time of collision in the future.

\*/

static void findCollisionLineLine (Object iPtr, Object jPtr, unsigned int jLine, unsigned int iLine, eventDesc \*edesc, double \*tc);

/\*

findCollisionPointLine - determines whether point, p, which is at one of the ends of iPtr:iLine will hit

line jPtr:jLine. If so then the time of collision is recorded in, tc, (provided

it is sooner than the current value of tc). It also updates the event descriptor,

edesc.

\*/

static void findCollisionPointLine (Object iPtr, Object jPtr, unsigned int jLine, unsigned int iLine, coord\_Coord p, eventDesc \*edesc, double \*tc);

/\*

findCollisionPointLine - determines whether point, p, which is at one of the ends of iPtr:iLine will hit

line jPtr:jLine. If so then the time of collision is recorded in, tc, (provided

it is sooner than the current value of tc). It also updates the event descriptor,

edesc.

\*/

static void findCollisionLineLineNonOrbiting (Object iPtr, Object jPtr, unsigned int iLine, unsigned int jLine, eventDesc \*edesc, double \*tc);

/\*

Abs - return the absolute value of, r.

\*/

static double Abs (double r);

/\*

findAllTimesOfCollisionRLineRPoint -
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\*/

static unsigned int findAllTimesOfCollisionRLineRPoint (double a, double b, double c, double d, double e, double f, double g, double h, double i, double j, double k, double l, double \*t, unsigned int \_t\_high);

/\*

findEarliestCollisionRLineRPoint - find the earliest time when rotating point, j, collides with rotating line, i.

\*/

static void findEarliestCollisionRLineRPoint (Object iPtr, Object jPtr, unsigned int i, unsigned int j, eventDesc \*edesc, double \*tc, double si, double ui, double ai, double ri, double wi, double oi, double sj, double uj, double aj, double rj, double wj, double oj, coord\_Coord p1, coord\_Coord p2);

/\*

findCollisionLineRPoint -

\*/

static void findCollisionLineRPoint (Object iPtr, Object rPtr, unsigned int i, unsigned int j, eventDesc \*edesc, double \*tc);

/\*

findCollisionLineRLine - find the time of collision between line, iPtr, and rotating line, rPtr.

\*/

static void findCollisionLineRLine (Object iPtr, Object rPtr, unsigned int i, unsigned int j, eventDesc \*edesc, double \*tc);

/\*

dumpLine -

\*/

static void dumpLine (unsigned int id, unsigned int line, history\_whereHit at);

/\*

dumpWhere -

\*/

static void dumpWhere (history\_whereHit at);

/\*

dumpDesc -

\*/

static void dumpDesc (eventDesc e);

/\*

findCollisionPolygonPolygon - find the smallest positive time (if any) between the polygons, iPtr

and jPtr colliding.

If a collision if found then, tc, is assigned to the time and the

event descriptor is filled in.

\*/

static void findCollisionPolygonPolygon (Object iPtr, Object jPtr, eventDesc \*edesc, double \*tc);

/\*

findCollisionPolygonRPolygon - find the smallest positive time (if any) between the polygons, iPtr

and rPtr colliding.

rPtr is a rotating polygon and iPtr is not rotating.

If a collision if found then, tc, is assigned to the time and the

event descriptor is filled in.

We check possible collision times between all lines of both polygons,

we separate out the rotating polygon from non rotating polygon

as the collision equations only generate a polynomial order 4 rather

than order 8 if both are rotating.

\*/

static void findCollisionPolygonRPolygon (Object iPtr, Object rPtr, eventDesc \*edesc, double \*tc);

/\*

findCollision -

\*/

static void findCollision (Object iptr, Object jptr, eventDesc \*edesc, double \*tc);

/\*

debugFrame - debug frame at time, e.

\*/

static void debugFrame (eventQueue e);

/\*

addDebugging - add a debugging event at time, t.

\*/

static void addDebugging (double t, eventDesc edesc);

/\*

anticipateCollision - stores the collision in the anticipated list.

\*/

static void anticipateCollision (double tc, eventDesc edesc);

/\*

collisionOccurred - stores the collision in the history list.

\*/

static void collisionOccurred (eventDesc edesc);

/\*

subEvent - remove event, e, from the relative time ordered event queue.

\*/

static void subEvent (eventQueue e);

/\*

removeCollisionEvent -

\*/

static void removeCollisionEvent (void);

/\*

removeSpringEvents - removes all spring events.

\*/

static void removeSpringEvents (void);

/\*

getSpringEndValues - it retrieves the:

CofG : c

velocity : v

acceleration: a

of object, o.

\*/

static void getSpringEndValues (unsigned int o, coord\_Coord \*c, coord\_Coord \*v, coord\_Coord \*a);

/\*

manualCircleCollision -

\*/

static void manualCircleCollision (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p);

/\*

earlierSpringLength - i is a spring.

c1, c2 are the c of g of the objects 1 and 2.

v1, v2 are the velocities of objects 1 and 2.

a1, a2 are the acceleration of objects 1 and 2.

Single letter variables are used since wxmaxima

only operates with these. Thus the output from wxmaxima

can be cut and pasted into the program.

a = c1.x

b = c1.y

c = v1.x

d = v1.y

e = a1.x

f = a1.y

g = c2.x

h = c2.y

k = v2.x

l = v2.y

m = a2.x

n = a2.y

t is the time of this collision (if any)

bestTimeOfCollision is earlier known collision so far.

\*/

static unsigned int earlierSpringLength (eventDesc edesc, unsigned int id, double \*t, double bestTime, coord\_Coord c1, coord\_Coord v1, coord\_Coord a1, coord\_Coord c2, coord\_Coord v2, coord\_Coord a2, double l, history\_springPoint sp);

/\*

makeSpringDesc - creates and fills in the spring descriptor.

\*/

static eventDesc makeSpringDesc (eventDesc edesc, unsigned int i, history\_springPoint stype);

/\*

calcSpringLengthEvents -

\*/

static void calcSpringLengthEvents (unsigned int i);

/\*

manualSpringVelocityZero -

\*/

static void manualSpringVelocityZero (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h);

/\*

earlierSpringEnd - records the earliest time in the future when the

relative velocity between the two bodies is zero.

\*/

static void earlierSpringEnd (unsigned int id, coord\_Coord v1, coord\_Coord a1, coord\_Coord v2, coord\_Coord a2);

/\*

calcSpringEndEvents - the spring reaches maximum compression or extension when the

relative velocity between the objects attached to the spring

is zero.

\*/

static void calcSpringEndEvents (unsigned int i);

/\*

calcSpringEndEventsKE - calcalate the time at which there is no Kinetic energy

in spring, i. This will be when the spring reaches

its end point.

\*/

static void calcSpringEndEventsKE (double \*ts, unsigned int i, eventDesc \*edesc);

/\*

calcSpringEventTime - calculates the time in the future when spring, i,

reaches its:

mid point and minimum or maximum extension.

Both events are stored as they may be independent.

If they are not independent, it wont matter as the

event queue will be recreated.

\*/

static void calcSpringEventTime (unsigned int i);

/\*

addSpringEvent -

\*/

static void addSpringEvent (double t, eventProc dop, eventDesc edesc);

/\*

reverseSpringAccel -

\*/

static void reverseSpringAccel (Object o);

/\*

zeroSpringAccel - assign (0.0, 0.0) to the acceration and force vectors.

\*/

static void zeroSpringAccel (Object o);

/\*

doSpringMidPoint - reached the mid point of the spring, reverse the

acceleration of the sprung objects.

\*/

static void doSpringMidPoint (eventQueue e);

/\*

doSpringEndPoint - reached the end point of the spring, we

remove some energy from the sprung objects.

\*/

static void doSpringEndPoint (eventQueue e);

/\*

doSpringCallPoint - reached the user defined call point.

We need to activate the call back.

\*/

static void doSpringCallPoint (eventQueue e);

/\*

doSpring - called whenever a spring event is processed.

\*/

static void doSpring (eventQueue e);

/\*

springOccurred - stores the spring event in the history list.

\*/

static void springOccurred (eventDesc edesc);

/\*

anticipateSpring - stores the collision in the anticipated list.

\*/

static void anticipateSpring (double tc, eventDesc edesc);

/\*

addNextSpringEvent -

\*/

static void addNextSpringEvent (void);

/\*

optPredictiveBroadphase - this function returns the list after culling

any pair objects which are moving in opposite

directions. It should check for velocity and

acceleration - making sure that both have the

same sign.

\*/

static broadphase optPredictiveBroadphase (broadphase list);

/\*

addNextCollisionEvent - recalculate the next collision event time.

\*/

static void addNextCollisionEvent (void);

/\*

determineFrameBased - return TRUE if we need to use frame based collision detection.

\*/

static unsigned int determineFrameBased (void);

/\*

doAddNextObjectEvent - removes the next spring and collision event and recalculates

the time of both events.

\*/

static void doAddNextObjectEvent (void);

/\*

addNextObjectEvent - check to see if we are using predictive event mode

and if so then add the next predictive collision event.

\*/

static void addNextObjectEvent (void);

/\*

skipFor - skip displaying any frames for, t, simulated seconds.

\*/

static void skipFor (double t);

/\*

resetQueue -

\*/

static void resetQueue (void);

/\*

disposeEvent - returns the event to the free queue.

\*/

static void disposeEvent (eventQueue e);

/\*

disposeDesc - returns the event desc to the free queue.

\*/

static void disposeDesc (eventDesc \*d);

/\*

newDesc - returns a new eventDesc.

\*/

static eventDesc newDesc (void);

/\*

newEvent - returns a new eventQueue.

\*/

static eventQueue newEvent (void);

/\*

makeCirclesDesc - return a eventDesc which describes two circles colliding.

\*/

static eventDesc makeCirclesDesc (eventDesc \*edesc, unsigned int cid1, unsigned int cid2, coord\_Coord cp);

/\*

addRelative - adds event, e, into the relative event queue.

\*/

static void addRelative (eventQueue e);

/\*

addEvent - adds an event which has no collision associated with it.

Typically this is a debugging event or display frame event.

\*/

static void addEvent (eventKind k, double t, eventProc dop);

/\*

assertMovement -

\*/

static void assertMovement (unsigned int id1, unsigned int id2, char \*message\_, unsigned int \_message\_high);

/\*

assertCollisionEvent - assert that the collision event consists of two non fixed objects.

\*/

static void assertCollisionEvent (eventDesc edesc);

/\*

addCollisionEvent - adds a collision event, the edesc is attached to the,

eventQueue, which is placed onto the eventQ.

\*/

static void addCollisionEvent (double t, eventProc dop, eventDesc edesc);

/\*

isEvent - return TRUE if the next event is of kind, k.

\*/

static unsigned int isEvent (eventKind k);

/\*

dumpTime -

\*/

static void dumpTime (void);

/\*

recordEvent -

\*/

static void recordEvent (void);

/\*

pumpQueue - prime the event queue with initial frame and collision events.

\*/

static void pumpQueue (void);

/\*

up - recreate the event queue.

The pair up/down must be used to shutdown

the event queue if the world is to be altered.

\*/

static void up (void);

/\*

down - shutdown the event queue.

\*/

static void down (void);

/\*

killQueue - destroys the event queue and returns events to the free list.

\*/

static void killQueue (void);

/\*

writeCircles -

\*/

static void writeCircles (cDesc c);

/\*

writeKind -

\*/

static void writeKind (history\_whereHit k);

/\*

writeCirclePolygon -

\*/

static void writeCirclePolygon (cpDesc c);

/\*

writePolygonPolygon -

\*/

static void writePolygonPolygon (ppDesc p);

/\*

writeFunction -

\*/

static void writeFunction (fcDesc fc);

/\*

writeSpring -

\*/

static void writeSpring (spDesc sp);

/\*

writeDesc -

\*/

static void writeDesc (eventDesc p);

/\*

writeEvent - writes the first event to the file.

\*/

static void writeEvent (eventQueue e);

/\*

memDump -

\*/

static void memDump (void \* a, unsigned int len);

/\*

checkOpened - checks to see of the MemStream file has been created and if not then

it is opened.

\*/

static void checkOpened (void);

/\*

Init -

\*/

static void Init (void);

/\*

Assert -

\*/

static void Assert (unsigned int b, unsigned int line)

{

if (! b)

{

libc\_printf ((char \*) "twoDsim.mod:%d:error assert failed\\n", 36, line);

}

/\*

exit (1);

HALT

\*/

}

/\*

AssertR -

\*/

static void AssertR (double a, double b)

{

if (! (roots\_nearZero (a-b)))

{

libc\_printf ((char \*) "error assert failed: %g should equal %g difference is %g\\n", 58, a, b, a-b);

}

}

/\*

AssertRFail -

\*/

static void AssertRFail (double a, double b)

{

if (! (roots\_nearZero (a-b)))

{

libc\_printf ((char \*) "error assert failed: %g should equal %g difference is %g\\n", 58, a, b, a-b);

libc\_exit (1);

}

}

/\*

AssertRDebug -

\*/

static void AssertRDebug (double a, double b, char \*message\_, unsigned int \_message\_high)

{

typedef struct \_T6\_a \_T6;

struct \_T6\_a { char array[10+1]; };

\_T6 copy;

char message[\_message\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (message, message\_, \_message\_high+1);

if (! (roots\_nearZero (a-b)))

{

StrLib\_StrCopy ((char \*) message, \_message\_high, (char \*) &copy.array[0], 10);

libc\_printf ((char \*) "%s failed %g should equal %g difference is %g\\n", 48, &copy, a, b, a-b);

}

}

/\*

dumpSpring -

\*/

static void dumpSpring (Object o)

{

libc\_printf ((char \*) "spring exists between object %d and object %d (at rest %g, Hook %g, current length %g", 85, o->s.id1, o->s.id2, o->s.l0, o->s.k, o->s.l1);

if (o->s.hasCallBackLength)

{

libc\_printf ((char \*) ", call back %g)\\n", 17, o->s.cbl);

}

else

{

libc\_printf ((char \*) ")\\n", 3);

}

libc\_printf ((char \*) " spring is responsible for force (%g, %g) and acceleration (%g, %g) on object %d\\n", 83, o->s.f1.x, o->s.f1.y, o->s.a1.x, o->s.a1.y, o->s.id1);

libc\_printf ((char \*) " spring is responsible for force (%g, %g) and acceleration (%g, %g) on object %d\\n", 83, o->s.f2.x, o->s.f2.y, o->s.a2.x, o->s.a2.y, o->s.id2);

}

/\*

dumpCircle -

\*/

static void dumpCircle (Object o)

{

libc\_printf ((char \*) "circle at (%g, %g) radius %g mass %g colour %d\\n", 48, o->c.pos.x, o->c.pos.y, o->c.r, o->c.mass, o->c.col);

}

/\*

dumpPolygon -

\*/

static void dumpPolygon (Object o)

{

unsigned int i;

coord\_Coord p0;

coord\_Coord p1;

coord\_Coord c0;

libc\_printf ((char \*) "polygon mass %g colour %d\\n", 27, o->p.mass, o->p.col);

libc\_printf ((char \*) " c of g (%g,%g)\\n", 19, o->p.cOfG.x, o->p.cOfG.y);

for (i=0; i<=o->p.nPoints-1; i++)

{

c0 = coord\_addCoord (o->p.cOfG, polar\_polarToCoord (polar\_rotatePolar ((polar\_Polar) o->p.points.array[i], o->angleOrientation)));

libc\_printf ((char \*) " point at (%g,%g)\\n", 20, c0.x, c0.y);

}

for (i=1; i<=o->p.nPoints; i++)

{

libc\_printf ((char \*) " %d line ", 10, i);

getPolygonLine (i, o, &p0, &p1);

dumpCoord (p0);

libc\_printf ((char \*) " -> ", 4);

dumpCoord (p1);

libc\_printf ((char \*) "\\n", 2);

}

}

/\*

checkDeleted -

\*/

static void checkDeleted (Object o)

{

if (o->deleted)

{

libc\_printf ((char \*) "object %d has been deleted, should not be accessing it now\\n", 60, o->id);

}

}

/\*

dumpObject -

\*/

static void dumpObject (Object o)

{

libc\_printf ((char \*) "object %d ", 10, o->id);

if (o->deleted)

{

libc\_printf ((char \*) "is deleted\\n", 12);

return;

}

else if (o->fixed)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "is fixed ", 9);

}

else

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "is movable ", 11);

if (o->stationary)

{

libc\_printf ((char \*) "but is now stationary ", 22);

}

else if (! (roots\_nearZero (o->angularVelocity)))

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "and has a rotating velocity of %g\\n", 35, o->angularVelocity);

}

else if (! (roots\_nearZero (o->angleOrientation)))

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "and its current orientation is %g\\n", 35, o->angleOrientation);

}

}

switch (o->object)

{

case circleOb:

dumpCircle (o);

break;

case polygonOb:

dumpPolygon (o);

break;

case springOb:

dumpSpring (o);

break;

default:

break;

}

if (! o->fixed && ! o->stationary)

{

libc\_printf ((char \*) " velocity (%g, %g) acceleration (%g, %g)", 43, o->vx, o->vy, o->ax, o->ay);

libc\_printf ((char \*) " forces (%g, %g) spring acceleration (%g, %g) object gravity (%g)\\n", 67, o->forceVec.x, o->forceVec.y, o->saccel.x, o->saccel.y, o->gravity);

}

}

/\*

safeCoord - ensures that 0.0 <= r <= 1.0.

\*/

static double safeCoord (double r)

{

if (r < 0.0)

{

return 0.0;

}

else if (r > 1.0)

{

/\* avoid dangling else. \*/

return 1.0;

}

else

{

/\* avoid dangling else. \*/

return r;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

c2p - returns a Point given a Coord.

\*/

static Points\_Point c2p (coord\_Coord c)

{

return Points\_initPoint (Fractions\_putReal (safeCoord (c.x)), Fractions\_putReal (safeCoord (c.y)));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newObject - creates an object of, type, and returns its, id.

\*/

static unsigned int newObject (ObjectType type)

{

Object optr;

maxId += 1;

Storage\_ALLOCATE ((void \*\*) &optr, sizeof (\_T2));

optr->id = maxId;

optr->deleted = FALSE;

optr->fixed = FALSE;

optr->stationary = FALSE;

optr->visible = TRUE;

optr->saccel = coord\_initCoord (0.0, 0.0);

optr->gravity = 0.0;

optr->elasticity = Elasticity;

optr->forceVec = coord\_initCoord (0.0, 0.0);

optr->object = type;

optr->vx = 0.0;

optr->vy = 0.0;

optr->ax = 0.0;

optr->ay = 0.0;

optr->angularVelocity = 0.0;

optr->angularMomentum = 0.0;

optr->angleOrientation = 0.0;

optr->inertia = 0.0;

optr->interpen = 0;

Indexing\_PutIndice (objects, maxId, (void \*) optr);

return maxId;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

circle\_moving\_towards - return TRUE if object, optr, is moving towards

point, x, y. The object may still miss point x, y

but it is moving closer to this position.

\*/

static unsigned int circle\_moving\_towards (Object optr, double x, double y)

{

double contactVel;

coord\_Coord relativePosition;

coord\_Coord relativeVelocity;

relativePosition = coord\_initCoord (optr->c.pos.x-x, optr->c.pos.y-y);

relativeVelocity = coord\_initCoord (optr->vx, optr->vy);

contactVel = coord\_dotProd (relativeVelocity, relativePosition);

return contactVel < 0.0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

apply\_impulse\_to\_circle - apply an impulse to moving circle, movable,

along the vector [x, y] with magnitude, m.

\*/

static void apply\_impulse\_to\_circle (Object movable, double x, double y, double m)

{

double contactVel;

double theta;

double r;

double j;

coord\_Coord c;

coord\_Coord impulsePos;

coord\_Coord unitCollision;

coord\_Coord relativeVelocity;

/\* gdbif.sleepSpin ; \*/

impulsePos.x = movable->c.pos.x;

impulsePos.y = movable->c.pos.y;

if (roots\_nearZero (x))

{

if (y > 0.0)

{

impulsePos.y = impulsePos.y+movable->c.r;

}

else

{

impulsePos.y = impulsePos.y-movable->c.r;

}

}

else if (roots\_nearZero (y))

{

/\* avoid dangling else. \*/

if (x > 0.0)

{

impulsePos.x = impulsePos.x+movable->c.r;

}

else

{

impulsePos.x = impulsePos.x-movable->c.r;

}

}

else

{

/\* avoid dangling else. \*/

if ((x > 0.0) && (y > 0.0))

{

theta = libm\_atan (y/x);

impulsePos.x = impulsePos.x+((libm\_cos (theta))\*movable->c.r);

impulsePos.y = impulsePos.y+((libm\_sin (theta))\*movable->c.r);

}

else if ((x < 0.0) && (y < 0.0))

{

/\* avoid dangling else. \*/

x = -x;

y = -y;

theta = libm\_atan (y/x);

impulsePos.x = impulsePos.x-((libm\_cos (theta))\*movable->c.r);

impulsePos.y = impulsePos.y-((libm\_sin (theta))\*movable->c.r);

}

else if ((x > 0.0) && (y < 0.0))

{

/\* avoid dangling else. \*/

y = -y;

theta = libm\_atan (y/x);

impulsePos.x = impulsePos.x+((libm\_cos (theta))\*movable->c.r);

impulsePos.y = impulsePos.y-((libm\_sin (theta))\*movable->c.r);

}

else

{

/\* avoid dangling else. \*/

x = -x;

theta = libm\_atan (y/x);

impulsePos.x = impulsePos.x-((libm\_cos (theta))\*movable->c.r);

impulsePos.y = impulsePos.y+((libm\_sin (theta))\*movable->c.r);

}

}

c = coord\_initCoord (movable->c.pos.x-impulsePos.x, movable->c.pos.y-impulsePos.y);

/\*

frameNote ;

drawFrame (NIL) ;

debugCircle (impulsePos, 0.02, white ()) ;

\*/

r = libm\_sqrt ((c.x\*c.x)+(c.y\*c.y));

unitCollision = coord\_initCoord (c.x/r, c.y/r);

relativeVelocity = coord\_initCoord (movable->vx, movable->vy);

/\*

debugLine (impulsePos, addCoord (impulsePos, c), yellow ()) ;

flipBuffer ;

\*/

contactVel = coord\_dotProd (relativeVelocity, c);

if (contactVel < 0.0)

{

/\* moving towards. \*/

j = (-((1.0+1.0)\*((relativeVelocity.x\*unitCollision.x)+(relativeVelocity.y\*unitCollision.y))))/(((unitCollision.x\*unitCollision.x)+(unitCollision.y\*unitCollision.y))\*(1.0/movable->c.mass));

movable->vx = movable->vx+((j\*unitCollision.x)/movable->c.mass);

movable->vy = movable->vy+((j\*unitCollision.y)/movable->c.mass);

}

checkStationary (movable);

}

/\*

objectExists - returns TRUE if object, o, has not been deleted.

\*/

static unsigned int objectExists (Object o)

{

return (o != NULL) && ! o->deleted;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

objectIdExists - returns TRUE if object, id, has not been deleted.

\*/

static unsigned int objectIdExists (unsigned int id)

{

return objectExists ((Object) Indexing\_GetIndice (objects, id));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doCheckInterpenCircleCircle -

\*/

static unsigned int doCheckInterpenCircleCircle (Object fixed, Object movable)

{

coord\_Coord d;

coord\_Coord v;

double h1;

double h0;

d = coord\_subCoord (movable->c.pos, fixed->c.pos);

h0 = fixed->c.r+movable->c.r;

h1 = libm\_sqrt ((d.x\*d.x)+(d.y\*d.y));

if (h0 > h1)

{

if (trace)

{

libc\_printf ((char \*) "interpen found two moving circles interpenetrating %d, %d h0 = %g, h1 = %g\\n", 78, fixed->id, movable->id, h0, h1);

}

/\* adjust movable circle. \*/

v = coord\_scaleCoord (coord\_normaliseCoord (d), h0);

movable->c.pos = coord\_addCoord (fixed->c.pos, v);

/\* checkStationary (movable) ; \*/

movable->vx = movable->vx+((v.x\*(h0-h1))/h0);

movable->vy = movable->vy+((v.y\*(h0-h1))/h0); /\* give it a little push as well. \*/

movable->stationary = FALSE; /\* give it a little push as well. \*/

movable->interpen += 1;

return movable->interpen;

}

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doCheckInterpenCircleCircleMoving -

\*/

static unsigned int doCheckInterpenCircleCircleMoving (Object c1, Object c2)

{

coord\_Coord d;

coord\_Coord v;

double h1;

double h0;

d = coord\_subCoord (c2->c.pos, c1->c.pos);

h0 = c1->c.r+c2->c.r;

h1 = libm\_sqrt ((d.x\*d.x)+(d.y\*d.y));

if (h0 > h1)

{

if (trace)

{

libc\_printf ((char \*) "interpen found two moving circles interpenetrating %d, %d h0 = %g, h1 = %g\\n", 78, c1->id, c2->id, h0, h1);

}

/\* we should really adjust the circle with the lowest interpen value. \*/

v = coord\_scaleCoord (coord\_normaliseCoord (d), h0);

c2->c.pos = coord\_addCoord (c1->c.pos, v);

c2->vx = c2->vx+((v.x\*(h0-h1))/h0);

c2->vy = c2->vy+((v.y\*(h0-h1))/h0); /\* give it a little push as well. \*/

c2->stationary = FALSE; /\* give it a little push as well. \*/

c1->stationary = FALSE;

/\* checkStationary (c1) ; \*/

c2->interpen += 1;

return c2->interpen;

}

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

distanceLinePoint - c is a point. p1->p2 is the line in question.

p3 is assigned to the closest point on the line

to the point, c. d is the distance from c to p3.

TRUE is returned if the point, c, lies above or

below the line once the line is rotated onto the x

axis. (The point, c, would also rotated to solve

this question).

\*/

static unsigned int distanceLinePoint (coord\_Coord c, coord\_Coord p1, coord\_Coord p2, coord\_Coord \*p3, double \*d)

{

double A;

double B;

double C;

double D;

double dot;

double lengthSq;

double normalised;

A = c.x-p1.x;

B = c.y-p1.y;

C = p2.x-p1.x;

D = p2.y-p1.y;

dot = (A\*C)+(B\*D);

lengthSq = (sqr (C))+(sqr (D));

normalised = -1.0;

if (! (roots\_nearZero (lengthSq)))

{

/\* the dot product divided by length squared

gives you the projection distance from p1.

This is the fraction of the line that the point c

is the closest. \*/

normalised = dot/lengthSq;

}

if (normalised < 0.0)

{

/\* misses line. \*/

(\*p3) = p1;

return FALSE;

}

else if (normalised > 1.0)

{

/\* avoid dangling else. \*/

/\* misses line. \*/

(\*p3) = p2;

return FALSE;

}

(\*p3) = checkZeroCoord (coord\_initCoord (p1.x+(normalised\*C), p1.y+(normalised\*D)));

(\*d) = coord\_lengthCoord (coord\_subCoord (c, (\*p3)));

return TRUE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkLimits -

\*/

static coord\_Coord checkLimits (coord\_Coord c, double r)

{

if ((c.x-r) < 0.0)

{

c.x = r;

}

else if ((c.x+r) > 1.0)

{

/\* avoid dangling else. \*/

c.x = 1.0-r;

}

if ((c.y-r) < 0.0)

{

c.y = r;

}

else if ((c.y+r) > 1.0)

{

/\* avoid dangling else. \*/

c.y = 1.0-r;

}

return c;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doCheckInterpenCirclePolygon -

\*/

static unsigned int doCheckInterpenCirclePolygon (Object iptr, Object jptr)

{

double d;

double r;

unsigned int i;

unsigned int n;

coord\_Coord v;

coord\_Coord c;

coord\_Coord p1;

coord\_Coord p2;

coord\_Coord p3;

Assert (iptr->object == circleOb, 1267);

Assert (jptr->object == polygonOb, 1268);

c = checkZeroCoord (iptr->c.pos);

r = iptr->c.r;

n = jptr->p.nPoints;

i = 1;

while (i <= n)

{

getPolygonLine (i, jptr, &p1, &p2);

if (((distanceLinePoint (c, p1, p2, &p3, &d)) && (! (roots\_nearZero (r-d)))) && (r > d))

{

/\* circle collides with line and point, p3, is the closest

point on line, p1->p2 to, c. \*/

if (! iptr->fixed)

{

/\* circle is not fixed, move it. \*/

if (roots\_nearZero (d))

{

/\* avoid dangling else. \*/

/\*

v := subCoord (jptr^.p.cOfG, p3) ;

d := lengthCoord (v) ;

v := scaleCoord (v, (r+d)/d) ;

iptr^.c.pos := addCoord (jptr^.p.cOfG, v) ;

\*/

if (trace)

{

libc\_printf ((char \*) "distance is nearzero, seen collision between circle and line, new position %g, %g\\n", 83, iptr->c.pos.x, iptr->c.pos.y);

}

}

else

{

/\*

printf ("line p1 = %g, %g -> %g, %g and point %g, %g nearest point %g, %g

",

p1.x, p1.y, p2.x, p2.y, c.x, c.y, p3.x, p3.y) ;

printf ("seen collision between circle and line, adjusting %d

",

iptr^.id) ;

printf ("radius = %g, distance = %g

", r, d) ;

printf ("seen collision between circle and line, old position %g, %g

",

iptr^.c.pos.x, iptr^.c.pos.y) ;

\*/

v = coord\_subCoord (c, p3);

v = checkZeroCoord (coord\_scaleCoord (v, r/d));

/\*

printf ("v = %g, %g p3 = %g, %g

", v.x, v.y, p3.x, p3.y) ;

\*/

iptr->c.pos = checkZeroCoord (coord\_addCoord (p3, v));

}

/\*

IF iptr^.stationary

THEN

printf ("seen collision between circle and line, new position %g, %g (now stationary)

",

iptr^.c.pos.x, iptr^.c.pos.y)

ELSE

iptr^.vx := iptr^.vx - v.x ;

iptr^.vy := iptr^.vy - v.y ; give it a little push as well.

printf ("seen collision between circle and line, new position %g, %g, velocity %g, %g (pushing it by: %g, %g)

",

iptr^.c.pos.x, iptr^.c.pos.y, iptr^.vx, iptr^.vy, v.x, v.y)

END

\*/

iptr->c.pos = checkLimits (iptr->c.pos, r);

iptr->interpen += 1;

return iptr->interpen;

}

}

i += 1;

}

iptr->c.pos = checkLimits (iptr->c.pos, r);

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doCheckInterpenPolygon -

\*/

static unsigned int doCheckInterpenPolygon (Object iptr, Object jptr)

{

if ((iptr->object == circleOb) && (jptr->object == polygonOb))

{

return doCheckInterpenCirclePolygon (iptr, jptr);

}

else if ((iptr->object == polygonOb) && (jptr->object == circleOb))

{

/\* avoid dangling else. \*/

return doCheckInterpenCirclePolygon (jptr, iptr);

}

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doCheckInterpenCircle -

\*/

static unsigned int doCheckInterpenCircle (Object iptr, Object jptr)

{

if ((iptr->object == circleOb) && (jptr->object == circleOb))

{

/\* avoid gcc warning by using compound statement even if not strictly necessary. \*/

if (iptr->fixed && ! jptr->fixed)

{

return doCheckInterpenCircleCircle (iptr, jptr);

}

else if (! iptr->fixed && jptr->fixed)

{

/\* avoid dangling else. \*/

return doCheckInterpenCircleCircle (jptr, iptr);

}

else

{

/\* avoid dangling else. \*/

return doCheckInterpenCircleCircleMoving (iptr, jptr);

}

}

return 0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

initInterpen -

\*/

static void initInterpen (void)

{

unsigned int n;

unsigned int i;

Object iptr;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

iptr = Indexing\_GetIndice (objects, i);

if (objectExists (iptr))

{

iptr->interpen = 0;

}

i += 1;

}

}

/\*

max - return the maximum of a and b.

\*/

static unsigned int max (unsigned int a, unsigned int b)

{

if (a > b)

{

return a;

}

else

{

return b;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkMicroInterpenCircle -

\*/

static void checkMicroInterpenCircle (void)

{

unsigned int n;

unsigned int i;

unsigned int j;

unsigned int c;

Object iptr;

Object jptr;

initInterpen ();

n = Indexing\_HighIndice (objects);

do {

c = 0;

i = 1;

while (i <= n)

{

iptr = Indexing\_GetIndice (objects, i);

if (objectExists (iptr))

{

j = i+1;

while (j <= n)

{

jptr = Indexing\_GetIndice (objects, j);

if (objectExists (jptr))

{

c = max (doCheckInterpenCircle (iptr, jptr), c);

}

j += 1;

}

}

i += 1;

}

/\* keep going until no interpentration was found or there is a cycle found. \*/

} while (! ((c >= n) || (c == 0)));

}

/\*

checkMicroInterpenPolygon -

\*/

static void checkMicroInterpenPolygon (void)

{

unsigned int n;

unsigned int i;

unsigned int j;

unsigned int c;

Object iptr;

Object jptr;

initInterpen ();

n = Indexing\_HighIndice (objects);

do {

c = 0;

i = 1;

while (i <= n)

{

iptr = Indexing\_GetIndice (objects, i);

if (objectExists (iptr))

{

j = i+1;

while (j <= n)

{

jptr = Indexing\_GetIndice (objects, j);

if (objectExists (jptr))

{

c = max (doCheckInterpenPolygon (iptr, jptr), c);

}

j += 1;

}

}

i += 1;

}

/\* keep going until no interpentration was found or there is a cycle found. \*/

} while (! ((c >= n) || (c == 0)));

}

/\*

checkMicroInterpen - this performs micro collision analysis, it detects interpenetration

between objects and separates the objects, without much force.

This is called if we are using collision prediction and this will solve

rounding errors which might otherwise allow objects to fall into each other.

It will keep moving objects apart from each other and keep going in cycles

(for a limited number of cycles).

\*/

static void checkMicroInterpen (void)

{

/\* firstly we move circles away from polygons. \*/

checkMicroInterpenPolygon ();

/\* then we move circles away from circles. \*/

checkMicroInterpenCircle ();

}

/\*

resetStationary -

\*/

static void resetStationary (void)

{

unsigned int n;

unsigned int i;

Object iptr;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

iptr = Indexing\_GetIndice (objects, i);

if (objectExists (iptr))

{

if (iptr->stationary)

{

/\* unset stationary, but ensure velocity is zero. \*/

iptr->vx = 0.0;

iptr->vy = 0.0;

iptr->stationary = FALSE;

}

}

i += 1;

}

}

/\*

getInterCircle - return the interCircle data structure filled in from circle0.

\*/

static interpen\_interCircle getInterCircle (Object circle0)

{

interpen\_interCircle ic;

ic.radius = circle0->c.r;

ic.center = circle0->c.pos;

return ic;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkFrameInterpenCircleCircle -

\*/

static void checkFrameInterpenCircleCircle (Object circle0, Object circle1)

{

interpen\_interCircle c0;

interpen\_interCircle c1;

coord\_Coord p;

eventDesc edesc;

Assert (circle0->object == circleOb, 1565);

Assert (circle1->object == circleOb, 1566);

c0 = getInterCircle (circle0);

c1 = getInterCircle (circle1);

if (interpen\_circleCollide (c0, c1))

{

if (circle0->fixed)

{

/\* move circle1 away from circle0. \*/

p = coord\_normaliseCoord (coord\_subCoord (c1.center, c0.center));

circle1->c.pos = coord\_addCoord (c0.center, coord\_scaleCoord (p, c0.radius+c1.radius));

p = coord\_addCoord (c0.center, coord\_scaleCoord (p, c0.radius));

}

else

{

/\* move circle0 away from circle1. \*/

p = coord\_normaliseCoord (coord\_subCoord (c0.center, c1.center));

circle1->c.pos = coord\_addCoord (c1.center, coord\_scaleCoord (p, c1.radius+c0.radius));

p = coord\_addCoord (c1.center, coord\_scaleCoord (p, c1.radius));

}

if (! (history\_isDuplicateC (currentTime, 0.0, circle0->id, circle1->id, (history\_whereHit) history\_edge, (history\_whereHit) history\_edge, p)))

{

edesc = NULL;

edesc = makeCirclesDesc (&edesc, circle0->id, circle1->id, p);

addCollisionEvent (0.0, (eventProc) {(eventProc\_t) doCollision}, edesc);

}

}

}

/\*

checkFrameInterpenCirclePolygon -

\*/

static void checkFrameInterpenCirclePolygon (Object circle0, Object polygon0)

{

segment\_Segment s0;

interpen\_interCircle c0;

coord\_Coord p0;

coord\_Coord p1;

coord\_Coord p;

eventDesc edesc;

history\_whereHit at;

unsigned int ptn;

unsigned int i;

unsigned int n;

Assert (circle0->object == circleOb, 1610);

Assert (polygon0->object == polygonOb, 1611);

c0 = getInterCircle (circle0);

n = polygon0->p.nPoints;

i = 1;

while (i <= n)

{

getPolygonLine (i, polygon0, &p0, &p1);

s0 = segment\_initSegment (p0, p1);

if (interpen\_circleSegmentCollide (c0, s0, &p, &at, &ptn))

{

/\* --fixme-- do we now need to move the objects apart? \*/

if (! (history\_isDuplicateC (currentTime, 0.0, circle0->id, polygon0->id, at, at, p)))

{

/\* add collision event. \*/

edesc = NULL;

edesc = makeCirclesPolygonDesc (edesc, circle0->id, polygon0->id, i, i+ptn, at, at, p);

addCollisionEvent (0.0, (eventProc) {(eventProc\_t) doCollision}, edesc);

return;

}

}

i += 1;

}

}

/\*

dumpCoord -

\*/

static void dumpCoord (coord\_Coord p)

{

libc\_printf ((char \*) "(%g,%g)", 7, p.x, p.y);

}

/\*

dumpCollision -

\*/

static void dumpCollision (unsigned int pid0, unsigned int pid1, unsigned int l0, unsigned int l1, history\_whereHit at0, history\_whereHit at1, coord\_Coord p)

{

libc\_printf ((char \*) "polygon %d:%d vs polygon %d:%d ", 31, pid0, l0, pid1, l1);

dumpWhere (at0);

libc\_printf ((char \*) " ", 1);

dumpWhere (at1);

libc\_printf ((char \*) " ", 1);

dumpCoord (p);

libc\_printf ((char \*) "\\n", 2);

}

/\*

debugDelay -

\*/

static void debugDelay (char \*message\_, unsigned int \_message\_high)

{

int r;

char message[\_message\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (message, message\_, \_message\_high+1);

libc\_printf ((char \*) "debug delay: %s\\n", 18, message);

r = libc\_system ("sleep 3");

}

/\*

restoreOldCofG -

\*/

static void restoreOldCofG (Object poly)

{

if (! poly->fixed)

{

poly->p.cOfG = poly->p.oldcOfG;

}

}

/\*

checkFrameInterpenPolygonPolygon - checks every line segment of polygon0 vs polygon1

and registers a collision event at the current time

if these segments intersect.

\*/

static void checkFrameInterpenPolygonPolygon (Object polygon0, Object polygon1)

{

coord\_Coord p0;

coord\_Coord p1;

coord\_Coord p;

eventDesc edesc;

history\_whereHit at0;

history\_whereHit at1;

segment\_Segment s0;

segment\_Segment s1;

unsigned int ptn0;

unsigned int ptn1;

unsigned int i0;

unsigned int i1;

unsigned int n0;

unsigned int n1;

int r;

/\* --fixme-- you might want to improve this code. mcomp. \*/

Assert (polygon0->object == polygonOb, 1709);

Assert (polygon1->object == polygonOb, 1710);

n0 = polygon0->p.nPoints;

n1 = polygon1->p.nPoints;

i0 = 1;

if (PolygonDebugging)

{

libc\_printf ((char \*) "checkFrameInterpenPolygonPolygon n0 = %d, n1 = %d\\n", 51, n0, n1);

}

while (i0 <= n0)

{

getPolygonLine (i0, polygon0, &p0, &p1);

s0 = segment\_initSegment (p0, p1);

i1 = 1;

while (i1 <= n1)

{

getPolygonLine (i1, polygon1, &p0, &p1);

s1 = segment\_initSegment (p0, p1);

if (PolygonDebugging)

{

libc\_printf ((char \*) "polygon %d:%d vs polygon %d:%d\\n", 32, polygon0->id, i0, polygon1->id, i1);

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

libc\_printf ((char \*) " yellow coordinate pairs: %g, %g -> %g, %g\\n", 45, s0.point1, s0.point2);

libc\_printf ((char \*) " white coordinate pairs: %g, %g -> %g, %g\\n", 44, s1.point1, s1.point2);

debugLine (s0.point1, s0.point2, (deviceIf\_Colour) deviceIf\_yellow ());

debugLine (s1.point1, s1.point2, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

if (interpen\_segmentsCollide (s0, s1, &p, &at0, &at1, &ptn0, &ptn1))

{

/\* --fixme-- do we now need to move the objects apart? \*/

if (! (history\_isDuplicateC (currentTime, 0.0, polygon0->id, polygon1->id, at0, at1, p)))

{

/\* add collision event. \*/

if (PolygonDebugging)

{

libc\_printf ((char \*) "frame number %d: ", 17, deviceIf\_getFrameNo ());

libc\_printf ((char \*) "short circuit further test\\n", 28);

dumpCollision (polygon0->id, polygon1->id, i0, i1, at0, at1, p);

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

libc\_printf ((char \*) " yellow coordinate pairs: %g, %g -> %g, %g\\n", 45, s0.point1, s0.point2);

libc\_printf ((char \*) " white coordinate pairs: %g, %g -> %g, %g\\n", 44, s1.point1, s1.point2);

debugLine (s0.point1, s0.point2, (deviceIf\_Colour) deviceIf\_purple ());

debugLine (s1.point1, s1.point2, (deviceIf\_Colour) deviceIf\_purple ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

edesc = NULL;

edesc = makePolygonPolygon (edesc, polygon0->id, polygon1->id, i0+ptn0, i1+ptn1, at0, at1, p);

addCollisionEvent (0.0, (eventProc) {(eventProc\_t) doCollision}, edesc);

if (PolygonDebugging)

{

libc\_printf ((char \*) "interpen created queue\\n", 24);

printQueue ();

}

}

/\*

RETURN

\*/

}

i1 += 1;

}

i0 += 1;

}

}

/\*

checkFrameInterpenObjects -

\*/

static void checkFrameInterpenObjects (unsigned int i, unsigned int j)

{

Object iptr;

Object jptr;

iptr = Indexing\_GetIndice (objects, i);

jptr = Indexing\_GetIndice (objects, j);

if ((iptr->object == circleOb) && (jptr->object == circleOb))

{

checkFrameInterpenCircleCircle (iptr, jptr);

}

else if ((iptr->object == circleOb) && (jptr->object == polygonOb))

{

/\* avoid dangling else. \*/

checkFrameInterpenCirclePolygon (iptr, jptr);

}

else if ((iptr->object == polygonOb) && (jptr->object == circleOb))

{

/\* avoid dangling else. \*/

checkFrameInterpenCirclePolygon (jptr, iptr);

}

else if ((iptr->object == polygonOb) && (jptr->object == polygonOb))

{

/\* avoid dangling else. \*/

checkFrameInterpenPolygonPolygon (iptr, jptr);

}

}

/\*

displayBroadphase -

\*/

static void displayBroadphase (broadphase b)

{

libc\_printf ((char \*) " objects: %d and %d\\n", 23, b->o0, b->o1);

}

/\*

dumpBroadphase -

\*/

static void dumpBroadphase (broadphase list)

{

broadphase b;

libc\_printf ((char \*) "broadphase list:\\n", 18);

if (list == NULL)

{

libc\_printf ((char \*) " empty", 7);

}

else

{

b = list;

while (b != NULL)

{

displayBroadphase (b);

b = b->next;

}

}

}

/\*

optBroadphase - optimise the broadphase. (--fixme--) complete me.

\*/

static broadphase optBroadphase (broadphase list)

{

/\* your code goes here. mcomp. \*/

return list;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkFrameInterpen - at this point the engine is running in frame based mode

as we have at least one polygon moving and rotating.

We need to check for interpenetration of objects, move them apart

and add a collision event for each pair of interpenetrating objects.

\*/

static void checkFrameInterpen (void)

{

broadphase list;

broadphase b;

list = optBroadphase (initBroadphase ());

if (BroadphaseDebugging)

{

dumpBroadphase (list);

}

b = list;

while (b != NULL)

{

checkFrameInterpenObjects (b->o0, b->o1);

b = b->next;

}

killBroadphase (&list);

if (BroadphaseDebugging)

{

printQueue ();

}

}

/\*

getCofG - returns the CofG of an object.

\*/

static coord\_Coord getCofG (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

switch (idp->object)

{

case circleOb:

return idp->c.pos;

break;

case polygonOb:

return idp->p.cOfG;

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isCircle - return TRUE if object, id, is a circle.

\*/

static unsigned int isCircle (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

return idp->object == circleOb;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isPolygon - return TRUE if object, id, is a polygon.

\*/

static unsigned int isPolygon (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

return idp->object == polygonOb;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isSpringObject - return TRUE if object, id, is a spring.

\*/

static unsigned int isSpringObject (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

return (idp != NULL) && (idp->object == springOb);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

calcSpringFixed - calculate the forces on, moving object which is attached to, fixed.

Given spring properties of, k, and, l0.

\*/

static void calcSpringFixed (double k, double d, double l0, double l1, unsigned int spr, unsigned int fixed, unsigned int moving)

{

if (l1 > l0)

{

doCalcSpringFixed (k, d, l0, l1, spr, fixed, moving);

}

}

/\*

doCalcSpringFixed - calculate the forces on, moving object which is attached to, fixed.

Given spring properties of, k, and, l0.

\*/

static void doCalcSpringFixed (double k, double d, double l0, double l1, unsigned int spr, unsigned int fixed, unsigned int moving)

{

Object sprp;

Object fixedp;

Object movingp;

Object o;

coord\_Coord f1;

coord\_Coord vfm;

coord\_Coord fvec;

coord\_Coord s;

coord\_Coord n;

double factor;

double springval;

double damping;

double fax;

double fay;

double fvx;

double fvy;

double mvx;

double mvy;

double max;

double may;

sprp = Indexing\_GetIndice (objects, spr);

fixedp = Indexing\_GetIndice (objects, fixed);

movingp = Indexing\_GetIndice (objects, moving);

getObjectValues (fixedp, &fvx, &fvy, &fax, &fay);

getObjectValues (movingp, &mvx, &mvy, &max, &may);

/\* gdbif.sleepSpin ; \*/

if (trace)

{

libc\_printf ((char \*) "fvx, fvy = %g, %g ", 20, fvx, fvy);

libc\_printf ((char \*) "fax, fay = %g, %g\\n", 19, fvx, fvy);

libc\_printf ((char \*) "mvx, mvy = %g, %g ", 20, mvx, mvy);

libc\_printf ((char \*) "max, may = %g, %g\\n", 19, mvx, mvy);

libc\_printf ((char \*) "starting with force on moving object %d = [%g, %g]\\n", 52, movingp->id, movingp->forceVec.x, movingp->forceVec.y);

}

vfm = coord\_subCoord (coord\_initCoord (fvx, fvy), coord\_initCoord (mvx, mvy));

s = coord\_subCoord (getCofG (fixed), getCofG (moving));

n = coord\_normaliseCoord (s);

springval = k\*(l1-l0);

damping = d\*((coord\_dotProd (vfm, s))/(coord\_lengthCoord (s)));

f1 = coord\_scaleCoord (n, -(springval+damping));

if (trace)

{

libc\_printf ((char \*) "spring value = %g\\n", 19, springval);

libc\_printf ((char \*) "damping value = %g\\n", 20, damping);

libc\_printf ((char \*) "vector f1 = [%g, %g]\\n", 22, f1.x, f1.y);

}

movingp->forceVec = coord\_subCoord (movingp->forceVec, f1);

sprp->s.f1 = coord\_negateCoord (f1);

sprp->s.f2 = f1;

if (trace)

{

libc\_printf ((char \*) "overall force on moving object %d = [%g, %g]\\n", 46, movingp->id, movingp->forceVec.x, movingp->forceVec.y);

factor = (sqr (d))-((4.0\*(twoDsim\_get\_mass (movingp->id)))\*k);

if (roots\_nearZero (factor))

{

libc\_printf ((char \*) "sprung object %d critical damping (increase damping or reduce spring strength of spring %d)\\n", 93, movingp->id, spr);

}

else if (factor > 0.0)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "sprung object %d is safe as it is over damped\\n", 47, movingp->id);

}

else

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "sprung object %d under damped (increase damping or reduce spring strength of spring %d)\\n", 89, movingp->id, spr);

}

}

}

/\*

calcSpringMoving - calculate the forces on, moving objects o1 and o2 attached to

spring, spr.

The spring has properties of, k, d, l0 and l1.

\*/

static void calcSpringMoving (double k, double d, double l0, double l1, unsigned int spr, unsigned int o1, unsigned int o2)

{

if (l1 > l0)

{

doCalcSpringMoving (k, d, l0, l1, spr, o1, o2);

}

}

/\*

doCalcSpringMoving - calculate the forces on, moving objects o1 and o2 attached to

spring, spr.

The spring has properties of, k, d, l0 and l1.

\*/

static void doCalcSpringMoving (double k, double d, double l0, double l1, unsigned int spr, unsigned int o1, unsigned int o2)

{

Object sprp;

Object o1p;

Object o2p;

coord\_Coord f1;

coord\_Coord vfm;

coord\_Coord fvec;

coord\_Coord s;

coord\_Coord n;

double springval;

double damping;

double fax;

double fay;

double fvx;

double fvy;

double mvx;

double mvy;

double max;

double may;

sprp = Indexing\_GetIndice (objects, spr);

o1p = Indexing\_GetIndice (objects, o1);

o2p = Indexing\_GetIndice (objects, o2);

getObjectValues (o1p, &fvx, &fvy, &fax, &fay);

getObjectValues (o2p, &mvx, &mvy, &max, &may);

/\* gdbif.sleepSpin ; \*/

if (trace)

{

libc\_printf ((char \*) "fvx, fvy = %g, %g ", 20, fvx, fvy);

libc\_printf ((char \*) "fax, fay = %g, %g\\n", 19, fvx, fvy);

libc\_printf ((char \*) "mvx, mvy = %g, %g ", 20, mvx, mvy);

libc\_printf ((char \*) "max, may = %g, %g\\n", 19, mvx, mvy);

}

vfm = coord\_subCoord (coord\_initCoord (fvx, fvy), coord\_initCoord (mvx, mvy));

s = coord\_subCoord (getCofG (o1), getCofG (o2));

n = coord\_normaliseCoord (s);

springval = k\*(l1-l0);

damping = d\*((coord\_dotProd (vfm, s))/(coord\_lengthCoord (s)));

f1 = coord\_scaleCoord (n, -(springval+damping));

if (trace)

{

libc\_printf ((char \*) "spring value = %g\\n", 19, springval);

libc\_printf ((char \*) "damping value = %g\\n", 20, damping);

libc\_printf ((char \*) "vector f1 = [%g, %g]\\n", 22, f1.x, f1.y);

}

o1p->forceVec = coord\_addCoord (o1p->forceVec, f1);

o2p->forceVec = coord\_subCoord (o2p->forceVec, f1);

sprp->s.f1 = f1;

sprp->s.f2 = coord\_negateCoord (f1);

}

/\*

doCalcSpringForce -

\*/

static void doCalcSpringForce (unsigned int id, Object idp)

{

unsigned int id1;

unsigned int id2;

switch (idp->object)

{

case springOb:

id1 = idp->s.id1;

id2 = idp->s.id2;

/\* calculate actual length of spring now. \*/

if ((twoDsim\_isFixed (id1)) && (! (twoDsim\_isFixed (id2))))

{

calcSpringFixed (idp->s.k, idp->s.d, idp->s.l0, idp->s.l1, id, id1, id2);

}

else if ((twoDsim\_isFixed (id2)) && (! (twoDsim\_isFixed (id1))))

{

/\* avoid dangling else. \*/

calcSpringFixed (idp->s.k, idp->s.d, idp->s.l0, idp->s.l1, id, id2, id1);

}

else if ((! (twoDsim\_isFixed (id1))) && (! (twoDsim\_isFixed (id2))))

{

/\* avoid dangling else. \*/

calcSpringMoving (idp->s.k, idp->s.d, idp->s.l0, idp->s.l1, id, id2, id1);

}

break;

default:

break;

}

}

/\*

calcSpringForce - calculate the forces a spring, id, has on its components.

\*/

static void calcSpringForce (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

if (objectExists (idp))

{

doCalcSpringForce (id, idp);

}

}

/\*

zeroForceEnergy - assign force vector, potential energy and kinetic energy

to zero for all objects

\*/

static void zeroForceEnergy (void)

{

unsigned int n;

unsigned int i;

Object iptr;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

iptr = Indexing\_GetIndice (objects, i);

if (objectExists (iptr))

{

iptr->forceVec = coord\_initCoord (0.0, 0.0);

iptr->ke = 0.0;

iptr->pe = 0.0;

}

i += 1;

}

}

/\*

applyDrag - apply drag to object, id, which has a spring

generated acceleration, a. We only apply the

drag if the is an acceleration (or force).

No drag is imposed if the spring is at rest.

\*/

static void applyDrag (unsigned int id, coord\_Coord a)

{

Object o;

if (! (twoDsim\_isFixed (id)))

{

o = Indexing\_GetIndice (objects, id);

if (! (roots\_nearZero (a.x)))

{

o->vx = inElastic (o, o->vx);

}

if (! (roots\_nearZero (a.y)))

{

o->vy = inElastic (o, o->vy);

}

}

}

/\*

doApplySpringForce -

\*/

static coord\_Coord doApplySpringForce (unsigned int id, coord\_Coord force)

{

coord\_Coord a;

if (twoDsim\_isFixed (id))

{

return coord\_initCoord (0.0, 0.0);

}

else

{

if (roots\_nearZero (twoDsim\_get\_mass (id)))

{

libc\_printf ((char \*) "object %d must be given a mass\\n", 32, id);

libc\_exit (1);

}

else

{

a = coord\_scaleCoord (force, 1.0/(twoDsim\_get\_mass (id)));

a = coord\_scaleCoord (a, ElasticitySpring);

applyDrag (id, a);

return a;

}

}

ReturnException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\*

doApplyForce -

\*/

static void doApplyForce (unsigned int i, Object iptr)

{

if (((isCircle (i)) || (isPolygon (i))) && (! (twoDsim\_isFixed (i))))

{

/\* avoid dangling else. \*/

if (roots\_nearZero (twoDsim\_get\_mass (i)))

{

/\* avoid dangling else. \*/

/\* suppress warning if not running. \*/

if (startedRunning)

{

libc\_printf ((char \*) "moving object %d needs a mass before a force can be applied\\n", 61, i);

}

}

else

{

if (trace)

{

libc\_printf ((char \*) "object %d has force vector (%g, %g)\\n", 38, i, iptr->forceVec.x, iptr->forceVec.y);

libc\_printf ((char \*) "object %d has (saccel = (%g, %g)\\n", 34, i, iptr->saccel.x, iptr->saccel.y);

}

iptr->saccel = coord\_initCoord (iptr->forceVec.x/(twoDsim\_get\_mass (i)), iptr->forceVec.y/(twoDsim\_get\_mass (i)));

iptr->saccel = coord\_scaleCoord (iptr->saccel, ElasticitySpring);

if (trace)

{

libc\_printf ((char \*) "object %d now has (saccel (%g, %g)\\n", 36, i, iptr->saccel.x, iptr->saccel.y);

libc\_printf ((char \*) "object %d has normal acceleration of (%g, %g)\\n", 47, i, iptr->ax, iptr->ay);

libc\_printf ((char \*) " total acceleration of (%g, %g)\\n", 46, i, iptr->ax+iptr->saccel.x, iptr->ay+iptr->saccel.y);

}

/\* iptr^.stationary := NOT (nearZero (iptr^.saccel.x) AND nearZero (iptr^.saccel.y)) \*/

}

}

else if (isSpringObject (i))

{

/\* avoid dangling else. \*/

/\* work out the acceleration due to the spring on each attached object. \*/

iptr->s.a1 = doApplySpringForce (iptr->s.id1, iptr->s.f1);

iptr->s.a2 = doApplySpringForce (iptr->s.id2, iptr->s.f2);

}

}

/\*

applyForce - translate the force into acceleration

and update stationary boolean.

\*/

static void applyForce (void)

{

unsigned int n;

unsigned int i;

Object iptr;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

iptr = Indexing\_GetIndice (objects, i);

if (objectExists (iptr))

{

doApplyForce (i, iptr);

}

i += 1;

}

}

/\*

calcSpringEnergy -

\*/

static void calcSpringEnergy (unsigned int i)

{

double M;

Object id1ptr;

Object id2ptr;

Object iptr;

Assert (isSpringObject (i), 2394);

iptr = Indexing\_GetIndice (objects, i);

iptr->ke = 0.0; /\* no kinetic energy as a spring has no mass. \*/

iptr->pe = (iptr->s.k\*(sqr (iptr->s.l0-iptr->s.l1)))/2.0; /\* no kinetic energy as a spring has no mass. \*/

id1ptr = Indexing\_GetIndice (objects, iptr->s.id1);

id2ptr = Indexing\_GetIndice (objects, iptr->s.id2);

/\* give this to the two objects attached to the spring. \*/

if (id1ptr->fixed && ! id2ptr->fixed)

{

/\* give it all to id2. \*/

id2ptr->pe = id2ptr->pe+iptr->pe;

}

else if (id2ptr->fixed && ! id1ptr->fixed)

{

/\* avoid dangling else. \*/

/\* give it all to id1. \*/

id1ptr->pe = id1ptr->pe+iptr->pe;

}

else if (! id2ptr->fixed && ! id1ptr->fixed)

{

/\* avoid dangling else. \*/

/\* give it to both id1 and id2 using their mass as a radio. \*/

M = (twoDsim\_get\_mass (iptr->s.id1))+(twoDsim\_get\_mass (iptr->s.id2));

id1ptr->pe = id1ptr->pe+((iptr->pe\*(twoDsim\_get\_mass (iptr->s.id1)))/M);

id2ptr->pe = id2ptr->pe+((iptr->pe\*(twoDsim\_get\_mass (iptr->s.id2)))/M);

}

}

/\*

calcObjectEnergy -

\*/

static void calcObjectEnergy (unsigned int i)

{

if (isSpringObject (i))

{

calcSpringEnergy (i);

}

}

/\*

calcEnergy -

\*/

static void calcEnergy (void)

{

unsigned int n;

unsigned int i;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

calcObjectEnergy (i);

i += 1;

}

}

/\*

recalculateForceEnergy - recalculate all forces and energy

for all objects.

\*/

static void recalculateForceEnergy (void)

{

if (trace)

{

libc\_printf ((char \*) "enter recalculateForceEnergy\\n", 30);

}

zeroForceEnergy ();

if (trace)

{

twoDsim\_dumpWorld ();

}

calcForce ();

/\* calcEnergy ; \*/

applyForce ();

if (trace)

{

twoDsim\_dumpWorld ();

libc\_printf ((char \*) "exit recalculateForceEnergy\\n", 29);

}

}

/\*

calcForce - calculate all forces for objects attached by springs.

\*/

static void calcForce (void)

{

unsigned int n;

unsigned int i;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

calcSpringForce (i);

i += 1;

}

}

/\*

calculateCofG -

\*/

static coord\_Coord calculateCofG (unsigned int n, coord\_Coord \*p\_, unsigned int \_p\_high)

{

double A;

double B;

double C;

double D;

double a;

double x;

double y;

unsigned int i;

unsigned int j;

coord\_Coord p[\_p\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (p, p\_, (\_p\_high+1) \* sizeof (coord\_Coord));

a = (calcArea (n, (coord\_Coord \*) p, \_p\_high))\*6.0;

x = 0.0;

y = 0.0;

if (Debugging)

{

libc\_printf ((char \*) "calculateCofG begin: %d points\\n", 33, n);

for (i=0; i<=n-1; i++)

{

libc\_printf ((char \*) "%d: %g, %g\\n", 14, i, p[i].x, p[i].y);

}

}

for (i=0; i<=n-1; i++)

{

j = (i+1) % n;

if (Debugging)

{

libc\_printf ((char \*) "x = %g, y = %g\\n", 17, x, y);

A = p[i].x+p[j].x;

B = (p[i].x\*p[j].y)-(p[j].x\*p[i].y);

C = p[i].y+p[j].y;

D = (p[i].x\*p[j].y)-(p[j].x\*p[i].y);

libc\_printf ((char \*) "A = %g, B = %g\\n", 17, A, B);

libc\_printf ((char \*) "C = %g, D = %g\\n", 17, A, B);

libc\_printf ((char \*) "A \* B = %g, C \* D = %g\\n", 25, A\*B, C\*D);

}

x = x+((p[i].x+p[j].x)\*((p[i].x\*p[j].y)-(p[j].x\*p[i].y)));

y = y+((p[i].y+p[j].y)\*((p[i].x\*p[j].y)-(p[j].x\*p[i].y)));

}

if (Debugging)

{

libc\_printf ((char \*) "cofg = %g, %g\\n", 15, x/a, y/a);

}

return coord\_initCoord (x/a, y/a);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

calcArea -

\*/

static double calcArea (unsigned int n, coord\_Coord \*p\_, unsigned int \_p\_high)

{

unsigned int i;

unsigned int j;

double a;

double r;

double b;

coord\_Coord p[\_p\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (p, p\_, (\_p\_high+1) \* sizeof (coord\_Coord));

a = 0.0;

if (Debugging)

{

libc\_printf ((char \*) "calculating area: ", 18);

}

for (i=0; i<=n-1; i++)

{

if (Debugging)

{

libc\_printf ((char \*) "(%g, %g) ", 9, p[i].x, p[i].y);

}

j = (i+1) % n;

r = p[i].x\*p[j].y;

b = p[i].y\*p[j].x;

if (Debugging)

{

libc\_printf ((char \*) " [x1 x y1 = %g x %g = %g = r] ", 30, p[i].x, p[j].y, r);

libc\_printf ((char \*) " [x1 x y1 = %g x %g = %g = b] ", 30, p[i].y, p[j].x, b);

}

a = (a+r)-b;

if (Debugging)

{

libc\_printf ((char \*) " [a = %g] ", 10, a);

}

}

if (Debugging)

{

libc\_printf ((char \*) "end area = %g\\n", 15, a/2.0);

}

return a/2.0;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

debugCircle - displays a circle at position, p, with radius, r, in colour, c.

\*/

static void debugCircle (coord\_Coord p, double r, deviceIf\_Colour c)

{

deviceIf\_glyphCircle (c2p (p), TRUE, Fractions\_zero (), Fractions\_putReal (r), c);

}

/\*

debugLine - displays a line from, p1, to, p2, in the debugging colour.

\*/

static void debugLine (coord\_Coord p1, coord\_Coord p2, deviceIf\_Colour c)

{

typedef struct \_T7\_a \_T7;

struct \_T7\_a { Points\_Point array[3+1]; };

\_T7 p;

coord\_Coord v;

coord\_Coord n1;

coord\_Coord n2;

sortLine (&p1, &p2);

v = coord\_subCoord (p2, p1);

coord\_perpendiculars (v, &n1, &n2);

n1 = coord\_scaleCoord (coord\_normaliseCoord (n1), thickness);

n2 = coord\_scaleCoord (coord\_normaliseCoord (n2), thickness);

p.array[0] = c2p (coord\_addCoord (p1, n1));

p.array[1] = c2p (coord\_addCoord (p2, n1));

p.array[2] = c2p (coord\_addCoord (p2, n2));

p.array[3] = c2p (coord\_addCoord (p1, n2));

deviceIf\_glyphPolygon (4, (Points\_Point \*) &p.array[0], 3, TRUE, Fractions\_zero (), c);

}

/\*

doCircle - pass parameters to the groffDevice.

\*/

static void doCircle (coord\_Coord p, double r, deviceIf\_Colour c)

{

deviceIf\_glyphCircle (c2p (p), TRUE, Fractions\_zero (), Fractions\_putReal (r), c);

}

/\*

doPolygon -

\*/

static void doPolygon (unsigned int n, coord\_Coord \*p\_, unsigned int \_p\_high, deviceIf\_Colour c)

{

typedef struct \_T8\_a \_T8;

struct \_T8\_a { Points\_Point array[MaxPolygonPoints+1]; };

\_T8 points;

unsigned int i;

coord\_Coord p[\_p\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (p, p\_, (\_p\_high+1) \* sizeof (coord\_Coord));

for (i=0; i<=n-1; i++)

{

if (Debugging)

{

libc\_printf ((char \*) "polygon point %d: %g, %g\\n", 26, i, p[i].x, p[i].y);

}

points.array[i] = c2p ((coord\_Coord) p[i]);

}

deviceIf\_glyphPolygon (n, (Points\_Point \*) &points.array[0], MaxPolygonPoints, TRUE, Fractions\_zero (), c);

}

/\*

drawBoarder -

\*/

static void drawBoarder (deviceIf\_Colour c)

{

typedef struct \_T9\_a \_T9;

struct \_T9\_a { Points\_Point array[3+1]; };

\_T9 p;

p.array[0] = Points\_initPoint (Fractions\_zero (), Fractions\_zero ());

p.array[1] = Points\_initPoint (Fractions\_one (), Fractions\_zero ());

p.array[2] = Points\_initPoint (Fractions\_one (), Fractions\_one ());

p.array[3] = Points\_initPoint (Fractions\_zero (), Fractions\_one ());

deviceIf\_glyphPolygon (4, (Points\_Point \*) &p.array[0], 3, FALSE, Fractions\_initFract (0, 1, 100), c);

}

/\*

drawBackground -

\*/

static void drawBackground (deviceIf\_Colour c)

{

typedef struct \_T10\_a \_T10;

struct \_T10\_a { Points\_Point array[3+1]; };

\_T10 p;

p.array[0] = Points\_initPoint (Fractions\_zero (), Fractions\_zero ());

p.array[1] = Points\_initPoint (Fractions\_one (), Fractions\_zero ());

p.array[2] = Points\_initPoint (Fractions\_one (), Fractions\_one ());

p.array[3] = Points\_initPoint (Fractions\_zero (), Fractions\_one ());

deviceIf\_glyphPolygon (4, (Points\_Point \*) &p.array[0], 3, TRUE, Fractions\_zero (), c);

}

/\*

getVelCoord - returns a velocity coordinate pair for Object, o.

\*/

static coord\_Coord getVelCoord (Object o)

{

checkDeleted (o);

if (o->fixed || o->stationary)

{

return coord\_initCoord (0.0, 0.0);

}

else

{

return coord\_initCoord (o->vx, o->vy);

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getAccelCoord - returns an acceleration coordinate pair for Object, o.

\*/

static coord\_Coord getAccelCoord (Object o)

{

checkDeleted (o);

if (o->fixed || o->stationary)

{

return coord\_initCoord (0.0, 0.0);

}

else

{

return coord\_addCoord (coord\_initCoord (o->ax, (o->ay+simulatedGravity)+o->gravity), o->saccel);

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doCircleFrame -

\*/

static void doCircleFrame (Object optr, double dt, deviceIf\_Colour col)

{

coord\_Coord vc;

coord\_Coord ac;

vc = getVelCoord (optr);

ac = getAccelCoord (optr);

doCircle (newPositionCoord (optr->c.pos, vc, ac, dt), optr->c.r, col);

}

/\*

doPolygonFrame -

\*/

static void doPolygonFrame (Object optr, double dt, deviceIf\_Colour col)

{

typedef struct \_T11\_a \_T11;

struct \_T11\_a { coord\_Coord array[MaxPolygonPoints+1]; };

unsigned int i;

\_T11 po;

coord\_Coord co;

coord\_Coord vc;

coord\_Coord ac;

vc = getVelCoord (optr);

ac = getAccelCoord (optr);

for (i=0; i<=optr->p.nPoints-1; i++)

{

po.array[i] = newPositionRotationCoord (optr->p.cOfG, vc, ac, dt, optr->angularVelocity, optr->angleOrientation, (polar\_Polar) optr->p.points.array[i]);

if (Debugging)

{

libc\_printf ((char \*) "po[%d].x = %g, po[%d].y = %g\\n", 30, i, po.array[i].x, i, po.array[i].y);

}

co = coord\_addCoord (optr->p.cOfG, polar\_polarToCoord (polar\_rotatePolar ((polar\_Polar) optr->p.points.array[i], optr->angleOrientation)));

if (Debugging)

{

libc\_printf ((char \*) " [co.x = %g, co.y = %g]\\n", 25, co.x, co.y);

}

if (roots\_nearZero (dt))

{

if ((! (roots\_nearZero (co.x-po.array[i].x))) || (! (roots\_nearZero (co.y-po.array[i].y))))

{

libc\_printf ((char \*) "these values should be the same\\n", 33);

libc\_exit (1);

}

}

}

doPolygon (optr->p.nPoints, (coord\_Coord \*) &po.array[0], MaxPolygonPoints, col);

}

/\*

doSpringFrame -

\*/

static void doSpringFrame (Object optr, double dt, unsigned int col)

{

typedef struct \_T12\_a \_T12;

struct \_T12\_a { coord\_Coord array[3+1]; };

unsigned int i;

coord\_Coord p;

coord\_Coord s1;

coord\_Coord s2;

Object o1;

Object o2;

\_T12 po;

coord\_Coord co;

coord\_Coord vc;

coord\_Coord ac;

double w2;

Assert (optr->object == springOb, 3000);

if (optr->s.draw)

{

w2 = optr->s.width/2.0;

o1 = Indexing\_GetIndice (objects, optr->s.id1);

o2 = Indexing\_GetIndice (objects, optr->s.id2);

s1 = newPositionCoord (getCofG (optr->s.id1), getVelCoord (o1), getAccelCoord (o1), dt);

s2 = newPositionCoord (getCofG (optr->s.id2), getVelCoord (o2), getAccelCoord (o2), dt);

p = coord\_scaleCoord (coord\_normaliseCoord (coord\_perpendicular (coord\_subCoord (s1, s2))), w2);

po.array[0] = coord\_addCoord (s1, p);

po.array[1] = coord\_subCoord (s1, p);

po.array[2] = coord\_subCoord (s2, p);

po.array[3] = coord\_addCoord (s2, p);

doPolygon (4, (coord\_Coord \*) &po.array[0], 3, (deviceIf\_Colour) optr->s.drawColour);

}

}

/\*

doDrawFrame -

\*/

static void doDrawFrame (Object optr, double dt, deviceIf\_Colour col)

{

coord\_Coord ac;

coord\_Coord vc;

if (DebugTrace)

{

libc\_printf ((char \*) "doDrawFrame (%g)\\n", 18, dt);

}

checkDeleted (optr);

switch (optr->object)

{

case circleOb:

doCircleFrame (optr, dt, col);

break;

case springOb:

doSpringFrame (optr, dt, (unsigned int) col);

break;

case polygonOb:

doPolygonFrame (optr, dt, col);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

getEventObjects -

\*/

static void getEventObjects (Object \*id1, Object \*id2, eventQueue e)

{

Object id;

(\*id1) = NULL;

(\*id2) = NULL;

if (e != NULL)

{

switch (e->ePtr->etype)

{

case circlesEvent:

(\*id1) = Indexing\_GetIndice (objects, e->ePtr->cc.cid1);

(\*id2) = Indexing\_GetIndice (objects, e->ePtr->cc.cid2);

break;

case circlePolygonEvent:

(\*id1) = Indexing\_GetIndice (objects, e->ePtr->cp.cid);

(\*id2) = Indexing\_GetIndice (objects, e->ePtr->cp.pid);

break;

case polygonPolygonEvent:

(\*id1) = Indexing\_GetIndice (objects, e->ePtr->pp.pid1);

(\*id2) = Indexing\_GetIndice (objects, e->ePtr->pp.pid2);

break;

case springEvent:

id = Indexing\_GetIndice (objects, e->ePtr->sp.id);

(\*id1) = Indexing\_GetIndice (objects, id->s.id1);

(\*id2) = Indexing\_GetIndice (objects, id->s.id2);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

}

/\*

getColour -

\*/

static deviceIf\_Colour getColour (Object optr)

{

switch (optr->object)

{

case polygonOb:

return optr->p.col;

break;

case circleOb:

return optr->c.col;

break;

case springOb:

return deviceIf\_white ();

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getSpringColour -

\*/

static deviceIf\_Colour getSpringColour (void)

{

if (haveSpringColour)

{

return springColour;

}

else

{

return deviceIf\_red ();

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getCollisionColour -

\*/

static deviceIf\_Colour getCollisionColour (void)

{

if (haveCollisionColour)

{

return collisionColour;

}

else

{

return deviceIf\_blue ();

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getEventObjectColour -

\*/

static deviceIf\_Colour getEventObjectColour (eventQueue e, Object optr)

{

Object id1;

Object id2;

getEventObjects (&id1, &id2, e);

if ((e == NULL) || ((id1 != optr) && (id2 != optr)))

{

return getColour (optr);

}

else

{

switch (e->kind)

{

case collisionKind:

return getCollisionColour ();

break;

case springKind:

return getSpringColour ();

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

equalBroadphase - return TRUE if the pair of objects in, b, is the same

as (i, j).

\*/

static unsigned int equalBroadphase (broadphase b, unsigned int i, unsigned int j)

{

return (b->o0 == i) && (b->o1 == j);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

assignBroadphase - assign each field in broadphase to: i, j and next.

b is returned.

\*/

static broadphase assignBroadphase (broadphase b, unsigned int i, unsigned int j, broadphase next)

{

b->o0 = i;

b->o1 = j;

b->next = next;

return b;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newBroadphase - return a new initialised broadphase element.

\*/

static broadphase newBroadphase (unsigned int i, unsigned int j, broadphase next)

{

broadphase b;

if (freeBroadphase == NULL)

{

Storage\_ALLOCATE ((void \*\*) &b, sizeof (\_T5));

}

else

{

b = freeBroadphase;

freeBroadphase = freeBroadphase->next;

}

return assignBroadphase (b, i, j, next);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

addBroadphase - adds, pair, i, j, onto the head of the broadphase list

as long as the pair is unique. It returns the new element

which is chained to head.

\*/

static broadphase addBroadphase (broadphase head, unsigned int i, unsigned int j)

{

broadphase b;

if (head == NULL)

{

return newBroadphase (i, j, (broadphase) NULL);

}

else

{

b = head;

while (b != NULL)

{

if ((equalBroadphase (b, i, j)) || (equalBroadphase (b, j, i)))

{

/\* already seen this pair, therefore return head. \*/

return head;

}

b = b->next;

}

return newBroadphase (i, j, head);

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

initBroadphase - the constructor which returns a new broadphase list of objects.

\*/

static broadphase initBroadphase (void)

{

broadphase head;

unsigned int i;

unsigned int j;

unsigned int n;

head = NULL;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

j = 1;

while (j <= n)

{

if ((((i != j) && (objectIdExists (i))) && (objectIdExists (j))) && ((! (twoDsim\_isFixed (i))) || (! (twoDsim\_isFixed (j)))))

{

/\* either i or j is moving therefore there might be interpenetration. \*/

head = addBroadphase (head, i, j);

}

j += 1;

}

i += 1;

}

return head;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

killBroadphase - returns list, head, back to the freeBroadphase list.

\*/

static void killBroadphase (broadphase \*head)

{

broadphase last;

if ((\*head) != NULL)

{

if (freeBroadphase == NULL)

{

freeBroadphase = (\*head);

}

else

{

last = (\*head);

while (last->next != NULL)

{

last = last->next;

}

last->next = freeBroadphase;

freeBroadphase = (\*head);

}

(\*head) = NULL;

}

}

/\*

checkFrameBasedInterpen -

\*/

static void checkFrameBasedInterpen (void)

{

framePolygons = determineFrameBased ();

if (FrameSprings || framePolygons)

{

/\* are we using frame based simulation to solve spring motion. \*/

updatePhysics (TRUE);

}

if (framePolygons)

{

checkFrameInterpen ();

}

if (PolygonDebugging)

{

printQueue ();

}

}

/\*

drawFrame - draws the current world into the frame buffer.

If e is not NIL then it will be a collision event

which describes the objects colliding. The

drawFrame will draw these objects using

the debugging colour.

\*/

static void drawFrame (eventQueue e)

{

double dt;

unsigned int i;

unsigned int n;

Object optr;

Assert (((e == NULL) || (e->kind == collisionKind)) || (e->kind == springKind), 3315);

if (DebugTrace)

{

libc\_printf ((char \*) "start drawFrame\\n", 17);

}

if (writeTimeDelay)

{

deviceIf\_writeTime (currentTime-lastDrawTime);

}

lastDrawTime = currentTime;

dt = currentTime-lastUpdateTime;

if (DebugTrace)

{

libc\_printf ((char \*) "before drawBoarder\\n", 20);

}

drawBoarder ((deviceIf\_Colour) deviceIf\_black ());

if (DebugTrace)

{

libc\_printf ((char \*) "after drawBoarder\\n", 19);

}

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

optr = Indexing\_GetIndice (objects, i);

if ((optr != NULL) && (! optr->deleted) && (optr->visible))

{

if (Debugging)

{

dumpObject (optr);

}

/\* printf ("before doDrawFrame

"); \*/

doDrawFrame (optr, dt, getEventObjectColour (e, optr));

}

/\* printf ("after doDrawFrame

"); \*/

i += 1;

}

}

/\*

drawFrameEvent -

\*/

static void drawFrameEvent (eventQueue e)

{

if (DebugTrace)

{

libc\_printf ((char \*) "start drawFrameEvent\\n", 22);

}

checkFrameBasedInterpen ();

if (DebugTrace)

{

libc\_printf ((char \*) "before frameNote\\n", 18);

}

deviceIf\_frameNote ();

if (DebugTrace)

{

libc\_printf ((char \*) "before drawFrame\\n", 18);

}

drawFrame ((eventQueue) NULL);

if (DebugTrace)

{

libc\_printf ((char \*) "before flipBuffer\\n", 19);

}

deviceIf\_flipBuffer ();

if (DebugTrace)

{

libc\_printf ((char \*) "before addEvent\\n", 17);

}

addEvent ((eventKind) frameKind, 1.0/framesPerSecond, (eventProc) {(eventProc\_t) drawFrameEvent});

if (DebugTrace)

{

libc\_printf ((char \*) "collectAll\\n", 12);

}

GC\_collectAll ();

if (DebugTrace)

{

libc\_printf ((char \*) "end drawFrameEvent\\n", 20);

}

}

/\*

incRadians - return (a + b) mod 2pi. The value returned will be between 0..2pi

\*/

static double incRadians (double a, double b)

{

a = a+b;

if (roots\_nearZero (a))

{

a = 0.0;

}

else

{

while (a < 0.0)

{

a = a+(2.0\*MathLib0\_pi);

}

while (a > (2.0\*MathLib0\_pi))

{

a = a-(2.0\*MathLib0\_pi);

}

}

return a;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

updatePolygon -

\*/

static void updatePolygon (Object optr, double dt)

{

coord\_Coord ac;

if (! optr->deleted)

{

ac = getAccelCoord (optr);

optr->p.oldcOfG = optr->p.cOfG;

optr->p.cOfG.x = newPositionScalar (optr->p.cOfG.x, optr->vx, ac.x, dt);

optr->p.cOfG.y = newPositionScalar (optr->p.cOfG.y, optr->vy, ac.y, dt);

optr->vx = optr->vx+(optr->ax\*dt);

optr->vy = optr->vy+(ac.y\*dt);

optr->angleOrientation = incRadians (optr->angleOrientation, optr->angularVelocity\*dt);

}

}

/\*

updateCircle -

\*/

static void updateCircle (Object optr, double dt)

{

double vn;

coord\_Coord ac;

if (! optr->deleted)

{

/\* update vx and pos.x \*/

ac = getAccelCoord (optr);

optr->c.pos.x = newPositionScalar (optr->c.pos.x, optr->vx, ac.x, dt);

optr->vx = optr->vx+(ac.x\*dt);

/\* update vy and pos.y \*/

optr->c.pos.y = newPositionScalar (optr->c.pos.y, optr->vy, ac.y, dt);

optr->vy = optr->vy+(ac.y\*dt);

}

}

/\*

updateSpring - update the current length, l1, field of the spring.

\*/

static void updateSpring (Object optr, double dt)

{

optr->s.l1 = coord\_lengthCoord (coord\_subCoord (getCofG (optr->s.id1), getCofG (optr->s.id2)));

}

/\*

updateOb -

\*/

static void updateOb (Object optr, double dt)

{

if ((! optr->deleted && ! optr->fixed) && ! optr->stationary)

{

switch (optr->object)

{

case polygonOb:

updatePolygon (optr, dt);

break;

case circleOb:

updateCircle (optr, dt);

break;

case springOb:

updateSpring (optr, dt);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

}

/\*

doUpdatePhysics - updates all positions of objects based on the passing of

dt seconds.

\*/

static void doUpdatePhysics (double dt)

{

unsigned int i;

unsigned int n;

Object optr;

n = Indexing\_HighIndice (objects);

i = 1;

/\* springs are dependant on circles and polygons, so these are moved first. \*/

while (i <= n)

{

optr = Indexing\_GetIndice (objects, i);

if (! (isSpringObject (i)))

{

updateOb (optr, dt);

}

i += 1;

}

/\* now the springs. \*/

i = 1;

while (i <= n)

{

optr = Indexing\_GetIndice (objects, i);

if (isSpringObject (i))

{

updateOb (optr, dt);

}

i += 1;

}

}

/\*

updatePhysics - updates the velocity of all objects based on

the elapsed time from the last collision until now.

\*/

static void updatePhysics (unsigned int recalculateForce)

{

if (trace)

{

libc\_printf ((char \*) "enter updatePhysics\\n", 21);

}

doUpdatePhysics (currentTime-lastUpdateTime);

if (recalculateForce)

{

recalculateForceEnergy ();

}

lastUpdateTime = currentTime;

if (trace)

{

libc\_printf ((char \*) "exit updatePhysics\\n", 20);

}

}

/\*

displayEvent -

\*/

static void displayEvent (eventQueue e)

{

libc\_printf ((char \*) "%g %p ", 6, e->time\_, e->p);

if (e->kind == frameKind)

{

libc\_printf ((char \*) "frameKind ", 10);

}

else if (e->kind == collisionKind)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "collisionKind ", 14);

}

else if (e->kind == functionKind)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "functionEvent ", 14);

}

else if (e->kind == springKind)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "springEvent ", 12);

}

else

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "unknown kind ", 13);

}

if (e->ePtr == NULL)

{

libc\_printf ((char \*) "\\n", 2);

}

else

{

switch (e->ePtr->etype)

{

case frameEvent:

libc\_printf ((char \*) "display frame event\\n", 21);

break;

case circlesEvent:

libc\_printf ((char \*) "circle %d and circle %d colliding event\\n", 41, e->ePtr->cc.cid1, e->ePtr->cc.cid2);

break;

case circlePolygonEvent:

libc\_printf ((char \*) "circle %d and polygon %d colliding event\\n", 42, e->ePtr->cp.cid, e->ePtr->cp.pid);

if (e->ePtr->cp.wpid == history\_corner)

{

libc\_printf ((char \*) " hits polygon on its corner %d\\n", 33, e->ePtr->cp.pointNo);

}

else

{

libc\_printf ((char \*) " hits polygon on its edge %d\\n", 31, e->ePtr->cp.lineNo);

}

break;

case polygonPolygonEvent:

libc\_printf ((char \*) "polygon %d and polygon %d colliding event\\n", 43, e->ePtr->pp.pid1, e->ePtr->pp.pid2);

if (e->ePtr->pp.wpid1 == history\_corner)

{

libc\_printf ((char \*) " polygon (%d) corner %d hits", 29, e->ePtr->pp.pid1, e->ePtr->pp.lineCorner1);

}

else

{

libc\_printf ((char \*) " polygon (%d) edge %d hits ", 28, e->ePtr->pp.pid1, e->ePtr->pp.lineCorner1);

}

if (e->ePtr->pp.wpid2 == history\_corner)

{

libc\_printf ((char \*) " polygon (%d) on corner %d\\n", 28, e->ePtr->pp.pid2, e->ePtr->pp.lineCorner2);

}

else

{

libc\_printf ((char \*) " polygon (%d) on edge %d\\n", 26, e->ePtr->pp.pid2, e->ePtr->pp.lineCorner2);

}

break;

case functionEvent:

libc\_printf ((char \*) "function event %d (%d)\\n", 24, e->ePtr->fc.id, e->ePtr->fc.param);

break;

case springEvent:

libc\_printf ((char \*) "spring %d reached ", 18, e->ePtr->sp.id);

switch (e->ePtr->sp.type)

{

case history\_midPoint:

libc\_printf ((char \*) "midpoint", 8);

break;

case history\_endPoint:

libc\_printf ((char \*) "endpoint", 8);

break;

case history\_callPoint:

libc\_printf ((char \*) "callpoint", 9);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

libc\_printf ((char \*) "\\n", 2);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

}

/\*

printQueue - prints out the event queue.

\*/

static void printQueue (void)

{

eventQueue e;

if (DebugTrace || TRUE)

{

libc\_printf ((char \*) "current time = %g, lastDrawTime = %g, lastUpdateTime = %g\\n", 61, currentTime, lastDrawTime, lastUpdateTime);

libc\_printf ((char \*) "The event queue\\n", 17);

libc\_printf ((char \*) "===============\\n", 17);

e = eventQ;

while (e != NULL)

{

displayEvent (e);

e = e->next;

}

}

}

/\*

updateStats -

\*/

static void updateStats (double dt)

{

unsigned int lastTime;

unsigned int nextTime;

unsigned int fps;

lastTime = ((int) (currentTime\*10.0));

nextTime = ((int) ((currentTime+dt)\*10.0));

if (lastTime != nextTime)

{

fps = delay\_getActualFPS ();

libc\_printf ((char \*) "%d.%d seconds simulated, fps: %d\\n", 34, nextTime / 10, nextTime % 10, fps);

}

}

/\*

doFunctionEvent -

\*/

static void doFunctionEvent (eventQueue e)

{

/\* nothing to do. \*/

if (DebugTrace)

{

libc\_printf ((char \*) "doFunctionEvent\\n", 17);

printQueue ();

}

resetQueue ();

if (DebugTrace)

{

libc\_printf ((char \*) "adjusting the queue\\n", 21);

printQueue ();

libc\_printf ((char \*) "end of FunctionEvent\\n", 22);

}

}

/\*

doNextEvent -

\*/

static double doNextEvent (void)

{

eventQueue e;

double dt;

eventProc p;

if (eventQ == NULL)

{

libc\_printf ((char \*) "no more events on the event queue\\n", 35);

libc\_exit (1);

return 0.0;

}

else

{

if (trace)

{

libc\_printf ((char \*) "inside doNextEvent\\n", 20);

printQueue ();

}

e = eventQ;

eventQ = eventQ->next;

dt = e->time\_;

p = e->p;

currentTime = currentTime+dt;

Assert (((((p.proc == drawFrameEvent) || (p.proc == doCollision)) || (p.proc == debugFrame)) || (p.proc == doFunctionEvent)) || (p.proc == doSpring), 3734);

(\*p.proc) (e);

disposeDesc (&e->ePtr);

disposeEvent (e);

updateStats (dt);

checkMicroInterpen ();

return dt;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkZero -

\*/

static void checkZero (double \*v)

{

if ((((\*v) > 0.0) && ((\*v) < 0.01)) || (((\*v) < 0.0) && ((\*v) > -0.01)))

{

(\*v) = 0.0;

}

}

/\*

checkZeroCoord -

\*/

static coord\_Coord checkZeroCoord (coord\_Coord c)

{

if (roots\_nearZero (c.x))

{

c.x = 0.0;

}

if (roots\_nearZero (c.y))

{

c.y = 0.0;

}

return c;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

inElasticSpring -

\*/

static void inElasticSpring (double \*v)

{

(\*v) = (\*v)\*ElasticitySpring;

checkZero (v);

}

/\*

inElastic -

\*/

static double inElastic (Object o, double v)

{

v = v \*o->elasticity;

checkZero (&v);

return v;

}

/\*

nearZeroVelocity - returns TRUE if, r, is close to 0.0

\*/

static unsigned int nearZeroVelocity (double r)

{

if (r >= 0.0)

{

return r < 0.01;

}

else

{

return -r < 0.01;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkStationary - checks to see if object, o, should be put into

the stationary state.

\*/

static void checkStationary (Object o)

{

if (objectExists (o))

{

if (! o->fixed)

{

o->vx = inElastic (o, o->vx);

o->vy = inElastic (o, o->vy);

}

/\*

stationary := nearZeroVelocity (vx) AND nearZeroVelocity (vy) AND

nearZero (ax) AND nearZero (ay) ;

IF stationary

THEN

vx := 0.0 ;

vy := 0.0 ;

IF Debugging

THEN

dumpObject (o)

END

END

\*/

}

}

/\*

checkStationarySpring - checks to see if object, o, should be put into

the stationary state.

\*/

static void checkStationarySpring (Object o)

{

if (objectExists (o))

{

if (! o->fixed)

{

o->forceVec = coord\_scaleCoord (o->forceVec, ElasticitySpring);

inElasticSpring (&o->vx);

inElasticSpring (&o->vy);

o->stationary = (nearZeroVelocity (o->vx)) && (nearZeroVelocity (o->vy));

if (o->stationary)

{

o->vx = 0.0;

o->vy = 0.0;

if (Debugging)

{

dumpObject (o);

}

}

}

}

}

/\*

checkStationaryCollision - stationary object, a, has been bumped by

moving object, b. We move a slightly and

give it an initial velocity and change its

state from stationary to moving.

\*/

static void checkStationaryCollision (Object a, Object b)

{

if (a->stationary && ! a->deleted)

{

/\* avoid dangling else. \*/

if (Debugging)

{

libc\_printf ((char \*) "object %d has bumped into a stationary object %d\\n", 50, b->id, a->id);

}

/\* gdbif.sleepSpin ; \*/

a->vy = 1.0;

if (a->c.pos.x < b->c.pos.x)

{

a->c.pos.x = a->c.pos.x-0.001;

}

else

{

a->c.pos.x = a->c.pos.x+0.001;

}

a->c.pos.y = a->c.pos.y+0.001;

a->stationary = FALSE;

if (Debugging)

{

dumpObject (a);

}

}

else if (b->stationary && ! b->deleted)

{

/\* avoid dangling else. \*/

checkStationaryCollision (b, a);

}

}

/\*

collideFixedCircles - works out the new velocity given that the circle

movable collides with the fixed circle.

\*/

static void collideFixedCircles (Object movable, Object fixed)

{

collideAgainstFixedCircle (movable, fixed->c.pos);

}

/\*

collideAgainstFixedCircle - the movable object collides against a point, center.

center, is the center point of the other fixed circle.

This procedure works out the new velocity of the movable

circle given these constraints.

\*/

static void collideAgainstFixedCircle (Object movable, coord\_Coord center)

{

double r;

double j;

coord\_Coord c;

coord\_Coord normalCollision;

coord\_Coord relativeVelocity;

/\* calculate normal collision value \*/

c.x = movable->c.pos.x-center.x;

c.y = movable->c.pos.y-center.y;

r = libm\_sqrt ((c.x\*c.x)+(c.y\*c.y));

normalCollision.x = c.x/r;

normalCollision.y = c.y/r;

relativeVelocity.x = movable->vx;

relativeVelocity.y = movable->vy;

j = (-((1.0+1.0)\*((relativeVelocity.x\*normalCollision.x)+(relativeVelocity.y\*normalCollision.y))))/(((normalCollision.x\*normalCollision.x)+(normalCollision.y\*normalCollision.y))\*(1.0/movable->c.mass));

movable->vx = movable->vx+((j\*normalCollision.x)/movable->c.mass);

movable->vy = movable->vy+((j\*normalCollision.y)/movable->c.mass);

checkStationary (movable);

}

/\*

collideMovableCircles -

\*/

static void collideMovableCircles (Object iptr, Object jptr)

{

double r;

double j;

coord\_Coord c;

coord\_Coord normalCollision;

coord\_Coord relativeVelocity;

/\* calculate normal collision value \*/

c.x = iptr->c.pos.x-jptr->c.pos.x;

c.y = iptr->c.pos.y-jptr->c.pos.y;

r = libm\_sqrt ((c.x\*c.x)+(c.y\*c.y));

normalCollision.x = c.x/r;

normalCollision.y = c.y/r;

relativeVelocity.x = iptr->vx-jptr->vx;

relativeVelocity.y = iptr->vy-jptr->vy;

j = (-((1.0+1.0)\*((relativeVelocity.x\*normalCollision.x)+(relativeVelocity.y\*normalCollision.y))))/(((normalCollision.x\*normalCollision.x)+(normalCollision.y\*normalCollision.y))\*((1.0/iptr->c.mass)+(1.0/jptr->c.mass)));

iptr->vx = iptr->vx+((j\*normalCollision.x)/iptr->c.mass);

iptr->vy = iptr->vy+((j\*normalCollision.y)/iptr->c.mass);

jptr->vx = jptr->vx-((j\*normalCollision.x)/jptr->c.mass);

jptr->vy = jptr->vy-((j\*normalCollision.y)/jptr->c.mass);

checkStationaryCollision (iptr, jptr);

checkStationary (iptr);

checkStationary (jptr);

}

/\*

circleCollision - call fixed or movable circle collision depending upon whether

one or two circles are fixed.

Apart from taking into account rotation of either circle this

is complete.

\*/

static void circleCollision (Object iptr, Object jptr)

{

if (iptr->fixed)

{

collideFixedCircles (jptr, iptr);

}

else if (jptr->fixed)

{

/\* avoid dangling else. \*/

collideFixedCircles (iptr, jptr);

}

else

{

/\* avoid dangling else. \*/

collideMovableCircles (iptr, jptr);

}

}

/\*

collideCircleAgainstFixedEdge - modifies the circle velocity based upon the edge it hits.

We use the formula:

V = 2 \* (-I . N ) \* N + I

where:

I is the initial velocity vector

V is the final velocity vector

N is the normal to the line

\*/

static void collideCircleAgainstFixedEdge (Object cPtr, coord\_Coord p1, coord\_Coord p2)

{

coord\_Coord l;

coord\_Coord vel;

/\* firstly we need to find the normal to the line \*/

sortLine (&p1, &p2); /\* p1 and p2 are the start end positions of the line \*/

l = coord\_subCoord (p2, p1); /\* l is the vector p1 -> p2 \*/

vel = coord\_initCoord (cPtr->vx, cPtr->vy); /\* vel is the initial velocity \*/

vel = reflect (vel, l); /\* vel is the initial velocity \*/

cPtr->vx = vel.x; /\* update velocity of object, cPtr \*/

cPtr->vy = vel.y; /\* update velocity of object, cPtr \*/

checkStationary (cPtr);

}

/\*

circlePolygonCollision -

\*/

static void circlePolygonCollision (eventQueue e, Object cPtr, Object pPtr)

{

unsigned int ln;

coord\_Coord p1;

coord\_Coord p2;

if (e->ePtr->etype == circlePolygonEvent)

{

switch (e->ePtr->cp.wpid)

{

case history\_corner:

if (cPtr->fixed)

{

/\* --fixme-- to do later \*/

libc\_printf ((char \*) "moving polygon hits a fixed circle, on the polygon corner, unimplemented at present, --fixme--\\n", 96);

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

}

else if (pPtr->fixed)

{

/\* avoid dangling else. \*/

/\* moving circle hits fixed polygon corner \*/

collideAgainstFixedCircle (cPtr, e->ePtr->cp.cPoint);

}

else

{

/\* avoid dangling else. \*/

/\* both moving, to do later --fixme-- \*/

libc\_printf ((char \*) "collision between circle and polygon which are both moving, on the polygon corner, unimplemented at present, --fixme--\\n", 120);

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

}

break;

case history\_edge:

if (cPtr->fixed)

{

/\* --fixme-- to do later \*/

libc\_printf ((char \*) "collision between a fixed circle and a moving polygon, on the polygon edge, unimplemented at present, --fixme--\\n", 113);

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

}

else if (pPtr->fixed)

{

/\* avoid dangling else. \*/

/\* moving circle hits fixed polygon, on the edge \*/

ln = e->ePtr->cp.lineNo;

getPolygonLine (ln, pPtr, &p1, &p2);

collideCircleAgainstFixedEdge (cPtr, p1, p2);

}

else

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "collision between a moving circle and a moving polygon, on the polygon edge, unimplemented at present, --fixme--\\n", 114);

/\* both moving, to do later --fixme-- \*/

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

}

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

else

{

M2RTS\_HALT (-1); /\* should be circlePolygonEvent \*/

\_\_builtin\_unreachable ();

}

}

/\*

collidePolygonAgainstFixedCircle - polygon, o, is moving and has hit

a fixed circle at position, collision.

\*/

static void collidePolygonAgainstFixedCircle (Object o, coord\_Coord collision)

{

collideAgainstFixedCircle (o, collision);

if (Debugging)

{

dumpObject (o);

}

}

/\*

collidePolygonAgainstFixedEdge - p1, p2 is the fixed edge and, o, is the

moving polygon.

\*/

static void collidePolygonAgainstFixedEdge (Object o, coord\_Coord p1, coord\_Coord p2)

{

/\* find the point of collision, this is the mid point along

the shortest intersection between, o, and p1->p2. \*/

collideCircleAgainstFixedEdge (o, p1, p2);

if (Debugging)

{

dumpObject (o);

}

}

/\*

rotationalVelocity - return a vector containing the velocity

if polygon is rotating at angular speed, w,

and non rotation speed is, u and the relative

position is, r.

\*/

static coord\_Coord rotationalVelocity (double w, coord\_Coord u, coord\_Coord r)

{

return coord\_addCoord (u, coord\_scaleCoord (r, w));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

calcInertia - calculate the inertia of a polygon.

\*/

static void calcInertia (Object id)

{

coord\_Coord ci;

coord\_Coord cj;

double top;

double bot;

double t;

double b;

unsigned int i;

unsigned int j;

if (id->object == polygonOb)

{

top = 0.0;

bot = 0.0;

for (i=0; i<=id->p.nPoints-1; i++)

{

j = (i+1) % id->p.nPoints;

ci = coord\_addCoord (id->p.cOfG, polar\_polarToCoord (polar\_rotatePolar ((polar\_Polar) id->p.points.array[i], id->angleOrientation)));

cj = coord\_addCoord (id->p.cOfG, polar\_polarToCoord (polar\_rotatePolar ((polar\_Polar) id->p.points.array[j], id->angleOrientation)));

t = ((((((sqr (ci.x))+(sqr (ci.y)))+(ci.x\*cj.x))+(ci.y\*cj.y))+(sqr (cj.x)))+(sqr (cj.y)))\*((ci.x\*cj.y)-(cj.x\*ci.y));

top = top+t;

b = (ci.x\*cj.y)-(cj.x\*ci.y);

bot = bot+b;

}

id->inertia = (id->p.mass\*top)/(bot\*6.0);

}

else

{

id->inertia = id->c.mass;

}

}

/\*

updatePolygonVelocity - update both linear and angular velocities of

object, o, using impulse, j.

n is the perpendicular to the impact.

rp is the distance of the c of g of an object,

o, to the point of collision.

\*/

static void updatePolygonVelocity (Object o, double j, coord\_Coord n, coord\_Coord rpn)

{

coord\_Coord va;

/\* linear velocity update. (eq 8a) \*/

va = coord\_initCoord (o->vx, o->vy);

va = coord\_addCoord (va, coord\_scaleCoord (n, j/o->p.mass));

o->vx = va.x;

o->vy = va.y;

/\* angular velocity update. (eq 8b) \*/

o->angularVelocity = o->angularVelocity+((coord\_dotProd (rpn, coord\_scaleCoord (n, j)))/o->inertia);

}

/\*

polygonPolygonCollision - two polygons collide, we call the appropriate routines

depending upon whether one polygon is fixed.

\*/

static void polygonPolygonCollision (eventQueue e, Object id1, Object id2)

{

collidePolygonAgainstMovingPolygon (e, id1, id2);

}

/\*

reflect - reflect velocity, v, off line, l.

V = 2 \* (-I . n ) \* n + I

where:

I is the initial velocity vector

V is the final velocity vector

n is the normal to the line, l.

\*/

static coord\_Coord reflect (coord\_Coord v, coord\_Coord l)

{

coord\_Coord n;

n = coord\_perpendicular (l);

n = coord\_normaliseCoord (n);

return coord\_addCoord (coord\_scaleCoord (n, -(2.0\*(coord\_dotProd (v, n)))), v);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

collidePolygonAgainstFixedPolygon - moving, and, fixed, are two polygons.

Work out the new velocity of the moving polygon

and also rotation velocity.

\*/

static void collidePolygonAgainstFixedPolygon (eventQueue e, Object moving, Object fixed)

{

double I\_;

double m;

double j;

coord\_Coord l;

coord\_Coord n;

coord\_Coord n2;

coord\_Coord rap;

coord\_Coord rapn;

coord\_Coord p1;

coord\_Coord p2;

coord\_Coord p;

coord\_Coord v;

M2RTS\_HALT (-1); /\* this function does not work and is not used. \*/

\_\_builtin\_unreachable ();

Assert (! moving->fixed, 4320); /\* this function does not work and is not used. \*/

Assert (fixed->fixed, 4321);

Assert (e->ePtr->etype == polygonPolygonEvent, 4322);

if (Debugging)

{

libc\_printf ((char \*) "collidePolygonAgainstFixedPolygon\\n", 35);

}

drawFrame (e); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

p = e->ePtr->pp.cPoint; /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

if (e->ePtr->pp.wpid2 == history\_edge)

{

getPolygonLine (e->ePtr->pp.lineCorner2, (Object) Indexing\_GetIndice (objects, e->ePtr->pp.pid2), &p1, &p2);

l = coord\_subCoord (p2, p1);

debugLine (p1, p2, (deviceIf\_Colour) deviceIf\_yellow ());

}

else

{

/\* hits corner, so we use the normal from the corner to the C of G of the polygon. \*/

l = coord\_subCoord (p, fixed->p.cOfG);

}

coord\_perpendiculars (l, &n, &n2); /\* n and n2 are normal vectors to the vector l. \*/

v = rotationalVelocity (moving->angularVelocity, coord\_initCoord (moving->vx, moving->vy), coord\_subCoord (p, moving->p.cOfG)); /\* n and n2 are normal vectors to the vector l. \*/

rap = coord\_subCoord (p, moving->p.cOfG);

rapn = coord\_perpendicular (rap);

I\_ = (sqr (coord\_dotProd (rapn, n)))/moving->inertia;

m = 1.0/moving->p.mass;

debugCircle (moving->p.cOfG, 0.002, (deviceIf\_Colour) deviceIf\_yellow ()); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* c of g for id1 \*/

debugCircle (fixed->p.cOfG, 0.002, (deviceIf\_Colour) deviceIf\_purple ()); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* c of g for id2 \*/

j = (-(1.0\*(coord\_dotProd (v, n))))/(((coord\_dotProd (n, n))\*m)+I\_); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* c of g for id2 \*/

updatePolygonVelocity (moving, -j, n, rapn);

deviceIf\_flipBuffer (); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

}

/\*

collidePolygonAgainstMovingPolygon - both, id1, and, id2, are moving.

\*/

static void collidePolygonAgainstMovingPolygon (eventQueue e, Object id1, Object id2)

{

coord\_Coord p1;

coord\_Coord p2;

coord\_Coord p;

coord\_Coord n;

coord\_Coord n2;

coord\_Coord v1;

coord\_Coord va;

coord\_Coord vb;

coord\_Coord vap;

coord\_Coord vbp;

coord\_Coord vab;

coord\_Coord rap;

coord\_Coord rbp;

coord\_Coord sum;

coord\_Coord vF1;

coord\_Coord vF2;

double ca;

double cb;

double denominator;

double vabDotN;

double modifiedVel;

double j1;

double j2;

double m;

if (PolygonDebugging)

{

libc\_printf ((char \*) "before processing collision\\n", 29);

displayEvent (e);

dumpObject (id1);

dumpObject (id2);

}

Assert (e->ePtr->etype == polygonPolygonEvent, 4389);

p = e->ePtr->pp.cPoint;

if (PolygonDebugging)

{

dumpDesc (e->ePtr);

deviceIf\_frameNote (); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

drawFrame (e); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

}

/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

if ((e->ePtr->pp.wpid1 == history\_edge) && (e->ePtr->pp.wpid2 == history\_edge))

{

/\* avoid dangling else. \*/

if (PolygonDebugging)

{

libc\_printf ((char \*) "the edges of two polygon collide\\n", 34);

}

/\* choose the fixed line, if one exists. \*/

if (twoDsim\_isFixed (id1->id))

{

if (PolygonDebugging)

{

libc\_printf ((char \*) "using line %d:%d\\n", 18, e->ePtr->pp.pid1, e->ePtr->pp.lineCorner1);

}

getPolygonLine (e->ePtr->pp.lineCorner1, (Object) Indexing\_GetIndice (objects, e->ePtr->pp.pid1), &p1, &p2);

}

else

{

if (PolygonDebugging)

{

libc\_printf ((char \*) "using line %d:%d\\n", 18, e->ePtr->pp.pid2, e->ePtr->pp.lineCorner2);

}

getPolygonLine (e->ePtr->pp.lineCorner2, (Object) Indexing\_GetIndice (objects, e->ePtr->pp.pid2), &p1, &p2);

}

/\* p1 and p2 are the start end positions of the line \*/

v1 = coord\_subCoord (p2, p1); /\* v1 is the vector p1 -> p2 \*/

coord\_perpendiculars (v1, &n, &n2); /\* n and n2 are normal vectors to the vector v1 \*/

/\* n needs to point into id1. \*/

if (PolygonDebugging)

{

debugLine (p1, p2, (deviceIf\_Colour) deviceIf\_yellow ());

}

}

else if (e->ePtr->pp.wpid1 == history\_edge)

{

/\* avoid dangling else. \*/

/\* corner collision. \*/

if (PolygonDebugging)

{

libc\_printf ((char \*) "the edge of polygon collides with corner of polygon\\n", 53);

}

Assert (e->ePtr->pp.wpid2 == history\_corner, 4436);

getPolygonLine (e->ePtr->pp.lineCorner1, (Object) Indexing\_GetIndice (objects, e->ePtr->pp.pid1), &p1, &p2);

v1 = coord\_subCoord (p2, p1); /\* v1 is the vector p1 -> p2 \*/

coord\_perpendiculars (v1, &n, &n2); /\* n and n2 are normal vectors to the vector v1 \*/

/\* n needs to point into id1. \*/

if (PolygonDebugging)

{

debugLine (p1, p2, (deviceIf\_Colour) deviceIf\_purple ());

}

}

else if (e->ePtr->pp.wpid2 == history\_edge)

{

/\* avoid dangling else. \*/

if (PolygonDebugging)

{

libc\_printf ((char \*) "the edge of polygon collides with corner of polygon\\n", 53);

}

Assert (e->ePtr->pp.wpid1 == history\_corner, 4452);

getPolygonLine (e->ePtr->pp.lineCorner2, (Object) Indexing\_GetIndice (objects, e->ePtr->pp.pid2), &p1, &p2);

v1 = coord\_subCoord (p2, p1); /\* v1 is the vector p1 -> p2 \*/

coord\_perpendiculars (v1, &n, &n2); /\* n and n2 are normal vectors to the vector v1 \*/

/\* n needs to point into id1. \*/

if (PolygonDebugging)

{

debugLine (p1, p2, (deviceIf\_Colour) deviceIf\_white ());

}

}

else

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "the corners of two polygon collide\\n", 36);

/\* n needs and assignment. \*/

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

}

if (PolygonDebugging)

{

libc\_printf ((char \*) "line: ", 6);

dumpCoord (p1);

libc\_printf ((char \*) " -> ", 4);

dumpCoord (p2);

libc\_printf ((char \*) "\\n", 2);

libc\_printf ((char \*) "v1 vector along line: ", 22);

dumpCoord (v1);

libc\_printf ((char \*) " perpendicular: ", 17);

dumpCoord (n);

libc\_printf ((char \*) "\\n", 2);

debugCircle (id1->p.cOfG, 0.02, (deviceIf\_Colour) deviceIf\_yellow ()); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* c of g for id1 \*/

debugCircle (id2->p.cOfG, 0.02, (deviceIf\_Colour) deviceIf\_purple ()); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* c of g for id2 \*/

debugCircle (p, 0.02, (deviceIf\_Colour) deviceIf\_white ()); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* collision point \*/

}

/\* calculate relative velocity. \*/

rap = coord\_subCoord (p, id1->p.cOfG);

rbp = coord\_subCoord (p, id2->p.cOfG);

vap = coord\_addCoord (coord\_initCoord (id1->vx, id1->vy), coord\_scaleCoord (rap, id1->angularVelocity));

vbp = coord\_addCoord (coord\_initCoord (id2->vx, id2->vy), coord\_scaleCoord (rbp, id2->angularVelocity));

vab = coord\_subCoord (vap, vbp); /\* eq 1. C.Hecker. \*/

if (PolygonDebugging) /\* eq 1. C.Hecker. \*/

{

libc\_printf ((char \*) "v1 = ", 5);

dumpCoord (v1);

libc\_printf ((char \*) " rap = ", 7);

dumpCoord (rap);

libc\_printf ((char \*) " rbp = ", 7);

dumpCoord (rbp);

libc\_printf ((char \*) " vap = ", 7);

dumpCoord (vap);

libc\_printf ((char \*) " vbp = ", 7);

dumpCoord (vbp);

libc\_printf ((char \*) "\\n", 2);

libc\_printf ((char \*) "vab = ", 6);

dumpCoord (vab);

libc\_printf ((char \*) ", n = ", 6);

dumpCoord (n);

libc\_printf ((char \*) " dotProd (vab, n) = %g\\n", 24, coord\_dotProd (vab, n));

}

/\* eq 2. C.Hecker. \*/

if ((coord\_dotProd (vab, n)) < 0.0)

{

if (PolygonDebugging)

{

deviceIf\_flipBuffer (); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

libc\_printf ((char \*) "objects are moving apart, ignore.\\n", 35); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

}

/\* objects are moving apart, ignore. \*/

return;

}

/\* calculate impulse factor. Eq 6. C.Hecker. \*/

if (id1->fixed)

{

m = 0.0;

}

else

{

m = 1.0/id1->p.mass;

}

if (! id2->fixed)

{

m = m+(1.0/id2->p.mass);

}

denominator = (coord\_dotProd (n, n))\*m; /\* bottom of Eq 6. C.Hecker. \*/

if (PolygonDebugging) /\* bottom of Eq 6. C.Hecker. \*/

{

libc\_printf ((char \*) "n = ", 4);

dumpCoord (n);

libc\_printf ((char \*) "\\n", 2);

libc\_printf ((char \*) "m = %g, dotProd (n, n) = %g\\n", 29, m, coord\_dotProd (n, n));

libc\_printf ((char \*) "denominator = %g\\n", 18, denominator);

}

/\* calculate angular factors. \*/

if (id1->fixed)

{

ca = 0.0;

}

else

{

ca = (sqr (coord\_dotProd (coord\_perpendicular (rap), n)))/id1->inertia;

}

if (id2->fixed)

{

cb = 0.0;

}

else

{

cb = (sqr (coord\_dotProd (coord\_perpendicular (rbp), n)))/id2->inertia;

}

denominator = (denominator+ca)+cb;

/\* calculate total impulse of collision, j. \*/

vabDotN = coord\_dotProd (vab, n);

if (PolygonDebugging)

{

libc\_printf ((char \*) "vabDotN = %g\\n", 14, vabDotN);

}

modifiedVel = vabDotN/denominator;

j1 = -((1.0+Elasticity)\*modifiedVel);

j2 = (1.0+Elasticity)\*modifiedVel;

if (PolygonDebugging)

{

libc\_printf ((char \*) "j1 = %g, j2 = %g\\n", 18, j1, j2);

}

/\* update the velocities. \*/

if (! id1->fixed)

{

vF1 = coord\_addCoord (coord\_initCoord (id1->vx, id1->vy), coord\_scaleCoord (n, j1/id1->p.mass));

id1->vx = vF1.x;

id1->vy = vF1.y;

}

if (! id2->fixed)

{

vF2 = coord\_addCoord (coord\_initCoord (id2->vx, id2->vy), coord\_scaleCoord (n, j2/id2->p.mass));

id2->vx = vF2.x;

id2->vy = vF2.y;

}

/\* update the angular velocities. \*/

if (id1->fixed)

{

j2 = j2\*2.0;

}

if (id2->fixed)

{

j1 = j1\*2.0;

}

if (! id1->fixed)

{

id1->angularMomentum = id1->angularMomentum+(coord\_dotProd (rap, coord\_scaleCoord (n, j1)));

id1->angularVelocity = (1.0/id1->inertia)\*id1->angularMomentum;

}

if (! id2->fixed)

{

id2->angularMomentum = id2->angularMomentum+(coord\_dotProd (rbp, coord\_scaleCoord (n, j2)));

id2->angularVelocity = (1.0/id2->inertia)\*id2->angularMomentum;

}

if (PolygonDebugging)

{

libc\_printf ((char \*) "after processing collision\\n", 28);

displayEvent (e);

dumpObject (id1);

dumpObject (id2);

deviceIf\_flipBuffer (); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

dumpDesc (e->ePtr); /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/

if (! id2->fixed)

{

Assert (id2->vy > 0.0, 4610);

if (id2->vy > 0.0)

{

libc\_printf ((char \*) "SUCCESSFUL collide polygon\\n", 28);

}

else

{

debugDelay ((char \*) "FAILED collide polygon - terminating", 36);

}

}

if (! id1->fixed)

{

Assert (id1->vy > 0.0, 4620);

if (id1->vy > 0.0)

{

libc\_printf ((char \*) "SUCCESSFUL collide polygon\\n", 28);

}

else

{

debugDelay ((char \*) "FAILED collide polygon - terminating", 36);

}

}

}

}

/\*

physicsCollision - handle the physics of a collision between

the two objects defined in, e.

\*/

static void physicsCollision (eventQueue e)

{

Object id1;

Object id2;

switch (e->ePtr->etype)

{

case circlesEvent:

id1 = Indexing\_GetIndice (objects, e->ePtr->cc.cid1);

id2 = Indexing\_GetIndice (objects, e->ePtr->cc.cid2);

circleCollision (id1, id2);

break;

case circlePolygonEvent:

id1 = Indexing\_GetIndice (objects, e->ePtr->cp.cid);

id2 = Indexing\_GetIndice (objects, e->ePtr->cp.pid);

circlePolygonCollision (e, id1, id2);

break;

case polygonPolygonEvent:

id1 = Indexing\_GetIndice (objects, e->ePtr->pp.pid1);

id2 = Indexing\_GetIndice (objects, e->ePtr->pp.pid2);

polygonPolygonCollision (e, id1, id2);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

doCollision - called whenever a collision event is processed.

\*/

static void doCollision (eventQueue e)

{

updatePhysics (TRUE);

collisionOccurred (e->ePtr);

if (drawCollisionFrame)

{

if (Debugging)

{

libc\_printf ((char \*) "issuing collision draw frame\\n", 30);

}

deviceIf\_frameNote ();

drawFrame (e);

deviceIf\_flipBuffer ();

}

/\*

collectAll

\*/

physicsCollision (e);

/\*

printf ("near end of doCollision

");

printQueue ;

\*/

addNextObjectEvent ();

}

/\*

sqr -

\*/

static double sqr (double v)

{

return v\*v;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

cub -

\*/

static double cub (double v)

{

return (v\*v)\*v;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

quad -

\*/

static double quad (double v)

{

return ((v\*v)\*v)\*v;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

pent -

\*/

static double pent (double v)

{

return (quad (v))\*v;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

hex -

\*/

static double hex (double v)

{

return (cub (v))\*(cub (v));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

sept -

\*/

static double sept (double v)

{

return (quad (v))\*(cub (v));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

oct -

\*/

static double oct (double v)

{

return (quad (v))\*(quad (v));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getCircleValues - assumes, o, is a circle and retrieves:

center (x, y)

radius radius

velocity (vx, vy)

accel (ax, ay)

\*/

static void getCircleValues (Object o, double \*x, double \*y, double \*radius, double \*vx, double \*vy, double \*ax, double \*ay)

{

(\*x) = o->c.pos.x;

(\*y) = o->c.pos.y;

(\*radius) = o->c.r;

getObjectValues (o, vx, vy, ax, ay);

}

/\*

getObjectValues - fills in velocity and acceleration x, y, values.

\*/

static void getObjectValues (Object o, double \*vx, double \*vy, double \*ax, double \*ay)

{

coord\_Coord ac;

if (o->fixed || o->stationary)

{

(\*vx) = 0.0;

(\*vy) = 0.0;

(\*ax) = 0.0;

(\*ay) = 0.0;

}

else

{

ac = getAccelCoord (o);

(\*vx) = o->vx;

(\*vy) = o->vy;

(\*ax) = ac.x;

(\*ay) = ac.y;

}

}

/\*

getObjectOrbitingValues -

\*/

static void getObjectOrbitingValues (Object o, double \*r, double \*w, coord\_Coord \*cofg)

{

(\*r) = o->angleOrientation;

(\*w) = o->angularVelocity;

switch (o->object)

{

case polygonOb:

(\*cofg) = o->p.cOfG;

break;

case circleOb:

(\*cofg) = o->c.pos;

break;

default:

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

break;

}

}

/\*

maximaCircleCollisionOrbiting -

x1 y1 x2 y2

a, g, l, r is initial position of the point (not the c of g)

b, h, m, s is initial velocity

c, i, n, u is acceleration

e, k, p, v is angular velocity

f, q, k, w is the initial angular offset for the center of circle relative to the c of g.

The c of g is the center of the orbit.

d, o the distance of the point from the c of g.

\*/

static void maximaCircleCollisionOrbiting (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h, double i, double j, double k, double l, double m, double n, double o, double p, double q, double r, double s, double u, double v, double w, double x)

{

}

/\*

earlierCircleCollisionOrbiting -

t is the time of this collision (if any)

tc is the time of the next collision.

c1p is the initial position of the center of circle 1.

This may not be the c of g of this circle if it is in orbit.

c1radius is the radius of the circle.

c1r rotational offset of point 1.

c1cofg center of gravity of point 1.

c1w rotational angular velocity of point 1.

c1a acceleration of point 1.

c2p is the initial position of the center of circle 2.

This may not be the c of g of this circle if it is in orbit.

c2radius is the radius of the circle.

c2r rotational offset of point 2.

c2cofg center of gravity of point 2.

c2w rotational angular velocity of point 2.

c2a acceleration of point 2.

\*/

static unsigned int earlierCircleCollisionOrbiting (double \*t, double \*tc, coord\_Coord c1p, double c1radius, double c1r, double c1w, coord\_Coord c1cofg, coord\_Coord c1v, coord\_Coord c1a, coord\_Coord c2p, double c2radius, double c2r, double c2w, coord\_Coord c2cofg, coord\_Coord c2v, coord\_Coord c2a)

{

typedef struct \_T13\_a \_T13;

struct \_T13\_a { double array[8+1]; };

double d1;

double d2;

double A;

double B;

double C;

double D;

double E;

double F;

double G;

double H;

double I\_;

double T;

\_T13 array;

d1 = coord\_lengthCoord (coord\_subCoord (c1p, c1cofg));

d2 = coord\_lengthCoord (coord\_subCoord (c2p, c2cofg));

/\* describe line 2 by its Y coordinates. \*/

maximaCircleCollisionOrbiting ((double \*) &array.array[0], 8, c1p.x, c1v.x, c1a.x, d1, c1w, c1r, c2p.x, c2v.x, c2a.x, c2w, c2r, c1p.y, c1v.y, c1a.y, d2, c1w, c1r, c2p.y, c2v.y, c2a.y, c2w, c2r, c1radius+c2radius);

A = array.array[8];

B = array.array[7];

C = array.array[6];

D = array.array[5];

E = array.array[4];

F = array.array[3];

G = array.array[2];

H = array.array[1];

I\_ = array.array[0];

/\* now solve for values of t which satisfy:

At^8 + Bt^7 + Ct^6 + Dt^5 + Et^4 + Ft^3 + Gt^2 + Ht + I = 0 \*/

if (roots\_findOctic (A, B, C, D, E, F, G, H, I\_, t))

{

T = ((((((((A\*(oct ((\*t))))+(B\*(sept ((\*t)))))+(C\*(hex ((\*t)))))+(D\*(pent ((\*t)))))+(E\*(quad ((\*t)))))+(F\*(cub ((\*t)))))+(G\*(sqr ((\*t)))))+(H\*(\*t)))+I\_;

if (Debugging)

{

libc\_printf ((char \*) "%gt^8 + %gt^7 +%gt^6 + %gt^5 + %gt^4 + %gt^3 + %gt^2 + %gt + %g = %g (t=%g)\\n", 80, A, B, C, D, E, F, G, H, I\_, T, (\*t));

}

/\* remember tc is -1.0 initially, to force it to be set once. \*/

if ((((\*tc) < 0.0) || ((\*t) < (\*tc))) && (! (roots\_nearZero ((\*t)))))

{

return TRUE;

}

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

maximaCircleCollision -

\*/

static void maximaCircleCollision (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p)

{

}

static unsigned int earlierCircleCollision (eventDesc edesc, unsigned int id1, unsigned int id2, double \*t, double bestTimeOfCollision, coord\_Coord \*cp, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p)

{

double T;

double S;

double W;

double gap;

/\*

IF (bestTimeOfCollision >= 0.0) AND (t >= 0.0)

THEN

gap := 0.5 ;

T := 1.0 / framesPerSecond ;

S := sqr ((d - c) \* T + 0.5 \* (e - f) \* sqr (T)) +

sqr ((k - l) \* T + 0.5 \* (m - n) \* sqr (T)) ; estimated distance travelled in next time frame.

W := sqr (a - b) + sqr (g - h) - sqr (o + p) ; current distance between the two circles.

IF S + gap < W

THEN

INC (noOfCulledCollisions) ;

IF noOfCulledCollisions MOD 100 = 0

THEN

printf ("have culled %d collisions

", noOfCulledCollisions)

END ;

RETURN FALSE

END

END ;

\*/

return doEarlierCircleCollision (edesc, id1, id2, t, bestTimeOfCollision, cp, a, b, c, d, e, f, g, h, k, l, m, n, o, p);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doEarlierCircleCollision - let the following abreviations be assigned.

Note i is one circle, j is another circle.

v is velocity, a, acceleration, x, y axis.

r is radius.

Single letter variables are used since wxmaxima

only operates with these. Thus the output from wxmaxima

can be cut and pasted into the program.

a = xi

b = xj

c = vxi

d = vxj

e = aix

f = ajx

g = yi

h = yj

k = vyi

l = vyj

m = aiy

n = ajy

o = ri

p = rj

t is the time of this collision (if any)

bestTimeOfCollision is earlier known collision so far.

\*/

static unsigned int doEarlierCircleCollision (eventDesc edesc, unsigned int id1, unsigned int id2, double \*t, double bestTimeOfCollision, coord\_Coord \*cp, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p)

{

typedef struct \_T14\_a \_T14;

struct \_T14\_a { double array[4+1]; };

double A;

double B;

double C;

double D;

double E;

double T;

\_T14 array;

coord\_Coord c1;

coord\_Coord c2;

coord\_Coord cp1;

coord\_Coord cp2;

coord\_Coord v12;

coord\_Coord r12;

/\* thanks to wxmaxima (expand ; factor ; ratsimp) \*/

A = (((((sqr (n))-((2.0\*m)\*n))+(sqr (m)))+(sqr (f)))-((2.0\*e)\*f))+(sqr (e));

B = (((((4.0\*l)-(4.0\*k))\*n)+(((4.0\*k)-(4.0\*l))\*m))+(((4.0\*d)-(4.0\*c))\*f))+(((4.0\*c)-(4.0\*d))\*e);

C = (((((((((((4.0\*h)-(4.0\*g))\*n)+(((4.0\*g)-(4.0\*h))\*m))+(4.0\*(sqr (l))))-((8.0\*k)\*l))+(4.0\*(sqr (k))))+(((4.0\*b)-(4.0\*a))\*f))+(((4.0\*a)-(4.0\*b))\*e))+(4.0\*(sqr (d))))-((8.0\*c)\*d))+(4.0\*(sqr (c)));

D = (((((8.0\*h)-(8.0\*g))\*l)+(((8.0\*g)-(8.0\*h))\*k))+(((8.0\*b)-(8.0\*a))\*d))+(((8.0\*a)-(8.0\*b))\*c);

E = ((((((4.0\*(sqr (h)))-((8.0\*g)\*h))+(4.0\*(sqr (g))))+(4.0\*(sqr (b))))-((8.0\*a)\*b))+(4.0\*(sqr (a))))-(sqr (2.0\*(p+o)));

/\*

maximaCircleCollision (array,

a, b, c, d, e, f, g, h, k, l, m, n, o, p) ;

\*/

manualCircleCollision ((double \*) &array.array[0], 4, a, b, c, d, e, f, g, h, k, l, m, n, o, p);

AssertRDebug (array.array[4], A, (char \*) "A", 1);

AssertRDebug (array.array[3], B, (char \*) "B", 1);

AssertRDebug (array.array[2], C, (char \*) "C", 1);

AssertRDebug (array.array[1], D, (char \*) "D", 1);

AssertRDebug (array.array[0], E, (char \*) "E", 1);

/\* now solve for values of t which satisfy At^4 + Bt^3 + Ct^2 + Dt^1 + Et^0 = 0 \*/

if (roots\_findQuartic (A, B, C, D, E, t)) /\* this function will alter, t. \*/

{

T = ((((A\*((sqr ((\*t)))\*(sqr ((\*t)))))+(B\*((sqr ((\*t)))\*(\*t))))+(C\*(sqr ((\*t)))))+(D\*(\*t)))+E;

if (Debugging)

{

libc\_printf ((char \*) "%gt^4 + %gt^3 +%gt^2 + %gt + %g = %g (t=%g)\\n", 48, A, B, C, D, E, T, (\*t));

libc\_printf ((char \*) "found collision at %g\\n", 23, (\*t));

}

Assert ((\*t) >= 0.0, 5068);

/\* remember edesc = NIL if bestTimeOfCollision is unassigned. \*/

if ((edesc == NULL) || ((\*t) < bestTimeOfCollision))

{

c1 = newPositionCoord (coord\_initCoord (a, g), coord\_initCoord (c, k), coord\_initCoord (e, m), (\*t));

c2 = newPositionCoord (coord\_initCoord (b, h), coord\_initCoord (d, l), coord\_initCoord (f, n), (\*t));

v12 = coord\_subCoord (c1, c2);

Assert (roots\_nearCoord (c1, coord\_addCoord (c2, v12)), 5079);

cp2 = coord\_addCoord (c2, coord\_scaleCoord (v12, o/(o+p)));

cp1 = coord\_subCoord (c1, coord\_scaleCoord (v12, p/(o+p)));

(\*cp) = cp2;

if (roots\_nearSame (coord\_lengthCoord (v12), o+p))

{

/\* avoid dangling else. \*/

/\*

printf ("

c1 = %g, %g

", c1.x, c1.y) ;

printf ("c2 = %g, %g

", c2.x, c2.y) ;

printf ("o = %g, p = %g

", o, p) ;

printf ("cp2 = %g, %g

", cp2.x, cp2.y) ;

printf ("v12 = c1 - c2 = %g, %g

", v12.x, v12.y) ;

r12 := scaleCoord (v12, o/(o+p)) ;

printf ("r12 = v12 scaled by %g = %g, %g

", o/(o+p), r12.x, r12.y) ;

printf ("cp1 = c2 + r12 = %g, %g

", cp1.x, cp1.y) ;

\*/

Assert (roots\_nearCoord (cp1, cp2), 5096);

/\* found a value of t which is better than bestTimeOfCollision, but it might be a duplicate collision. \*/

if (! (history\_isDuplicateC (currentTime, (\*t), id1, id2, (history\_whereHit) history\_edge, (history\_whereHit) history\_edge, (\*cp))))

{

/\* ok, this has not been seen before. \*/

return TRUE;

}

}

else

{

if (trace)

{

libc\_printf ((char \*) "false the collisions points do not touch ignoring = %g, %g\\n", 60, (\*cp).x, (\*cp).y);

}

}

}

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

findCollisionCircles -

using:

S = UT + (AT^2)/2

compute xin and yin which are the new (x,y) positions of object i at time, t.

compute xjn and yjn which are the new (x,y) positions of object j at time, t.

now compute difference between objects and if they are ri+rj (radius of circle, i, and, j)

apart then we have a collision at time, t.

xin = xi + vxi \* t + (aix \* t^2) / 2.0

yin = yi + vyi \* t + (aiy \* t^2) / 2.0

xjn = xj + vxj \* t + (ajx \* t^2) / 2.0

yjn = yj + vyj \* t + (ajy \* t^2) / 2.0

ri + rj == sqrt(abs(xin-xjn)^2 + abs(yin-yjn)^2) for values of t

ri + rj == sqrt(((xi + vxi \* t + aix \* t^2 / 2.0) - (xj + vxj \* t + ajx \* t^2 / 2.0))^2 +

((yi + vyi \* t + aiy \* t^2 / 2.0) - (yj + vyj \* t + ajy \* t^2 / 2.0))^2)

let:

a = xi

b = xj

c = vxi

d = vxj

e = aix

f = ajx

g = yi

h = yj

k = vyi

l = vyj

m = aiy

n = ajy

o = ri

p = rj

t = t

o + p == sqrt(((a + c \* t + e \* t^2 / 2.0) - (b + d \* t + f \* t^2 / 2.0))^2 +

((g + k \* t + m \* t^2 / 2.0) - (h + l \* t + n \* t^2 / 2.0))^2)

o + p == sqrt(((a + c \* t + e \* t^2 / 2.0) - (b + d \* t + f \* t^2 / 2.0))^2 +

((g + k \* t + m \* t^2 / 2.0) - (h + l \* t + n \* t^2 / 2.0))^2)

0 == ((a + c \* t + e \* t^2 / 2.0) - (b + d \* t + f \* t^2 / 2.0))^2 +

((g + k \* t + m \* t^2 / 2.0) - (h + l \* t + n \* t^2 / 2.0))^2 -

(o + p)^2

now using wxmaxima

expand ; factor ; ratsimp

p+o == (sqrt((n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2))/2

2\*(p+o) == (sqrt((n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2))

(2\*(p+o))^2 == ((n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2))

0 == (n^2-2\*m\*n+m^2+f^2-2\*e\*f+e^2)\*t^4+

((4\*l-4\*k)\*n+(4\*k-4\*l)\*m+(4\*d-4\*c)\*f+(4\*c-4\*d)\*e)\*t^3+

((4\*h-4\*g)\*n+(4\*g-4\*h)\*m+4\*l^2-8\*k\*l+4\*k^2+(4\*b-4\*a)\*f+(4\*a-4\*b)\*e+4\*d^2-8\*c\*d+4\*c^2)\*t^2+

((8\*h-8\*g)\*l+(8\*g-8\*h)\*k+(8\*b-8\*a)\*d+(8\*a-8\*b)\*c)\*t+

4\*h^2-8\*g\*h+4\*g^2+4\*b^2-8\*a\*b+4\*a^2)-

((2\*(p+o))^2)

solve polynomial:

A := sqr(n)-2.0\*m\*n+sqr(m)+sqr(f)-2.0\*e\*f+sqr(e) ;

B := (4.0\*l-4.0\*k)\*n+(4.0\*k-4.0\*l)\*m+(4.0\*d-4.0\*c)\*f+(4.0\*c-4.0\*d)\*e ;

C := (4.0\*h-4.0\*g)\*n+(4.0\*g-4.0\*h)\*m+4.0\*sqr(l)-8.0\*k\*l+4.0\*sqr(k)+(4.0\*b-4.0\*a)\*f+(4.0\*a-4.0\*b)\*e+4.0\*sqr(d)-8.0\*c\*d+4.0\*sqr(c) ;

D := (8.0\*h-8.0\*g)\*l+(8.0\*g-8.0\*h)\*k+(8.0\*b-8.0\*a)\*d+(8.0\*a-8.0\*b)\*c ;

E := 4.0\*sqr(h)-8.0\*g\*h+4.0\*sqr(g)+4.0\*sqr(b)-8.0\*a\*b+4.0\*sqr(a)-sqr(2.0\*(p+o)) ;

\*/

static void findCollisionCircles (Object iptr, Object jptr, eventDesc \*edesc, double \*tc)

{

double a;

double b;

double c;

double d;

double e;

double f;

double g;

double h;

double k;

double l;

double m;

double n;

double o;

double p;

double t;

unsigned int i;

unsigned int j;

double T;

coord\_Coord cp;

/\*

a xi

g yi

o ri

c vxi

k vyi

e axi

m ayi

\*/

getCircleValues (iptr, &a, &g, &o, &c, &k, &e, &m);

/\*

b xj

h yj

p rj

d vxj

l vyj

f ajx

n ajy

\*/

getCircleValues (jptr, &b, &h, &p, &d, &l, &f, &n);

if (earlierCircleCollision ((\*edesc), iptr->id, jptr->id, &t, (\*tc), &cp, a, b, c, d, e, f, g, h, k, l, m, n, o, p))

{

(\*tc) = t;

(\*edesc) = makeCirclesDesc (edesc, iptr->id, jptr->id, cp);

}

}

/\*

stop -

\*/

static void stop (void)

{

}

/\*

makeCirclesPolygonDesc - returns an eventDesc describing the collision between a circle and a polygon.

notice wpid1 is not used, this is because it is called indirectly

and there are other make...Desc functions which have exactly the

same parameter data types.

\*/

static eventDesc makeCirclesPolygonDesc (eventDesc edesc, unsigned int cid, unsigned int pid, unsigned int lineNo, unsigned int pointNo, history\_whereHit wpid1, history\_whereHit wpid2, coord\_Coord collisionPoint)

{

/\* circle must always be treated as corner. \*/

if (edesc == NULL)

{

edesc = newDesc ();

}

edesc->etype = circlePolygonEvent;

edesc->cp.pid = pid;

edesc->cp.cid = cid;

edesc->cp.cPoint = collisionPoint;

edesc->cp.wpid = wpid2;

edesc->cp.lineNo = lineNo;

edesc->cp.pointNo = pointNo;

return edesc;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

checkIfPointHits - return TRUE if t0 is either the first hit found or

is sooner than, tc. It determines a hit by working out

the final position of partical:

x = s + ut + 1/2a t^2

if x>=0.0 and x <= length then it hits.

\*/

static unsigned int checkIfPointHits (double timeOfPrevCollision, double t, double length, double s, double u, double a)

{

double x;

/\* if t is later than timeOfPrevCollision, then we don't care as we already have found an earlier hit. \*/

if (trace)

{

libc\_printf ((char \*) "current best collision time is %g the new collision exists at time %g\\n", 71, timeOfPrevCollision, t);

}

if ((timeOfPrevCollision == -1.0) || (t < timeOfPrevCollision))

{

/\* avoid dangling else. \*/

/\* at time, t, what is the value of x ? \*/

x = newPositionScalar (s, u, a, t);

if (trace)

{

libc\_printf ((char \*) "line 0.0 .. %g and point at %g ", 32, length, x);

}

/\* if x lies between 0 .. length then it hits! \*/

if ((x >= 0.0) && (x <= length))

{

/\* new earlier collision time found \*/

if (trace)

{

libc\_printf ((char \*) "will hit line\\n", 15);

}

return TRUE;

}

if (trace)

{

libc\_printf ((char \*) "misses line\\n", 13);

}

}

else if (trace)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "the new time %g should be ignored as the best is %g\\n", 53, t, timeOfPrevCollision);

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newPositionScalar - calculates the new position of a scalar in the future.

\*/

static double newPositionScalar (double s, double u, double a, double t)

{

return (s+(u\*t))+((a\*(t\*t))/2.0);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newPositionRotationSinScalar - works out the new Y position for a point whose:

current cofg Y position is: c

initial Y velocity is : u

Y acceleration is : a

angular velocity : w

orientation : o

polar coord position rel

to cofg is : p

\*/

static double newPositionRotationSinScalar (double c, double u, double a, double t, double w, double o, polar\_Polar p)

{

double O;

if (Debugging)

{

libc\_printf ((char \*) "c = %g, u = %g, a = %g, t = %g\\n", 32, c, u, a, t);

}

O = newPositionScalar (c, u, a, t);

if (Debugging)

{

libc\_printf ((char \*) "O = %g, p.r = %g, p.w = %g, sin (w\*t + o + p.w) = %g\\n", 54, O, p.r, p.w, libm\_sin (((w\*t)+o)+p.w));

}

return O+(p.r\*(libm\_sin (((w\*t)+o)+p.w)));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newPositionRotationCosScalar - works out the new X position for a point whose:

current cofg X position is: c

initial X velocity is : u

X acceleration is : a

angular velocity : w

orientation : o

polar coord position rel

to cofg is : p

\*/

static double newPositionRotationCosScalar (double c, double u, double a, double t, double w, double o, polar\_Polar p)

{

double O;

O = newPositionScalar (c, u, a, t);

return O+(p.r\*(libm\_cos (((w\*t)+o)+p.w)));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newPositionCoord - calculates the new position of point in the future.

\*/

static coord\_Coord newPositionCoord (coord\_Coord c, coord\_Coord u, coord\_Coord a, double t)

{

return coord\_initCoord (newPositionScalar (c.x, u.x, a.x, t), newPositionScalar (c.y, u.y, a.y, t));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newPositionRotationCoord - calculates the new position of point, c+v, in the future.

Given angular velocity : w

orientation : o

time : t

initial vel : u

accel : a

c of g : c

polar coord of the point : p

\*/

static coord\_Coord newPositionRotationCoord (coord\_Coord c, coord\_Coord u, coord\_Coord a, double t, double w, double o, polar\_Polar p)

{

if (Debugging)

{

libc\_printf ((char \*) "t = %g, w = %g, o = %g\\n", 24, t, w, o);

}

return coord\_initCoord (newPositionRotationCosScalar (c.x, u.x, a.x, t, w, o, p), newPositionRotationSinScalar (c.y, u.y, a.y, t, w, o, p));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

hLine - debugging procedure to display a line on a half scale axis.

\*/

static void hLine (coord\_Coord p1, coord\_Coord p2, deviceIf\_Colour c)

{

typedef struct \_T15\_a \_T15;

struct \_T15\_a { Points\_Point array[1+1]; };

\_T15 p;

p1 = coord\_scaleCoord (p1, 0.5);

p2 = coord\_scaleCoord (p2, 0.5);

p1 = coord\_addCoord (p1, coord\_initCoord (0.5, 0.5));

p2 = coord\_addCoord (p2, coord\_initCoord (0.5, 0.5));

p.array[0] = c2p (p1);

p.array[1] = c2p (p2);

deviceIf\_glyphPolygon (2, (Points\_Point \*) &p.array[0], 1, FALSE, Fractions\_initFract (0, 1, 16), c);

}

/\*

hPoint - debugging procedure to display a line on a half scale axis.

\*/

static void hPoint (coord\_Coord p, deviceIf\_Colour c)

{

p = coord\_scaleCoord (p, 0.5);

p = coord\_addCoord (p, coord\_initCoord (0.5, 0.5));

deviceIf\_glyphCircle (c2p (p), TRUE, Fractions\_zero (), Fractions\_putReal (0.05), c);

}

/\*

hCircle - debugging procedure to display a circle on a half scale axis.

\*/

static void hCircle (coord\_Coord p, double r, deviceIf\_Colour c)

{

p = coord\_scaleCoord (p, 0.5);

p = coord\_addCoord (p, coord\_initCoord (0.5, 0.5));

deviceIf\_glyphCircle (c2p (p), TRUE, Fractions\_zero (), Fractions\_putReal (r), c);

}

/\*

hVec - display a normalised vector on a half scale axis

\*/

static void hVec (coord\_Coord p, deviceIf\_Colour c)

{

p = coord\_normaliseCoord (p);

hLine (coord\_initCoord (0.0, 0.0), coord\_initCoord (p.x, 0.0), c);

hLine (coord\_initCoord (0.0, 0.0), coord\_initCoord (0.0, p.y), c);

}

/\*

hFlush - flip the debugging buffer.

\*/

static void hFlush (void)

{

deviceIf\_frameNote ();

drawBoarder ((deviceIf\_Colour) deviceIf\_black ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

/\*

checkPointCollision -

\*/

static unsigned int checkPointCollision (double \*timeOfPrevCollision, double t, double length, double cx, double rvx, double rax, coord\_Coord c, coord\_Coord cvel, coord\_Coord caccel, coord\_Coord \*collisionPoint, unsigned int id1, unsigned int id2)

{

if (trace)

{

libc\_printf ((char \*) "entering checkPointCollision with the current best time %g\\n", 60, (\*timeOfPrevCollision));

}

if (checkIfPointHits ((\*timeOfPrevCollision), t, length, cx, rvx, rax))

{

if (trace)

{

libc\_printf ((char \*) "it crosses the region of interest (current best time %g)\\n", 58, (\*timeOfPrevCollision));

}

/\* a hit, find where \*/

(\*collisionPoint) = newPositionCoord (c, cvel, caccel, t);

/\* return TRUE providing that we do not already know about it \*/

if (history\_isDuplicateC (currentTime, t, id1, id2, (history\_whereHit) history\_edge, (history\_whereHit) history\_edge, (\*collisionPoint)))

{

if (trace)

{

libc\_printf ((char \*) "but it is a duplicate (best time still %g)\\n", 44, (\*timeOfPrevCollision));

}

return FALSE;

}

else

{

if (trace)

{

libc\_printf ((char \*) "point hits line, new best time of collision (%g)\\n", 50, t);

}

(\*timeOfPrevCollision) = t;

return TRUE;

}

}

else

{

if (trace)

{

libc\_printf ((char \*) "the point missed the line (best time is still %g)\\n", 51, (\*timeOfPrevCollision));

}

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

earlierPointLineCollision - returns TRUE if we can find a collision between a point, c,

travelling at cvel with acceleration, caccel and a line

p1, p2, travelling at velocity, lvel, and acceleration laccel.

If a collision is found then the collisionPoint is also

calculated.

\*/

static unsigned int earlierPointLineCollision (double \*timeOfCollision, coord\_Coord c, coord\_Coord cvel, coord\_Coord caccel, coord\_Coord p1, coord\_Coord p2, coord\_Coord lvel, coord\_Coord laccel, coord\_Coord \*collisionPoint, unsigned int id1, unsigned int id2)

{

coord\_Coord p3;

coord\_Coord c0;

coord\_Coord c1;

coord\_Coord rvel;

coord\_Coord raccel;

double x;

double t0;

double t1;

double hypot;

double theta;

if (trace)

{

libc\_printf ((char \*) "earlierPointLineCollision entered and best time is %g\\n", 55, (\*timeOfCollision));

}

/\* we pretend that the line is stationary, by computing the relative velocity and acceleration \*/

rvel = coord\_subCoord (cvel, lvel);

raccel = coord\_subCoord (caccel, laccel);

if (trace)

{

libc\_printf ((char \*) "relative vel (%g, %g), accel (%g, %g)\\n", 41, rvel.x, rvel.y, raccel.x, raccel.y);

}

/\* now translate p1 onto the origin \*/

p3 = coord\_subCoord (p2, p1);

hypot = coord\_lengthCoord (p3);

/\* now find theta the angle of the vector, p3 \*/

theta = libm\_asin (p3.y/hypot);

if (trace)

{

libc\_printf ((char \*) "rotating line by %g degrees (length of line is %g)\\n", 53, (180.0\*theta)/3.14159, hypot);

}

c0 = coord\_subCoord (c, p1); /\* translate c by the same as the line \*/

c1 = coord\_rotateCoord (c0, -theta); /\* and rotate point, c0. \*/

rvel = coord\_rotateCoord (rvel, -theta); /\* and relative velocity \*/

raccel = coord\_rotateCoord (raccel, -theta); /\* and relative acceleration \*/

raccel = checkZeroCoord (raccel); /\* and relative acceleration \*/

rvel = checkZeroCoord (rvel);

if (trace)

{

libc\_printf ((char \*) "after rotation we have relative vel (%g, %g), accel (%g, %g)\\n", 64, rvel.x, rvel.y, raccel.x, raccel.y);

}

if (FALSE)

{

hLine (coord\_initCoord (0.0, 0.0), coord\_initCoord (hypot, 0.0), (deviceIf\_Colour) deviceIf\_purple ());

hPoint (c1, (deviceIf\_Colour) deviceIf\_purple ());

hFlush ();

}

/\*

now solve for, t, when y=0, use S = UT + 1/2 AT^2

at y = 0 we have:

0 = rvel.y \* t + 1/2 \* raccel.y \* t^2

Using quadratic:

at^2 + bt + c = 0

\*/

if (roots\_findQuadratic (raccel.y/2.0, rvel.y, c1.y, &t0, &t1))

{

if (trace)

{

libc\_printf ((char \*) "earlierPointLineCollision after findQuadratic and best time is %g\\n", 67, (\*timeOfCollision));

}

if ((t0 < 0.0) && (t1 < 0.0))

{

if (trace)

{

libc\_printf ((char \*) "the point never crosses the line in the future\\n", 48);

}

/\* get out of here quick - no point of predicting collisions in the past :-) \*/

return FALSE;

}

else

{

if (t0 == t1)

{

/\* avoid dangling else. \*/

if (trace)

{

libc\_printf ((char \*) "the point crosses the line once\\n", 33);

}

/\* only one root \*/

if (checkPointCollision (timeOfCollision, t0, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

return TRUE;

}

}

else

{

/\* two roots, ignore a negative root \*/

if (t0 < 0.0)

{

/\* avoid dangling else. \*/

if (trace)

{

libc\_printf ((char \*) "the point crosses the line once in the future and once in the past\\n", 68);

libc\_printf ((char \*) "only examining root %g, remember best is %g\\n", 45, t1, (\*timeOfCollision));

}

/\* test only positive root, t1 \*/

if (checkPointCollision (timeOfCollision, t1, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

return TRUE;

}

}

else if (t1 < 0.0)

{

/\* avoid dangling else. \*/

if (trace)

{

libc\_printf ((char \*) "the point crosses the line once in the future and once in the past\\n", 68);

}

/\* test only positive root, t0 \*/

if (checkPointCollision (timeOfCollision, t0, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

return TRUE;

}

}

else

{

/\* avoid dangling else. \*/

if (trace)

{

libc\_printf ((char \*) "the point crosses the line twice in the future\\n", 48);

}

/\* ok two positive roots, test smallest (earlist first and then bail out if it hits) \*/

if (t0 < t1)

{

/\* avoid dangling else. \*/

if (checkPointCollision (timeOfCollision, t0, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

if (trace)

{

libc\_printf ((char \*) "the point crosses the line first time in correct place\\n", 56);

}

return TRUE;

}

if (checkPointCollision (timeOfCollision, t1, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

if (trace)

{

libc\_printf ((char \*) "the point crosses the line, first time misses and second time hits\\n", 68);

}

return TRUE;

}

}

else

{

if (checkPointCollision (timeOfCollision, t1, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

if (trace)

{

libc\_printf ((char \*) "the point crosses the line first time in correct place\\n", 56);

}

return TRUE;

}

if (checkPointCollision (timeOfCollision, t0, hypot, c1.x, rvel.x, raccel.x, c, cvel, caccel, collisionPoint, id1, id2))

{

if (trace)

{

libc\_printf ((char \*) "the point crosses the line, first time misses and second time hits\\n", 68);

}

return TRUE;

}

}

}

}

}

}

if (trace)

{

libc\_printf ((char \*) "this point and line should be discarded\\n", 41);

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

sortLine - orders points, p1 and, p2, according to their x value.

\*/

static void sortLine (coord\_Coord \*p1, coord\_Coord \*p2)

{

coord\_Coord t;

if ((\*p1).x > (\*p2).x)

{

t = (\*p1);

(\*p1) = (\*p2);

(\*p2) = t;

}

else if (((\*p1).x == (\*p2).x) && ((\*p1).y > (\*p2).y))

{

/\* avoid dangling else. \*/

t = (\*p1);

(\*p1) = (\*p2);

(\*p2) = t;

}

}

/\*

findEarlierCircleEdgeCollision - return TRUE if an earlier time, t, is found than tc for when circle

hits a line. The circle is defined by a, center, radius and has

acceleration, accelCircle, and velocity, velCircle.

The line is between p1 and p2 and has velocity, velLine, and

acceleration, accelLine.

\*/

static void findEarlierCircleEdgeCollision (double \*timeOfCollision, unsigned int cid, unsigned int pid, unsigned int lineP, unsigned int lineC, eventDesc \*edesc, coord\_Coord center, double radius, coord\_Coord velCircle, coord\_Coord accelCircle, coord\_Coord p1, coord\_Coord p2, coord\_Coord velLine, coord\_Coord accelLine, descP createDesc)

{

coord\_Coord v1;

coord\_Coord n1;

coord\_Coord d1;

coord\_Coord d2;

coord\_Coord p3;

coord\_Coord p4;

coord\_Coord p5;

coord\_Coord p6;

coord\_Coord collisonPoint;

sortLine (&p1, &p2);

/\* create the vector p1 -> p2. \*/

v1 = coord\_subCoord (p2, p1);

/\* compute the normal for v1, normalise it, and multiply by radius. \*/

coord\_perpendiculars (v1, &d1, &d2);

d1 = coord\_scaleCoord (coord\_normaliseCoord (d1), radius);

d2 = coord\_scaleCoord (coord\_normaliseCoord (d2), radius);

/\* now add d1, d2 to p1 to obtain p3, p4. \*/

p3 = coord\_addCoord (p1, d1);

p4 = coord\_addCoord (p1, d2);

/\* now add d1 and d2 to p2 to get p5 and p6. \*/

p5 = coord\_addCoord (p2, d1);

p6 = coord\_addCoord (p2, d2);

/\* ok, now we only need to find when line between p3, p5 hits the centre of the circle. \*/

if (earlierPointLineCollision (timeOfCollision, center, velCircle, accelCircle, p3, p5, velLine, accelLine, &collisonPoint, cid, pid))

{

/\* circle hits line, p1, in tc seconds. \*/

if (Debugging)

{

libc\_printf ((char \*) "circle hits line (%g, %g) (%g, %g) in %g\\n", 42, p1.x, p1.y, p2.x, p2.y, (\*timeOfCollision));

}

(\*edesc) = (\*createDesc.proc) ((\*edesc), cid, pid, lineP, lineC, (history\_whereHit) history\_corner, (history\_whereHit) history\_edge, collisonPoint);

if (drawPrediction)

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugCircle (center, 0.02, (deviceIf\_Colour) deviceIf\_white ());

debugLine (p3, p5, (deviceIf\_Colour) deviceIf\_yellow ());

debugCircle (collisonPoint, 0.02, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

}

/\* ok, now we only need to find when line between p4, p6 hits the centre of the circle. \*/

if (earlierPointLineCollision (timeOfCollision, center, velCircle, accelCircle, p4, p6, velLine, accelLine, &collisonPoint, cid, pid))

{

/\* circle hits line, p1, in tc seconds \*/

if (Debugging)

{

libc\_printf ((char \*) "circle hits line (%g, %g) (%g, %g) in %g\\n", 42, p1.x, p1.y, p2.x, p2.y, (\*timeOfCollision));

}

(\*edesc) = (\*createDesc.proc) ((\*edesc), cid, pid, lineP, lineC, (history\_whereHit) history\_corner, (history\_whereHit) history\_edge, collisonPoint);

if (drawPrediction)

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugCircle (center, 0.02, (deviceIf\_Colour) deviceIf\_white ());

debugLine (p4, p6, (deviceIf\_Colour) deviceIf\_yellow ());

debugCircle (collisonPoint, 0.02, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

}

}

/\*

getPolygonCoord -

\*/

static coord\_Coord getPolygonCoord (Object pPtr, unsigned int pointno)

{

return checkZeroCoord (coord\_addCoord (pPtr->p.cOfG, polar\_polarToCoord (polar\_rotatePolar ((polar\_Polar) pPtr->p.points.array[pointno], pPtr->angleOrientation))));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getPolygonLine - assigns, c1, c2, with the, line, coordinates of polygon, pPtr.

\*/

static void getPolygonLine (unsigned int line, Object pPtr, coord\_Coord \*c1, coord\_Coord \*c2)

{

(\*c1) = getPolygonCoord (pPtr, line-1);

if (line == pPtr->p.nPoints)

{

(\*c2) = getPolygonCoord (pPtr, 0);

}

else

{

(\*c2) = getPolygonCoord (pPtr, line);

}

}

/\*

findCollisionCircleLine - find the time (if any) between line number, lineP, in polygon, pPtr,

and the circle, cPtr. cPtr can also be a polygon in which case lineC

is the particular line under question. Line on line collision is broken

down into circle line calls which allows for code reuse.

Neither cPtr or pPtr are orbiting.

\*/

static void findCollisionCircleLine (Object cPtr, Object pPtr, unsigned int lineP, unsigned int lineC, coord\_Coord center, double radius, eventDesc \*edesc, double \*timeOfCollision, descP createDesc)

{

coord\_Coord velCircle;

coord\_Coord accelCircle;

coord\_Coord velLine;

coord\_Coord accelLine;

coord\_Coord p1;

coord\_Coord p2;

coord\_Coord cp;

double cx;

double cy;

double r;

double cvx;

double cvy;

double cax;

double cay;

double pvx;

double pvy;

double pax;

double pay;

double t;

unsigned int cid;

unsigned int pid;

cid = cPtr->id;

pid = pPtr->id;

getPolygonLine (lineP, pPtr, &p1, &p2);

/\* we perform 4 checks.

(i) and (ii) pretend the circle has radius 0.0 and see if it hits two new circles at

point, p1, and, p2 with the original radius.

(iii) and (iv) now draw two lines between the edge of the two new circles and see if the

center of the original circle intersects with either line.

the smallest positive time is the time of the next collision.

\*/

getObjectValues (cPtr, &cvx, &cvy, &cax, &cay);

getObjectValues (pPtr, &pvx, &pvy, &pax, &pay);

/\* i \*/

if (earlierCircleCollision ((\*edesc), cid, pid, &t, (\*timeOfCollision), &cp, p1.x, center.x, pvx, cvx, pax, cax, p1.y, center.y, pvy, cvy, pay, cay, radius, 0.0))

{

/\* circle hits corner of the line, p1, in tc seconds. \*/

if (Debugging)

{

libc\_printf ((char \*) "circle hits corner at %g, %g in %g\\n", 37, p1.x, p1.y, t);

}

(\*timeOfCollision) = t;

(\*edesc) = (\*createDesc.proc) ((\*edesc), cid, pid, lineP, lineC, (history\_whereHit) history\_corner, (history\_whereHit) history\_corner, p1); /\* point no, lineC. \*/

if (drawPrediction) /\* point no, lineC. \*/

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugCircle (center, 0.02, (deviceIf\_Colour) deviceIf\_white ());

debugCircle (p1, 0.02, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

}

/\* ii \*/

if (earlierCircleCollision ((\*edesc), cid, pid, &t, (\*timeOfCollision), &cp, p2.x, center.x, pvx, cvx, pax, cax, p2.y, center.y, pvy, cvy, pay, cay, radius, 0.0))

{

/\* circle hits corner of the line, p2, in tc seconds. \*/

if (Debugging)

{

libc\_printf ((char \*) "circle hits corner at %g, %g in %g (lineP+1)\\n", 48, p2.x, p2.y, t);

}

(\*timeOfCollision) = t;

(\*edesc) = (\*createDesc.proc) ((\*edesc), cid, pid, lineP+1, lineC, (history\_whereHit) history\_corner, (history\_whereHit) history\_corner, p2); /\* point no, lineP+1. \*/

if (drawPrediction) /\* point no, lineP+1. \*/

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugCircle (cPtr->c.pos, 0.02, (deviceIf\_Colour) deviceIf\_white ());

debugCircle (p2, 0.02, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

}

velCircle = coord\_initCoord (cvx, cvy);

accelCircle = coord\_initCoord (cax, cay);

velLine = coord\_initCoord (pvx, pvy);

accelLine = coord\_initCoord (pax, pay);

/\* iii and iv \*/

findEarlierCircleEdgeCollision (timeOfCollision, cid, pid, lineP, lineC, edesc, center, radius, velCircle, accelCircle, p1, p2, velLine, accelLine, createDesc);

}

/\*

findCollisionCircleLineOrbiting - find the time (if any) between line number, lineP, in polygon, pPtr,

and the circle, cPtr. cPtr can also be a polygon in which case lineC

is the particular line under question. Line on line collision is broken

down into circle line calls which allows for code reuse.

Either cPtr or pPtr or both are orbiting.

\*/

static void findCollisionCircleLineOrbiting (Object cPtr, Object pPtr, unsigned int lineP, unsigned int lineC, coord\_Coord center, double radius, eventDesc \*edesc, double \*timeOfCollision, descP createDesc)

{

double t;

double cr;

double cw;

double pr;

double pw;

coord\_Coord cv;

coord\_Coord ca;

coord\_Coord ccofg;

coord\_Coord pv;

coord\_Coord pa;

coord\_Coord pcofg;

coord\_Coord p1;

coord\_Coord p2;

unsigned int cid;

unsigned int pid;

cid = cPtr->id;

pid = pPtr->id;

getPolygonLine (lineP, pPtr, &p1, &p2);

/\* we perform 4 checks.

(i) and (ii) pretend the circle has radius 0.0 and see if it hits two new circles at

point, p1, and, p2 with the original radius.

(iii) and (iv) now draw two lines between the edge of the two new circles and see if the

center of the original circle intersects with either line.

the smallest positive time is the time of the next collision.

\*/

getObjectValues (cPtr, &cv.x, &cv.y, &ca.x, &ca.y);

getObjectValues (pPtr, &pv.x, &pv.y, &pa.x, &pa.y);

getObjectOrbitingValues (cPtr, &cr, &cw, &ccofg);

getObjectOrbitingValues (pPtr, &pr, &pw, &pcofg);

/\* i \*/

if (earlierCircleCollisionOrbiting (&t, timeOfCollision, center, radius, cr, cw, ccofg, cv, ca, p1, 0.0, pr, pw, pcofg, pv, pa))

{

/\* circle hits corner of the line, p1, in tc seconds. \*/

if (Debugging)

{

libc\_printf ((char \*) "circle hits corner at %g, %g in %g seconds\\n", 45, p1.x, p1.y, t);

}

(\*timeOfCollision) = t;

(\*edesc) = (\*createDesc.proc) ((\*edesc), cid, pid, lineP, lineC, (history\_whereHit) history\_corner, (history\_whereHit) history\_corner, p1); /\* point no, lineC. \*/

if (drawPrediction) /\* point no, lineC. \*/

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugCircle (center, 0.02, (deviceIf\_Colour) deviceIf\_white ());

debugCircle (p1, 0.02, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

}

/\* ii \*/

if (earlierCircleCollisionOrbiting (&t, timeOfCollision, center, radius, cr, cw, ccofg, cv, ca, p2, 0.0, pr, pw, pcofg, pv, pa))

{

/\* circle hits corner of the line, p2, in tc seconds. \*/

if (Debugging)

{

libc\_printf ((char \*) "circle hits corner at %g, %g in %g seconds (lineP+1)\\n", 56, p2.x, p2.y, t);

}

(\*timeOfCollision) = t;

(\*edesc) = (\*createDesc.proc) ((\*edesc), cid, pid, lineP+1, lineC, (history\_whereHit) history\_corner, (history\_whereHit) history\_corner, p2); /\* point no, lineP+1. \*/

if (drawPrediction) /\* point no, lineP+1. \*/

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugCircle (cPtr->c.pos, 0.02, (deviceIf\_Colour) deviceIf\_white ());

debugCircle (p2, 0.02, (deviceIf\_Colour) deviceIf\_white ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

}

}

/\*

findCollisionCirclePolygon - find the smallest positive time (if any) between the polygon and circle.

If a collision if found then, tc, is assigned to the time and cid, pid

are set to the circle id and polygon id respectively.

\*/

static void findCollisionCirclePolygon (Object cPtr, Object pPtr, eventDesc \*edesc, double \*tc)

{

unsigned int i;

Assert (cPtr->object == circleOb, 6095);

Assert (pPtr->object == polygonOb, 6096);

if (isOrbiting (pPtr))

{

for (i=1; i<=pPtr->p.nPoints; i++)

{

findCollisionCircleLineOrbiting (cPtr, pPtr, i, 0, cPtr->c.pos, cPtr->c.r, edesc, tc, (descP) {(descP\_t) makeCirclesPolygonDesc});

}

}

else

{

for (i=1; i<=pPtr->p.nPoints; i++)

{

findCollisionCircleLine (cPtr, pPtr, i, 0, cPtr->c.pos, cPtr->c.r, edesc, tc, (descP) {(descP\_t) makeCirclesPolygonDesc});

}

}

}

/\*

makePolygonPolygon - return a new eventDesc indicating that we have a polygon/polygon collision

event.

\*/

static eventDesc makePolygonPolygon (eventDesc edesc, unsigned int id1, unsigned int id2, unsigned int lineCorner2, unsigned int lineCorner1, history\_whereHit wpid1, history\_whereHit wpid2, coord\_Coord collisionPoint)

{

if (edesc == NULL)

{

edesc = newDesc ();

}

edesc->etype = polygonPolygonEvent;

edesc->pp.cPoint = collisionPoint;

edesc->pp.pid1 = id1;

edesc->pp.pid2 = id2;

edesc->pp.wpid1 = wpid1;

edesc->pp.wpid2 = wpid2;

edesc->pp.lineCorner1 = lineCorner1;

edesc->pp.lineCorner2 = lineCorner2;

if (PolygonDebugging)

{

dumpDesc (edesc);

}

return edesc;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isOrbiting - return TRUE if object, o, is rotating.

\*/

static unsigned int isOrbiting (Object o)

{

return ! (roots\_nearZero (o->angularVelocity));

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

findCollisionLineLine - find the smallest time in the future when two lines collide.

The event descriptor, edesc, will contain the description of the collision

and, tc, the time of collision in the future.

\*/

static void findCollisionLineLine (Object iPtr, Object jPtr, unsigned int jLine, unsigned int iLine, eventDesc \*edesc, double \*tc)

{

if ((isOrbiting (iPtr)) || (isOrbiting (jPtr)))

{

/\* findCollisionLineLineOrbiting (iPtr, jPtr, jLine, iLine, edesc, tc) \*/

return;

}

else

{

findCollisionLineLineNonOrbiting (iPtr, jPtr, jLine, iLine, edesc, tc);

}

}

/\*

findCollisionPointLine - determines whether point, p, which is at one of the ends of iPtr:iLine will hit

line jPtr:jLine. If so then the time of collision is recorded in, tc, (provided

it is sooner than the current value of tc). It also updates the event descriptor,

edesc.

\*/

static void findCollisionPointLine (Object iPtr, Object jPtr, unsigned int jLine, unsigned int iLine, coord\_Coord p, eventDesc \*edesc, double \*tc)

{

coord\_Coord i0;

coord\_Coord i1;

getPolygonLine (iLine, iPtr, &i0, &i1);

Assert ((coord\_equalCoord (i0, p)) || (coord\_equalCoord (i1, p)), 6206);

findCollisionCircleLine (iPtr, jPtr, jLine, iLine, p, 0.0, edesc, tc, (descP) {(descP\_t) makePolygonPolygon});

}

/\*

findCollisionPointLine - determines whether point, p, which is at one of the ends of iPtr:iLine will hit

line jPtr:jLine. If so then the time of collision is recorded in, tc, (provided

it is sooner than the current value of tc). It also updates the event descriptor,

edesc.

\*/

static void findCollisionLineLineNonOrbiting (Object iPtr, Object jPtr, unsigned int iLine, unsigned int jLine, eventDesc \*edesc, double \*tc)

{

coord\_Coord i0;

coord\_Coord i1;

coord\_Coord j0;

coord\_Coord j1;

getPolygonLine (iLine, iPtr, &i0, &i1);

getPolygonLine (jLine, jPtr, &j0, &j1);

if (FALSE)

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

debugLine (i0, i1, (deviceIf\_Colour) deviceIf\_white ());

debugLine (j0, j1, (deviceIf\_Colour) deviceIf\_yellow ());

deviceIf\_flipBuffer ();

GC\_collectAll ();

}

findCollisionPointLine (iPtr, jPtr, jLine, iLine, i0, edesc, tc); /\* i0 crossing jLine. \*/

findCollisionPointLine (iPtr, jPtr, jLine, iLine, i1, edesc, tc); /\* i1 crossing jLine. \*/

findCollisionPointLine (jPtr, iPtr, iLine, jLine, j0, edesc, tc); /\* j0 crossing iLine. \*/

findCollisionPointLine (jPtr, iPtr, iLine, jLine, j1, edesc, tc); /\* j1 crossing iLine. \*/

}

/\*

Abs - return the absolute value of, r.

\*/

static double Abs (double r)

{

if (r < 0.0)

{

return -r;

}

else

{

return r;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

findAllTimesOfCollisionRLineRPoint -

4 4 4

- ((16 j k - 16 d e ) t

3 3 3 3 3

+ (64 j k l - 32 %pi j k - 64 d e f + 32 %pi d e ) t

2 2 2 2 2 2 2

+ (96 j k l - 96 %pi j k l + (24 %pi - 32) j k + 32 i - 96 d e f

2 2 2 2

+ 96 %pi d e f + (32 - 24 %pi ) d e - 32 c) t

3 2 2 3

+ (64 j k l - 96 %pi j k l + (48 %pi - 64) j k l + (32 %pi - 8 %pi ) j k

3 2 2

+ 64 h - 64 d e f + 96 %pi d e f + (64 - 48 %pi ) d e f

3 4 3

+ (8 %pi - 32 %pi) d e - 64 b) t + 16 j l - 32 %pi j l

2 2 3 4 2

+ (24 %pi - 32) j l + (32 %pi - 8 %pi ) j l + (%pi - 8 %pi + 64) j + 64 g

4 3 2 2 3

- 16 d f + 32 %pi d f + (32 - 24 %pi ) d f + (8 %pi - 32 %pi) d f

4 2

+ (- %pi + 8 %pi - 64) d - 64 a)/64 = 0

\*/

static unsigned int findAllTimesOfCollisionRLineRPoint (double a, double b, double c, double d, double e, double f, double g, double h, double i, double j, double k, double l, double \*t, unsigned int \_t\_high)

{

double A;

double B;

double C;

double D;

double E;

A = ((16.0\*j)\*(quad (k)))-((16.0\*d)\*(quad (e)));

B = (((((64.0\*j)\*(cub (k)))\*l)-(((32.0\*MathLib0\_pi)\*j)\*(cub (k))))-(((64.0\*d)\*(cub (e)))\*f))+(((32.0\*MathLib0\_pi)\*d)\*(cub (e)));

C = (((((((((96.0\*j)\*(sqr (k)))\*(sqr (l)))-((((96.0\*MathLib0\_pi)\*j)\*(sqr (k)))\*l))+((((24.0\*(sqr (MathLib0\_pi)))-32.0)\*j)\*(sqr (k))))+(32.0\*i))-(((96.0\*d)\*(sqr (e)))\*(sqr (f))))+((((96.0\*MathLib0\_pi)\*d)\*(sqr (e)))\*f))+(((32.0-(24.0\*(sqr (MathLib0\_pi))))\*d)\*(sqr (e))))-(32.0\*c);

D = (((((((((((64.0\*j)\*k)\*(cub (l)))-((((96.0\*MathLib0\_pi)\*j)\*k)\*(sqr (l))))+(((((48.0\*(sqr (MathLib0\_pi)))-64.0)\*j)\*k)\*l))+((((32.0\*MathLib0\_pi)-(8.0\*(sqr (MathLib0\_pi))))\*j)\*k))+(64.0\*h))-(((64.0\*d)\*e)\*(cub (f))))+((((96.0\*MathLib0\_pi)\*d)\*e)\*(sqr (f))))+((((64.0-(48.0\*(sqr (MathLib0\_pi))))\*d)\*e)\*f))+((((8.0\*(cub (MathLib0\_pi)))-(32.0\*MathLib0\_pi))\*d)\*e))-(64.0\*b);

E = ((((((((((((16.0\*j)\*(quad (l)))-(((32.0\*MathLib0\_pi)\*j)\*(cub (l))))+((((24.0\*(sqr (MathLib0\_pi)))-32.0)\*j)\*(sqr (l))))+((((32.0\*MathLib0\_pi)-(8.0\*(cub (MathLib0\_pi))))\*j)\*l))+((((cub (MathLib0\_pi))-(8.0\*(sqr (MathLib0\_pi))))+64.0)\*j))+(64.0\*g))-((16.0\*d)\*(quad (f))))+(((32.0\*MathLib0\_pi)\*d)\*(cub (f))))+(((32.0-(24.0\*(sqr (MathLib0\_pi))))\*d)\*(sqr (f))))+((((8.0\*(cub (MathLib0\_pi)))-(32.0\*MathLib0\_pi))\*d)\*f))+((((-(quad (MathLib0\_pi)))+(8.0\*(sqr (MathLib0\_pi))))-64.0)\*d))-(64.0\*a);

return roots\_findAllRootsQuartic (A, B, C, D, E, (double \*) t, \_t\_high);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

findEarliestCollisionRLineRPoint - find the earliest time when rotating point, j, collides with rotating line, i.

\*/

static void findEarliestCollisionRLineRPoint (Object iPtr, Object jPtr, unsigned int i, unsigned int j, eventDesc \*edesc, double \*tc, double si, double ui, double ai, double ri, double wi, double oi, double sj, double uj, double aj, double rj, double wj, double oj, coord\_Coord p1, coord\_Coord p2)

{

typedef struct \_T16\_a \_T16;

struct \_T16\_a { double array[3+1]; };

\_T16 t;

unsigned int k;

unsigned int n;

double l;

}

/\*

findCollisionLineRPoint -

\*/

static void findCollisionLineRPoint (Object iPtr, Object rPtr, unsigned int i, unsigned int j, eventDesc \*edesc, double \*tc)

{

polar\_Polar jp;

polar\_Polar pol1;

polar\_Polar pol2;

double o;

double offset;

double jw;

double iw;

coord\_Coord jpos;

coord\_Coord p1;

coord\_Coord p2;

coord\_Coord iu;

coord\_Coord ia;

coord\_Coord ju;

coord\_Coord ja;

coord\_Coord rcofg;

/\* now we ask when/if point jp crosses line p1, p2 \*/

findEarliestCollisionRLineRPoint (iPtr, rPtr, i, j, edesc, tc, p1.y, iu.y, ia.y, offset, iw, o, jpos.y, ju.y, ja.y, jp.r, jw, jp.w, p1, p2);

}

/\*

findCollisionLineRLine - find the time of collision between line, iPtr, and rotating line, rPtr.

\*/

static void findCollisionLineRLine (Object iPtr, Object rPtr, unsigned int i, unsigned int j, eventDesc \*edesc, double \*tc)

{

/\* test point rj-1 crossing line i \*/

findCollisionLineRPoint (iPtr, rPtr, i, j-1, edesc, tc);

/\* test point rj crossing line i \*/

findCollisionLineRPoint (iPtr, rPtr, i, j, edesc, tc);

/\* test point ii-1 crossing line j \*/

findCollisionLineRPoint (rPtr, iPtr, j, i-1, edesc, tc);

/\* test point ii crossing line j \*/

findCollisionLineRPoint (rPtr, iPtr, j, i, edesc, tc);

}

/\*

dumpLine -

\*/

static void dumpLine (unsigned int id, unsigned int line, history\_whereHit at)

{

coord\_Coord p1;

coord\_Coord p2;

getPolygonLine (line, (Object) Indexing\_GetIndice (objects, id), &p1, &p2);

libc\_printf ((char \*) "poly/line %d:%d ", 16, id, line);

dumpCoord (p1);

libc\_printf ((char \*) " ", 1);

dumpCoord (p2);

libc\_printf ((char \*) " ", 1);

dumpWhere (at);

libc\_printf ((char \*) "\\n", 2);

}

/\*

dumpWhere -

\*/

static void dumpWhere (history\_whereHit at)

{

switch (at)

{

case history\_edge:

libc\_printf ((char \*) "edge", 4);

break;

case history\_corner:

libc\_printf ((char \*) "corner", 6);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

dumpDesc -

\*/

static void dumpDesc (eventDesc e)

{

if (e != NULL)

{

switch (e->etype)

{

case frameEvent:

break;

case circlesEvent:

libc\_printf ((char \*) "circle/circle (%d:%d) at point ", 32, e->cc.cid1, e->cc.cid2);

dumpCoord (e->cc.cPoint);

libc\_printf ((char \*) "\\n", 2);

break;

case circlePolygonEvent:

libc\_printf ((char \*) "circle/polygon (%d:%d) at point ", 33, e->cp.pid, e->cp.cid);

dumpCoord (e->cp.cPoint);

libc\_printf ((char \*) " line %d, pointno %d\\n", 22, e->cp.lineNo, e->cp.pointNo);

break;

case polygonPolygonEvent:

libc\_printf ((char \*) "polygon/polygon (%d:%d) (%d:%d) at point\\n", 43, e->pp.pid1, e->pp.lineCorner1, e->pp.pid2, e->pp.lineCorner2);

dumpCoord (e->pp.cPoint);

libc\_printf ((char \*) " ", 2);

dumpLine (e->pp.pid1, e->pp.lineCorner1, e->pp.wpid1);

libc\_printf ((char \*) " ", 2);

dumpLine (e->pp.pid2, e->pp.lineCorner2, e->pp.wpid2);

libc\_printf ((char \*) " collision ", 12);

dumpCoord (e->pp.cPoint);

libc\_printf ((char \*) "\\n", 2);

break;

default:

break;

}

}

}

/\*

findCollisionPolygonPolygon - find the smallest positive time (if any) between the polygons, iPtr

and jPtr colliding.

If a collision if found then, tc, is assigned to the time and the

event descriptor is filled in.

\*/

static void findCollisionPolygonPolygon (Object iPtr, Object jPtr, eventDesc \*edesc, double \*tc)

{

unsigned int i;

unsigned int j;

Assert (iPtr != jPtr, 6502);

i = 1;

while (i <= iPtr->p.nPoints)

{

j = 1;

while (j <= jPtr->p.nPoints)

{

findCollisionLineLine (iPtr, jPtr, i, j, edesc, tc);

j += 1;

}

i += 1;

}

}

/\*

findCollisionPolygonRPolygon - find the smallest positive time (if any) between the polygons, iPtr

and rPtr colliding.

rPtr is a rotating polygon and iPtr is not rotating.

If a collision if found then, tc, is assigned to the time and the

event descriptor is filled in.

We check possible collision times between all lines of both polygons,

we separate out the rotating polygon from non rotating polygon

as the collision equations only generate a polynomial order 4 rather

than order 8 if both are rotating.

\*/

static void findCollisionPolygonRPolygon (Object iPtr, Object rPtr, eventDesc \*edesc, double \*tc)

{

unsigned int i;

unsigned int j;

}

/\*

findCollision -

\*/

static void findCollision (Object iptr, Object jptr, eventDesc \*edesc, double \*tc)

{

if (trace)

{

libc\_printf ((char \*) "findCollision entered and best time is %g\\n", 43, (\*tc));

}

if (! (iptr->fixed && jptr->fixed))

{

/\* avoid gcc warning by using compound statement even if not strictly necessary. \*/

if ((iptr->object == circleOb) && (jptr->object == circleOb))

{

/\* avoid dangling else. \*/

findCollisionCircles (iptr, jptr, edesc, tc);

if (trace)

{

libc\_printf ((char \*) "findCollision (circles) best time is %g\\n", 41, (\*tc));

}

}

else if ((iptr->object == circleOb) && (jptr->object == polygonOb))

{

/\* avoid dangling else. \*/

findCollisionCirclePolygon (iptr, jptr, edesc, tc);

}

else if ((iptr->object == polygonOb) && (jptr->object == circleOb))

{

/\* avoid dangling else. \*/

findCollisionCirclePolygon (jptr, iptr, edesc, tc);

}

else if ((iptr->object == polygonOb) && (jptr->object == polygonOb))

{

/\* avoid dangling else. \*/

findCollisionPolygonPolygon (jptr, iptr, edesc, tc);

}

}

if (trace)

{

libc\_printf ((char \*) "findCollision exiting and best time is %g\\n", 43, (\*tc));

}

}

/\*

debugFrame - debug frame at time, e.

\*/

static void debugFrame (eventQueue e)

{

drawBackground ((deviceIf\_Colour) deviceIf\_yellow ());

drawFrame ((eventQueue) NULL);

}

/\*

addDebugging - add a debugging event at time, t.

\*/

static void addDebugging (double t, eventDesc edesc)

{

eventQueue e;

e = newEvent ();

e->time\_ = t;

e->p.proc = debugFrame;

e->ePtr = edesc;

e->next = NULL;

addRelative (e);

}

/\*

anticipateCollision - stores the collision in the anticipated list.

\*/

static void anticipateCollision (double tc, eventDesc edesc)

{

switch (edesc->etype)

{

case circlesEvent:

history\_anticipateC (currentTime+tc, edesc->cc.cid1, edesc->cc.cid2, edesc->cc.cPoint);

break;

case circlePolygonEvent:

history\_anticipateC (currentTime+tc, edesc->cp.pid, edesc->cp.cid, edesc->cp.cPoint);

break;

case polygonPolygonEvent:

history\_anticipateC (currentTime+tc, edesc->pp.pid1, edesc->pp.pid2, edesc->pp.cPoint);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

collisionOccurred - stores the collision in the history list.

\*/

static void collisionOccurred (eventDesc edesc)

{

switch (edesc->etype)

{

case circlesEvent:

history\_occurredC (currentTime, edesc->cc.cid1, edesc->cc.cid2, edesc->cc.cPoint);

break;

case circlePolygonEvent:

history\_occurredC (currentTime, edesc->cp.pid, edesc->cp.cid, edesc->cp.cPoint);

break;

case polygonPolygonEvent:

history\_occurredC (currentTime, edesc->pp.pid1, edesc->pp.pid2, edesc->pp.cPoint);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

subEvent - remove event, e, from the relative time ordered event queue.

\*/

static void subEvent (eventQueue e)

{

eventQueue before;

eventQueue f;

f = eventQ;

before = NULL;

while ((f != e) && (f != NULL))

{

before = f;

f = f->next;

}

if (f != NULL)

{

Assert (f == e, 6665);

if (before == NULL)

{

/\* avoid dangling else. \*/

Assert (eventQ == f, 6668);

Assert (eventQ == e, 6669);

eventQ = eventQ->next;

if (eventQ != NULL)

{

eventQ->time\_ = eventQ->time\_+e->time\_;

}

}

else

{

before->next = e->next;

if (e->next != NULL)

{

e->next->time\_ = e->next->time\_+e->time\_;

}

}

disposeEvent (e);

}

}

/\*

removeCollisionEvent -

\*/

static void removeCollisionEvent (void)

{

eventQueue e;

if (trace)

{

libc\_printf ((char \*) "removeCollisionEvent\\n", 22);

}

e = eventQ;

while (e != NULL)

{

if (e->kind == collisionKind)

{

subEvent (e);

if (trace)

{

libc\_printf ((char \*) "return removeCollisionEvent\\n", 29);

}

return;

}

else

{

e = e->next;

}

}

if (trace)

{

libc\_printf ((char \*) "exit removeCollisionEvent\\n", 27);

}

}

/\*

removeSpringEvents - removes all spring events.

\*/

static void removeSpringEvents (void)

{

eventQueue e;

e = eventQ;

while (e != NULL)

{

if (e->kind == springKind)

{

subEvent (e);

e = eventQ;

}

else

{

e = e->next;

}

}

}

/\*

getSpringEndValues - it retrieves the:

CofG : c

velocity : v

acceleration: a

of object, o.

\*/

static void getSpringEndValues (unsigned int o, coord\_Coord \*c, coord\_Coord \*v, coord\_Coord \*a)

{

Object ptr;

ptr = Indexing\_GetIndice (objects, o);

(\*c) = getCofG (o);

(\*v) = getVelCoord (ptr);

(\*a) = getAccelCoord (ptr);

}

/\*

manualCircleCollision -

\*/

static void manualCircleCollision (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h, double k, double l, double m, double n, double o, double p)

{

if (trace)

{

libc\_printf ((char \*) "circle 1 pos: %g, %g\\n", 23, a, g);

libc\_printf ((char \*) " vel: %g, %g\\n", 23, c, k);

libc\_printf ((char \*) " acc: %g, %g\\n", 23, e, m);

libc\_printf ((char \*) "circle 2 pos: %g, %g\\n", 23, b, h);

libc\_printf ((char \*) " vel: %g, %g\\n", 23, d, l);

libc\_printf ((char \*) " acc: %g, %g\\n", 23, f, n);

libc\_printf ((char \*) " total distance of %g\\n", 24, o+p);

}

array[4] = (((((sqr (n))-((2.0\*m)\*n))+(sqr (m)))+(sqr (f)))-((2.0\*e)\*f))+(sqr (e));

array[3] = (((((4.0\*l)-(4.0\*k))\*n)+(((4.0\*k)-(4.0\*l))\*m))+(((4.0\*d)-(4.0\*c))\*f))+(((4.0\*c)-(4.0\*d))\*e);

array[2] = (((((((((((4.0\*h)-(4.0\*g))\*n)+(((4.0\*g)-(4.0\*h))\*m))+(4.0\*(sqr (l))))-((8.0\*k)\*l))+(4.0\*(sqr (k))))+(((4.0\*b)-(4.0\*a))\*f))+(((4.0\*a)-(4.0\*b))\*e))+(4.0\*(sqr (d))))-((8.0\*c)\*d))+(4.0\*(sqr (c)));

array[1] = (((((8.0\*h)-(8.0\*g))\*l)+(((8.0\*g)-(8.0\*h))\*k))+(((8.0\*b)-(8.0\*a))\*d))+(((8.0\*a)-(8.0\*b))\*c);

array[0] = ((((((4.0\*(sqr (h)))-((8.0\*g)\*h))+(4.0\*(sqr (g))))+(4.0\*(sqr (b))))-((8.0\*a)\*b))+(4.0\*(sqr (a))))-(sqr (2.0\*(p+o)));

}

/\*

earlierSpringLength - i is a spring.

c1, c2 are the c of g of the objects 1 and 2.

v1, v2 are the velocities of objects 1 and 2.

a1, a2 are the acceleration of objects 1 and 2.

Single letter variables are used since wxmaxima

only operates with these. Thus the output from wxmaxima

can be cut and pasted into the program.

a = c1.x

b = c1.y

c = v1.x

d = v1.y

e = a1.x

f = a1.y

g = c2.x

h = c2.y

k = v2.x

l = v2.y

m = a2.x

n = a2.y

t is the time of this collision (if any)

bestTimeOfCollision is earlier known collision so far.

\*/

static unsigned int earlierSpringLength (eventDesc edesc, unsigned int id, double \*t, double bestTime, coord\_Coord c1, coord\_Coord v1, coord\_Coord a1, coord\_Coord c2, coord\_Coord v2, coord\_Coord a2, double l, history\_springPoint sp)

{

typedef struct \_T17\_a \_T17;

typedef struct \_T18\_a \_T18;

struct \_T17\_a { double array[4+1]; };

struct \_T18\_a { double array[3+1]; };

\_T17 array;

\_T18 roots;

unsigned int n;

unsigned int j;

double T;

manualCircleCollision ((double \*) &array.array[0], 4, c1.x, c2.x, v1.x, v2.x, a1.x, a2.x, c1.y, c2.y, v1.y, v2.y, a1.y, a2.y, l, 0.0);

/\* now solve for values of t which satisfy array[4]\*t^4 + array[3]\*t^3 + array[2]\*t^2 + array[1]\*t^1 + array[0]\*t^0 = 0 \*/

n = roots\_findQuarticRoots (array.array[4], array.array[3], array.array[2], array.array[1], array.array[0], (double \*) &roots.array[0], 3);

j = 0;

/\* we try each root in turn, selecting the smallest positive which has not been seen before. \*/

while (j < n)

{

(\*t) = roots.array[j];

T = ((((array.array[4]\*((sqr ((\*t)))\*(sqr ((\*t)))))+(array.array[3]\*((sqr ((\*t)))\*(\*t))))+(array.array[2]\*(sqr ((\*t)))))+(array.array[1]\*(\*t)))+array.array[0];

if (Debugging)

{

libc\_printf ((char \*) "%gt^4 + %gt^3 +%gt^2 + %gt + %g = %g (t=%g)\\n", 48, array.array[4], array.array[3], array.array[2], array.array[1], array.array[0], T, (\*t));

libc\_printf ((char \*) "found spring reaches length %g at %g\\n", 38, l, (\*t));

}

Assert ((\*t) >= 0.0, 6842);

/\* remember edesc = NIL if bestTime is unassigned. \*/

if ((edesc == NULL) || ((\*t) < bestTime))

{

if (! (history\_isDuplicateS (currentTime, (\*t), id, sp)))

{

/\* ok, this has not been seen before. \*/

return TRUE;

}

}

j += 1;

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

makeSpringDesc - creates and fills in the spring descriptor.

\*/

static eventDesc makeSpringDesc (eventDesc edesc, unsigned int i, history\_springPoint stype)

{

if (edesc == NULL)

{

edesc = newDesc ();

}

edesc->etype = springEvent;

edesc->sp.id = i;

edesc->sp.type = stype;

return edesc;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

calcSpringLengthEvents -

\*/

static void calcSpringLengthEvents (unsigned int i)

{

eventDesc edesc;

double a;

double b;

double c;

double d;

double e;

double f;

double g;

double h;

double k;

double l;

double m;

double n;

double o;

double p;

coord\_Coord cp;

coord\_Coord c1;

coord\_Coord v1;

coord\_Coord a1;

coord\_Coord c2;

coord\_Coord v2;

coord\_Coord a2;

double test;

double ts;

double t;

unsigned int id1;

unsigned int id2;

Object iptr;

Object id1ptr;

Object id2ptr;

Assert (isSpringObject (i), 6892);

iptr = Indexing\_GetIndice (objects, i);

id1 = iptr->s.id1;

id2 = iptr->s.id2;

ts = -1.0;

edesc = NULL;

t = -1.0;

getSpringEndValues (id1, &c1, &v1, &a1);

getSpringEndValues (id2, &c2, &v2, &a2);

/\*

test := -1.0 ;

IF earlierCircleCollision (edesc, i, i,

t, ts, cp,

c1.x, c2.x, v1.x, v2.x, a1.x, a2.x,

c1.y, c2.y, v1.y, v2.y, a1.y, a2.y, iptr^.s.l0, 0.0)

THEN

test := t ;

edesc := NIL ;

ts := -1.0 ;

printf ("should get to the mid point in %g seconds

", t)

END ;

t := -1.0 ;

id1ptr := GetIndice (objects, id1) ;

id2ptr := GetIndice (objects, id2) ;

getCircleValues (id1ptr, a, g, o, c, k, e, m) ;

b xj

h yj

p rj

d vxj

l vyj

f ajx

n ajy

getCircleValues (id2ptr, b, h, p, d, l, f, n) ;

o := 0.0 ;

p := iptr^.s.l0 ;

IF earlierCircleCollision (edesc, id1, id2,

t, ts, cp,

a, b, c, d, e, f, g, h, k, l, m, n, o, p)

THEN

test := t ;

edesc := NIL ;

ts := -1.0 ;

printf ("should get to the mid point in %g seconds

", t)

END ;

t := -1.0 ;

\*/

if (earlierSpringLength (edesc, i, &t, ts, c1, v1, a1, c2, v2, a2, iptr->s.l0, (history\_springPoint) history\_midPoint))

{

/\*

printf ("actually found a mid point value of %g

", t) ;

AssertRFail (test, t) ;

\*/

ts = t;

if (trace)

{

libc\_printf ((char \*) "spring %d reaches midpoint in %g seconds\\n", 42, i, t);

}

edesc = makeSpringDesc (edesc, i, (history\_springPoint) history\_midPoint);

addSpringEvent (ts, (eventProc) {(eventProc\_t) doSpring}, edesc);

anticipateSpring (ts, edesc);

}

if (iptr->s.hasCallBackLength)

{

t = -1.0;

edesc = NULL;

getSpringEndValues (id1, &c1, &v1, &a1);

getSpringEndValues (id2, &c2, &v2, &a2);

if (earlierSpringLength (edesc, i, &t, ts, c1, v1, a1, c2, v2, a2, iptr->s.cbl, (history\_springPoint) history\_callPoint))

{

ts = t;

if (trace)

{

libc\_printf ((char \*) "spring %d reaches the call length in %g seconds\\n", 49, i, t);

}

edesc = makeSpringDesc (edesc, i, (history\_springPoint) history\_callPoint);

addSpringEvent (ts, (eventProc) {(eventProc\_t) doSpring}, edesc);

anticipateSpring (ts, edesc);

if (trace)

{

printQueue ();

}

}

}

}

/\*

manualSpringVelocityZero -

\*/

static void manualSpringVelocityZero (double \*array, unsigned int \_array\_high, double a, double b, double c, double d, double e, double f, double g, double h)

{

/\* thanks to wxmaxima and max2code. \*/

array[0] = ((((0.0+0.0)-(sqr (g)))-(sqr (e)))+(sqr (c)))+(sqr (a));

array[1] = (((-((2.0\*g)\*h))-((2.0\*e)\*f))+((2.0\*c)\*d))+((2.0\*a)\*b);

array[2] = (((-(sqr (h)))-(sqr (f)))+(sqr (d)))+(sqr (b));

}

/\*

earlierSpringEnd - records the earliest time in the future when the

relative velocity between the two bodies is zero.

\*/

static void earlierSpringEnd (unsigned int id, coord\_Coord v1, coord\_Coord a1, coord\_Coord v2, coord\_Coord a2)

{

typedef struct \_T19\_a \_T19;

typedef struct \_T20\_a \_T20;

struct \_T19\_a { double array[2+1]; };

struct \_T20\_a { double array[1+1]; };

eventDesc edesc;

double t;

\_T19 array;

\_T20 root;

unsigned int n;

unsigned int i;

manualSpringVelocityZero ((double \*) &array.array[0], 2, v1.x, a1.x, v1.y, a1.y, v2.x, a2.x, v2.y, a2.y);

n = roots\_findQuadraticRoots (array.array[2], array.array[1], array.array[0], (double \*) &root.array[0], 1);

/\* now try each root in turn recording the lowest unique only. \*/

i = 0;

while (i < n)

{

t = root.array[i];

if (! (history\_isDuplicateS (currentTime, t, id, (history\_springPoint) history\_endPoint)))

{

/\* ok, this has not been seen before, so we add it. \*/

edesc = makeSpringDesc ((eventDesc) NULL, id, (history\_springPoint) history\_endPoint);

addSpringEvent (t, (eventProc) {(eventProc\_t) doSpring}, edesc);

anticipateSpring (t, edesc);

if (trace)

{

libc\_printf ((char \*) "end point calculated at time %g\\n", 33, t);

printQueue ();

}

}

i += 1;

}

}

/\*

calcSpringEndEvents - the spring reaches maximum compression or extension when the

relative velocity between the objects attached to the spring

is zero.

\*/

static void calcSpringEndEvents (unsigned int i)

{

coord\_Coord c1;

coord\_Coord v1;

coord\_Coord a1;

coord\_Coord c2;

coord\_Coord v2;

coord\_Coord a2;

double t;

unsigned int id1;

unsigned int id2;

Object iptr;

Object id1ptr;

Object id2ptr;

Assert (isSpringObject (i), 7054);

iptr = Indexing\_GetIndice (objects, i);

id1 = iptr->s.id1;

id2 = iptr->s.id2;

getSpringEndValues (id1, &c1, &v1, &a1);

getSpringEndValues (id2, &c2, &v2, &a2);

earlierSpringEnd (i, v1, a1, v2, a2);

}

/\*

calcSpringEndEventsKE - calcalate the time at which there is no Kinetic energy

in spring, i. This will be when the spring reaches

its end point.

\*/

static void calcSpringEndEventsKE (double \*ts, unsigned int i, eventDesc \*edesc)

{

coord\_Coord c1;

coord\_Coord v1;

coord\_Coord a1;

coord\_Coord c2;

coord\_Coord v2;

coord\_Coord a2;

double t;

double l1;

double d;

unsigned int id1;

unsigned int id2;

Object iptr;

Object id1ptr;

Object id2ptr;

}

/\*

calcSpringEventTime - calculates the time in the future when spring, i,

reaches its:

mid point and minimum or maximum extension.

Both events are stored as they may be independent.

If they are not independent, it wont matter as the

event queue will be recreated.

\*/

static void calcSpringEventTime (unsigned int i)

{

/\* gdbif.sleepSpin ; \*/

calcSpringLengthEvents (i);

if (DebugTrace)

{

printQueue ();

}

/\* these spring event categories, midEvent and lengthEvent are

treated independently and both stored on the queue. \*/

calcSpringEndEvents (i);

if (DebugTrace)

{

printQueue ();

}

/\*

calcSpringEndEventsKE (ts, i, edesc) ;

\*/

}

/\*

addSpringEvent -

\*/

static void addSpringEvent (double t, eventProc dop, eventDesc edesc)

{

eventQueue e;

if (Debugging)

{

libc\_printf ((char \*) "spring event will occur in %g simulated seconds\\n", 49, t);

}

Assert (t >= 0.0, 7159);

e = newEvent ();

e->kind = springKind;

e->time\_ = t;

e->p = dop;

e->ePtr = edesc;

e->next = NULL;

if (Debugging)

{

libc\_printf ((char \*) "spring event about to be added to this queue at %g in the future\\n", 66, t);

printQueue ();

}

addRelative (e);

if (Debugging)

{

libc\_printf ((char \*) "spring event has been added to this queue at %g in the future\\n", 63, t);

printQueue ();

}

}

/\*

reverseSpringAccel -

\*/

static void reverseSpringAccel (Object o)

{

Object id1p;

Object id2p;

Assert (isSpringObject (o->id), 7190);

if (! o->deleted && ! o->fixed)

{

id1p = Indexing\_GetIndice (objects, o->s.id1);

id2p = Indexing\_GetIndice (objects, o->s.id2);

/\* gdbif.sleepSpin ; \*/

if (trace)

{

libc\_printf ((char \*) "entered reverse spring acceleration\\n", 37);

dumpObject (o);

dumpObject (id1p);

dumpObject (id2p);

libc\_printf ((char \*) "reversing spring acceleration\\n", 31);

}

id1p->forceVec = coord\_subCoord (id1p->forceVec, o->s.f1);

id2p->forceVec = coord\_subCoord (id2p->forceVec, o->s.f2);

o->s.f1 = coord\_negateCoord (o->s.f1);

o->s.f2 = coord\_negateCoord (o->s.f2);

id1p->forceVec = coord\_addCoord (id1p->forceVec, o->s.f1);

id2p->forceVec = coord\_addCoord (id2p->forceVec, o->s.f2);

if (trace)

{

dumpObject (o);

dumpObject (id1p);

dumpObject (id2p);

libc\_printf ((char \*) "applying new force values\\n", 27);

}

applyForce ();

if (trace)

{

dumpObject (o);

dumpObject (id1p);

dumpObject (id2p);

libc\_printf ((char \*) "completed reverse acceleration\\n", 32);

}

}

}

/\*

zeroSpringAccel - assign (0.0, 0.0) to the acceration and force vectors.

\*/

static void zeroSpringAccel (Object o)

{

if (((o->object == springOb) && ! o->deleted) && ! o->fixed)

{

if (trace)

{

libc\_printf ((char \*) "zero spring acceleration\\n", 26);

}

o->s.a1 = coord\_initCoord (0.0, 0.0);

o->s.a2 = coord\_initCoord (0.0, 0.0);

o->s.f1 = coord\_initCoord (0.0, 0.0);

o->s.f2 = coord\_initCoord (0.0, 0.0);

}

}

/\*

doSpringMidPoint - reached the mid point of the spring, reverse the

acceleration of the sprung objects.

\*/

static void doSpringMidPoint (eventQueue e)

{

Object idptr;

Object id1ptr;

Object id2ptr;

if (trace)

{

libc\_printf ((char \*) "doSpringMidPoint called at time %g\\n", 36, currentTime);

}

/\* firstly we remove some energy from the moving objects. \*/

idptr = Indexing\_GetIndice (objects, e->ePtr->sp.id);

id1ptr = Indexing\_GetIndice (objects, idptr->s.id1);

id2ptr = Indexing\_GetIndice (objects, idptr->s.id2);

/\* Assert (nearSame (idptr^.s.l0, lengthCoord (subCoord (getCofG (idptr^.s.id1), getCofG (idptr^.s.id2)))), \_\_LINE\_\_) ; \*/

if (idptr->s.drawMid)

{

if (trace)

{

libc\_printf ((char \*) "about to draw spring mid frame\\n", 32);

}

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

if (trace)

{

libc\_printf ((char \*) "drawing mid points of the spring\\n", 34);

}

doDrawFrame (id1ptr, 0.0, (deviceIf\_Colour) idptr->s.midColour);

doDrawFrame (id2ptr, 0.0, (deviceIf\_Colour) idptr->s.midColour);

deviceIf\_flipBuffer ();

}

/\*

IF NOT id1ptr^.fixed

THEN

inElasticSpring (id1ptr^.vx) ;

inElasticSpring (id1ptr^.vy) ;

id1ptr^.vx := 0.0 ;

id1ptr^.vy := 0.0 ;

dumpObject (id1ptr)

END ;

IF NOT id2ptr^.fixed

THEN

inElasticSpring (id2ptr^.vx) ;

inElasticSpring (id2ptr^.vy) ;

id2ptr^.vx := 0.0 ;

id2ptr^.vy := 0.0 ;

dumpObject (id2ptr)

END ;

\*/

if (! FrameSprings)

{

if (trace)

{

dumpObject (idptr);

}

reverseSpringAccel (idptr);

if (trace)

{

dumpObject (id1ptr);

dumpObject (id2ptr);

}

}

if (trace)

{

libc\_printf ((char \*) "doSpringMidPoint finishing\\n", 28);

}

}

/\*

doSpringEndPoint - reached the end point of the spring, we

remove some energy from the sprung objects.

\*/

static void doSpringEndPoint (eventQueue e)

{

Object idptr;

Object id1ptr;

Object id2ptr;

idptr = Indexing\_GetIndice (objects, e->ePtr->sp.id);

id1ptr = Indexing\_GetIndice (objects, idptr->s.id1);

id2ptr = Indexing\_GetIndice (objects, idptr->s.id2);

if (idptr->s.drawEnd)

{

if (trace)

{

libc\_printf ((char \*) "about to draw spring end frame\\n", 32);

}

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

if (trace)

{

libc\_printf ((char \*) "drawing end points of the spring\\n", 34);

}

doDrawFrame (id1ptr, 0.0, (deviceIf\_Colour) idptr->s.endColour);

doDrawFrame (id2ptr, 0.0, (deviceIf\_Colour) idptr->s.endColour);

deviceIf\_flipBuffer ();

}

if (! FrameSprings)

{

/\* we remove some energy from the moving objects. \*/

recalculateForceEnergy ();

inElasticSpring (&id1ptr->saccel.x);

inElasticSpring (&id1ptr->saccel.y);

inElasticSpring (&id2ptr->saccel.x);

inElasticSpring (&id2ptr->saccel.y);

}

}

/\*

doSpringCallPoint - reached the user defined call point.

We need to activate the call back.

\*/

static void doSpringCallPoint (eventQueue e)

{

Object o;

fcDesc fc;

/\* gdbif.sleepSpin ; \*/

Assert (e->ePtr->etype == springEvent, 7394);

Assert (e->ePtr->sp.type == history\_callPoint, 7395);

o = Indexing\_GetIndice (objects, e->ePtr->sp.id);

Assert (isSpringObject (e->ePtr->sp.id), 7397);

o->s.hasCallBackLength = FALSE; /\* turn this off. \*/

/\* now invoke the call. \*/

twoDsim\_createFunctionEvent (0.0, o->s.func, o->id);

if (trace)

{

printQueue ();

}

}

/\*

doSpring - called whenever a spring event is processed.

\*/

static void doSpring (eventQueue e)

{

/\* gdbif.sleepSpin () ; \*/

if (trace)

{

libc\_printf ((char \*) "doSpring called\\n", 17);

if (e->ePtr->sp.type == history\_midPoint)

{} /\* empty. \*/

/\* gdbif.sleepSpin \*/

if (e->ePtr->sp.type == history\_endPoint)

{} /\* empty. \*/

/\* gdbif.sleepSpin \*/

}

updatePhysics ((e->ePtr->sp.type == history\_endPoint) || FrameSprings);

springOccurred (e->ePtr);

switch (e->ePtr->sp.type)

{

case history\_midPoint:

doSpringMidPoint (e);

break;

case history\_endPoint:

doSpringEndPoint (e);

break;

case history\_callPoint:

doSpringCallPoint (e);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\* gdbif.sleepSpin ; \*/

addNextObjectEvent ();

}

/\*

springOccurred - stores the spring event in the history list.

\*/

static void springOccurred (eventDesc edesc)

{

switch (edesc->etype)

{

case springEvent:

history\_occurredS (currentTime, edesc->sp.id, edesc->sp.type);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

anticipateSpring - stores the collision in the anticipated list.

\*/

static void anticipateSpring (double tc, eventDesc edesc)

{

switch (edesc->etype)

{

case springEvent:

history\_anticipateS (currentTime+tc, edesc->sp.id, edesc->sp.type);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

/\*

addNextSpringEvent -

\*/

static void addNextSpringEvent (void)

{

unsigned int n;

unsigned int i;

Object iptr;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

if (isSpringObject (i))

{

calcSpringEventTime (i);

}

i += 1;

}

}

/\*

optPredictiveBroadphase - this function returns the list after culling

any pair objects which are moving in opposite

directions. It should check for velocity and

acceleration - making sure that both have the

same sign.

\*/

static broadphase optPredictiveBroadphase (broadphase list)

{

/\* --fixme-- your code goes here. mcomp. \*/

return list;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

addNextCollisionEvent - recalculate the next collision event time.

\*/

static void addNextCollisionEvent (void)

{

double tc;

double old;

Object o0;

Object o1;

eventDesc edesc;

broadphase list;

broadphase b;

edesc = NULL;

tc = -1.0;

list = optPredictiveBroadphase (initBroadphase ());

/\*

IF list # NIL

THEN

gdbif.sleepSpin

END ;

\*/

b = list;

while (b != NULL)

{

o0 = Indexing\_GetIndice (objects, b->o0);

o1 = Indexing\_GetIndice (objects, b->o1);

if (trace)

{

libc\_printf ((char \*) "\*\* checking pair %d, %d\\n", 25, b->o0, b->o1);

old = tc;

}

findCollision (o0, o1, &edesc, &tc);

if (trace && (old != tc))

{

libc\_printf ((char \*) "\*\* collision found between pair %d, %d at time %g\\n", 51, b->o0, b->o1, tc);

if (edesc != NULL)

{

dumpDesc (edesc);

}

}

b = b->next;

}

killBroadphase (&list);

if (edesc != NULL)

{

/\* avoid dangling else. \*/

addCollisionEvent (tc, (eventProc) {(eventProc\_t) doCollision}, edesc);

anticipateCollision (tc, edesc);

if (PolygonDebugging)

{

printQueue ();

libc\_printf ((char \*) "collision detected\\n", 20);

dumpDesc (edesc);

}

}

else if (trace || PolygonDebugging)

{

/\* avoid dangling else. \*/

libc\_printf ((char \*) "no more collisions found\\n", 26);

}

}

/\*

determineFrameBased - return TRUE if we need to use frame based collision detection.

\*/

static unsigned int determineFrameBased (void)

{

unsigned int n;

unsigned int i;

Object o;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

if ((isPolygon (i)) && (! (twoDsim\_isFixed (i))))

{

o = Indexing\_GetIndice (objects, i);

if (! (roots\_nearZero (o->angularVelocity)))

{

return TRUE;

}

}

i += 1;

}

return FALSE;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

doAddNextObjectEvent - removes the next spring and collision event and recalculates

the time of both events.

\*/

static void doAddNextObjectEvent (void)

{

removeCollisionEvent ();

removeSpringEvents ();

if (trace)

{

libc\_printf ((char \*) "no spring or collision events here\\n", 36);

printQueue ();

}

/\* addNextSpringEvent must be run before addNextCollisionEvent

as it will update the spring acceleration \*/

addNextSpringEvent ();

addNextCollisionEvent ();

if (trace)

{

libc\_printf ((char \*) "event queue created and it looks like this\\n", 44);

printQueue ();

}

}

/\*

addNextObjectEvent - check to see if we are using predictive event mode

and if so then add the next predictive collision event.

\*/

static void addNextObjectEvent (void)

{

doAddNextObjectEvent ();

}

/\*

skipFor - skip displaying any frames for, t, simulated seconds.

\*/

static void skipFor (double t)

{

twoDsim\_simulateFor (t);

}

/\*

resetQueue -

\*/

static void resetQueue (void)

{

eventQueue c;

eventQueue f;

eventQueue e;

c = NULL; /\* collision event \*/

f = NULL; /\* draw frame event \*/

e = eventQ; /\* draw frame event \*/

while ((e != NULL) && ((c == NULL) || (f == NULL)))

{

if ((e->kind == collisionKind) || (e->kind == springKind))

{

c = e;

}

else if (e->kind == frameKind)

{

/\* avoid dangling else. \*/

f = e;

}

e = e->next;

}

if (f == NULL)

{

addEvent ((eventKind) frameKind, (1.0/framesPerSecond)-(currentTime-lastDrawTime), (eventProc) {(eventProc\_t) drawFrameEvent});

}

if (c == NULL)

{

addNextObjectEvent ();

}

}

/\*

disposeEvent - returns the event to the free queue.

\*/

static void disposeEvent (eventQueue e)

{

disposeDesc (&e->ePtr);

e->next = freeEvents;

freeEvents = e;

}

/\*

disposeDesc - returns the event desc to the free queue.

\*/

static void disposeDesc (eventDesc \*d)

{

if ((\*d) != NULL)

{

(\*d)->next = freeDesc;

freeDesc = (\*d);

(\*d) = NULL;

}

}

/\*

newDesc - returns a new eventDesc.

\*/

static eventDesc newDesc (void)

{

eventDesc e;

if (freeDesc == NULL)

{

Storage\_ALLOCATE ((void \*\*) &e, sizeof (\_T1));

}

else

{

e = freeDesc;

freeDesc = freeDesc->next;

}

return e;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

newEvent - returns a new eventQueue.

\*/

static eventQueue newEvent (void)

{

eventQueue e;

if (freeEvents == NULL)

{

Storage\_ALLOCATE ((void \*\*) &e, sizeof (\_T4));

}

else

{

e = freeEvents;

freeEvents = freeEvents->next;

}

e->ePtr = NULL;

return e;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

makeCirclesDesc - return a eventDesc which describes two circles colliding.

\*/

static eventDesc makeCirclesDesc (eventDesc \*edesc, unsigned int cid1, unsigned int cid2, coord\_Coord cp)

{

if ((\*edesc) == NULL)

{

(\*edesc) = newDesc ();

}

(\*edesc)->etype = circlesEvent;

(\*edesc)->cc.cPoint = cp;

(\*edesc)->cc.cid1 = cid1;

(\*edesc)->cc.cid2 = cid2;

return (\*edesc);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

addRelative - adds event, e, into the relative event queue.

\*/

static void addRelative (eventQueue e)

{

eventQueue before;

eventQueue after;

if (Debugging)

{

libc\_printf ((char \*) "addRelative entered, event abs time = %g\\n", 42, e->time\_);

printQueue ();

}

if (eventQ == NULL)

{

eventQ = e;

}

else if (e->time\_ < eventQ->time\_)

{

/\* avoid dangling else. \*/

eventQ->time\_ = eventQ->time\_-e->time\_;

e->next = eventQ;

eventQ = e;

}

else

{

/\* avoid dangling else. \*/

if (Debugging)

{

printQueue ();

}

before = eventQ;

after = eventQ->next;

e->time\_ = e->time\_-before->time\_;

while ((after != NULL) && (after->time\_ < e->time\_))

{

before = after;

e->time\_ = e->time\_-before->time\_;

after = after->next;

}

if (after != NULL)

{

after->time\_ = after->time\_-e->time\_;

}

before->next = e;

e->next = after;

}

if (Debugging)

{

libc\_printf ((char \*) "addRelative changed queue to:\\n", 31);

printQueue ();

libc\_printf ((char \*) "addRelative finishing now\\n", 27);

}

}

/\*

addEvent - adds an event which has no collision associated with it.

Typically this is a debugging event or display frame event.

\*/

static void addEvent (eventKind k, double t, eventProc dop)

{

eventQueue e;

if (Debugging)

{

libc\_printf ((char \*) "new event will occur at time %g in the future\\n", 47, t);

}

Assert (t >= 0.0, 7940);

e = newEvent ();

e->kind = k;

e->time\_ = t;

e->p = dop;

e->ePtr = NULL;

e->next = NULL;

addRelative (e);

}

/\*

assertMovement -

\*/

static void assertMovement (unsigned int id1, unsigned int id2, char \*message\_, unsigned int \_message\_high)

{

char message[\_message\_high+1];

/\* make a local copy of each unbounded array. \*/

memcpy (message, message\_, \_message\_high+1);

if ((twoDsim\_isFixed (id1)) && (twoDsim\_isFixed (id2)))

{

libc\_printf ((char \*) "assert failed, ", 15);

libc\_printf ((char \*) message, \_message\_high);

libc\_printf ((char \*) ", pge should not be detecting a collision event between two fixed objects %d and %d\\n", 85, id1, id2);

}

}

/\*

assertCollisionEvent - assert that the collision event consists of two non fixed objects.

\*/

static void assertCollisionEvent (eventDesc edesc)

{

if (edesc != NULL)

{

switch (edesc->etype)

{

case frameEvent:

break;

case circlesEvent:

assertMovement (edesc->cc.cid1, edesc->cc.cid2, (char \*) "circles", 7);

break;

case circlePolygonEvent:

assertMovement (edesc->cp.cid, edesc->cp.pid, (char \*) "circle polygon", 14);

break;

case polygonPolygonEvent:

assertMovement (edesc->pp.pid1, edesc->pp.pid2, (char \*) "polygon polygon", 15);

break;

case functionEvent:

case springEvent:

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

}

/\*

addCollisionEvent - adds a collision event, the edesc is attached to the,

eventQueue, which is placed onto the eventQ.

\*/

static void addCollisionEvent (double t, eventProc dop, eventDesc edesc)

{

eventQueue e;

if (Debugging)

{

libc\_printf ((char \*) "collision will occur in %g simulated seconds\\n", 46, t);

}

Assert (t >= 0.0, 8006);

e = newEvent ();

e->kind = collisionKind;

e->time\_ = t;

e->p = dop;

e->ePtr = edesc;

e->next = NULL;

if (Debugging)

{

libc\_printf ((char \*) "collision about to be added to this queue at %g in the future\\n", 63, t);

printQueue ();

}

addRelative (e);

if (Debugging)

{

libc\_printf ((char \*) "collision has been added to this queue at %g in the future\\n", 60, t);

printQueue ();

}

assertCollisionEvent (edesc);

}

/\*

isEvent - return TRUE if the next event is of kind, k.

\*/

static unsigned int isEvent (eventKind k)

{

if (eventQ == NULL)

{

return FALSE;

}

else

{

return eventQ->kind == k;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

dumpTime -

\*/

static void dumpTime (void)

{

libc\_printf ((char \*) " absolute time is %f\\n", 23, currentTime);

libc\_printf ((char \*) " last update time is %f\\n", 26, lastUpdateTime);

}

/\*

recordEvent -

\*/

static void recordEvent (void)

{

checkOpened ();

if (eventQ != NULL)

{

if (DebugTrace)

{

libc\_printf ((char \*) "before writeEvent\\n", 19);

}

/\* gdbif.sleepSpin ; \*/

writeEvent (eventQ);

if (DebugTrace)

{

libc\_printf ((char \*) "after writeEvent\\n", 18);

}

}

}

/\*

pumpQueue - prime the event queue with initial frame and collision events.

\*/

static void pumpQueue (void)

{

resetQueue ();

recordEvent ();

}

/\*

up - recreate the event queue.

The pair up/down must be used to shutdown

the event queue if the world is to be altered.

\*/

static void up (void)

{

history\_forgetFuture ();

resetQueue ();

if (DebugTrace)

{

libc\_printf ((char \*) "exiting up\\n", 12);

printQueue ();

libc\_printf ((char \*) "remaking queue\\n", 16);

removeCollisionEvent ();

libc\_printf ((char \*) "collision event removed\\n", 25);

printQueue ();

libc\_printf ((char \*) "collision event added\\n", 23);

resetQueue ();

printQueue ();

libc\_printf ((char \*) "and again (collision event added)\\n", 35);

removeCollisionEvent ();

resetQueue ();

printQueue ();

libc\_printf ((char \*) "exiting finishing\\n", 19);

}

}

/\*

down - shutdown the event queue.

\*/

static void down (void)

{

if (DebugTrace)

{

libc\_printf ((char \*) "entered down\\n", 14);

printQueue ();

}

updatePhysics (TRUE);

removeCollisionEvent ();

}

/\*

killQueue - destroys the event queue and returns events to the free list.

\*/

static void killQueue (void)

{

eventQueue e;

if (eventQ != NULL)

{

e = eventQ;

while (e->next != NULL)

{

e = e->next;

}

e->next = freeEvents;

freeEvents = eventQ;

eventQ = NULL;

}

}

/\*

writeCircles -

\*/

static void writeCircles (cDesc c)

{

if (DebugTrace)

{

libc\_printf ((char \*) "writeCircleCircle %d %d\\n", 25, c.cid1, c.cid2);

}

NetworkOrder\_writeCoord (file, c.cPoint);

NetworkOrder\_writeCard (file, c.cid1);

NetworkOrder\_writeCard (file, c.cid2);

}

/\*

writeKind -

\*/

static void writeKind (history\_whereHit k)

{

NetworkOrder\_writeCard (file, ((unsigned int) (k)));

}

/\*

writeCirclePolygon -

\*/

static void writeCirclePolygon (cpDesc c)

{

if (DebugTrace)

{

libc\_printf ((char \*) "writeCirclePolygon %d %d\\n", 26, c.pid, c.cid);

}

NetworkOrder\_writeCoord (file, c.cPoint);

NetworkOrder\_writeCard (file, c.pid);

NetworkOrder\_writeCard (file, c.cid);

writeKind (c.wpid);

}

/\*

writePolygonPolygon -

\*/

static void writePolygonPolygon (ppDesc p)

{

if (DebugTrace)

{

libc\_printf ((char \*) "writePolygonPolygon %d %d\\n", 27, p.pid1, p.pid2);

}

NetworkOrder\_writeCoord (file, p.cPoint);

NetworkOrder\_writeCard (file, p.pid1);

NetworkOrder\_writeCard (file, p.pid2);

writeKind (p.wpid1);

writeKind (p.wpid2);

}

/\*

writeFunction -

\*/

static void writeFunction (fcDesc fc)

{

NetworkOrder\_writeCard (file, fc.id);

NetworkOrder\_writeCard (file, fc.param);

}

/\*

writeSpring -

\*/

static void writeSpring (spDesc sp)

{

NetworkOrder\_writeCard (file, sp.id);

NetworkOrder\_writeCard (file, ((unsigned int) (sp.type)));

}

/\*

writeDesc -

\*/

static void writeDesc (eventDesc p)

{

if (p == NULL)

{

NetworkOrder\_writeCard (file, ((unsigned int) (frameEvent)));

}

else

{

NetworkOrder\_writeCard (file, ((unsigned int) (p->etype)));

switch (p->etype)

{

case frameEvent:

break;

case circlesEvent:

writeCircles (p->cc);

break;

case circlePolygonEvent:

writeCirclePolygon (p->cp);

break;

case polygonPolygonEvent:

writePolygonPolygon (p->pp);

break;

case functionEvent:

writeFunction (p->fc);

break;

case springEvent:

writeSpring (p->sp);

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

}

}

/\*

writeEvent - writes the first event to the file.

\*/

static void writeEvent (eventQueue e)

{

MemStream\_Rewrite (file);

if (DebugTrace)

{

libc\_printf ((char \*) "time of next event in twoDsim is %g\\n", 37, e->time\_);

displayEvent (e);

}

if (DebugTrace)

{

libc\_printf ((char \*) "check time is %g\\n", 18, e->time\_);

}

NetworkOrder\_writeReal (file, e->time\_);

writeDesc (e->ePtr);

}

/\*

memDump -

\*/

static void memDump (void \* a, unsigned int len)

{

unsigned int i;

unsigned int j;

unsigned char \* p;

p = a;

j = 0;

for (i=0; i<=len; i++)

{

if ((j % 16) == 0)

{

libc\_printf ((char \*) "\\n%p %02x", 10, p, (unsigned int ) ((\*p)));

}

else

{

libc\_printf ((char \*) " %02x", 5, (unsigned int ) ((\*p)));

}

p += 1;

j += 1;

}

libc\_printf ((char \*) "\\n", 2);

}

/\*

checkOpened - checks to see of the MemStream file has been created and if not then

it is opened.

\*/

static void checkOpened (void)

{

ChanConsts\_OpenResults res;

if (! fileOpened)

{

fileOpened = TRUE;

MemStream\_OpenWrite (&file, ChanConsts\_write|ChanConsts\_raw, &res, &bufferStart, &bufferLength, &bufferUsed, TRUE);

if (res != ChanConsts\_opened)

{

libc\_printf ((char \*) "twoDsim.checkOpened: something went wrong when trying to open the memstream file (res = %d)\\n", 93, res);

libc\_exit (1);

}

}

}

/\*

Init -

\*/

static void Init (void)

{

trace = DebugTrace;

roots\_setTrace (trace);

maxId = 0;

objects = Indexing\_InitIndex (1);

framesPerSecond = DefaultFramesPerSecond;

replayPerSecond = 0.0;

simulatedGravity = 0.0;

eventQ = NULL;

freeEvents = NULL;

freeDesc = NULL;

currentTime = 0.0;

lastUpdateTime = 0.0;

lastDrawTime = 0.0;

drawCollisionFrame = FALSE;

drawPrediction = FALSE;

fileOpened = FALSE;

writeTimeDelay = TRUE;

haveSpringColour = FALSE;

haveCollisionColour = FALSE;

noOfCulledCollisions = 0;

startedRunning = FALSE;

framePolygons = FALSE;

freeBroadphase = NULL;

}

/\*

gravity - turn on gravity at: g m^2

\*/

void twoDsim\_gravity (double g)

{

simulatedGravity = g;

}

/\*

box - place a box in the world at (x0,y0), (x0+i,y0),

(x0+i, y0+j), (x0, y0+j).

\*/

unsigned int twoDsim\_box (double x0, double y0, double i, double j, deviceIf\_Colour colour)

{

return twoDsim\_poly4 (x0, y0, x0+i, y0, x0+i, y0+j, x0, y0+j, colour);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly3 - place a triangle in the world at:

(x0,y0), (x1,y1), (x2,y2)

\*/

unsigned int twoDsim\_poly3 (double x0, double y0, double x1, double y1, double x2, double y2, deviceIf\_Colour colour)

{

typedef struct \_T21\_a \_T21;

struct \_T21\_a { coord\_Coord array[2+1]; };

unsigned int id;

unsigned int i;

Object optr;

\_T21 co;

if (Debugging)

{

libc\_printf ((char \*) "begin poly3 (%g, %g, %g, %g, %g, %g)\\n", 38, x0, y0, x1, y1, x2, y2);

}

id = newObject ((ObjectType) polygonOb);

optr = Indexing\_GetIndice (objects, id);

co.array[0] = coord\_initCoord (x0, y0);

co.array[1] = coord\_initCoord (x1, y1);

co.array[2] = coord\_initCoord (x2, y2);

optr->p.nPoints = 3;

optr->p.cOfG = calculateCofG (optr->p.nPoints, (coord\_Coord \*) &co.array[0], 2);

optr->p.oldcOfG = optr->p.cOfG;

for (i=0; i<=optr->p.nPoints-1; i++)

{

optr->p.points.array[i] = polar\_coordToPolar (coord\_subCoord ((coord\_Coord) co.array[i], optr->p.cOfG));

}

optr->p.col = colour;

optr->p.mass = 0.0;

if (Debugging)

{

libc\_printf ((char \*) "end poly3\\n", 11);

twoDsim\_dumpWorld ();

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly4 - place a quadrangle in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3) the points must be in order,

either anticlockwise or clockwise.

\*/

unsigned int twoDsim\_poly4 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, deviceIf\_Colour colour)

{

typedef struct \_T22\_a \_T22;

struct \_T22\_a { coord\_Coord array[3+1]; };

unsigned int id;

unsigned int i;

Object optr;

\_T22 co;

id = newObject ((ObjectType) polygonOb);

optr = Indexing\_GetIndice (objects, id);

co.array[0] = coord\_initCoord (x0, y0);

co.array[1] = coord\_initCoord (x1, y1);

co.array[2] = coord\_initCoord (x2, y2);

co.array[3] = coord\_initCoord (x3, y3);

optr->p.nPoints = 4;

optr->p.cOfG = calculateCofG (optr->p.nPoints, (coord\_Coord \*) &co.array[0], 3);

optr->p.oldcOfG = optr->p.cOfG;

for (i=0; i<=optr->p.nPoints-1; i++)

{

optr->p.points.array[i] = polar\_coordToPolar (coord\_subCoord ((coord\_Coord) co.array[i], optr->p.cOfG));

}

optr->p.col = colour;

optr->p.mass = 0.0;

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly5 - place a pentagon in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3), (x4,y4)

the points must be in order, either anticlockwise or clockwise.

\*/

unsigned int twoDsim\_poly5 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, deviceIf\_Colour colour)

{

typedef struct \_T23\_a \_T23;

struct \_T23\_a { coord\_Coord array[4+1]; };

unsigned int id;

unsigned int i;

Object optr;

\_T23 co;

id = newObject ((ObjectType) polygonOb);

optr = Indexing\_GetIndice (objects, id);

co.array[0] = coord\_initCoord (x0, y0);

co.array[1] = coord\_initCoord (x1, y1);

co.array[2] = coord\_initCoord (x2, y2);

co.array[3] = coord\_initCoord (x3, y3);

co.array[4] = coord\_initCoord (x4, y4);

optr->p.nPoints = 5;

optr->p.cOfG = calculateCofG (optr->p.nPoints, (coord\_Coord \*) &co.array[0], 4);

optr->p.oldcOfG = optr->p.cOfG;

for (i=0; i<=optr->p.nPoints-1; i++)

{

optr->p.points.array[i] = polar\_coordToPolar (coord\_subCoord ((coord\_Coord) co.array[i], optr->p.cOfG));

}

optr->p.col = colour;

optr->p.mass = 0.0;

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

poly6 - place a hexagon in the world at:

(x0,y0), (x1,y1), (x2,y2), (x3,y3), (x4,y4), (x5,y5)

the points must be in order, either anticlockwise or clockwise.

\*/

unsigned int twoDsim\_poly6 (double x0, double y0, double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4, double x5, double y5, deviceIf\_Colour colour)

{

typedef struct \_T24\_a \_T24;

struct \_T24\_a { coord\_Coord array[5+1]; };

unsigned int id;

unsigned int i;

Object optr;

\_T24 co;

id = newObject ((ObjectType) polygonOb);

optr = Indexing\_GetIndice (objects, id);

co.array[0] = coord\_initCoord (x0, y0);

co.array[1] = coord\_initCoord (x1, y1);

co.array[2] = coord\_initCoord (x2, y2);

co.array[3] = coord\_initCoord (x3, y3);

co.array[4] = coord\_initCoord (x4, y4);

co.array[5] = coord\_initCoord (x5, y5);

optr->p.nPoints = 6;

optr->p.cOfG = calculateCofG (optr->p.nPoints, (coord\_Coord \*) &co.array[0], 5);

optr->p.oldcOfG = optr->p.cOfG;

for (i=0; i<=optr->p.nPoints-1; i++)

{

optr->p.points.array[i] = polar\_coordToPolar (coord\_subCoord ((coord\_Coord) co.array[i], optr->p.cOfG));

}

optr->p.col = colour;

optr->p.mass = 0.0;

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_xpos - returns the x coordinate of the center of gravity of object, id.

\*/

double twoDsim\_get\_xpos (unsigned int id)

{

double dt;

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

up ();

switch (optr->object)

{

case polygonOb:

return optr->p.cOfG.x;

break;

case circleOb:

return optr->c.pos.x;

break;

default:

libc\_printf ((char \*) "get\_xpos: only expecting polygon or circle\\n", 44);

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

break;

}

ReturnException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\*

get\_ypos - returns the first point, y, coordinate of object.

\*/

double twoDsim\_get\_ypos (unsigned int id)

{

double dt;

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

up ();

switch (optr->object)

{

case polygonOb:

return optr->p.cOfG.y;

break;

case circleOb:

return optr->c.pos.y;

break;

default:

libc\_printf ((char \*) "get\_ypos: only expecting polygon or circle\\n", 44);

M2RTS\_HALT (-1);

\_\_builtin\_unreachable ();

break;

}

ReturnException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\*

get\_xvel - returns the x velocity of object.

\*/

double twoDsim\_get\_xvel (unsigned int id)

{

Object optr;

if (trace)

{

libc\_printf ((char \*) "get\_xvel for object %d\\n", 24, id);

}

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

checkStationary (optr);

up ();

return optr->vx;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_yvel - returns the y velocity of object.

\*/

double twoDsim\_get\_yvel (unsigned int id)

{

Object optr;

if (trace)

{

libc\_printf ((char \*) "get\_yvel for object %d\\n", 24, id);

}

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

checkStationary (optr);

up ();

return optr->vy;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_xaccel - returns the x acceleration of object.

\*/

double twoDsim\_get\_xaccel (unsigned int id)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

up ();

return optr->ax;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

get\_yaccel - returns the y acceleration of object.

\*/

double twoDsim\_get\_yaccel (unsigned int id)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

up ();

return optr->ay;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

put\_xvel - assigns the x velocity of object.

\*/

void twoDsim\_put\_xvel (unsigned int id, double r)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

optr->vx = r;

checkStationary (optr);

up ();

}

/\*

put\_yvel - assigns the y velocity of object.

\*/

void twoDsim\_put\_yvel (unsigned int id, double r)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

optr->vy = r;

checkStationary (optr);

up ();

}

/\*

put\_xaccel - assigns the x acceleration of object.

\*/

void twoDsim\_put\_xaccel (unsigned int id, double r)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

optr->ax = r;

up ();

}

/\*

put\_yaccel - assigns the y acceleration of object.

\*/

void twoDsim\_put\_yaccel (unsigned int id, double r)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

optr->ay = r;

up ();

}

/\*

set\_rotate - assigns the y acceleration of object.

\*/

void twoDsim\_set\_rotate (unsigned int id, double angle)

{

Object optr;

printf("angle of rotation for object %d set to %g\n", id, angle);

down ();

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

optr->angleOrientation = angle;

up ();

}

/\*

apply\_impulse - apply an impulse to object, id,

along the vector [x, y] with magnitude, m.

Nothing happens if the object is fixed.

Currently only circles can have impulses

applied.

\*/

void twoDsim\_apply\_impulse (unsigned int id, double x, double y, double m)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

if (! optr->fixed)

{

switch (optr->object)

{

case circleOb:

apply\_impulse\_to\_circle (optr, x, y, m);

break;

default:

break;

}

}

up ();

}

/\*

moving\_towards - returns TRUE if object, id, is moving towards

a point x, y.

\*/

unsigned int twoDsim\_moving\_towards (unsigned int id, double x, double y)

{

Object optr;

unsigned int res;

down ();

optr = Indexing\_GetIndice (objects, id);

res = FALSE;

if (! optr->fixed)

{

switch (optr->object)

{

case circleOb:

res = circle\_moving\_towards (optr, x, y);

break;

default:

break;

}

}

up ();

return res;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

set\_colour - set the colour of object, id, to colour.

id must be a box or circle.

\*/

void twoDsim\_set\_colour (unsigned int id, deviceIf\_Colour colour)

{

Object optr;

// Get index of object

optr = Indexing\_GetIndice (objects, id);

// Switch based on kind of object and set appropriate varible to passed colour

// variable

switch (optr->object)

{

case polygonOb:

optr->p.col = colour;

break;

case circleOb:

optr->c.col = colour;

break;

// print error message if cannot be set

default:

libc\_printf ((char \*) "cannot set the colour of this object\\n", 38);

break;

}

}

/\*

set\_elasticity - set the elasticity of object, id, to elasticity.

id must be a box or circle.

\*/

void twoDsim\_set\_elasticity (unsigned int id, double elasticity)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

switch (optr->object)

{

case polygonOb:

case circleOb:

optr->elasticity = elasticity;

break;

default:

libc\_printf ((char \*) "cannot set the elasticity of this object\\n", 39);

break;

}

}

/\*

get\_elasticity - set the elasticity of object, id, to elasticity.

id must be a box or circle.

\*/

double twoDsim\_get\_elasticity (unsigned int id)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

switch (optr->object)

{

case polygonOb:

case circleOb:

return optr->elasticity;

break;

default:

libc\_printf ((char \*) "cannot get the elasticity of this object\\n", 39);

break;

}

ReturnException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\*

set\_gravity - set the gravity of object, id, to, g.

id must be a box or circle.

\*/

void twoDsim\_set\_gravity (unsigned int id, double g)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

switch (optr->object)

{

case polygonOb:

case circleOb:

optr->gravity = g;

break;

default:

libc\_printf ((char \*) "cannot set the gravity of this object\\n", 39);

break;

}

}

/\*

get\_gravity - return the gravity of object, id.

id must be a box or circle.

\*/

double twoDsim\_get\_gravity (unsigned int id)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

switch (optr->object)

{

case polygonOb:

case circleOb:

return optr->gravity;

break;

default:

libc\_printf ((char \*) "cannot get the gravity of this object\\n", 39);

break;

}

ReturnException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\*

get\_mass - returns the mass of object, id.

\*/

double twoDsim\_get\_mass (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

switch (idp->object)

{

case circleOb:

return idp->c.mass;

break;

case polygonOb:

return idp->p.mass;

break;

case springOb:

libc\_printf ((char \*) "should not be trying to use the mass of a spring\\n", 50);

return 0.0;

break;

default:

CaseException ("../git-pge/m2/twoDsim.def", 2, 1);

\_\_builtin\_unreachable ();

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

mass - specify the mass of an object and return the, id.

Only polygon (and box) and circle objects may have

a mass.

\*/

unsigned int twoDsim\_mass (unsigned int id, double m)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

switch (optr->object)

{

case polygonOb:

optr->p.mass = m;

break;

case circleOb:

optr->c.mass = m;

break;

default:

break;

}

calcInertia (optr);

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

fix - fix the object to the world.

\*/

unsigned int twoDsim\_fix (unsigned int id)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

optr->fixed = TRUE;

up ();

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

unfix - unfix the object from the world.

\*/

unsigned int twoDsim\_unfix (unsigned int id)

{

Object optr;

/\* your code goes here... 3rd year and mcomp. \*/

down ();

optr = Indexing\_GetIndice (objects, id);

optr->fixed = FALSE;

optr->stationary = FALSE;

checkMicroInterpen ();

Assert (! optr->stationary, 687);

up ();

Assert (! optr->stationary, 689);

/\* end of 3rd year and mcomp. \*/

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

spring - join object, id1, and, id2, with a string of defined

by hooks constant, k, the spring is at rest if it has

length, l. If l < 0 then the game engine considers

the spring to naturally be at rest for the distance

between id1 and id2. The parameter, d, is used to

calculate the damping force.

\*/

unsigned int twoDsim\_spring (unsigned int id1, unsigned int id2, double k, double d, double l)

{

unsigned int id;

Object optr;

Object id1p;

Object id2p;

libc\_printf ((char \*) "spring\\n", 8);

libc\_printf ((char \*) "newObject\\n", 11);

id = newObject ((ObjectType) springOb);

libc\_printf ((char \*) "getIndice\\n", 11);

optr = Indexing\_GetIndice (objects, id);

if (l < 0.0)

{

libc\_printf ((char \*) "l < 0.0 lengthCoord\\n", 21);

l = coord\_lengthCoord (coord\_subCoord (getCofG (id1), getCofG (id2)));

}

libc\_printf ((char \*) "assign to optr\\n", 16);

optr->s.k = k;

optr->s.d = d;

optr->s.f1 = coord\_initCoord (0.0, 0.0);

optr->s.f2 = coord\_initCoord (0.0, 0.0);

optr->s.a1 = coord\_initCoord (0.0, 0.0);

optr->s.a2 = coord\_initCoord (0.0, 0.0);

optr->s.l0 = l;

optr->s.l1 = coord\_lengthCoord (coord\_subCoord (getCofG (id1), getCofG (id2)));

optr->s.id1 = id1;

optr->s.id2 = id2;

optr->s.hasCallBackLength = FALSE;

optr->s.draw = FALSE;

optr->s.drawEnd = FALSE;

optr->s.drawMid = FALSE;

/\* and stop the current position from being the next endPoint. \*/

anticipateSpring (currentTime, makeSpringDesc ((eventDesc) NULL, id, (history\_springPoint) history\_endPoint));

if (trace)

{

libc\_printf ((char \*) "in spring about to recalculate forces\\n", 39);

}

recalculateForceEnergy ();

if (trace)

{

libc\_printf ((char \*) "return from spring\\n", 20);

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

draw\_spring - draw spring, id, using colour, c, and a width, w.

\*/

void twoDsim\_draw\_spring (unsigned int id, unsigned int c, double w)

{

Object o;

o = Indexing\_GetIndice (objects, id);

if (isSpringObject (id))

{

o->s.drawColour = c;

o->s.draw = TRUE;

o->s.width = w;

}

else

{

libc\_printf ((char \*) "only spring objects can be modified by the draw primitive\\n", 59);

}

}

/\*

end\_spring - draw the spring using colour, c, when it reaches the end.

\*/

void twoDsim\_end\_spring (unsigned int id, unsigned int c)

{

Object o;

o = Indexing\_GetIndice (objects, id);

if (isSpringObject (id))

{

o->s.drawEnd = TRUE;

o->s.endColour = c;

}

else

{

libc\_printf ((char \*) "only spring objects can be modified by the end primitive\\n", 58);

}

}

/\*

mid\_spring - when the string reaches its rest point draw the objects

connected.

\*/

void twoDsim\_mid\_spring (unsigned int id, unsigned int c)

{

Object o;

o = Indexing\_GetIndice (objects, id);

if (isSpringObject (id))

{

o->s.drawMid = TRUE;

o->s.midColour = c;

}

else

{

libc\_printf ((char \*) "only spring objects can be modified by the mid primitive\\n", 58);

}

}

/\*

when\_spring - when the spring, id, reaches, length call, func.

\*/

void twoDsim\_when\_spring (unsigned int id, double length, unsigned int func)

{

Object o;

o = Indexing\_GetIndice (objects, id);

if (isSpringObject (id))

{

o->s.hasCallBackLength = TRUE;

o->s.cbl = length;

o->s.func = func;

}

else

{

libc\_printf ((char \*) "only spring objects can be modified by the when primitive\\n", 59);

}

}

/\*

circle - adds a circle to the world. Center

defined by: x0, y0 radius, r.

\*/

unsigned int twoDsim\_circle (double x0, double y0, double radius, deviceIf\_Colour colour)

{

unsigned int id;

Object optr;

id = newObject ((ObjectType) circleOb);

optr = Indexing\_GetIndice (objects, id);

optr->c.pos.x = x0;

optr->c.pos.y = y0;

optr->c.r = radius;

optr->c.mass = 0.0;

optr->c.col = colour;

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

velocity - give an object, id, a velocity, vx, vy.

\*/

unsigned int twoDsim\_velocity (unsigned int id, double vx, double vy)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

if (optr->fixed)

{

libc\_printf ((char \*) "object %d is fixed and therefore cannot be given a velocity\\n", 61, id);

}

else

{

optr->vx = vx;

optr->vy = vy;

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

accel - give an object, id, an acceleration, ax, ay.

\*/

unsigned int twoDsim\_accel (unsigned int id, double ax, double ay)

{

Object optr;

optr = Indexing\_GetIndice (objects, id);

if (optr->fixed)

{

libc\_printf ((char \*) "object %d is fixed and therefore cannot be given an acceleration\\n", 66, id);

}

else

{

optr->ax = ax;

optr->ay = ay;

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

rotate - gives object, id, an initial orientation.

\*/

unsigned int twoDsim\_rotate (unsigned int id, double angle)

{

Object optr;

if (! (roots\_nearZero (angle)))

{

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

if (optr->fixed)

{

libc\_printf ((char \*) "object %d is fixed and therefore cannot be given an angular velocity\\n", 70, id);

}

else

{

optr->angleOrientation = angle;

}

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

is\_visible - Gets boolean value for visibility.

\*/

unsigned int twoDsim\_is\_visible (unsigned int id)

{

return TRUE;

}

/\*

visibility - Sets boolean value for visibility

\*/

unsigned int twoDsim\_visibility (unsigned int id, unsigned int on)

{

Object optr = Indexing\_GetIndice(objects, id);

optr->visible = on;

return id;

}

/\*

rvel - gives object, id, an angular velocity, angle.

\*/

unsigned int twoDsim\_rvel (unsigned int id, double angle)

{

Object optr;

if (! (roots\_nearZero (angle)))

{

optr = Indexing\_GetIndice (objects, id);

checkDeleted (optr);

if (optr->fixed)

{

libc\_printf ((char \*) "object %d is fixed and therefore cannot be given an angular velocity\\n", 70, id);

}

else

{

optr->angularVelocity = angle;

}

}

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

fps - set frames per second.

\*/

void twoDsim\_fps (double f)

{

framesPerSecond = f;

}

/\*

replayRate - set frames per second during replay.

\*/

void twoDsim\_replayRate (double f)

{

replayPerSecond = f;

}

/\*

simulateFor - render for, t, seconds.

\*/

void twoDsim\_simulateFor (double t)

{

double s;

double dt;

/\*

gdbif.sleepSpin ;

\*/

startedRunning = TRUE;

s = 0.0;

if (twoDsim\_checkObjects ())

{

/\* avoid dangling else. \*/

if (s < t)

{

pumpQueue ();

if (trace)

{

printQueue ();

}

twoDsim\_dumpWorld ();

while (s < t)

{

dt = doNextEvent ();

s = s+dt;

}

updatePhysics (TRUE);

if (trace)

{

printQueue ();

}

}

}

else

{

libc\_printf ((char \*) "the game engine cannot be run as you have a moving object without a mass\\n", 74);

}

}

/\*

getTime - returns the current time in the simulation.

\*/

double twoDsim\_getTime (void)

{

return currentTime;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

skipTime - attempts to skip, t, seconds. It returns the amount

of time actually skipped. This function will not skip

past the next event.

\*/

double twoDsim\_skipTime (double t)

{

double dt;

if (Debugging)

{

libc\_printf ((char \*) "skipTime %f\\n", 13, t);

dumpTime ();

}

pumpQueue ();

if (eventQ == NULL)

{

libc\_printf ((char \*) " no events in the queue\\n", 26);

dumpTime ();

libc\_printf ((char \*) "finishing skipTime\\n", 20);

return 0.0;

}

else

{

if (t > eventQ->time\_)

{

dt = eventQ->time\_;

if (! (roots\_nearZero (dt)))

{

currentTime = currentTime+dt;

}

eventQ->time\_ = 0.0;

}

else

{

dt = eventQ->time\_-t;

if (roots\_nearZero (dt))

{

currentTime = currentTime+eventQ->time\_;

eventQ->time\_ = 0.0;

}

else

{

currentTime = currentTime+t;

eventQ->time\_ = eventQ->time\_-t;

}

}

if (Debugging)

{

dumpTime ();

libc\_printf ((char \*) "finishing skipTime\\n", 20);

}

return dt;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

timeUntil - returns the relative time from now until the next event.

\*/

double twoDsim\_timeUntil (void)

{

pumpQueue ();

if (eventQ == NULL)

{

return 0.0;

}

else

{

return eventQ->time\_;

}

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

processEvent - skips any outstanding time and processes the next event.

Time is adjusted to the time of the next event.

\*/

void twoDsim\_processEvent (void)

{

double dt;

/\* gdbif.sleepSpin ; \*/

if (Debugging)

{

libc\_printf ((char \*) "processEvent before pumpQueue\\n", 31);

}

pumpQueue ();

if (DebugTrace)

{

libc\_printf ((char \*) "before doNextEvent\\n", 20);

printQueue ();

}

dt = doNextEvent ();

if (DebugTrace)

{

libc\_printf ((char \*) "finished doNextEvent\\n", 22);

}

}

/\*

isCollision - returns TRUE if the next event is a collision event.

\*/

unsigned int twoDsim\_isCollision (void)

{

if (Debugging)

{

libc\_printf ((char \*) "isCollision before pumpQueue\\n", 30);

}

pumpQueue ();

return isEvent ((eventKind) collisionKind);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isFrame - returns TRUE if the next event is a frame event.

\*/

unsigned int twoDsim\_isFrame (void)

{

if (Debugging)

{

libc\_printf ((char \*) "isFrame before pumpQueue\\n", 26);

}

pumpQueue ();

return isEvent ((eventKind) frameKind);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isFunction - returns TRUE if the next event is a function event.

\*/

unsigned int twoDsim\_isFunction (void)

{

if (Debugging)

{

libc\_printf ((char \*) "isFunction before pumpQueue\\n", 29);

}

pumpQueue ();

return isEvent ((eventKind) functionKind);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isSpring - returns TRUE if the next event is a spring event.

\*/

unsigned int twoDsim\_isSpring (void)

{

if (Debugging)

{

libc\_printf ((char \*) "isFunction before pumpQueue\\n", 29);

}

pumpQueue ();

return isEvent ((eventKind) springKind);

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

isFixed - returns TRUE if object, id, is fixed.

\*/

unsigned int twoDsim\_isFixed (unsigned int id)

{

Object idp;

idp = Indexing\_GetIndice (objects, id);

return idp->fixed;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

createFunctionEvent - creates a function event at time, t,

in the future.

\*/

void twoDsim\_createFunctionEvent (double t, unsigned int id, unsigned int param)

{

eventQueue e;

eventDesc edesc;

pumpQueue ();

if (Debugging)

{

libc\_printf ((char \*) "function event %d will occur in %g simulated seconds\\n", 54, id, t);

}

edesc = newDesc ();

edesc->etype = functionEvent;

edesc->fc.id = id;

edesc->fc.param = param;

e = newEvent ();

e->kind = functionKind;

e->time\_ = t;

e->p.proc = doFunctionEvent;

e->ePtr = edesc;

e->next = NULL;

if (Debugging)

{

libc\_printf ((char \*) "queue before function event\\n", 29);

printQueue ();

}

addRelative (e);

if (Debugging)

{

libc\_printf ((char \*) "queue after function event\\n", 28);

printQueue ();

}

}

/\*

rm - delete this object from the simulated world.

The same id is returned.

\*/

unsigned int twoDsim\_rm (unsigned int id)

{

Object optr;

down ();

optr = Indexing\_GetIndice (objects, id);

if (DebugTrace)

{

libc\_printf ((char \*) "rm %d\\n", 7, id);

libc\_printf ((char \*) "here is the world before rm\\n", 29);

twoDsim\_dumpWorld ();

}

optr->deleted = TRUE;

if (DebugTrace)

{

libc\_printf ((char \*) "rm complete, here is the world after rm\\n", 41);

twoDsim\_dumpWorld ();

}

resetStationary ();

up ();

return id;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

/\*

getEventBuffer - collects the event buffer limits in the following parameters.

\*/

void twoDsim\_getEventBuffer (void \* \*start, unsigned int \*length, unsigned int \*used)

{

double \* f;

recordEvent ();

(\*start) = bufferStart;

(\*length) = bufferLength;

(\*used) = bufferUsed;

f = bufferStart;

if (DebugTrace)

{

libc\_printf ((char \*) "event buffer ptr = 0x%p, length = %d, used = %d\\n", 49, (\*start), (\*length), (\*used));

libc\_printf ((char \*) "ptr to real is %g\\n", 19, (\*f));

memDump ((\*start), 8);

}

}

/\*

buildFrame - populate the frame buffer contents with the world at the current time.

\*/

void twoDsim\_buildFrame (void)

{

deviceIf\_frameNote ();

drawFrame ((eventQueue) NULL);

deviceIf\_flipBuffer ();

}

/\*

emptyCbuffer - empty the colour buffer.

\*/

void twoDsim\_emptyCbuffer (void)

{

deviceIf\_emptyCbuffer ();

}

/\*

emptyFbuffer - empty the frame buffer.

\*/

void twoDsim\_emptyFbuffer (void)

{

deviceIf\_emptyFbuffer ();

}

/\*

useTimeDelay - should the frame buffer include the time delay command?

\*/

void twoDsim\_useTimeDelay (unsigned int on)

{

writeTimeDelay = on;

}

/\*

drawCollisionFrames - turn the drawing of collision frames on or off.

actual: determines whether an extra frame is generated

at the time of actual collision.

predict: draws a frame predicting the next collision.

It will show the points predicted to collide.

\*/

void twoDsim\_drawCollisionFrames (unsigned int actual, unsigned int predict)

{

drawCollisionFrame = actual;

drawPrediction = predict;

}

/\*

setCollisionColour - assigns, c, as the colour for objects colliding.

\*/

void twoDsim\_setCollisionColour (deviceIf\_Colour c)

{

collisionColour = c;

}

/\*

dumpWorld - dump a list of all objects and their characteristics.

\*/

void twoDsim\_dumpWorld (void)

{

unsigned int i;

unsigned int n;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

dumpObject ((Object) Indexing\_GetIndice (objects, i));

i += 1;

}

}

/\*

checkObjects - perform a check to make sure that all non fixed objects have a mass.

\*/

unsigned int twoDsim\_checkObjects (void)

{

unsigned int i;

unsigned int n;

Object optr;

unsigned int ok;

ok = TRUE;

n = Indexing\_HighIndice (objects);

i = 1;

while (i <= n)

{

optr = Indexing\_GetIndice (objects, i);

if (! optr->fixed && ! optr->deleted)

{

switch (optr->object)

{

case polygonOb:

if (roots\_nearZero (optr->p.mass))

{

libc\_printf ((char \*) "polygon %d is not fixed and does not have a mass\\n", 50, optr->id);

ok = FALSE;

}

break;

case circleOb:

if (roots\_nearZero (optr->c.mass))

{

libc\_printf ((char \*) "circle %d is not fixed and does not have a mass\\n", 49, optr->id);

ok = FALSE;

}

break;

default:

break;

}

}

i += 1;

}

return ok;

/\* static analysis guarentees a RETURN statement will be used before here. \*/

\_\_builtin\_unreachable ();

}

void \_M2\_twoDsim\_init (\_\_attribute\_\_((unused)) int argc, \_\_attribute\_\_((unused)) char \*argv[])

{

/\* gdbif.sleepSpin \*/

Init ();

}

void \_M2\_twoDsim\_finish (\_\_attribute\_\_((unused)) int argc, \_\_attribute\_\_((unused)) char \*argv[])

{

}