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| 学院 | 人工智能与大数据学院 | 专业 | 虚拟现实技术 | 班级 | 21级2班 | 学生姓名 | 王泰盛 |
| 实验  周次 | 13-14 | 实验  日期 | 2023.5.26 | 学时 | 6 | 教师姓名 | 李昊康 |
| 项目名称 | | 排序的应用 | | | | | |
| 实验  类别 | 🗹验证型实验 🞎设计型实验 🞎综合型实验 🞎其它 | | | | | 成绩：87 | |
| 1. 实验目的及具体要求   实验目的：  1.实现多种类型的排序算法（插入排序、交换排序、选择排序、归并排序等）；  2.理解排序过程；  3.计算比较次数和移动次数，对比分析算法性能的优劣与适用场景；  具体要求：  编写程序实现插入排序、希尔排序、冒泡排序、快速排序、简单选择排序、堆排序。中任意3种。   1. 实验仪器、设备和材料   硬设备：PC机  软件环境：Windows VS2019   1. 实验内容、步骤及实验数据记录   冒泡排序  #include <iostream>  #include <string>  using namespace std;  int main() {  int n[10];  int i, j;  int temp; //用于缓存需要交换的数字  cout << "请输入十个数字！" << endl;  for (i = 0; i < 10; i++) {  cin >> n[i];  }  for (i = 0; i < 9; i++) { //共进行9步  for (j = 0; j < 9 - i; j++) { //在每一步进行10-i次两两比较  if (n[j] > n[j + 1]) {  temp = n[j];  n[j] = n[j + 1];  n[j + 1] = temp;  }  }  }  cout << "排序后的数据是：" << endl;  for (i = 0; i < 10; i++)  {  cout << n[i] << ' ';  }  cout << endl;  system("pause");  return 0;  }  QQ图片20230526103914  快速排序  #include <stdio.h>  #include <iostream>  #include <math.h>  #include <algorithm>  using namespace std;  int part(int\* r, int low, int hight) //划分函数  {  int i = low, j = hight, pivot = r[low]; //基准元素  while (i < j)  {  while (i<j && r[j]>pivot) //从右向左开始找一个 小于等于 pivot的数值  {  j--;  }  if (i < j)  {  swap(r[i++], r[j]); //r[i]和r[j]交换后 i 向右移动一位  }  while (i < j && r[i] <= pivot) //从左向右开始找一个 大于 pivot的数值  {  i++;  }  if (i < j)  {  swap(r[i], r[j--]); //r[i]和r[j]交换后 i 向左移动一位  }  }  return i; //返回最终划分完成后基准元素所在的位置  }  void Quicksort(int\* r, int low, int hight)  {  int mid;  if (low < hight)  {  mid = part(r, low, hight); // 返回基准元素位置  Quicksort(r, low, mid - 1); // 左区间递归快速排序  Quicksort(r, mid + 1, hight); // 右区间递归快速排序  }  }  int main()  {  int a[10001];  int N;  cout << "请输入要排序的数据的个数： " << endl;  cin >> N;  cout << "请输入要排序的数据： " << endl;  for (int i = 0; i < N; i++)  {  cin >> a[i];  }  cout << endl;  Quicksort(a, 0, N - 1);  cout << "排序后的序列为： " << endl;  for (int i = 0; i < N; i++)  {  cout << a[i] << " ";  }  cout << endl;  return 0;  }  QQ图片20230526104434  堆排序  #include<cstdio>  #include<iostream>  #include<cstring>  #include<algorithm>  using namespace std;  void adjust(int arr[], int len, int index)  {  int left = 2 \* index + 1;  int right = 2 \* index + 2;  int maxIdx = index;  if (left<len && arr[left] > arr[maxIdx]) maxIdx = left;  if (right<len && arr[right] > arr[maxIdx]) maxIdx = right; // maxIdx是3个数中最大数的下标  if (maxIdx != index) // 如果maxIdx的值有更新  {  swap(arr[maxIdx], arr[index]);  adjust(arr, len, maxIdx); // 递归调整其他不满足堆性质的部分  }  }  void heapSort(int arr[], int size)  {  for (int i = size / 2 - 1; i >= 0; i--) // 对每一个非叶结点进行堆调整(从最后一个非叶结点开始)  {  adjust(arr, size, i);  }  for (int i = size - 1; i >= 1; i--)  {  swap(arr[0], arr[i]); // 将当前最大的放置到数组末尾  adjust(arr, i, 0); // 将未完成排序的部分继续进行堆排序  }  }  int main()  {  int array[8] = { 8, 1, 14, 3, 21, 5, 7, 10 };  heapSort(array, 8);  for (auto it : array)  {  cout << it << endl;  }  return 0;  }  QQ图片20230526104652  分析：  冒泡排序：  冒泡排序是一种简单直接暴力的排序算法。因为每一轮比较可能多个元素移动位置，而元素位置的互换是需要消耗资源的，所以这是一种偏慢的排序算法，仅适用于对于含有较少元素的数列进行排序。  时间复杂度：因为它需要双层循环n\*(n-1))，所以平均时间复杂度为O(n^2)  空间复杂度：只需要常数个辅助单元，所以空间复杂度为O(1)，我们把空间复杂度为O(1)的排序成为原地排序（in-place）  快速排序：  优点：平均性能好，O(nlog2n)，2为下标  缺点：不稳定，初始序列有序或基本有序时，时间复杂度降为O(n^2)。  适用场景：快速排序时间复杂度为O(nlogn)，是目前基于比较的内部排序中被认为最好的方法，当数据过大且数据杂乱无章时，则适合采用快速排序  堆排序：  堆排序的时间复杂度是O(nlgn)，堆排序的时间复杂度不是O(n2)，因为堆采用了额外的空间，来降低了时间复杂度。堆排序有一个明显的问题，不管数组是否有序或者无序，都要从头到尾进行一遍排序，就好像是没有优化过的冒泡排序一样，从头冒到尾。因此，使得在数据量较少时，堆排序的时间复杂度的常数比较高，进而导致排序时间较长。 | | | | | | | |

说明：1. 实验周次：填写实际上课周，如第5-8周上课填“5-8”或第10周上课填“10”。

1. 实验报告各部分内容需详实填写，按实验指导书上的评分标准给出分数。
2. 实验类型参考实验类型说明文件。