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# Введение

Структура данных (англ. data structure) — программная единица, позволяющая хранить и обрабатывать множество однотипных и/или логически связанных данных в вычислительной технике. Для добавления, поиска, изменения и удаления данных структура данных предоставляет некоторый набор функций, составляющих её интерфейс. Одной из важных структур является список.

Список — базовая динамическая структура данных в информатике, состоящая из узлов, каждый из которых содержит как собственно данные, так и одну или две ссылки («связки») на следующий и/или предыдущий узел списка. Принципиальным преимуществом перед массивом является структурная гибкость: порядок элементов связного списка может не совпадать с порядком расположения элементов данных в памяти компьютера, а порядок обхода списка всегда явно задаётся его внутренними связями.

Линейный однонаправленный список — это структура данных, состоящая из элементов одного типа, связанных между собой последовательно посредством указателей. Каждый элемент списка имеет указатель на следующий элемент. Последний элемент списка указывает на NULL. Элемент, на который нет указателя, является первым (головным) элементом списка. Здесь ссылка в каждом узле указывает на следующий узел в списке. В односвязном списке можно передвигаться только в сторону конца списка. Узнать адрес предыдущего элемента, опираясь на содержимое текущего узла, невозможно.

В данной лабораторной работе нам предстоит написать собственную реализацию данной структуры.

# Постановка задачи

1. Написать класс, реализующий список на массивах.
2. Написать тесты на основе Google Tests для проверки работы класса.

![](data:image/gif;base64,R0lGODlhFQLKAIcAAQQCBGyGbDRCNJzGnISmhExiTBwiHNTWhGxqPCQyJIyOVLzmvKyubERSRAwSDOzujHSWdFxyXJzGxCQqJDQyHISmpGxqbKyqrERCJIyKjMT2xFRSNBQaFMTGxDw6JCQiFNTW1Ozu7HSWlGR6ZKzWrJS2lAQKBGyGhGRiPLy6vLzm5HR2dERCRJyanDQ+NKzW1HR2RERaRBQSDCwqHFRSVBwaDAwKBISGhDxKPMTGdExiZBwmHOTmjCw6LJyeXLy+dPz+nHyefFxydKSmpLSytMT29CQiJOTm5Pz+/HyenGR6fJS2tHSOdExKTDw6PKSmZNzehLzuvLS2bPT2lDQyNIyurHRydJSWlNze3PT29LTetGRiZMTCxLzu7Hx+fKSipLTe3Hx+TERaXBQWFCwqLFxaXBwaHAwODAQGBISGVDRCRKTOpIyujFRqVBwiJNzahHRyRCQyNJSWXLSybERSVAwSFPTylHyWfFx2XKTOzCQqLGxubKyurExKLIyOjMz+zFxaNMzOzJy+nMzOfFRqbMz+/Jy+vHSOjNza3PTy9Hx6fHx6TKSiZISihISipMTyxMTy9ExeXHyWlDxKTCw6PGyKjKza3IyytDw+JCQmFGR+ZKzarLy+vERGRJyenFRWVFx2dLS2tCQmJGR+fExOTDw+PDQ2NGRmZCwuLBweHBQaHAQKDDQ+PBQSFAwKDBwmJAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAAFQLKAAcI/gCRCBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaPHjyBDihxJsqTJkyhTqlzJsqXLlzBjynw55AyAmzjRXJEZ4hPOn52wzERyhNRPnJ9CDF3KtKnTp1AXevq5o4EmTTES/PTSEtVPDGGkhMHwM1UWl1lE/VQzaskoNT9FRZ1Lt67duxc73HQV5I/fv4DZjLnJJ2Wpm4DsAFnMmPEUFDdTsfQKQEeRQpgzZ+4i5qYpvKBDix7NdDCABYBTp35kAgAak4FuomhMu3aYm55QhropRLPv34RuciEt+oao46Kc3Mh4xclxAEOID/yyHAkp6VFvslHNPTWJm2dF/u4BcKa2+dqZAHQy6VPV7/e/6wCwgP3uDQBGRJFRC8DiEZz6lVKfQAA4kd+ATGVxUxTdNQjYTUKBZAoAfZxnYWOLANAKSalUBt+HmtEBACoIznVfQQAISBEAp5RYUCCIuDjUTQ7W+Bca/X10nwIX9rhYDgA0IdIpAFwC4pGYJQGAIjI6dSJBBw7EiRNOxEhQUU58QVCOgQTyIhI3OLHTlVs4YcVAXaI5EAheChSmE5wUNGWVBKVZZ5t2EoQInlYK1GaTLdmkgY2E3uQRCABg4OOiMABwAUicACAGkpROAkAHgC715EAscpriYUYM5ESBh+WI6BYA8IfnTcoZKtCo/qWUotZwaq1AoJsAkIFEbGTImupARnyaoqfRCfSFq8cZ5JxAoqiIhKuZqjTeGoQSGgUANHQEgA2LdjtDjh4B4B6llMoX7Uz3GaFusE4MZNSWy0X656+xgYuqnwDYSmCLz4aHRLK3PkvgEQRma2yO93JaLABWyMXsqMw6TNCy/6p4H7jnngRAAtVWiwPGGBHZ7cgAUOFRJwCQqzK2GcN0nxOx8qfls1sQJEqoAAt0RX+xjUngcrER9K5BUf67XH/HIhT0s+0OBHB/4ALwZM6iOtwsgYmA3LJIRnXcMX4bAUDByN3CAYC/GgEwicrkWrq1S5sKNDQAfyJx77AD/bcr/sjDLo2ru8HeJPGzagVb0BX8uXoUTrdCZ7coU8f1qtUCipKt1m9/BEADhAaxwwDVaoL5RCJf+MHpH3jQBw+L5soRypTq4AYAbuhAKQBlZL5S3AR6CYDPSEBM9dJ8C+g3mDmmOnPOBgpcdLBWeEl8Bgj11/CzR0wtMcQUNxtpwLqDpFe1Buyww9czXwTABz2un8n7N8HgI2QcAaDGkXncpMMJIqZ85CujC19IePe9ZzkLCQeC2EAS5jhO7eR4CcRYlHYWMKkNbDrJGxwpqpM8gWlvS8Gz2qiIAD4BdkQt1QLAtb72GowAQArtG0RjNgAAHz0AAErJiIIscSQAUMI3/QB4xZEkEEATeiRuU8nRzto0FSsBoGZICEGnkEADcCkwNk2LzXCGhoSdOQwA1BNYF5PnM1cRAQAzi83CCGSEFn3wVf3pnutKaMS0xYBQBQDAHzZXrQAU0SF+qGEMGzMIQbbPYBgZz5Ea4D/NnECIPaxOHUVysZ/oaoE/KRYSuPATRAbvJ2gqEE709SwAnUiBYjTgJ3GCCABYyQo/4ZcYYfm3fx3FS3IE4STDBjobAaAAf4iAHq31x4agzEcAkCFj+mDICwHAFRpRSw8hyTbMFGiXUCHYQfqEL4FosyDfhAg3sSkaAAyqRpsY5h4bkcJwTsQmyHwf/Jp5IQoU0yH94uohK6qZGWiRUzTH+ydFAsGJghr0oAhNqEIXytCGOpShQ1Cng8r3lx1I1EFLeqhDATADZHoAEyBNjwcWBRmNalRtPSQEPzHDCgCY9KUwjalMZ0pTh6IkoAKVyOJ2ytOe+vSnQA0qjXxpgKIW9aINEipQAYFMZS7GDgBIg4/koNSggqKHP1xpJKrK1a569atg/WpK6pZTI/7HRn4MgFrVCoAeFCoF6mPfIBsDgEz4CBD3bIj9/tfIzKgAACo4kh7yWtbCGvYlp6kRAM4HmI8VKhEX6VBTaQMATPgoPWlbxZH+agjfzA5JGjqsaEc7oxIodhOqAUAA0EnYhBhlsv2LGcQH6HkeAJhBI15BEgBPkBlKFAm0LCCtcIe7krY6qAdI3WNyAZNHjFyAtrXZaQ5ad6aMBLJSRzESaNNH3O569yNd89rXQuVCH5BtZAdoLUMAsASV5UFlFVDvd+dL34T8h0HiLdRwXMit8y7KnvUb10pBZJP6GvjAOuVAfm0kAPki5D5T8C8yhbQRIg0YREUAAFcQzOEOIyQDiV1wUj2pvjFIuJ4OXkgQLwwfc3lYIZ5wwnXQ1KUaQ3ZXdyKIFZRTkBiTIpx/CsSNXwwaAJhAxN1xQIoRMpUHnLi2UOSIFwBwGRZr5q/AI/KWUqQWDuonPxZMZaQcdqxeGY5A/VzG29LUEkYt34UPANAEklPDht9pC7on9mf9+mplPbv5kwN5EsbCHLVf0YxTAjrz3oZDvD+H5jDUmvMfFgAAyXREQWh4cmPS48603UTALC6wo7dESl3+LGCkuJlcEHUQNG5JLkFzAolHTReboAbJGvCzRlrZUU3j9VEeWcHZOLk2FvuWrI6mW6vhVcF/yYV3dDxQbKhGa7vchAAiXoOuN7KzTJ+4Bk8ECY4EIuwzXNgmba62sg0yaA4+i3rJoiC7uZmsoIW72nhRiwDym8cNjaSVADjAeW8IABKCBFp6AUAXqgmGmyB71CzjVAkJLe+nEeRupe5bf/4zZHzXZTz9ca4WBG4y65DcBA2KWZRpOh4uvgHAAVU+UhFssuT63ufGCmw3mrX5NIl1ClU3TtjSUOlxu3RoY5FWzSaQa1uVnPEmYbAQVW/iB5J4xSAtwEklPlQJnAC76KIC5cTDiDdne+omzhoVTlbFKUmCnS5ZKMNROMCBozQhhyv5Ao5+QvOftMAkwkZI1o/S4J+4grtvz9uuD9LpxEvnBk04eitYsGGZBMILLACKwU9SwIRwAfM4ofzDHU/67ypo808JxN4/gRIs1Lz0sJ/vuO0yoZtk2eSxz3214Tx6qOwMJ7kRyet1T/zDNn00v7/JKRp/EdcX//keHkx9WtB3FjFfIv0Rhb72DRybrw9oyj8ZgxeuzxC5b//8331mtK6Q+aOU4gYR0qu/0U//0cI5cxdoAk9L4YU4GeT09ReAxjd8xNEBoMdTqLAFrkCAAtiALuJqOfV5LLCAPHUG/Od/DpiBW6M3oqUgOcIJN1AGZNBTqLACoaCBKFgiUzFa20YQnJABZRA4R3EGe4CBKXiDdrGChnUxFSGBi5MKboeDQrgUrFZWu3FNG5E97YcTpXCCQ/iEMHEpAkUkNzFOl+YFpnETpBB/UNiFJoGERhQCN5CFRsByJHEBWWhnXriGIeETmQMCnOAFpdJJVpgSWQBLNzEGIMCGfFg/tycdcfgJc8hT/iyAeDNhATgxY324iBQhfcRxBbW3UyygCBmwX3eRCLU3BmjDiJy4XtXlFDZIEFhAGaxyA5aIIIFEHnjXiawoEE0QK3u3U/QhEzs1gjdRBmbYJMfiGrnYinz4XD81FJHYU2+TAjdBYQixib54g0A1FHDmU7eVOcImhQbhfMs4hImzU00zEz+ljC1jE2dQEFIUcdd4g67XU3s4Iz0FTSZkjOvmgS1YjgLoU0wRi4uTjkbUCvNRSjhhMvKYgnK3U+w4FCC3U9hEhYvjjf8YgDxliDDxHzvlkALEU2OwkCjIU06Bkdhkj0dBfhapfal4FBm5OJ9YR9W3OC30kQ24OLPI/RSDGI9vk4Y81XsqCX0n+RTPiBPbaETg14w1GYAJxzhPIZLkBGI/hXo/eX4/sZNMEX459XTEmJT0N4f42BR9t4r/BHA7VXlSuX1C+RQ9KVqJIJMw2ZWwtxdRMY6neFikSHJmuX3CJpHq2F0BWZaAwoOHY2hv2RIMOBJq2F3g54+6g5dQopfQhwU1lZgyxQWKqVBo0JgJxZiQeVCoMJkHJZmWmZmcEAp+4ActAJnCFgqZ2ZlXoJmmiTxGQGL4MTjPF1au+ZqwGZuyOZu0WZu2eZu4mZuMcx/y5ibIkTfOIQqlhgQNIwrcxQnHgUg34DOIUB0geAPQGYpu4nYgKBD+nnAc6ZMI0LmdNzBkX6AuUQYm3FkXfSl8knaeKQQGVraet+ORLgEAjKBp8olMQdgU/XEig8YFAHMsNJABqOJzUiNsTTMqNGAcOXI1aIYrMKMWrIkEScMpLYIqVgBL/BIbsRIr6wY9BsopMFMqdFGeJoeeIopR6smeJgofAMCFSwEA5jWfLmoeGjYX99kfqSlxTxNlBcRFHAgAlsgyCIoqObIpnbclmnSgxXJFg+YlDyoQ6tI7iCajHzqiUppaJXqiEsBDJ1oIAOCefBmfL/qljBFmUDGjYyQQ10Nt1pk8B1RLBYGgUMOmCdOm5MVFwHJJx6NsReOgyTMvf7iiUSr9pUMFqFVqZSdwFLZjoik6lC0qnzv1BvMZo9mBPBUUIzljFDdxZmIadgdxNaLQIkHakYxHRjYDLXfqO2uaPJIDpTIqpX6kWlMKAIN6YZbCW5hRqIe6nls6lF7KqJa1GDwwW49an00pqf9yORGDZvtFPMNpN5jTLA/6qZhUPSvAgQVxGN3EKV4yPHvqTYaZkX8qor/kWILKngAgAr5hKYiqojOyqJpWWZTlVHnGld76JMeyBVbzRQQhb3lKNxAkF83iSgETN5mKSRRjHbpUqtaBMXPzJ9A2rKs6osMUYuAaqyvlW1n6G7makbvarr0apo7arsLqp5tyEzz3RVAEcP7cOiY55zCRQitlB606k7HsBrAE0jQJ05vP0iZ4EylkNy8N6rDZMaLI5ReLNa59Rk0Xa03qyo3s+mTu6qsfYFeMKq/2SawIBC5GcEl46Do8ejBfaUu2x6SDhis/kW5tijH1IhyldEDrljU40WZHQV6R+rDoCQAQ4BcjZ7Qs5kNJqxky25Qb67SL8wPBqqp3UaO7BKIHJ6JBIFG/BLEUy08r1rdKq6gu+rSLARlS1a5UC7TWRk6KqzkiagA7BbnrCUDv8V7kyqUsAZ+X27GLkR6MGrIzchdoB7rfKmkA0Et+QWmCMLHr6Qh8VgiGAFjkurS02LR5BrtA4AF4RjKd6/2ndvEFNKk7oRsu6JlHqcVY5wmr5MpnN4GorFtcgbu8lCW1Tku73IiD16stdetWqaG9dRu5K3UTlHACvjW8F5aoGam8EnYTqDNbzwu9hnuRuStiC+ACt5YaLoAH83uioABAr3BVJ/q3K1q+EgZSGowJT3C56kuL7HvAU2q6lFvByBsTLAqmKgypYxrCdDvCelvCuDq+KuG6KvylA1u1c5uNYld2HnEEPxuFIgzD3Uu/Miy5JxyF/nvD8VrATeEE/KIWHXqhKuLDHmEEcsmXQ0zEc+a9RzzDusrEL5rDnqvDtpQQVtwR1MqNVNzGbvzGcBzHcjzHh9EDAuACdozH/necx3y8x36sx4Dcx4H8x4JcyHvcVmrACpSQyIusyIz8yI4cyY08yZBMyZJcyZisyABgCnTcyZ78yRdaVxs8yqRcyqZ8yqhsypUGyqzcynFsL+qCgdwJnfvldtAJnEawjVcgSZJkBerClBMjMWqBxgdkIDtpikBsnEiQCMfhdsU5nA3Ejbo5zdRczdZ8zdiczdqsVAQiCv55b5+Coe4Wsw4DS06QAcMcQgRSxZCzoa32J+ncaipyLKWQAaPSJskBRodxHyswKl6WAYSpzns50BOhaM/KbKkkOATSZlmrzsYhEHH6LMKKMQyKHMehs1UsSQkTzxyNrwNxSQIxpAQ9/dLrNdEInSMLCmuYsywW3HYGsaS2NMWx4kQCItIHKszb80WiMHrtS9LLuG4octJE0R/J0rBqBzyeIIM5HDfxzG4CUkk/ka3OwjwOk7bKbGo+ndWttpYT526OkywwXTUASJz54tIFwdQBNCwNWzFOk9MF8QVqoUmppNV0/aQSN9eEdj1mN9fvsizy5sM5fDxNjSICwnETcxYIutfqDNdb4iw4VddZfSz+h6knDS4Ac2b/QT0Uc02KFiyytCXfpBY1NtrrLLaewixT7daHtmgDQUsZU70vcQSwDRMgUIdDAQK9SFqzXRHTOEd4TXay1NDMghNQRDH/QTA/cQV5CqH+wKKRYJg4IG0EziLcAg2VZQ0sJeciIj0Tu6jQTdHdEGifH8wSSt3TE4EoxP02Yf2eGbOLGSlL5Dgj/LLetEjGUZjFiMUvkULD0tHSK7EFayojwYKz6IIxRCcTIIbQQ0EKwTLexfUUri0QpbCsmYIIQZwS5i0TVUwXB26ftt0SrGbfLrE0/F0SuVxHV6CQJ0EEXJ0pGZ4RU9QUILAzAR6FwyHiLbG1N4HfGB4mawfZE/Hi6iPkFPEcwPwS0n1qS6Foo1LiJpfkgAbkEUHkK0LlFtGtLtGbOE6LNd66g9blUl49qefbcxHhUUglVJIqRz4Uy/2eB4SmYY7GThEb2S39E1sgt1YLE22cKmDOEjxm1zFBNW0e52Jun+H53WfDKReOWA6eEooWG04OKYMm14Qu50xR3napEmqxBQG9oo2O4ZBjFHXu508ES4te6QNhtjJxAwDN6tCp6jIxBM7xd09RiU5xCmTgBJE+ElzgHJSO6sAe7MI+7MRe7MZ+7Mie7Mq+7Mze7M7+7NAe7dI+7dRe7dZ+7die7dq+7dze7d7+7eAe7uI+7uRe7uZ+7ujOic9pENnz6ene7Z1+taf+7uB+MVnm3fSO7vfB4ASBKNSWJzkGTrsNEQ8HIxxh8PmegvgJJXcOoOktN5mELzqJ2s1Ntjjx62iG72pXhXuzbP7DTZSrtOPXiirunvBgh59ltNdFkzDH0iYM5CxfrSKRArPM2mo+VzNxCjGPbdkSszRcJHQdZPLndyI0QF7fAzCI4C9Lk6c7MaQZINUE8qBCijkYcwW+40lasvNtHUoEknHG0x/2KvRDH/TerNhg4hyKU5906jQCsgW68qloHuMDQeBO+iI4ceLgkzPEE07SxjBWLvbEJWg7cdNw1CtcQDz12eFsHfQvg6Fa07BAHUo1VkXIvfXXCjL15vcDD/hF9yR3zth7Hc3E8+ZEgLM0UDmywi80/yxZ1koEESbPUmqiINtfnkp6L6qK3vH0zfmwN7JGUCxP0ydnNvUEUkYtwv4fdy2wv35vqsRFJ3KnngosPX+g4KJFHY9Aa877jjeyWPtFBTIqcSrFwaIvx5LPDhMs3/SpIF8nag4trBIsJJS2QomqsuQ37z9FS5M1MaL42l90iQAQgZAMRCRwYCCDSL7QuHEQ0UAkiKxkgAgxwxYuEBFWNJgI4caKIZHcoDEkJKdTDTV+5OgwZEIkXLao1LgyIgCROXXu5NnT50+gQYUOJVrU6FGkSZUuZdrU6VOoUaUWFTXV6lWsWbVu5drV61ewYZVSFFvW7Fm0adWuZdvW7Vu4ceXOpVvX7l0kfrzs5dvX71/AgQUP/tuE8GHEiQmTUtzYMeJOjyVP9kKj1P1lypkPl7lcSvPnw3hFTwVQ2vRp1KlVr2bd2vVr2LFlz6Zd2/Zt3Ll17+bde/Zo4E9xygUAxPhx5MmVL2fe3LlyAFiIS3cLIEkh7Nm1b+fe3ft38NgB0Hw7PPj5pObhFn/e3v175wCOEJ9f/Xp4/Pn1cwfghTh6AI9SrynylmIPPgQTfC666cq7b7/wkhgFwvDG+y9ADIUacCkjqnLqQAWVYwQ1TEJkTj76HKTwO0cAeMUNAChZsbv+Lszwxp42TMoIADxsCkQTj/MgkyAXpG69I9mybkYadcgOAAmY1M7CuHQUKZCHcoIJKRC2BOoIL3sKU8yhsMzKyqJW6NEJ/h+ZArLIDzYoMr761qtTyQelLMSSV6aUUc9CaqwSCSdSg6hQ0744CIBCRQGgFIhIQQ3SgQwd6IvTnIAIAINKuzLTTScNtbQ2ETUtIdQgcvQ0iI5AzSRC2xwuEPM4eXQgSU+jNCQ0iSolIzaFmxM5AAbhIQ0ehk2OwSqTXGtJQGmsIFoq14tVo+EkhWiLWW+t1CRXUd3VPFo3PWVTGioVyIgtcvIWCQBg5VRVSntU1UcnaJoXXjJCHUiUXTusdNdCBwp200VDhTTcTXetqFejDv5RWeNSo7jiO6vLWC1oo8XOEB1i9FhQayUuF94VHob0ZINxukK9d8kdrmCIrBhu/l4dba0og04TAhgJVysKeiAj9BVI54f/JXjWim6YWdaEkdiCR0hfVtldqCR2k+JBij0OACIpZhZJFT3Gjg5WShu5wLZwMvnmOwVmeaSb2x0Y4agFxrZSm88VSVt3fYbUaSMKL3zffeEVyGZeBRJFFCec4BGmGyT3lFBGI6f5ZJy8BcBueB3G2ymtDbw4OTjeDBLFKjdOq2OzsXsFAGr9G/TtSkN6HIm5nSZo1dLG3Tv0ikC4+WXRW9Yp8Z+dviGDG56/IYvcNxUIcOuRePyyQinlURQaAvEd8842x0mUlL1FBPh3k36qdKVUV7bri8cuz1mO84xdAtoBrba8a0UN/gBXeFhV5kYzeHnIW1bw0ckcVRGrKQ5ebIvgQCyjLnrxDk0wEwimeDWfnw0kaK6q0/i01i1P3GxcCkwevLLWJtMpawMgSl39XPesG54FdlIaRf8+5kMpkQyAuNOezDJCK32RBYGeA8HwEJE4e0mwgg8jYKX8xrx67QpwTiDFwzoFOppBDiI6m9vlTrgo1nlriS2EWFHglx6K/cBrFZOT2PCnpDuiZYdBFMGT+uQ/tikpgBoMleX8Rqs1RZEIAMjI3VhjwUSaB3GaCgmmIGcvRFXECJRCpOWIAK/VXCqS9eGRriqVufE8zX20GhekFtlI4omkjUR5I1LkFyJMgM0D/WA7HevsVLZohewVlFBb7f5TkJZARCbkKdcVTpEl3sHETJz6yEfUc4NnJvMgOrlII5HJEWgi4Qql0NcXqokQ9WTACbA6SDVDcgUatOAg1PvmNu3pEpC4RJZQqefWLnYsFLzhdECwX3XyqEP9AaoSlIjS2mwklLn5REezxEriRjco4gxUoxhLkX1i91Hx2M5aRIloT2D4r7MYwUsnrc5cbrnR1R30dTItyx5Bqqf/tZQoiGghjh5aHpgO1JflyaFZbHpTJglRpz5lKq9cGtRe0lSHUg3LUZG6opy2ralbHZVvvPpVsIZVrGMla1nNetbXcJWrLGBrW936VrjGVa79c6VrXFtRV7zmVa91vete/fpXvPYVsIMd7BhacVjCJlavhj1sKRT72LyqVbKTpWxlLYuX5yGBE9HjbCCKGhIrOCFlWkrXZU17WtSmljQDcZpqfsIjMpTWXeFUbW1te1vcqoos4yugREe7k6HlVrjDJW5YxrST4+YIIrw91IDM9DDydEmW7Cxuda17XQ3VyXhEM824UOOjVLXsNGGSGHO529xTndJTiCRVRUhhBOzGV77z3ZSPBMY4zUqSJge7HBJ4ZDB8TZQm5pUUWfCrEP1WqpzDo2+DHZzbCgKAti5U8KEU2LhBHtiLy1UNOz/3sCuqhFE7oehla2kWU5XYK/2momR5AlnT07BULNxqL2ky4kGIgKB7m9pvVZDGY8xpLl5Y4zCHydOjxz0uilTCVI+sIMvknpZbMi6LpKhXxLZw68oAkC1bHPXisLzsnGpxWn2iGBWBGaHLibjBAysMYHEOyELduwwA4LvPItdsyHyLHvQyO0EIroq6Fq2tqxhFZbEA4LcSfBboNKwWK/AIzGA5sVHJgoQh9EsqQbMSAEJsYaDJ2SQnnLCE86wqSS4aVYF0c6U+a1knpKvSr4syilW8lUR0btJf+fBSz4S9M3v6zQF8F7fgPJBcbwwAlzZvApWH7D1TqVp6C3VxZ30WY8OFW7XmNQGzWtNcjTgt/TorJeikwq0q3uSSOGltnQ72REbxqJEpPnNFdsfaDXGrkaWxnKYBTTfI/Xdbt6bstcuSwnS3rUdXVovkhq1HSnGhfWVpLUUw1dMfiUSd8kSCR0LSz3FynCDu1MkTIeLxKyUEESu4wZ0CwXAkbJxXu0atwcOSQr/FBYFo+fG309LssDiNnVN8YaKpaxWCFxzRVd6zS2nOlc9xFgCkeHpV04Lji5Ju518xOVZEkXDh2nzFhF4LKe7kc7B0iAwdsvPSucIJc2/3dU6NiqOO/hUnKMoqR/A3ccXOlWyvZ1e0enVVq66VJ9ZJ4HqUbeAfLN+/b4VUSRYFt7uyyPDZDONUOjy8Vnh0hUAsHi20Ch+3Pvn4+W6hy2jhaWc6M+GzHMFRojj9W0oB9rNkwFGbFwsZAECGwqNe+MMnfvGNf3zkJ1/5y2d+853/fOhHX/rTp371hxKQADs=)

# Руководство пользователя

Чтобы использовать данный класс в своем проекте, необходимо подключить библиотеку «ArrayList.h». Библиотека позволяет:

* Создавать объекты типа *список*:

TArrList li1; **конструктор по умолчанию**

TArrList li(10); **конструктор с параметром**

TAList li3 (li22); **конструктор копирования**

* Добавлять элементы в начало, n-ую позицию и конец *списка*:

li.PutStart(T A);

li.PutEnd(T A);

li.Put(n, T A);

* Брать элементы из начала и конца *списка*:

A = li1.GetStart();

B = li1.GetEnd();

* Проверять на *пустоту*:

A = li1.IsEmpty();

* Проверятьна *полноту*:

A = li1.IsFull();

# Руководство программиста

## Описание структуры программы

Проект состоит из следующих модулей:

1. ArrayList

Модуль cодержит файл код «main.cpp», в котором продемонстрирован пример использования структуры.

1. ArrayListLib

Модуль содержит файл заголовок «ArrayList.h», описывающий структуру «список на массивах», а также файл кода «main.cpp». Так как класс шаблонный, main содержит лишь подключение.

1. ArrayListTest

Модуль содержит файлы кода «test\_main.cpp», «test\_ArrayList.cpp». В последнем реализованы тесты для проверки корректности работы методов данного класса.

## Описание структур данных

#### Структура List

Поля со спецификатором доступа «private»:

* ***T\* mas*;** //указатель на область памяти для хранения элементов списка.
* ***int \*nextInd*;** // указатель на область памяти для хранения индексов, указывающих на следующий элемент списка.
* ***int \*predInd***; // указатель на область памяти для хранения индексов, указывающих на предыдущий элемент списка.
* ***int size***; // максимальный размер списка.
* ***int count***; // текущее количество элементов в списке.
* ***int start***; // индекс первого элемента списка.
* ***int end***; // индекс последнего элемента списка.
* ***TQueue <int> freeElem***; // Очередь свободный ячеек в массиве mas.

Поля со спецификатором доступа «public»:

* ***TArrList(int \_size = 1)*** // конструктор по умолчанию.
* ***TArrList(TArrList<T> &A)*** // конструктор копирования.
* ***~ TArrList()*** // деструктор.
* ***void PutStart(T elem)*** // метод, позволяющий добавить элемент в начало списка.
* ***void PutEnd(T elem)*** // метод, позволяющий добавить элемент в конец списка.
* ***void Put(int n, T elem)*** // добавить промежуточный элемент на позицию n в списке
* ***T Get(int n)***// извлечь из списка элемент на позиции n.
* ***T GetStart()*** // метод, позволяющий получить с удалением элемент из начало списка.
* ***T GetEnd()*** // метод, позволяющий получить с удалением элемент из конца списка.
* ***bool IsFull()*** // проверка списка на полноту.
* ***bool IsEmpty()*** // проверка списка на пустоту.

## Описание алгоритмов

Описание некоторых алгоритмов PutStart() и PutEnd():

template <class T>

void TArrList<T>::PutStart(T elem)

{

if (IsFull()) // проверяем список на наличие свободного места

{

MyException ex(4, "Список полон");

throw ex;

}

int ifree = freeElem.Get(); // берем первую свободную ячейку i

mas[ifree] = elem; // в mas записываем значение, которое хотим положить в список

nextInd[ifree] = start; // Определяем, что следующим для этого элемента, будет элемент с текущим индексом start

if (start != -1) // предыдущим для первого элемента списка делаем только что добавленный элемент

predInd[start] = ifree;

else

end = ifree; // определяем, что добавленный элемент является и последним элементом в списке

start = ifree; // индекс start переопределяем на только что добавленный элемент: start = i.

count++; // Увеличиваем количество элементов в списке

}

void TArrList<T>::PutEnd(T elem)

{

if (IsFull()) // проверяем список на наличие свободного места

{

MyException ex(4, "Список полон");

throw ex;

}

int ifree = freeElem.Get(); // берем первую свободную ячейку i

mas[ifree] = elem; // в mas записываем значение, которое хотим положить в список

if (end != -1)

nextInd[end] = ifree; // следующим для последнего элемента списка делаем только что добавленный элемент

else

{

start = ifree; // определяем, что добавленный элемент является первым элементом в списке

predInd[ifree] = -1;

}

predInd[ifree] = end; // определяем, что добавленный элемент является следующим после конца

end = ifree;

count++; // Увеличиваем количество элементов в списке

}

# Заключение

В данном лабораторной работе мне удалось:

* Успешно реализовать класс для списка на массивах
* Продемонстрировать пример использования данного класса
* Написать тесты на основе Google Tests для проверки корректной работы данного класса
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