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# Введение

Структура данных (англ. data structure) — программная единица, позволяющая хранить и обрабатывать множество однотипных и/или логически связанных данных в вычислительной технике. Для добавления, поиска, изменения и удаления данных структура данных предоставляет некоторый набор функций, составляющих её интерфейс. Одной из важных структур является список.

Список — базовая динамическая структура данных в информатике, состоящая из узлов, каждый из которых содержит как собственно данные, так и одну или две ссылки («связки») на следующий и/или предыдущий узел списка. Принципиальным преимуществом перед массивом является структурная гибкость: порядок элементов связного списка может не совпадать с порядком расположения элементов данных в памяти компьютера, а порядок обхода списка всегда явно задаётся его внутренними связями.

Линейный однонаправленный список — это структура данных, состоящая из элементов одного типа, связанных между собой последовательно посредством указателей. Каждый элемент списка имеет указатель на следующий элемент. Последний элемент списка указывает на NULL. Элемент, на который нет указателя, является первым (головным) элементом списка. Здесь ссылка в каждом узле указывает на следующий узел в списке. В односвязном списке можно передвигаться только в сторону конца списка. Узнать адрес предыдущего элемента, опираясь на содержимое текущего узла, невозможно.

В данной лабораторной работе нам предстоит написать собственную реализацию данной структуры.

# Постановка задачи

1. Написать класс, реализующий список.
2. Написать тесты на основе Google Tests для проверки работы класса.

# Руководство пользователя

Чтобы использовать данный класс в своем проекте, необходимо подключить библиотеку «Queue.h». Библиотека позволяет:

* Создавать объекты типа *очередь*:

Queue q1; **конструктор по умолчанию**

Queue q2(10); **конструктор с параметром**

Queue q3 (q2); **конструктор копирования**

* Ставить элементы в *очередь*:

Queue q(5);

q.Put(1);

* Брать элементы из *очереди*:

Queue q(5);

for (int i = 0; i < 5; i++)

q.Put(i);

q.Get();

* Получать размер *очереди*:

q.GetSize();

* Проверять на *пустоту*:

q.IsEmpty();

* Проверятьна *полноту*:

q.IsFull();

# Руководство программиста

## Описание структуры программы

Проект состоит из следующих модулей:

1. Queue

Модуль cодержит файл код «main.cpp», в котором продемонстрирован пример использования структуры.

1. QueueLib

Модуль содержит файл заголовок «Queue.h», описывающий структуру «очередь», а также файл кода «main.cpp». Так как класс шаблонный, main содержит лишь подключение.

1. QueueTest

Модуль содержит файлы кода «test\_main.cpp», «test\_queue.cpp». В последнем реализованы тесты для проверки корректности работы методов данного класса.

## Описание структур данных

#### *Структура TQueue*

Структура **TQueue** реализована в виде класса **TQueue,** наследуемого от класса **TStack.** Поля со спецификатором доступа «protected»:

* + **int start;** *Размер очереди*
  + **int count;** *Конец очереди*

Поля со спецификатором доступа «public»:

* **TQueue();** *Конструктор по умолчанию*
* **TQueue(int size);** *Конструктор с параметром*
* **TQueue(TQueue <T> &A);** *Конструктор копирования*
* **void Put(T A);** *Положить в конец очереди*
* **T Get();** *Взять элемент*
* **bool IsFull();** *Проверка на полноту*
* **bool IsEmpty();** *Проверка на пустоту*

## Описание алгоритмов

Описание некоторых алгоритмов:

* TQueue();

Конструктор по умолчанию, создает очередь нулевого размера.

* TQueue(int size); Конструктор с параметром

Конструктор с параметром, создает очередь размера *size.*

* TQueue(TQueue <T> &A);

Конструктор копирования, создает очередь от уже имеющейся очереди.

* void Put(T A);

Если очередь заполнена – выбрасывает исключение. Присваивает первому (от начала) свободному месту значение *А,* увеличивает значения start и count на 1.

* T Get();

Если очередь пуста – выбрасывает исключение. Возвращает значение первого на очереди элемента. Перемещает значение *top*, характеризующее номер первого занятого места в очереди.

* bool IsFull();

Если count равен размеру очереди, возвращает 1, в противном случае 0.

* bool IsEmpty();

Если count равен 0, возращает 1, в противном случае 0.

# Заключение

В данном лабораторной работе мне удалось:

* Успешно реализовать класс для очереди
* Продемонстрировать пример использования данного класса
* Написать тесты на основе Google Tests для проверки корректной работы данного класса
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