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# 前言

CQL（Continuous Query Language），持续查询语言，用于数据流上的查询语言。相对于传统的SQL，CQL加入了窗口的概念，使得数据可以一直保存在内存中，由此可以快速进行大量内存计算，CQL的输出结果为数据流在某一时刻的计算结果。

CQL是建立在Storm基础上的类SQL查询语言，它解决了Storm原生API使用复杂，上手难度高，很多基本功能缺失的问题，提升了流处理产品的易用性。

在CQL设计语法之初，通过参考市面上现有的CEP产品的语法，发现这些产品都不算是全部的SQL语句，即仅仅使用SQL语句还不能运行，还必须依靠一些客户端的代码。 这样就给使用带来了一些不便， 用户必须学习客户端API，比较繁琐，上手难度也比较大。

所以，CQL设计目标就是，用纯粹的SQL语句再加上一些命令，就可以完成所有的任务发布以及执行，这样，就可以通过SQL接口，直接进行任务的下发，统一了客户端接口。对于有一定SQL基础的用户，只需要掌握一些CQL比较特殊的语法，比如窗口或者流定义的语法，就可以写出可运行的CQL程序，大大降低了上手难度。

# 系统功能列表

下表列出了系统的功能列表。

CQL功能列表

| 模块 | 功能 | 说明 |
| --- | --- | --- |
| 数据类型 | DataType | 支持int、String、long、float、double、boolean基本类型和time，date，timestamp时间类型以及decimal数字类型。 |
| 应用程序操作语句 | Create Input Stream | 创建输入流，包含数据读取方式和数据反序列化方法。 |
| Create Output Stream | 创建输出流，包含数据发送方式和数据序列化方法。 |
| Explain | 查看并导出执行计划。 |
| Load Application | 加载执行计划。 |
| Submit Application | 提交应用程序。 |
| Drop Application | 删除应用程序。 |
| Deactive Application | 去活应用程序。 |
| Active Application | 激活应用程序。 |
| Rebalance Application | 重分配应用程序。 |
| 查询语句 | Select | 查询语句。 |
| Insert as select | 查询结果重定向到另外一个流。 |
| multiInsert | 将一个流的数据经过不同的处理，发送到其他多个流当中。 |
| Window | 窗口。 |
| Join | 支持inner，left，right，full，cross五种Join类型。 |
| Group by | 分组。 |
| Order by | 对相同批次的输出数据进行排序。 |
| Filter Before Window | 数据进入窗口之前的过滤。 |
| Where | 数据进入窗口之后的过滤。 |
| Having | 聚合之后的过滤。 |
| Limit | 限制输出数量。 |
| DataSource | 数据源。 |
| User Operator | 用户自定义算子 |
| subQuery | 子查询。 |
| 命令 | Show applications | 查看已经提交的应用程序。 |
| Set/Get | 设置或读取配置属性。 |
| Add jar | 添加Jar包。 |
| Add file | 添加文件。 |
| Create function | 注册函数。 |
| Drop Function | 删除函数。 |
| 操作符 | 表达式 | 支持常见And，OR，IS NULL，NULL等，  支持'<','>','<=','>=', '=','==','!=',like, case when。 |
| 自定义数据序列化规则 | 通过自定义数据序列化规则， 实现对不同数据的解析。 |
| 自定义数据读取规则 | 拓展数据读取方式，实现不同文件或者数据类型的读取。 |
| 自定义数据写入规则 | 拓展数据发送方式，实现计算结果向不同的设备发送。 |

# 关键概念定义

* 流：流是一组（无穷）元素的集合，流上的每个元素都属于同一个schema；每个元素都和逻辑时间有关；即流包含了元组和时间的双重属性。留上的任何一个元素，都可以用Element<tuple,Time>的方式来表示，tuple是元组，包含了数据结构和数据内容，Time就是该数据的逻辑时间。
* Window：窗口（window）是流处理中解决事件的无边界（unbounded）及流动性的一种重要手段，把事件流在某一时刻变成静态的视图，以便进行类似数据库表的各种查询操作。在stream上可以定义window，窗口有两种类型，时间窗口（time-based）和记录窗口（row-based）。两种窗口都支持两种模式，滑动（slide）和跳动（tumble）。
* 表达式：符号和运算符的一种组合，CQL解析引擎处理该组合以获取单个值。简单表达式可以是常量、变量或者函数，可以用运算符将两个或者多个简单表达式联合起来构成更复杂的表达式。

# CQL应用程序开发流程

CQL应用程序的开发不同于传统的SQL语句。传统的SQL语句遵循先建表，再导入数据，再查询的顺序，每句SQL提交之后，都会得到SQL引擎的执行并获得返回结果；CQL语句是以应用程序作为一个整体运行的，一个Submit命令，代表一个应用程序的结束。一个应用程序中可以包含用户自定义参数、文件、jar包、函数等，还应该包含至少一个输入流、至少一个的输出流、以及至少一条输入数据计算语句。CQL中，一旦执行了Submit命令，系统就会在本地编译并提交应用程序，提交之后，会清空本地所有的用户操作记录，包含前期设置的参数、提交的用户jar包等。CQL语句提交过程中，如果发生语法错误，用户可以修改之后重新提交，如果发生了语义错误，那么输入内容都会被清空，用户必须从头提交整个应用程序。语义错误一般发生在explain语句或者submit语句执行过程中。

CQL语句并不严格要求各个不同语句的提交顺序，但是用户必须保证流（或者函数、参数等）在使用之前被定义。

CQL应用程序的编写顺序一般是：

| 序号 | 动作 | 说明 |
| --- | --- | --- |
| 1 | 添加自定义文件  添加自定义jar包 | 提交用户自定义功能用到的文件和jar包。  该步骤仅在包含用户自定义内容的时候存在。 |
| 2 | 创建自定义函数 | 定义用户的函数定义。  该步骤仅在包含用户自定义内容的时候存在。 |
| 3 | 创建输入流  创建输出流  创建用户自定义输入流，输出流，序列化，反序列化 | 创建输入输出流，既可以使用系统内置功能，也可以使用自定义功能。 |
| 4 | 编写逻辑计算语句 | 流处理业务计算逻辑核心。 |
| 5 | Submit提交应用程序 | 提交应用程序。 |

下面是一个CQL应用程序示例。

|  |
| --- |
| *--添加用户自定义接口实现的jar包*  add jar "/opt/streaming/example/example.jar";  *--使用用户自定义接口实现创建输入流*  CREATE INPUT STREAM S1(C1 STRING, C2 STRING)  SOURCE "com.huawei.streaming.example.userdefined.operator.input.FileInput"  PROPERTIES ("fileinput.path" = "/opt/streaming/example/input.txt");  *--创建输出流*  CREATE OUTPUT STREAM rs(C1 STRING,C2 STRING)  SINK kafkaOutput  PROPERTIES("operator.kafka.topic"="ttopic");  *--应用程序逻辑部分*  insert into stream rs select \* from S1;  *--提交应用程序*  submit application force example; |
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CQL内，除了字符串(用双引号或者单引号括起来)和应用程序名称之外，其他的语法都不区分大小写，比如各种关键字，参数名称等，都不区分大小写。

# CQL语法约定

| 约定 | 作用 | 示例 |
| --- | --- | --- |
| 大写 | CQL语法关键字 | CREATE |
| *斜体* | 用户提供的CQL语法参数 | *stream\_name* |
| | (竖线) | 分隔语法项,只能使用其中一项。 | INT | STRING |
| *[]*（斜体方括号） | CQL语法中的符号，在窗口定义和数据源等地方用到。用斜体表示，以区分可选语法项。 | S *[*ROWS *row\_number* SLIDE [ EXCLUDE NOW ] *]* |
| [ ]（方括号） | 可选语法项。语法输入不包含方括号。 | *column\_name* [ AS *alias* ] |
| ,... | 指示前面的项可以重复多次。各项之间以逗号分隔。 | {*column\_name* <data\_type> [ <cql\_comment>]} ,… |
| … | 指示前面的项可以重复多次。各项之间以空格分隔。 | <multi\_insert>… |
| ; | CQL语法块终止符，代表一段语法定义的结束。 | DROP APPLICATION [IF EXISTS] *application\_name;* |
| <label>::= | 语法块的名称。此约定用于对可在语句中的多个位置使用的过长语法段或语法单元进行分组和标记。 | <data\_type>::=  INT|STRING; |
| <label> | 代表对一个语法块的引用 | <column\_list> |
| *--注释* | 语法定义和CQL示例中的说明文字，描述该语法块作用或者CQL示例程序功能。 | *--输入流完整语法格式定义* |

# 数据类型

[6.1 基本数据类型](#_ZH-CN_TOPIC_0020775486)

[6.2 空值](#_ZH-CN_TOPIC_0020775511)

## 基本数据类型

CQL基本数据类型

| 类型 | 范围 | 说明 |
| --- | --- | --- |
| Boolean | True或者False | 常量表示为：true或者false。  字符串输出的序列化反序列化规则见序列化、反序列化章节。 |
| Int | -231 ~ 231-1  即-2147483648~2147483647 | Int类型直接用数字表示 1,2,3… ，负数表示 -1,-2。 |
| Long | -263 ~ 263-1  即  -9223372036854775808~9223372036854775807 | Long类型表现和Int类型一致，常量表示中要添加后缀L(不区分大小写)，1L,-1l。 |
| Float | 1.4E-45~3.4028235E38 | Float类型和Int类型一致，但是要添加后缀F(不区分大小写)，如-1.0F,2f。 |
| Double | 4.9E-324~1.7976931348623157E308 | Double类型和Int类型一致，但是要添加后缀D(不区分大小写)，如-1.0d,2D。 |
| String |  | 字符串类型将字符用""或''包围起来，如"abc"或'abc'。 |
| Timestamp | Java.lang.Long数据类型取值范围 | 输入格式：yyyy-[M]M-[d]d [H]H:[m]m:[s]s[.SSS] [ Z]。  [.SSS]可以进行省略，也可以输入1-3位任意多数字,最多可以精确到纳秒。  输出格式：yyyy-MM-dd HH:mm:ss.SSS Z，统一精确到毫秒。  相关格式化方法和参数代表意义参照：  http://docs.oracle.com/javase/6/docs/api/java/text/SimpleDateFormat.html。  字符串格式表示为 : '1970-01-01 00:00:00', '1970-01-01 00:00:00.001', '1970-01-01 00:00:00.001 +0800', CQL支持字符串格式的直接输入，系统内部会直接将字符串格式转为指定类型。  TimeStamp类型不支持常量类型输入。 |
| Date | Java.lang.Long数据类型取值范围 | 日期类型，包括年(四位)，月和日。  输入格式：yyyy-[M]M-[d]d。  输出格式：yyyy-MM-dd  相关格式化方法和参数代表意义参照：  http://docs.oracle.com/javase/6/docs/api/java/text/SimpleDateFormat.html。  字符串表示为：'1970-01-01', CQL支持字符串格式的直接输入，系统内部会直接将字符串格式转为指定类型。  Date类型在CQL系统内部计算统一使用GMT+00:00时区。  Date类型不支持常量类型输入。 |
| Time | Java.lang.Long数据类型取值范围 | 一天中的时间，包括小时，分和秒。  输入格式：[H]H:[m]m:[s]s。  输出格式：HH:mm:ss  字符串表示范围从  '00:00:00'到’23:59:59’。  相关格式化方法和参数代表意义参照：  http://docs.oracle.com/javase/6/docs/api/java/text/SimpleDateFormat.html。  字符串表示为：'00:00:01'，CQL支持字符串格式的直接输入，系统内部会直接将字符串格式转为指定类型。  Time类型在CQL系统内部计算统一使用GMT+00:00时区。  Time类型不支持常量类型输入。 |
| Decimal | Decimal 由任意精度的整数非标度值 和 32 位的整数标度 (scale) 组成。如果为零或正数，则标度是小数点后的位数；如果为负数，则将该数的非标度值乘以 10 的负 scale 次幂，因此，Decimal 表示的数值是 (unscaledValue × 10-scale)。 | 金额数据表示类型，金额数据类型运算时不会造成精度损失。  常量表示中要添加后缀BD(不区分大小写)，如1BD,-1bd。 |
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所有数据类型在CQL中定义的时候，不区分大小写，允许大小写混合，即：int=Int=iNt=INT

所有的数据类型，在输入和输出中如果使用CQL内置的序列化类，输入数字不用添加'F'，'D'，'BD'等字符后缀。在CQL表达式中表示常量的时候，字符后缀必须添加。

Float、Double的范围表示方法为“科学记数法”，如1.99714E13=19971400000000。

系统不区分+0，-0,+0和+0.0,-0.0的区别，这些都等于0或者0.0。

系统在将字符串 格式化成Float,Double类型的时候,允许数字后面带'F'，'D'字符。但是Float，Double等类型输出的时候不会带'F'，'D'字符。

系统在进行数反序列化的时候不会检查数据是否溢出，由用户自己保证输入的数据在指定类型的范围内。

在时区表示中，+0000和-0000表示同一个时区。
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Float类型和double类型属于浮点数类型，运算和表示均会导致精度丢失，所以不建议使用float或者double类型来进行高精度运算；高精度运算推荐使用decimal类型。

## 空值

NULL：

空值不属于任何数据类型，任何数据类型的值都会有Null值。

# CQL语法定义

[7.1 应用程序操作语句](#_ZH-CN_TOPIC_0020775506)

[7.2 流操作语句](#_ZH-CN_TOPIC_0020775513)

[7.3 查询语句](#_ZH-CN_TOPIC_0020775472)

[7.4 命令语句](#_ZH-CN_TOPIC_0020775473)

## 应用程序操作语句

### Drop

* **语法**

|  |
| --- |
| DROP APPLICATION [IF EXISTS] *application\_name;* |

* **参数**

*application\_name*：应用程序名称，可以是字母、数字或者下划线。

* **功能**

删除系统内的应用程序。

如果指定了IF EXISTS，那么删除之前就会检查该应用程序是否存在， 如果存在，则删除，如果不存在，就不会删除。

如果没有指定IF EXISTS, 那么在删除应用程序的时候，如果应用程序不存在，则会抛出异常。
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用户可以删除所有自己能够看到的应用程序，不论安全还是非安全环境下。

* **示例**

|  |
| --- |
| DROP APPLICATION transformEvents; |
| DROP APPLICATION IF EXISTS transformEvents; |

### Submit

* **语法**

|  |
| --- |
| SUBMIT APPLICATION [FORCE] *application\_name [ path ]*; |

* **参数**

*application\_name*：应用程序名称, 可以是字母、数字或者下划线。

*path*：执行计划文件路径，可以用单引号或者双引号围起来。可选参数，如果使用，则会从指定路径获取执行计划并提交；*application\_name* 名称会覆盖执行计划中的应用程序名称。

* **功能**

SUBMIT APPLICATION主要进行应用程序的提交，一旦应用程序开始提交，系统就开始进行应用程序的解析和发布。

如果包含FORCE选项，就会在提交应用程序之前，先检查该应用程序是否已经存在，如果已经存在，则会先停止原来的应用程序，再提交当前应用程序。 如果没有包含Force选项，系统就会不做任何检查，直接提交，如果该应用程序已经存在，就会抛出异常。
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应用程序一旦submit，CQL当前用户线程中，所有用户设定的参数、提交的 SQL语句都会被清空，当前客户端连接线程会被重置，以进行下个应用程序的提交。

如果submit应用程序的时候，系统剩余资源不足以满足应用程序进程需要，应用程序会提交成功，状态会变为active，但是执行应用程序的进程数目不足，剩余资源需求会加入到资源申请队列中，等待系统资源释放之后再加入新的进程执行该应用程序。

如果submit应用程序的时候，系统剩余资源为0，应用程序会提交成功，状态会变为active，但是不会有任何进程执行该应用程序，该应用程序资源会加入到资源申请队列中，等待系统资源释放。

在安全环境下，用户只能看到自己提交的应用程序，看不到其他人提交的应用程序，所以提交应用程序的时候可能会遇到提示应用程序名称已经存在，而用户又看不到的问题；管理员用户可以看到任何用户提交的应用程序。哪些用户属于管理员取决于Storm集群配置。

path参数一旦指定，会先清空用户之前的所有输入，再进行任务提交，所以会导致用户之前输入被清空。

path参数支持相对路径，该相对路径一般在应用程序的启动路径下，即在启动CQL命令行客户端或者CQL进程的当前路径下。

* **示例**

|  |
| --- |
| SUBMIT APPLICATION transformEvents; |
| SUBMIT APPLICATION FORCE transformEvents; |

### Explain

* **语法**

|  |
| --- |
| EXPLAIN APPLICATION *application\_name* [*path*]; |

* **参数**

*application\_name*：应用程序名称, 可以是字母、数字或者下划线。

*path*：执行计划文件路径，可以用单引号或者双引号围起来。
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1、path参数支持相对路径，该相对路径一般在应用程序的启动路径下， 即在启动CQL命令行客户端或者CQL进程的当前路径下。

* **功能**

Explain语句用于显示当前所有已经提交的语句的查询计划。

查询计划显示出一个查询总共要分成多少个处理单元。并显示数据的输出和输出，可以用来显示CQL解析结果，并用于查询优化。

通过指定path文件地址，可以把查询计划导出到指定文件中。

Explain之后，可以继续提交新的CQL语句；只要没有执行submit application，所有的命令都可以下发。但是不允许下发重复的CQL语句，比如查询语句、插入语句等，这样可能会导致错误的解析结果。

* **示例**

|  |
| --- |
| EXPLAIN APPLICATION transform '/opt/cqlplan/transform.xml'; |

### Load

* **语法**

|  |
| --- |
| LOAD APPLICATION *path;* |

* **参数**

*path*： 执行计划文件路径，可以用单引号或者双引号围起来。

* **功能**

该语句用于加载执行计划。将查询计划加载到内存中，会默认清空在查询计划之前所提交的所有的SQL语句和参数设置。

* **示例**

|  |
| --- |
| LOAD APPLICATION '/opt/cqlplan/transform.xml'; |

### Deactive

* **语法**

|  |
| --- |
| DEACTIVE APPLICATION *application\_name;* |

* **参数**

*application\_name*：应用程序名称， 可以是字母、数字或者下划线。

* **功能**

DEACTIVE APPLICATION主要用来进行应用程序的去激活，即暂停当前应用程序的运行。
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Deactive操作并不会导致应用程序进程退出，应用程序仍然在运行中，直到收到下一条数据消息处理之后，输入算子才会停止接收后续消息，这个时候，如果应用程序中包含了时间滑动窗、时间跳动窗等以系统时间且驱动的窗口的时候，仍然有可能输出数据。如果该应用程序进程异常退出，Streaming集群会自动拉起该进程并仍然处于Inactive状态。

* **示例**

|  |
| --- |
| DEACTIVE APPLICATION transformEvents; |

### Active

* **语法**

|  |
| --- |
| ACTIVE APPLICATION *application\_name;* |

* **参数**

*application\_name*：应用程序名称， 可以是字母、数字或者下划线。

* **功能**

ACTIVE APPLICATION主要用来进行应用程序的激活，即将当前应用程序从暂停状态恢复到运行状态，重新开始运行该应用程序。

* **示例**

|  |
| --- |
| ACITVE APPLICATION transformEvents; |

### Rebalance

* **语法**

|  |
| --- |
| REBALANCE APPLICATION *application\_name* SET WORKER *int\_number*; |

* **参数**

*application\_name*：应用程序名称， 可以是字母、数字或者下划线。

*int\_number*： 正整型数字。

* **功能**

CQL提供语法可以对应用程序进行重分配操作，在修改了应用程序的worker数量之后，重新启动应用程序。该命令只能用来调整worker数量，不能用来调整各类算子的并发度。
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剩余资源不足，rebalance失败，会抛出异常提示用户资源不足。

申请资源超过该应用程序的总并发度，rebalance失败，会抛出异常提示用户资源不足。

Rebalance过程中，如果资源申请队列中有其他优先级更高的应用程序,可能会导致资源被其他应用程序抢占，Rebalance仍会成功执行，但结果会与申请数目不一致； 应用程序状态为Active，剩余资源需求会加入资源申请队列中，等待系统资源释放。

* **示例**

|  |
| --- |
| *--设置应用程序的进程数量为4。*  REBALANCE APPLICATION transformEvents SET WORKER 4; |

## 流操作语句

### Create Input Stream

* **语法**

|  |
| --- |
| *--输入流完整语法格式定义*  CREATE INPUT STREAM *stream\_name*  <column\_list> [ <cql\_comment> ]  [ <serde\_clause> ] <source\_clause>  [ <parallel\_clause> ]  ;  *--数据项列表定义*  <column\_list>::=  ( <column\_defined> ,… )  ;  *--单个数据列名称、列类型和列注释*  <column\_defined>::=  *column\_name* <data\_type> [ <cql\_comment>]  ;  *--反序列化组件及相关配置属性定义*  <serde\_clause>::=  SERDE *serde\_name* [<property\_list>]  ;  *--源数据读取组件及相关配置属性定义*  <source\_clause>::=  SOURCE *source\_name* [<property\_list>]  ;  *--并发度设置*  <parallel\_clause>::=  PARALLEL *int\_number*  ;  *--数据类型*  <data\_type>::=  INT  | LONG  | FLOAT  | DOUBLE  | BOOLEAN  | STRING  | DATE  | TIME  | TIMESTAMP  | DECIMAL  ;  *--配置属性列表*  <property\_list>::=  PROPERTIES ( <property\_pair> , ... )  ;  <property\_pair>::=  *property\_name* = *property\_value*  ;  *--输入流或者输出流的注释*  <cql\_comment>::=  COMMENT *comment\_string*  ; |

* **参数**

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*serde\_name*：序列化类名称，如果属于CQL内部实现，可以使用简写，比如SimpleSerDe。如果是用户自定义实现，则必须用双引号或者单引号围起来。

*source\_name*：输入数据读取类名称，如果属于CQL内部实现，可以使用简写，比如KafkaInput。如果是用户自定义实现，则必须用双引号或者单引号围起来。

*int\_number*：正整型数字。

*property\_name*：配置属性名称，字符串形式，必须用单引号或者双引号围起来。

*property\_value*：配置属性值，字符串形式，必须用单引号或者双引号围起来。

*comment\_string*：注释内容，字符串形式，必须用单引号或者双引号围起来。

* **功能**

Create Input Stream语句定义了输入流的数据列名称，数据读取方式和数据反序列化方式。

SERDE定义了数据的反序列化方式，即如何将从inputStream中读取的数据解析成对应的完整的流的Schema。系统配置了默认的序列化和反序列化类，当使用系统默认反序列化类时，SERDE子句可以省略，同时，SERDE的相关配置属性也可以省略。

SOURCE定义了数据从什么地方读取，比如从Kafka消息队列中读取或者文件等其他方式读取。SOURCE语句一定不能省略。

<parallel\_clause>语句指定了该输入算子的并发数量。

* **示例**

|  |
| --- |
| *--使用系统内置反序列化类读取算子示例*  CREATE INPUT STREAM example  (  eventId INT,  eventDesc STRING  )  COMMENT "this is an example of create input stream."  SERDE simpleSerDe  PROPERTIES ("separator" = "|")  SOURCE TCPClientInput  PROPERTIES ( "server" = "127.0.0.1",  "port" = "9999" )  Parallel 2; |
| CREATE INPUT STREAM example  (  eventId INT,  eventDesc STRING  )  COMMENT "this is an example of create input stream."  SOURCE "com.huawei.streaming.example.source.localFileReader"  PROPERTIES ("reader.path" = "/opt/streaming/example"); |

### Create Output Stream

* **语法**

|  |
| --- |
| *--输出流完整语法格式定义*  CREATE OUTPUT STREAM *stream\_name*  <column\_list> [ <cql\_comment> ]  [ <serde\_clause> ] <sink\_clause>  [ <parallel\_clause> ]  ;  *--数据项列表定义*  <column\_list>::=  ( <column\_defined> ,… )  ;  *--单个数据列名称、列类型和列注释*  <column\_defined>::=  *column\_name* <data\_type> [ <cql\_comment>]  ;  *--反序列化组件及相关配置属性定义*  <serde\_clause>::=  SERDE *serde\_name* [<property\_list>]  ;  *--流数据统计结果写入组件及相关配置属性定义*  <sink\_clause>::=  SINK *sink\_name* [<property\_list>]  ;  *--并发度设置*  <parallel\_clause>::=  PARALLEL *int\_number*  ;  *--数据类型*  <data\_type>::=  INT  | LONG  | FLOAT  | DOUBLE  | BOOLEAN  | STRING  | DATE  | TIME  | TIMESTAMP  | DECIMAL  ;  *--配置属性列表*  <property\_list>::=  PROPERTIES ( <property\_pair> , ... )  ;  <property\_pair>::=  *property\_name* = *property\_value*  ;  *--输入流或者输出流的注释*  <cql\_comment>::=  COMMENT *comment\_string*  ; |

* **参数**

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*serde\_name*：序列化类名称，如果属于CQL内部实现，可以使用简写，比如SimpleSerDe。如果是用户自定义实现，则必须用双引号或者单引号围起来。

*sink\_name*： 输出数据写入类名称，如果属于CQL内部实现，可以使用简写，比如KafkaOutput。如果是用户自定义实现，则必须用双引号或者单引号围起来。

*int\_number*：正整型数字。

*property\_name*：配置属性名称，字符串形式，必须用单引号或者双引号围起来。

*property\_value*：配置属性值，字符串形式，必须用单引号或者双引号围起来。

*comment\_string*：注释内容，字符串形式，必须用单引号或者双引号围起来。

* **功能**

Create Output Stream语句定义了输出流的数据列名称，数据写入方式和数据序列化方式。

SERDE定义了数据的序列化方式，将 系统计算完毕的流数据如何序列化成指定格式，比如CSV格式或者二进制格式等。各个数据列和output Schema中的定义一致。系统配置了默认的序列化和反序列化类，当使用系统默认反序列化类时，SERDE子句可以省略，同时，SERDE的相关配置属性也可以省略。

SINK定义了处理完毕的数据要写入哪里，比如写入Kafka或者写入文件等。Sink语句一定不能省略。

<parallel\_clause>语句指定了该输入算子的并发数量。

* **示例**

|  |
| --- |
| *--使用系统内置Kafka消息队列作为事件输出源。*  *--将数据格式化成CSV格式并输出*  CREATE OUTPUT STREAM transformOutput  (  cnt INT  )  SERDE csvSerDe  SINK kafkaOutput  PROPERTIES ("operator.kafka.topic" = "example")  parallel 2; |
| *--用户自定义序列化类*  *--必须在使用之前先通过add jar的方式提交用户自定义程序*  CREATE OUTPUT STREAM transformOutput  (  cnt INT  )  SERDE "com.huawei.streaming.example.serde.binarySerDe"  PROPERTIES ("binary.compress" = "true")  SINK kafkaOutput  PROPERTIES ("operator.kafka.topic" = "example")  parallel 2; |

## 查询语句

### Insert

* **语法**

|  |
| --- |
| *--单个Insert语法定义*  <insert\_clause> <select\_statement>;  <insert\_clause>::=  INSERT INTO STREAM *stream\_name*  ;  *--select语法块定义*  <selectStatement>::=  [ <select\_clause> ]  [ <from\_clause> ]  [ <where\_clause> ]  [ <groupby\_clause> ]  [ <having\_clause> ]  [ <orderby\_clause> ]  [ <limit\_clause> ]  [ <parallel\_clause> ]  ; |
| *-- multiInsert语句*  *--将一个流的数据按照不同的处理规则发送至不同的流*  *--from语句中只允许简单的流存在，不允许出现窗口等其他语法*  <from\_clause> <multi\_insert>… [ <parallel\_clause> ]  ;  *--MultiInsert语法定义*  <multi\_insert>::=  <insert\_clause> <multi\_select>  ;  *--MultiInsert场景下的select字句语法定义*  *--和系统其它select语句对比，只少了From子句和parallel子句*  <multi\_select>::=  [ <select\_clause> ]  [ <where\_clause> ]  [ <groupby\_clause> ]  [ <having\_clause> ]  [ <orderby\_clause> ]  [ <limit\_clause> ]  ; |

* **参数**

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

<select\_statement>：select子句, 详细语法定义见7.3.2 SELECT。

<parallel\_clause>：并发度设置子句，可选, 详细语法定义见7.3.2.8 Parallel Clause。

<select\_clause>：select查询字句，必选，用来表达查询内容, 详细语法定义见7.3.2.1 Select Clause。

<where\_clause>：where条件过滤子句，可选, 详细语法定义见7.3.2.3 Where Clause。

<groupby\_clause>：group by分组子句，可选, 详细语法定义见7.3.2.4 Group By Clause。

<having\_clause>： having聚合之后过滤子句，可选, 详细语法定义见7.3.2.5 Having Clause。

<orderby\_clause>：order by排序子句，可选, 详细语法定义见7.3.2.6 Order By Clause。

<limit\_clause>：输出限制子句，可选, 详细语法定义见7.3.2.7 Limit Clause。

* **功能**

可以将数据导入一个未定义的流中，但是如果有要将多个流的数据导入一个新流，这么几个导入语句生成的schema列名称和列类型必须相同。

允许将select结果导入到一个不存在的流中，只要这个流不是输入和输出流，系统就会自动创建该流。

MultiInsert语句一般用来进行单流数据的分割，它可以将一个流的数据，按照不同的处理规则，在处理完毕之后，发送至指定流。从而达到单流变多流的目的。

MultiInsert语句只有一个From字句，该字句中，只允许进行简单流的定义，不允许出现窗口等复杂语法。

* **示例**

|  |
| --- |
| INSERT INTO STREAM transformTemp SELECT \* FROM transform; |
| *--不包含子查询的MultiInsert*  FROM teststream  INSERT INTO STREAM s1 SELECT \*  INSERT INTO STREAM s2 SELECT a  INSERT INTO STREAM s3 SELECT id, name WHERE id> 10  Parallel 4; |
| *--包含子查询的MultiInsert*  FROM  (  SELECT count(id) as id, 'sss' as name  FROM testStream(id>5 )[RANGE 1 SECONDS SLIDE]  GROUP BY ss  )  INSERT INTO STREAM s1 SELECT \*  INSERT INTO STREAM s2 SELECT a  INSERT INTO STREAM s3 SELECT id,name WHERE id> 10; |

### SELECT

Select的语法结构由下面几个子句构成。

|  |
| --- |
| *--select\_statement语句必须结合insert语句一起使用，不能独立使用，*  *--所以这里采用语法块的方式定义。*  *--下面的其它子句定义也都采用语法块定义方式。*  <select\_statement>::=  [ <select\_clause> ]  [ <from\_clause> ]  [ <where\_clause> ]  [ <groupby\_clause> ]  [ <having\_clause> ]  [ <orderby\_clause> ]  [ <limit\_clause> ]  [ <parallel\_clause> ]  ; |

#### Select Clause

* **语法**

|  |
| --- |
| <select\_clause>::=  SELECT <select\_list>,…  ;  <select\_list>::=  [ *stream\_name* | *stream\_alias.*]\*  | [ *stream\_name* | *stream\_alias.*]*column\_name* [ [ AS ] *column\_alias* ]  | <expression> [ [ AS ] *column\_alias* ]  ; |

* **参数**

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*stream\_alias：*流别名，该别名在from子句中定义，在select子句中引用。字符串形式，无需用单引号或者双引号围起来。

*column\_alias：*流别名，该别名在select子句中定义，在where子句、having子句或者group by子句中引用。字符串形式，无需用单引号或者双引号围起来。

<expression>：CQL表达式子句。详见9 表达式。

* **功能**

Select子句包含了对输出数据计算方式的定义。

Distinct语法不支持直接在select子句中使用，只能放在UDAF函数中，比如count(distinct id)。

* **示例**

|  |
| --- |
| SELECT \* FROM transform[RANGE UNBOUNDED SLIDE]; |
| SELECT eventid FROM transform[RANGE UNBOUNDED]; |
| SELECT eventid, eventcode1 + transform.eventcde2 FROM transform; |
| SELECT eventid, sum(DISTINCT cde) FROM transform[RANGE UNBOUNDED SLIDE] GROUP BY eventtype; |

#### From Clause

* **语法**

|  |
| --- |
| *--From子句语法定义*  <from\_clause>::=  FROM <common\_from\_clause> | <join\_clause> |  <datasource\_clause> | <combine\_clause>  ;  *--一般的from子句定义*  <common\_from\_clause>::=  <common\_from\_stream> [ <filter\_before\_window> ]  [ <window\_source> ] [ [ AS ] *stream\_alias* ]  ;  *--join子句定义*  *--cross join不包含on条件*  *--只支持双流Join*  <join\_clause>::=  <common\_with\_unidirection> <common\_join> <common\_with\_unidirection> ON <expression>  | <common\_with\_unidirection> <corss\_join> <common\_with\_unidirection>  ;  *--单流Join，Unidirection语法定义*  <common\_with\_unidirection>::=  <common\_from\_clause> [UNIDIRECTION]  ;  *--数据源引用定义*  <datasource\_clause>::=  <common\_from\_clause> , <datasource\_body>  ;  *--combine子句定义*  <combine\_clause>::=  <combine\_body> <combine\_condition>  ;  <common\_from\_stream>::=  *stream\_name* | <subquery>  ;  <common\_join>::=  <inner\_join>  | <left\_join>  | <right\_join>  | <full\_join>  ;  <inner\_join>::=  [ INNER ] JOIN  ;  <left\_join>::=  LEFT [ OUTER ] JOIN  ;  <right\_join>::=  RIGHT [ OUTER ] JOIN  ;  <full\_join>::=  FULL [ OUTER ] JOIN  ;  <corss\_join>::=  , | CROSS JOIN  ;  *--数据源引用*  <datasource\_body>::=  DATASOURCE *datasource\_name* <datasource\_arguments> *datasource\_alias*  ;  <datasource\_arguments>::=  ( <datasource\_schema> , <datasource\_query> )  ;  *--数据源中使用到的schema*  <datasource\_schema>::=  SCHEMA ( <column\_defined> ,… )  ;  *--数据源查询语句，所有的CQL参数都在这个query中定义*  <datasource\_query>::=  QUERY ( <expression> ,… )  ;  *--单个数据列名称、列类型和列注释*  <column\_defined>::=  *column\_name* <data\_type> [ <cql\_comment> ]  ;  <combine\_body>::=  *stream\_name* ,...  ;  *-- Combine语句条件定义*  <combine\_condition>::=  COMBINE ( <expression>, ... )  ;  *--子查询定义*  <subquery>::=  ( <select\_statement> )  ;  *--输入流或者输出流的注释*  <cql\_comment>::=  COMMENT *comment\_string*  ; |

* **参数**

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

*stream\_alias：*流别名，该别名在from子句中定义，在select子句中引用。字符串形式，无需用单引号或者双引号围起来。

*datasource\_name*：数据源名称，和输入流中定义的数据源名称一致。

*datasource\_alias*：数据源别名。字符串形式，无需用单引号或者双引号围起来。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*comment\_string*：注释内容，字符串形式，必须用单引号或者双引号围起来。

<window\_source>：window定义语法块，见8 窗口。

<expression>：CQL表达式子句。见9 表达式。

<select\_statement>：select子句, 见7.3.2 SELECT。

<data\_type>：数据类型定义语法块，见7.2 流操作语句。

* **功能**

From子句中包含对流的引用和对子查询的引用。如果包含子句，子句需要重命名。

Fiterbeforewindow子句是对进入窗口之前的数据进行过滤，比where子句的过滤发生的更早。使用FilterBeforeWindow子句，可以有效减少进入窗口的数据量。

Combine语句是对多个流的输出结果的合并。它会按照各个流的指定列进行匹配合并输出，通常用于有一个输入流产生了多个中间流，然后需要将这些中间流计算结果进行合并的场景。Combine的时候，各个中间流都必须包含一个可以进行匹配的字段。Combine的时候，各个表必须用逗号连接，不能使用Join等关键词。

Join支持内连接（inner join）、左连接（left outer join）、右连接（right outer join）、全连接（full outer join），交叉连接（cross join）。如果两个流以逗号相连，即隐含join条件，默认按照Cross join执行。Join的匹配规则和输出结果和SQL类似。

Join是对当前左流窗口内数据和右流窗口内数据按照条件进行连接处理。

各类Join类型描述

| 类型 | 描述 | 示例 |
| --- | --- | --- |
| [INNER] JOIN | 返回两侧流同时满足条件的组合 | From S1[range 20 seconds batch]  join S2[range unbounded]  on s1.id=s2.type;  from S1[range 20 seconds batch]  inner join S2[range unbounded]  on s1.id=s2.type; |
| LEFT [OUTER] JOIN | 显示符合条件的数据行，同时显示左边数据流不符合条件的数据行，右边没有对应的条目显示NULL | from S1[range 20 seconds batch]  left outer join S2[range unbounded]  on s1.id=s2.type;  from S1[range 20 seconds batch]  left join S2[range unbounded]  on s1.id=s2.type; |
| RIGHT [OUTER] JOIN | 显示符合条件的数据行，同时显示右边数据流不符合条件的数据行，左边没有对应的条目显示NULL | from S1[range 20 seconds batch]  right outer join S2[range unbounded]  on s1.id=s2.type;  from S1[range 20 seconds batch]  right join S2[range unbounded]  on s1.id=s2.type; |
| FULL [OUTER] JOIN | 显示符合条件的数据行，同时显示左右不符合条件的数据行，相应的左右两边显示NULL，即显示左连接、右连接和内连接的并集 | from S1[range 20 seconds batch]  full outer join S2[range unbounded]  on s1.id=s2.type;  from S1[range 20 seconds batch]  full join S2[range unbounded]  on s1.id=s2.type; |
| CROSS JOIN | 它将会返回被连接的两个表的笛卡尔积，返回结果的行数等于两个表行数的乘积 | From S1[range 20 seconds batch],  S2[range unbounded];  from S1[range 20 seconds batch]  cross join S2[range unbounded]; |
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CQL目前只支持双流Join，并且只支持等值Join，且只支持属性表达式。比如s1 inner join s2 on s1.id=s2.id.

Unidirection关键词用来指定单向Join。在流处理系统内部Join的情况下，两个流都有数据产生，双方都会触发Join，如果两个流中，有一边包含了unidirection，那么另外一边，在有数据产生的时候，并不会触发Join，只有包含了Unidirection的这一端，才会触发Join。

From子句中还包含了对DataSource语法的定义，关于DataSource，可以看DataSource章节。

* **示例**

|  |
| --- |
| *--子查询示例*  SELECT \*  FROM  (  SELECT id, name, type  FROM transform  ) AS transformbak; |
| *--combine语句示例*  INSERT INTO STREAM realresult  SELECT transform.\*, transDetail.describe  FROM transform, transDetail  COMBINE( transform.eventid, transDetail.eventid ); |
| *--流前过滤示例*  SELECT \*  FROM transform ( evnetid> 10 )[range UNBOUNDED]  WHERE eventtype =1; |
| *--数据源示例*  insert into rs select rdb.id,s.id,count(rdb.id),sum(s.id) from S[rows 10 slide],  DATASOURCE rdbdatasource  [  SCHEMA (id int,name String,type int),  QUERY("select rid as id,rname,rtype from rdbtable where id = ? ",s.id)  ] rdb  where rdb.name like '%hdd%'  group by rdb.id,s.id; |
| *--inner join示例*  insert into stream rs select \* from S1[range 20 seconds batch] join S2[range unbounded] on s1.id=s2.type where s1.id> 5;  insert into stream rs select \* from S1[range 20 seconds batch] inner join S2[range unbounded] on s1.id=s2.type where s1.id> 5; |
| *--left join示例*  insert into stream rs select \* from S1[range 20 seconds batch] left outer join S2[range unbounded] on s1.id=s2.type where s1.id> 5;  insert into stream rs select \* from S1[range 20 seconds batch] left join S2[range unbounded] on s1.id=s2.type where s1.id> 5; |
| *--right join示例*  insert into stream rs select \* from S1[range 20 seconds batch] right outer join S2[range unbounded] on s1.id=s2.type where s1.id> 5;  insert into stream rs select \* from S1[range 20 seconds batch] right join S2[range unbounded] on s1.id=s2.type where s1.id> 5; |
| *--full join示例*  insert into stream rs select \* from S1[range 20 seconds batch] full outer join S2[range unbounded] on s1.id=s2.type where s1.id> 5;  insert into stream rs select \* from S1[range 20 seconds batch] full join S2[range unbounded] on s1.id=s2.type where s1.id> 5; |
| *--corss join示例*  insert into stream rs select \* from S1[range 20 seconds batch], S2[range unbounded] where s1.id> 5;  insert into stream rs select \* from S1[range 20 seconds batch] cross join S2[range unbounded] where s1.id> 5; |

#### Where Clause

* **语法**

|  |
| --- |
| <where\_clause>::=  WHERE <expression>  ; |

* **参数**

<expression>：CQL表达式子句。详见9 表达式。

**功能**

Where中的过滤条件一定是发生在数据进入窗口之后。聚合之前。所以where的条件表达式中一般不会出现聚合类的函数。

Expression可以是表达式或者其他用户自定义表达式，但是返回值必须是布尔类型。比如is null之类。

多个表达式之间可以使用AND或者其他的二元表达式。

* **示例**

|  |
| --- |
| WHERE a.size = 1 and a.size + b.size =2; |
| WHERE a.size = 1 and ( a.size + b.size )>= 2; |
| WHERE a.size = 1 and cast(a.isnative as boolean)=true; |

#### Group By Clause

* **语法**

|  |
| --- |
| <groupby\_clause>::=  GROUP BY <expression> , ...  ; |

* **参数**

<expression>：CQL表达式子句。详见9 表达式。

* **功能**

GroupBy的作用在于保证数据按照groupBy的字段进行分发，以及在算子内部，按照group by的字段进行分组以进行聚合计算。

Group by的操作在窗口之前，即先group by，再执行针对分组的属性的window。

允许group by的条件是一个UDF的表达式结果，即按照udf函数结果进行分组。
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Group by中的表达式目前只支持流中的数据列，不支持其他表达式，比如函数等。

* **示例**

|  |
| --- |
| SELECT s.age,count(1) as cc  FROM schagetransformEvent[RANGE 1 SECOND BATCH] as s  GROUP BY s.age,s.departmentid; |

#### Having Clause

* **语法**

|  |
| --- |
| <having\_clause>::=  HAVING <expression>  ; |

* **参数**

<expression>：CQL表达式子句。详见9 表达式。

* **功能**

Having语句用来对聚合之后的结果数据进行过滤。

允许定义单独的having子句（即不使用group by，直接定义having）， 因为CQL的流式查询中默认已经包含了聚合的窗口。

Having中一般存放聚合操作的过滤条件，比如having count(\*)> 10。
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Having条件过滤发生在聚合之后，这个时候系统内已经是计算之后的结果，所以过滤条件中不应该出现From子句中输入流的流名称和列名称。

* **示例**

|  |
| --- |
| SELECT  schages.age,  count(1) as cnt  FROM schagetransformEvent[RANGE 20 SECONDS BATCH]  GROUP BY schages.age  HAVING schages.age=10 AND cnt=2;  *--having中包含了s.age=10的条件，但是由于这个过滤条件放在了having中，所以这--个条件会在执行了count之后，再来执行*。 |

#### Order By Clause

* **语法**

|  |
| --- |
| <orderby\_clause>::=  ORDER BY <orderby\_column>, ...  ;  <orderby\_column>::=  <expression> [ ASC | DESC ]  ; |

* **参数**

<expression>：CQL表达式子句。详见9 表达式。

* **功能**

针对一个或者多个字段的排序。默认升序。

ASC升序排列。

DESC降序排列。

使用Orderby的时候，如果并发度不为1，那么则进行单个算子内部的排序。
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Order by发生在聚合之后，这个时候系统内已经是计算之后的结果，所以过滤条件中不应该出现From子句中输入流的流名称和列名称。

* **示例**

|  |
| --- |
| SELECT \*  FROM schagetransformEvent[RANGE 20 SECONDS BATCH]  ORDER BY id DESC; |

#### Limit Clause

* **语法**

|  |
| --- |
| LIMIT *int\_number;* |

* **参数**

*int\_number*：正整型数字。

* **说明**

Limit主要用来限制输出，限制同一批次输出数据的数量。

如果同一批输出多条数据，则从前面开始去limit数量的数据。如果同一批次数据不足limit限制大小，则输出整个批次数据。

* **示例**

|  |
| --- |
| SELECT \* FROM ticketsRecorder[RANGE 20 SECONDS BATCH] LIMIT 10; |

#### Parallel Clause

* **语法**

|  |
| --- |
| PARALLEL *int\_number*; |

* **参数**

*int\_number*：正整型数字。

* **说明**

Parallel主要用设置该语句的并发数量，如果该语句中包含了子查询，该并发度设置也会影响到子查询的并发度；外部子查询的并发度会覆盖子查询的并发度。

该语句可选，默认并发度为1。

* **示例**

|  |
| --- |
| SELECT \* FROM ticketsRecorder[RANGE 20 SECONDS BATCH] LIMIT 10 Parallel 2; |
| INSERT INTO STREAM rs  SELECT \*, count(a)  FROM (  SELECT id as a,id as b, id c from S  )[RANGE 20 SECONDS BATCH]  WHERE a> 5  GROUP BY c  PARALLEL 4; |

### Subquery Clause

* **语法**

|  |
| --- |
| *--子查询定义*  <subquery>::=  ( <select\_statement> )  ; |

* **参数**

<select\_statement>：select子句, 见7.3.2 SELECT。

* **功能**

子查询可以在From子句中引用。

From语句中的子查询，必须显示标注别名才可以引用。

* **示例**

|  |
| --- |
| SELECT a.id  FROM (  SELECT count(tid) as id  FROM schagetransformEvent[RANGE UNBOUNDED]  ) AS a; |

### DataSource

数据源是存储数据的容器，其数据不是以流的形式往外吐的，而是按照触发的方式，根据条件，从数据源中进行查询。

可以把数据源想象成一个数据库，在每条事件到来的时候，都会进行一次查询，并返回查询结果。

数据源的使用分为数据源定义和数据源查询两部分。

#### Create DataSource

* **语法**

|  |
| --- |
| *--数据源定义语法*  CREATE DATASOURCE *datasource\_name*  SOURCE *class\_name*  <property\_list>  ;  *--配置属性列表*  <property\_list>::=  PROPERTIES ( <property\_pair> , ... )  ;  <property\_pair>::=  *property\_name* = *property\_value*  ; |

* **参数**

*datasource\_name*：数据源名称，和输入流中定义的数据源名称一致

*class\_name：*数据源类，字符串形式，必须用单引号或者双引号围起来, 如果属于CQL内部实现，可以使用简写,比如RDBDatasource。

*property\_name*：配置属性名称，字符串形式，必须用单引号或者双引号围起来。

*property\_value*：配置属性值，字符串形式，必须用单引号或者双引号围起来。

* **功能**

Create DataSource提供了数据源定义的语法。数据源的使用分为定义阶段和使用两个阶段。这里描述的是数据源的定义语法，数据源的使用语法见From子句定义。

数据源提供了一种访问外部数据的方式，比如实时访问关系型数据库，访问HBase等组件，支持从一行原始数据通过查询获取多行数据。

数据源的定义和具体使用无关，可以在一个拓扑中定义一个数据源，然后在其他地方多次使用该数据源。比如定义一个数据库数据源，然后可以在不同的地方使用不同的查询语句进行查询。

* **示例**

|  |
| --- |
| CREATE DATASOURCE rdbdatasource  SOURCE RDBDataSource  PROPERTIES (  "url" = "jdbc:postgresql://127.0.0.1:1521/streaming",  "userName" = "55B5B07CF57318642D38F0CEE0666D26",  "password" = "55B5B07CF57318642D38F0CEE0666D26"  ); |

#### DataSourceQuery

* **语法**

数据源和From子句一起结合使用，datasource\_body语法在from字句中也进行了定义。

|  |
| --- |
| *--数据源引用*  <datasource\_body>::=  DATASOURCE *datasource\_name* <datasource\_arguments> *datasource\_alias*  ;  <datasource\_arguments>::=  ( <datasource\_schema> , <datasource\_query> )  ;  *--数据源中使用到的schema*  <datasource\_schema>::=  SCHEMA ( <column\_defined> ,… )  ;  *--数据源查询语句，所有的CQL参数都在这个query中定义*  <datasource\_query>::=  QUERY ( <expression> ,… )  ;  *--单个数据列名称、列类型和列注释*  <column\_defined>::=  *column\_name* <data\_type> [ <cql\_comment> ]  ;  *--输入流或者输出流的注释*  <cql\_comment>::=  COMMENT *comment\_string*  ; |

* **参数**

*datasource\_name： 数据源名称*。字符串形式，无需用单引号或者双引号围起来。

*datasource\_alias*：数据源别名。字符串形式，无需用单引号或者双引号围起来。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*comment\_string*：注释内容，字符串形式，必须用单引号或者双引号围起来。

<expression>：CQL表达式子句。见9 表达式。

<data\_type>：数据类型定义语法块，见7.2 流操作语句。

* **功能**

数据源的查询参数分为查询Schema定义和数据源查询两个部分。

Schema的定义同Create Input Stream中的schema定义，主要用来指定数据源查询结果的列数量、名称、类型，便于进行下一步处理。

* **示例**

|  |
| --- |
| *--RDB数据读取，支持多行数据读取，同时支持CQL UDF以及窗口和聚合运算*  *--QUERY内部的参数顺序固定，不同的数据源，有不同的参数。*  *--RDB的SQL中，如果不包含Where，就会一次查询出多行记录。和原始流做了Join之后，最终输出多条结果。*  insert into rs select rdb.id,s.id,count(rdb.id),sum(s.id) from S[rows 10 slide],  DATASOURCE rdbdatasource  [  SCHEMA (id int,name String,type int),  QUERY("select rid as id,rname,rtype from rdbtable where id = ? ", s.id)  ] rdb  where rdb.name like '%hdd%'  group by rdb.id,s.id; |

### User Defined Operator

当用户的业务逻辑比较复杂，无法用SQL表达出来的时候，就应该使用自定义算子来解决。用户只要实现了自定义算子的接口，然后就可以将这个算子和输入输出算子或者其他聚合算子一起结合使用。

用户自定义算子只支持单个输入schema和单个输出schema。

数据源的使用分为数据源定义和数据源查询两部分。

#### Create User Operator

* **语法**

|  |
| --- |
| CREATE OPERATOR *operator\_name* AS *class\_name*  <input\_schema\_statement> <output\_schema\_statement>  [ <property\_list>]  ;  *--自定义算子的输入schema*  <input\_schema\_statement>::=  INPUT ( <column\_list> )  ;  *--自定义算子的输出schema*  <output\_schema\_statement>::=  OUTPUT ( <column\_list> )  ;  *--数据项列表定义*  <column\_list>::=  ( <column\_defined> ,… )  ;  *--单个数据列名称、列类型和列注释*  <column\_defined>::=  *column\_name* <data\_type> [ <cql\_comment>]  ;  *--数据类型*  <data\_type>::=  INT  | LONG  | FLOAT  | DOUBLE  | BOOLEAN  | STRING  | DATE  | TIME  | TIMESTAMP  | DECIMAL  ;  *--配置属性列表*  <property\_list>::=  PROPERTIES (<property\_pair> , ... )  ;  <property\_pair>::=  *property\_name* = *property\_value*  ;  *--输入流或者输出流的注释*  <cql\_comment>::=  COMMENT *comment\_string*  ; |

* **参数**

*operator\_name：*自定义算子名称，字符串形式，无需用单引号或者双引号围起来。

*class\_name：*数据源类，字符串形式，必须用单引号或者双引号围起来, 如果属于CQL内部实现，可以使用简写,比如RDBDatasource。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*property\_name*：配置属性名称，字符串形式，必须用单引号或者双引号围起来。

*property\_value*：配置属性值，字符串形式，必须用单引号或者双引号围起来。

*comment\_string*：注释内容，字符串形式，必须用单引号或者双引号围起来。

* **功能**

Create user operator提供了用户自定义算子的定义语法，在该语法中，可以定义算子的输入schema和输出schema，以及用到的参数，使用的类。

用户schema会在拓扑提交之前进行校验，系统会校验输出schema和输出schema的数据类型，如果数据类型不一致或者列数量不一致，都会导致检查失败，拓扑会提交失败。

* **示例**

|  |
| --- |
| create operator userOp as"com.huawei.streaming.example.userdefined.operator.UserOperator"  input (id int, name string)  output (newID string, name string, type int)  properties("userop.filename" = "/home/omm/kv.properties"); |

#### User Operator Query

* **语法**

|  |
| --- |
| *--自定义算子查询语法*  <insert\_clause> <using\_statement>  ;  <using\_statement>::=  USING OPERATOR *operator\_name* FROM *stream\_name*[ <distribute\_clause> ] [ <parallel\_clause> ]  ;  <distribute\_clause>::=  DISTRIBUTE BY *column\_name*  ;  *--并发度设置*  <parallel\_clause>::=  PARALLEL *int\_number*  ; |

* **参数**

*operator\_name：*自定义算子名称，字符串形式，无需用单引号或者双引号围起来。

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*int\_number*：正整型数字。

* **功能**

将用户自定义算子和其他输入输出算子或者其他功能算子集成，构成一个大拓扑，以实现用户功能。

* **示例**

|  |
| --- |
| insert into rs using operator userOp from s distribute by id parallel 2; |

## 命令语句

所有的系统命令，都会下发之后马上生效，马上可以查看到结果。

但是应用程序提交之后（即执行submit application之后），所有修改的参数、自定义函数和窗口等，都会被重置。

### Set/Get

* **语法**

|  |
| --- |
| SET *property\_name*= *property\_value;*  GET *property\_name;* |

* **参数**

*property\_name*：配置属性名称，字符串形式，必须用单引号或者双引号围起来。

*property\_value*：配置属性值，字符串形式，必须用单引号或者双引号围起来。

* **功能**

Set 设置系统内变量或者参数，get获取系统内变量或者参数。

配置参数的名称统一用字符形式表示，字符形式是不区分大小写的；但是对于特殊的名称，可以用双引号或者单引号包起来的字符串形式，字符串内容本身是区分大小写的。

变量值统一用字符串表示，字符串本身是区分大小写的。

可以在set和get命令中使用系统变量或者环境变量以及引用其他已经定义的配置属性。

* **示例**

Set "x"="1" 可以在系统内设置变量X，这个变量x可以在任何包含系统配置属性对象的地方使用。

Get "x" 可以获取变量x的值，如果不包含该变量，则返回NULL。

|  |
| --- |
| *--一般的set命令*  set 'streaming.serde.default' = 'com.huawei.streaming.serde.SimpleSerDe'; |
| *--set命令的字符串既可以用单引号，也可以用双引号*  set "serde.simpleserde.separator"=','; |
| *--set的配置属性值中引用其他配置属性的值*  set "x" = "abc";  set "x" = "${conf:x}def";  --get的值等于abcdef  get "x"; |
| *--set中使用系统变量*  set "streaming.template.directory" = "${system:java.io.tmpdir}"; |

### Add Jar

* **语法**

|  |
| --- |
| ADD JAR *path*; |

* **参数**

*path*：执行计划文件路径，可以用单引号或者双引号围起来。

* **功能**

在系统使用中，经常要用到用户接口，比如用户在CQL中使用自定义的序列化规则、自定义的输入输出或者自定义函数之类，这些程序，可以由用户自己打包成Jar包，再通过add jar的命令进行提交，然后就可以使用了。

连接关闭之后，用户手工添加的Jar文件会从本地进程中卸载，无需担心会影响到下一次连接的操作。

* **示例**

|  |
| --- |
| Add jar '/opt/huawei/streaming/test/test.jar'; |

### Add File

* **语法**

|  |
| --- |
| ADD FILE *path*; |

* **参数**

*path*：执行计划文件路径，可以用单引号或者双引号围起来。

* **功能**

在系统使用中，经常要用到用户接口，比如用户在CQL中使用自定义的序列化规则、自定义的输入输出或者自定义函数之类，在这些类中有时会用到配置文件或者资源文件，这些文件，可以通过add File的方式进行提交，在整个应用程序提交到远端集群之后访问。

* **示例**

|  |
| --- |
| ADD FILE '/opt/huawei/streaming/test/test.conf'; |

### Create Function

* **语法**

|  |
| --- |
| CREATE FUNCTION *function\_name* AS *class\_name* [ <property\_list> ]  *--配置属性列表*  <property\_list>::=  PROPERTIES (<property\_pair> , ... )  ;  <property\_pair>::=  *property\_name* = *property\_value*  ; |

* **参数**

*function\_name：*函数名称，不带双引号或则和单引号的字符串形式。

*class\_name：*数据源类，字符串形式，必须用单引号或者双引号围起来, 如果属于CQL内部实现，可以使用简写，比如RDBDatasource。

*property\_name*：配置属性名称，字符串形式，必须用单引号或者双引号围起来。

*property\_value*：配置属性值，字符串形式，必须用单引号或者双引号围起来。

* **功能**

该功能用于注册用户自定义函数，该函数名称不能和系统函数名称重复，如果重复，系统会抛出异常，给以提示。 用户自定义函数则允许通过重复定义来覆盖上次定义的函数。

所有的函数名称都不区分大小写。

函数无需刻意注销，在应用程序提交之后， 该函数即会失效，注册的Jar包和文件都会从本地进程中卸载。

* **示例**

|  |
| --- |
| CREATE FUNCTION rdbCompare AS 'com.huawei.streaming.example.udf.RDBCompare'; |
| create function udf1 as "com.huawei.streaming.cql.functions.DirectOutputUDF"  properties ("cql.test.direct.output" = "a"); |
| create function udf2 as "com.huawei.streaming.cql.functions.DirectOutputUDF"  properties ("cql.test.direct.output" = "b"); |
| create function udf3 as "com.huawei.streaming.cql.functions.DirectOutputUDF"; |

### Drop Function

* **语法**

|  |
| --- |
| DROP FUNCTION [IF EXISTS] *function\_name;* |

* **参数**

*function\_name*: 函数名称，不带双引号或则和单引号的字符串形式。

* **功能**

从系统中删除函数，函数名称不区分大小写。

在不包含IF EXISTS的场景下，如果函数不存在，则会抛出异常。

* **示例**

|  |
| --- |
| DROP FUNCTION rdbCompare; |

### Show Applications

* **定义**

|  |
| --- |
| SHOW APPLICATIONS [ *matched\_application\_name* ]; |

* **参数**

*matched\_application\_name*：应用程序名称，可选，可以通过双引号或者单引号围起来进行模糊查询。

* **功能**

查询应用程序信息。

查询结果由底层运行平台决定，一般包含应用程序名称，应用程序状态，应用程序启动时间等信息。

可以通过添加应用程序名称来进行应用程序过滤。

在安全环境下，一般用户只能看到自己提交的应用程序，管理员用户可以看到所有应用程序，哪些用户属于管理员取决于Storm集群的配置。

* **示例**

|  |
| --- |
| Show applications;  *--查询系统内正在运行的所有的应用程序* |
| Show applications filter;  *--查询系统内正在运行的，名称包含filter的应用程序* |
| Show applications 'filter\*';  *--查询系统内正在运行的，名称以filter开头的应用程*序 |
| Show applications '\*filter\*';  *--查询系统内正在运行的，名称包含filter的应用程序* |
| Show applications '\*filter';  *--查询系统内正在运行的，名称以filter结尾的应用程序* |

# 窗口

* **语法**

|  |
| --- |
| *--窗口语法定义*  *stream\_name* ( <filter\_before\_window> ) *[* <window\_source> *]*  *--不同类型窗口定义*  <window\_source>::=  <range\_window>  | <rows\_window>  | <range\_today>  ;  *--行组窗*  <rows\_window>::=  ROWS *int\_number* <window\_properties> <window\_determiner>  ;  *--时间范围窗口*  <range\_window>::=  RANGE <range\_bound> [<window\_properties>] <window\_determiner>  ;  *--时间范围为当天的窗口*  <range\_today>::=  RANGE TODAY <expression> <window\_determiner>  ;  *--窗口时间范围定义*  <range\_bound>::=  <range\_time>  | <range\_unbound>  ;  *--没有大小限制的窗口*  <range\_unbound>::=  UNBOUNDED  ;  *--窗口时间范围定义*  *--默认单位毫秒，允许组合，但是必须至少有一个值。*  <range\_time>::=  [<range\_day>] [<range\_hour>] [<range\_minutes>] [<range\_seconds>] [<range\_milliseconds>]  ;  *--单位为天的时间范围*  <range\_day>::=  *int\_number* DAY  | *int\_number* DAYS  ;  *--单位为小时的时间范围*  <range\_hour>::=  *int\_number* HOUR  | *int\_number* HOURS  ;  *--单位为分钟的时间范围*  <range\_minutes>::=  *int\_number* MINUTE  | *int\_number* MINUTES  ;  *--单位为秒的时间范围*  <range\_seconds>::=  *int\_number* SECOND  | *int\_number* SECONDS  ;  *--单位为毫秒的时间范围*  <range\_milliseconds>::=  *int\_number* MILLISECOND  | *int\_number* MILLISECONDS  ;  *--窗口属性，可以是滑动窗或者跳动窗*  <window\_properties>::=  SLIDE  | BATCH  ;  *--窗口的限定词，分区，排序，分组，触发方式或者是否排除当前事件。*  <window\_determiner>::=  [<partitionby\_determiner>]  [<sortby\_determiner>]  [<triggerby\_determiner>]  [<excludenow\_determiner>]  ;  *--窗口事件分组方式*  <partitionby\_determiner>::=  PARTITION BY <expression>  ;  *--事件排序方式*  <sortby\_determiner>  SORT BY <expression>  ;  *--窗口事件触发方式*  <triggerby\_determiner>::=  TRIGGER BY <expression>  ;  *--是否在计算的时候排除当前事件*  <excludenow\_determiner>::=  EXCLUDE NOW  ; |

* **参数**

*stream\_name*：流名称，字符串形式，无需用单引号或者双引号围起来。

*int\_number*：正整型数字。

<filter\_before\_window>：数据进入窗口之前的过滤表达式语法定义块。见7.3.2.2 From Clause。

<expression>：CQL表达式子句。见9 表达式。

* **功能**

窗口用来保存流上一段时间内的数据，并且由此产生过期事件。

窗口名称不区分大小写。

整个窗口由窗体、属性、限定词三部分组成。窗体主要描述窗口属于时间窗还是行组窗。属性主要描述窗口的数据输出是滑动还是跳动方式。限定词用来对窗口内的数据更新方式作出限定，比如按照指定字段进行分组，聚合运算是否包含当前事件等。

时间窗口中的时间单位可以表示为millisecond(s), second(s), minute(s), hour(s), day(s),既可以用单数，也可以用复数。

限定词可以定义多个，但是需要按照顺序进行定义。使用顺序如下：Partition by, Sort by, Trigger by, Exclude Now。

CQL的窗口有 窗体，属性和限定词三部分构成，一个窗口只能属于一种窗体，或者最多拥有一种属性，但是可以拥有多个限定词。

窗体分类说明

| 窗体名称 | 语法 | 说明 |
| --- | --- | --- |
| 行组窗 | ROWS *n1* | 数量为*n1*的元组窗。窗口内最多包含*n1*行数据 |
| 范围窗 | RANGE *t1* | *t1*时间单位范围内的时间窗。 |
| 自然天窗 | RANGE TODAY *exp1* | 窗口内保存当天的数据，格式为跳动窗。表达式*exp1*的返回值为时间类型(数字类型(int,long),timestamp, Date) |

窗口属性说明

| 窗口属性 | 语法 | 说明 |
| --- | --- | --- |
| 滑动窗 | SLIDE | 窗口数据以滑动方式输出，每次输出一条数据 |
| 跳动窗 | BATCH | 窗口数据以跳动方式输出，每次输出的数量，取决于窗口的容量。 |

窗口限定词说明

| 窗口限定词 | 语法 | 说明 |
| --- | --- | --- |
| 分组窗 | PARTITION BY *exp1* | 对窗口的数据按照表达式*exp1*进行分组。  分组窗中只支持单个表达式。 |
| 排序窗 | SORT BY *column\_name* | 对窗口内的数据按照时间表达式*exp1*的时间先后顺序进行排序  SORT BY只支持对列进行排序，不支持函数等表达式 |
| 事件驱动窗 | TRIGGER BY *exp1* | 窗口内的数据更新不依赖于系统内的规则，而依赖于外部事件更新。表达式*exp1*类型支持数字类型(int,long), timestamp, Date |
| 排除当前数据窗 | EXCLUDE NOW | 是否排除当前事件  从窗口中排除当前行数据。 |
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所有的batch窗口都不支持EXCLUDE NOW和sort by功能。

TRIGGER BY不支持time数据类型。

EXCLUDE NOW数据排除当前行，所以查询语句中不能出现当前行，所以有EXCLUDE NOW的窗口，一般都只有count，sum等聚合函数或者分组列。

窗口数据输出分为新数据和旧数据，CQL中的窗口一般只输出新数据。

SORT BY排序窗口主要解决分布式数据乱序问题，该窗口只输出旧数据。

Join的时候，如果排序窗口和Unidirection在同一侧，那么统一输出旧数据，如果不在一侧，则输出新数据。

Join不支持一侧是排序窗口，一侧是其他非排序窗口的场景，因为新数据和旧数据不能一起计算。

分组窗会对数据进行分组，所以数据在输出的时候是按照分组的顺序进行输出，而不是数据进入窗口的顺序。分组的遍历顺序在系统内部使用hash方式遍历，和数据分组排序方式无关。

在实际使用过程中，分组窗口一般建议和Group by语法一起结合使用。

[8.1 元组窗口](#_ZH-CN_TOPIC_0020775501)

[8.2 范围窗口](#_ZH-CN_TOPIC_0020775525)

[8.3 自然天窗口](#_ZH-CN_TOPIC_0020775544)

## 元组窗口

* **语法**

|  |
| --- |
| ROWS *int\_number* <window\_properties> <window\_determiner>; |

* **参数**

*int\_number*：正整型数字。

<window\_properties>：窗口属性，滑动窗或者跳动窗，详见8 窗口。

<window\_determiner>：窗口限定词， 包含partition by，tirigger by，sort by等，详见8 窗口。

* **说明**

元组窗的主要作用在于在窗口内保存一定数量的事件，然后依据窗口的不同特性，在不同的时间过期，产生新旧事件。窗口内只能保存一定数量的事件。

元组窗口

| 语法 | 名称 | 说明 |
| --- | --- | --- |
| S*[* ROWS *n1* SLIDE [ EXCLUDE NOW ] *]* | 长度滑动窗 | 窗口内最大保存*n1*个事件，当有新事件产生的时候，窗口内的事件依次过期。每个过期事件的批次都不同。 |
| S*[* ROWS *n1* BATCH *]* | 长度跳动窗 | 窗口内最大保存*n1*个事件，当有新事件产生的时候，窗口内每攒满*n1*个事件，就过期依次。同时过期的所有事件处于同一批次。  该窗口不支持EXCLUDE NOW。 |
| S*[* ROWS *n1* SLIDE PARTITION BY *exp1* [ EXCLUDE NOW ] *]* | 分组长度滑动窗 | 同长度滑动窗，但是加入了分组的概念，事件归属于不同的分组，每个分组的长度为*n1*，逐个过期。 |
| S*[* ROWS *n1* BATCH PARTITION BY *exp1]* | 分组长度跳动窗 | 同长度跳动窗，但是加入了分组的概念，事件归属于不同的分组，每个分组的长度为*n1*，每组一个批次，同时过期。  该窗口不支持EXCLUDE NOW。 |
| S*[* ROWS *n1* SLIDE SORT BY *exp1* *]* | 元素排序窗 | 可以按照某一个字段的大小进行排序，也可以按照某一个时间戳字段的从前到后的固定顺序进行排序。窗口内数据依据排序结果逐个过期。 |

* **示例**

|  |
| --- |
| Select \* from transformEvent[rows 10 slide];  *--容量为10的滑动窗。* |
| Select \* from transformEvent[rows 10 slide partition by type];  *--按照type对窗口内数据进行分组，每组容量为10。* |
| Select \* from transformEvent[rows 1000 batch partition by type]; |
| Select \* from transformEvent[rows 1000 slide sort by ts]; |

## 范围窗口

* **语法**

|  |
| --- |
| RANGE <range\_bound> [<window\_properties>] <window\_determiner>; |

* **参数**

<range\_bound>：窗口事件范围，详见窗口定义语法。

<window\_properties>：窗口属性，滑动窗或者跳动窗，详见8 窗口。

<window\_determiner>：窗口限定词， 包含partition by，tirigger by，sort by等，详见8 窗口。

* **功能**

范围窗口的主要作用在于在窗口内保存一定数量的事件，然后依据窗口的不同特性，在不同的时间过期，产生新旧事件。窗口内只能保存指定时间范围的事件。

范围窗口

| 语法 | 名称 | 说明 |
| --- | --- | --- |
| S*[* RANGE UNBOUNDED [ EXCLUDE NOW ] *]* | 无限范围窗 | 窗口内可以保存任意多的数据，数据永远不会过期。 |
| S*[* RANGE *t1* SLIDE *]* | 时间滑动窗 | 窗口内保存最近*t1*时间范围内的数据，*t1*是一个时间单位，可以加入seconds等时间单位。窗口内的事件依次过期。每个过期事件的批次都不同。  该窗口不支持EXCLUDE NOW。 |
| S*[* RANGE *t1* BATCH *]* | 时间跳动窗 | 窗口内保存最近*t1*时间范围内的数据，*t1*是一个时间单位，可以加入Seconds等时间单位。窗口内的事件分批次过期，每次过期的数据属于同一个批次。  该窗口不支持EXCLUDE NOW。 |
| S*[* RANGE *t1* SLIDE PARTITION BY *exp1* *]* | 分组时间滑动窗 | 同时间滑动窗，但是加入了分组的概念。事件属于不同的分组，每个分组的时间范围为*t1*。  该窗口不支持EXCLUDE NOW。 |
| S*[* RANGE *t1* BATCH PARTITION BY *exp1* *]* | 分组时间跳动窗 | 同时间跳动窗，但是加入了分组的概念。事件属于不同的分组，每个分组的时间范围为*t1*。  该窗口不支持EXCLUDE NOW。 |
| S*[* RANGE *t1* SLIDE SORT BY *exp1* *]* | 时间排序窗口 | 窗口内只保存一定时间范围的的数据，每个新产生的数据都会和窗口内的数据做比较，将过期的数据输出，然后将新产生的数据按照顺序插入到窗口指定位置。  该窗口不支持EXCLUDE NOW。 |
| S*[* RANGE *t1* SLIDE TRIGGER BY *exp1* [ EXCLUDE NOW ] *]* | 事件驱动时间滑动窗 | 窗口内保存最近T1时间单位的数据，*exp1*是一个返回值为时间类型(long,timestamp,Date)的表达式，每次产生数据之后，都会和窗口内的数据做对比，然后将大于*t1*时间单位的数据吐出，每次只吐出一个数据。 |
| S*[* RANGE *t1* BATCH TRIGGER BY *exp1* *]* | 事件驱动时间跳动窗 | 窗口内保存最近*t1*时间单位的数据，*exp1*是一个返回值为时间类型(long,timestamp,Date)的表达式，每次产生数据之后，都会和窗口内的数据做对比，将大于*t1*时间范围的事件收集在一起，一起吐出。  该窗口不支持EXCLUDE NOW。 |
| S*[* RANGE *t1* SLIDE PARTITION BY *exp1* TRIGGER BY EXP2 [ EXCLUDE NOW ] *]* | 事件驱动分组时间滑动窗 | 同事件驱动时间滑动窗，不过加入了分组的概念，事件的滑动发生在每个分组上。 |
| S*[* RANGE *t1* BATCH PARTITION BY *exp1* TRIGGER BY *exp2* *]* | 事件驱动分组时间跳动窗 | 同事件驱动时间跳动窗，不过加入了分组的概念，事件的跳动，发生在每个分组上。  该窗口不支持EXCLUDE NOW。 |
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时间排序窗在计算的时候，是和集群内时间进行比较，如果满足：【事件时间+窗口时间>系统时间】， 才会输出；如果：【事件时间+窗口时间<系统时间】，说明事件已经发生了很久了，就会马上输出。

1. **示例**

|  |
| --- |
| Select \* from transformEvent[range unbounded] as s1 inner join transformBak s2 on S1.id=S2.id; |
| Select \* from transformEvent[range 10 seconds slide]; |
| Select \* from transformEvent[range 1 day 6 hours slide]; |
| Select \* from transformEvent[range 10 seconds slide partition by type]; |
| Select \* from transformEvent[range 1000 milliseconds batch];  *--定义一个长度为1秒的时间跳动窗* |
| Select \* from transformEvent[range 1000 milliseconds batch partition by id]; |
| Select \* from transformEvent[range 1000 milliseconds sort by dte]; |
| insert into stream output\_where\_event\_tbatch  select sum(OrderPrice),avg(OrderPrice),count(OrderPrice)  from input\_where\_event\_tbatch[range 10 seconds slide trigger by TS exclude now]  where OrderPrice=100 or OrderPrice>=700; |
| insert into stream output\_where\_event\_tbatch  select sum(OrderPrice),avg(OrderPrice),count(OrderPrice)  from input\_where\_event\_tbatch[range 10 seconds slide partition by id trigger by TS exclude now]  where OrderPrice=100 or OrderPrice>=700; |
| insert into stream output\_where\_event\_tbatch  select sum(OrderPrice),avg(OrderPrice),count(OrderPrice)  from input\_where\_event\_tbatch[range 10 seconds batch trigger by TS exclude now]  where OrderPrice=100 or OrderPrice>=700; |
| insert into stream output\_where\_event\_tbatch  select sum(OrderPrice),avg(OrderPrice),count(OrderPrice)  from input\_where\_event\_tbatch[range 10 seconds batch partition by type trigger by TS exclude now]  where OrderPrice=100 or OrderPrice>=700; |

## 自然天窗口

* **语法**

|  |
| --- |
| RANGE TODAY <expression> <window\_determiner>; |

* **参数**

<expression>：CQL表达式子句。详见9 表达式。

<window\_determiner>：窗口限定词， 包含partition by，tirigger by，sort by等，详见8 窗口。

* **功能**

自然天窗口的主要作用在于在窗口内保存一定数量的事件，然后依据窗口的不同特性，在不同的时间过期，产生新旧事件。窗口内只能保存一定数量的事件。

自然天窗口

| 语法 | 名称 | 说明 |
| --- | --- | --- |
| S*[*RANGE TODAY *exp1* [ EXCLUDE NOW ] *]* | 自然天窗口 | 窗口内保存一整天的数据，根据新产生的事件判断时间是否已经超过一个自然天，如果超过，将窗口内保存的上一个自然天的数据全部过期。本身属于一个滑动窗口。  *exp1*是一个时间戳表达式，用于判断某个时间点是否是当天。 |
| S*[*RANGE TODAY *exp1* PARTITION BY *exp2* [ EXCLUDE NOW ] *]* | 分组自然天窗口 | 同自然天窗口，不过加入分组概念，事件分组过期。  *exp1*是一个时间戳表达式，用于判断某个时间点是否是当天。 |

* **示例**

|  |
| --- |
| insert into stream rs  select id,name,count(id)  from transformEvent[range today ts]  where id> 5  group by type  having id>10; |
| insert into stream rs  select id,name,count(id)  from transformEvent[range today ts partition by type]  where id> 5  group by type  having id>10; |

# 表达式

* **语法**

|  |
| --- |
| *--表达式定义*  <expression>::=  <logic\_or\_expression>  ;  *--or逻辑表达式定义*  <logic\_or\_expression>::=  <logic\_and\_expression> OR <logic\_and\_expression> ...  ;  *--and逻辑表达式定义*  <logic\_and\_expression>::=  <logic\_not\_expression> AND <logic\_not\_expression> ...  ;  *--not逻辑表达式定义*  <logic\_not\_expression>::=  [NOT ] <is\_null\_like\_in\_expressions>  ;  *--is null，like，in表达式定义*  <is\_null\_like\_in\_expressions>::=  <binary\_expression>  [IS <null\_condition>  <expression\_like>  <expression\_between>  |<expression\_in>  ]  ;  *--between表达式定义*  <expression\_between>::=  [NOT ] BETWEEN <bit\_expression> AND <bit\_expression>  ;  *--二元表达式定义*  <binary\_expression>::=  <bit\_expression> <relation\_expression>\*  ;  *--关系表达式定义*  <relation\_expression>::=  <relation\_operator> <bit\_expression>  ;  *--关系符号定义*  <relation\_operator>::=  =  |==  |<=>  |<>  |!=  |>  |>  |>=  |<=  ;  *--previous表达式定义*  <expression\_previous>::=  PREVIOUS ( <expression>)  ;  *--in表达式定义*  <expression\_in>::=  [NOT] IN ( <expression>,... )  ;  *--like表达式定义*  <expression\_like>::=  [NOT] LIKE <bit\_expression>  ;  *--算术加运算*  <bit\_expression>::=  <arithmetic\_star\_expression> <arithmetic\_plus\_operator> <arithmetic\_star\_expression> ...  ;  *--加减算数运算符号定义*  <arithmetic\_plus\_operator>::=  + |-  ;  -*-乘除算术运算定义*  <arithmetic\_star\_expression>::=  <field\_expression> <arithmetic\_star\_operator> <field\_expression> ...  ;  *--算术乘除运算符定义*  <arithmetic\_star\_operator>::=  \* |/ | %  ;  *--字段表达式*  <field\_expression>::=  [*stream\_name\_or\_stream\_alias*.]<atom\_expression>  ;  *--原子表达式定义*  <atom\_expression>::=  NULL  |<constant>  |<expression\_previous>  |<function>  |<cast\_expression>  |<case\_expression>  |<when\_expression>  |*column\_name*  | (<expression> )  ;  *--常量定义*  <constant>::=  <unary\_constant>  | *const\_string\_value*  | <boolean\_value>  ;  *--包含正负的数字常量定义*  <unary\_constant>::=  [ +| - ]  *const\_integer\_value*  | *const\_long\_value*  | *const\_float\_value*  | *const\_double\_value*  | *const\_bigdecimal\_value*  ;  *--boolean类型常量定义*  <boolean\_value>::=  TRUE  |FALSE  ;  *--常量定义*  <function>::=  *function\_name* ( [ DISTINCT <expression> ,... ] )  ;  *--cast表达式定义*  <cast\_expression>::=  CAST ( <expression> AS<data\_type> )  ;  *--case表达式定义*  <case\_expression>::=  CASE <expression> <when\_then\_expression>... [ ELSE <expression> ] END  ;  *--when表达式定义*  <when\_expression>::=  CASE <when\_then\_expression>... [ ELSE <expression>] END  ;  *--case when表达式中的when then表达式定义*  <when\_then\_expression>::=  WHEN <expression> THEN <expression>  ; |

* **参数**

*function\_name*： 函数名称，不带双引号或则和单引号的字符串形式。

*column\_name*：列名称，字符串形式，无需用单引号或者双引号围起来。

*const\_integer\_value*： 整型常量，Int类型直接用数字表示1,2,3… ，负数表示 -1,-2。

*const\_long\_value*：long类型常量，Long类型表现和Int类型一致，常量表示中要添加后缀L(不区分大小写)，1L,-1l。

*const\_float\_value*：float类型常量，Float类型和Int类型一致，但是要添加后缀F(不区分大小写)，如-1.0F,2f。

*const\_double\_value*：double类型常量，Double类型和Int类型一致，但是要添加后缀D(不区分大小写)，如-1.0d,2D。

*const\_bigdecimal\_value*：decimal类型常量，decimal数据类型运算时不会造成精度损失，常量表示中要添加后缀BD(不区分大小写)，如1BD,-1bd。

*const\_string\_value*：字符串类型常量，需要用单引号或者双引号围起来。

*stream\_name\_or\_stream\_alias*：流名称或者别名，字符串形式，无需用单引号或者双引号围起来。

<data\_type>：数据类型定义语法块，见7.2 流操作语句。

* **功能**

表达式：符号和运算符的一种组合，CQL解析引擎处理该组合以获取单个值。简单表达式可以是常量、变量或者函数，可以用运算符将两个或者多个简单表达式联合起来构成更复杂的表达式。

[9.1 通用表达式](#_ZH-CN_TOPIC_0020775516)

[9.2 表达式常量](#_ZH-CN_TOPIC_0020775474)

[9.3 特殊表达式](#_ZH-CN_TOPIC_0020775519)

[9.4 表达式数据类型转换规则](#_ZH-CN_TOPIC_0020775502)

## 通用表达式

通用表达式可以出现在select子句中，也可以出现在where或者having子句中。

表达式的优先级从高到底如下表所示。

通用表达式列表

| 表达式 | 说明 |
| --- | --- |
| +, - | 正数，负数之类一元操作符 |
| \*, / | 乘、除 |
| +, - | 二元操作符 |
| =, <>, <,>, <=,>=， != | 比较操作符 |
| IS [NOT] NULL, [NOT] LIKE, [NOT] BETWEEN,[NOT] IN | 是否为空之类判断表达式 |
| AND、OR | 逻辑表达式：多个条件之间是"且"或者"或"的关系 |

![](data:image/png;base64,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)

Date，time，timestamp数据类型不支持加减乘除比较等运算。

不支持字符串的加减乘除比较等运算。

正数、负数等一元操作符只限于常量数字类型，比如-1,-0.1f等。

Null和除And,OR之外任何通用表达式计算返回值都是null。

Null And True 返回 Null. Null Or true 返回true. Null Or false 返回null, Null and false 返回false。

## 表达式常量

CQL语句中的常量只能用在表达式中，这些表达式可以使用在select子句、where子句、having子句等其他地方。

String：用双引号或者单引号包围起来。比如"Streaming"。

Int：正常表示，比如1或者-1.

Long：以字母L结尾，不区分大小写。比如1l，2L。

Float：以字母F结尾，不区分大小写。比如1.0f,-1.0F。

Double：以字母D结尾，不区分大小写。比如1.0D，-1.0D。

Decimal: 以字母BD结尾，不区分大小写。比如1.0BD，-1.0BD。

Boolean: true或者false。

Time: 不支持，只能通过UDF函数进行转换。

Date: 不支持，只能通过UDF函数进行转换。

Timestamp: 不支持，只能通过UDF函数进行转换。

## 特殊表达式

### Cast

* **语法**

|  |
| --- |
| *--cast表达式定义*  <cast\_expression>::=  CAST( <expression> AS <data\_type> )  ; |

* **参数**

<expression>：CQL表达式子句。见9 表达式。

<data\_type>：数据类型定义语法块，见7.2 流操作语句。

* **返回类型**

和入参中datatype的数据类型一致。

* **功能**

将原始数据转化成其他数据类型。

* **示例**

|  |
| --- |
| INSERT INTO STREAM rs  SELECT  CAST(id AS int),  CAST(id AS long),  CAST(id AS float),  CAST(id AS double),  CAST(id AS String),  CAST(id AS boolean)  FROM s  WHERE NOT id != 'a'  AND type != 1; |

### Case when

* **语法**

|  |
| --- |
| *--case表达式定义*  <case\_expression>::=  CASE <expression> <when\_then\_expression>... [ ELSE <expression> ] END  ;  *--when表达式定义*  <when\_expression>::=  CASE <when\_then\_expression>... [ ELSE <expression>] END  ;  *--case when表达式中的when then表达式定义*  <when\_then\_expression>::=  WHEN <expression> THEN <expression>  ; |

* **参数**

<expression>：CQL表达式子句。见9 表达式。

THEN和ELSE表达式返回数据类型必须一致。

* **返回类型**

返回then或者else中表达式的计算结果。

* **功能**

条件判断表达式，根据条件，输出不同的结果。

* **示例**

|  |
| --- |
| CASE WHEN sex = 1 THEN Population ELSE 0 END; |
| case key when '1' then 1 when '2' then 2 when '3' then 3 else 99 end; |

### Like

* **语法**

|  |
| --- |
| *--like表达式定义*  <expression\_like>::=  [NOT] LIKE <bit\_expression>  ; |

* **参数**

<bit\_expression>: 算术加运算语法块，详见9 表达式。

* **返回类型**

Boolean

* **说明**

判断字符串是否匹配，支持正则,如果匹配，返回true，如果不匹配，返回false。

如果包含NOT，则取反。

* **示例**

1 % 包含零个或更多字符的任意字符串。

示例：WHERE title LIKE '%computer% ' 将查找处于书名任意位置的包含单词 computer 的所有书名。

2 \_（下划线） 任何单个字符。

示例：WHERE au\_fname LIKE '\_ean ' 将查找以 ean 结尾的所有 4 个字母的名字（Dean、Sean 等）。

3 [] 指定范围中的任何单个字符。

示例：WHERE au\_lname LIKE '[C-P]arsen ' 将查找以arsen 结尾且以介于 C 与 P 之间的任何单个字符开始的 作者姓氏，例如，Carsen、Larsen、Karsen 等。

4 [^] 不属于指定范围中的任何单个字符，与 [] 相反。

示例：WHERE au\_lname LIKE 'de[^l]% ' 将查找以 de 开始且其后的字母不为 l 的所有作者的姓氏。

### Between

* **语法**

|  |
| --- |
| *--between表达式定义*  <expression\_between>::=  [NOT ] BETWEEN <bit\_expression> AND <bit\_expression>  ; |

* **参数**

<bit\_expression>: 算术加运算语法块，详9 表达式。

* **返回类型**

boolean

* **功能**

判断某个字段是否在一定范围内。Between必须是小的值在前面，大的值在后面，返回值为boolean类型。

列的数据类型，AND前后两个值的数据类型必须一致。

如果包含NOT，则取反。

* **示例**

|  |
| --- |
| Size between 1 and 30; |

### In

* **语法**

|  |
| --- |
| *--in表达式定义*  <expression\_in>::=  [NOT] IN ( <expression>,... )  ; |

* **参数**

<expression>：CQL表达式子句。见9 表达式。

* **返回类型**

Boolean

* **功能**

判断列的值是否在范围内，列的数据类型和IN中所有常量的数据类型必须一致。

如果包含NOT，则取反。

* **示例**

|  |
| --- |
| Type in (1,2,3);  Type in ('a','b','c'); |

## 表达式数据类型转换规则

### 算术表达式

算术表达式包含表达式的加、减、乘、除以及比较操作。

两个不同的数据类型进行算数操作的时候，会自动向上转型, 不用经过特殊的函数转换。

CQL算术表达式数据类型转换规则从下到上依次为：

Int < Long < Float < Double < Decimal。

String、Boolean、Date、Time、TimeStamp数据类型不支持算术运算。

### CAST表达式

CAST表达式可以完成多种类型的数据转换。下面的表格展示了CQL的 CAST表达式从原始数据类型到目标数据类型的转换规则。

CAST表达式类型转换支持列表

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | String | Boolean | Int | Long | Float | Double | Decimal | Time | Date | TimeStamp |
| String | Y | Y | Y | Y | Y | Y | Y | Y | Y | Y |
| Boolean | Y | Y |  |  |  |  |  |  |  |  |
| Int | Y | Y | Y | Y | Y | Y | Y |  |  |  |
| Long | Y | Y | Y | Y | Y | Y | Y |  |  |  |
| Float | Y | Y | Y | Y | Y | Y | Y |  |  |  |
| Double | Y | Y | Y | Y | Y | Y | Y |  |  |  |
| Decimal | Y | Y | Y | Y | Y | Y |  |  |  |  |
| Time | Y | Y | Y | Y | Y | Y |  |  |  |  |
| Date | Y | Y | Y | Y | Y | Y |  |  |  |  |
| TimeStamp | Y | Y | Y | Y | Y | Y |  |  |  |  |
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CAST的类型转换功能同类型转换函数一致。

时间类型的转换，一律使用Streaming集群默认时区，CQL目前不支持指定时区。

大于1的数字类型转为boolean类型都是true，小于1的数字类型转为boolean类型都是false。

# 用户自定义接口

[10.1 数据序列化/反序列化](#_ZH-CN_TOPIC_0020775547)

[10.2 流数据读取](#_ZH-CN_TOPIC_0020775470)

[10.3 流数据写入](#_ZH-CN_TOPIC_0020775518)

[10.4 UDF函数](#_ZH-CN_TOPIC_0020775454)

[10.5 数据源](#_ZH-CN_TOPIC_0020775481)

[10.6 自定义算子](#_ZH-CN_TOPIC_0020775550)

## 数据序列化/反序列化

* **说明**

数据的反序列化，必须实现com.huawei.streaming.serde.StreamSerDe接口。

也可以继承自com.huawei.streaming.serde.BaseSerDe类，该类提供了序列化的一些通用实现，比如创建空对象，数据类型转换等通用方法。

数据序列化反序列化接口说明

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| setConfig | 设置序列化用到的配置属性。  编译期调用。 | StreamingConfig配置属性。 | Void |
| getConfig | 读取序列化类中的配置属性。  编译期调用。 | 无 | StreamingConfig配置属性 |
| initialize | 初始化接口。  编译期调用。 | StreamingConfig 配置参数。 | Void |
| setSchema | 设置输入或者输出schema。  编译期调用。  注意，该方法调用的比setConfig晚，所以不要在setConfig方法中读取Schema。 | TupleEventType  输入或者输出的schema。 | Void |
| deSerialize | 反序列化，将外部输入数据转化为系统可以识别的数据类型。  运行时调用。 | Object  外部第三方系统可以识别数据，比如纯字符串形式。 | List<Object[]>  内部可识别数据类型。  list的大小代表数据行的数量。  Object数组的大小和数据行中列的数量和顺序一致。 |
| serialize | 序列化，将系统计算结果转化为外部其他系统可以识别的数据。  运行时调用。 | List<Object[]>  内部计算结果  list的大小代表数据行的数量。  Object数组的大小和数据行中列的数量和顺序一致。 | Object  外部第三方系统可以识别数据，比如纯字符串形式。 |

* **示例**

|  |
| --- |
| package com.huawei.streaming.example.userdefined.serde;  import java.util.List;  import org.slf4j.Logger;  import org.slf4j.LoggerFactory;  import com.google.common.base.Splitter;  import com.google.common.collect.Lists;  import com.huawei.streaming.config.StreamingConfig;  import com.huawei.streaming.event.TupleEventType;  import com.huawei.streaming.exception.StreamSerDeException;  import com.huawei.streaming.exception.StreamingException;  import com.huawei.streaming.serde.StreamSerDe;  import com.huawei.streaming.util.DataTypeUtils;  /\*\*  \* 序列化和反序列化的例子  \*/  public class ExampleSerDe implements StreamSerDe  {  private static final long serialVersionUID = -8447913584480461044L;  private static final Logger LOG = LoggerFactory.getLogger(ExampleSerDe.class);  private TupleEventType schema;  private String separator = ",";  private StringBuilder sb = new StringBuilder();  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setConfig(StreamingConfig arg0)  throws StreamingException  {  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public StreamingConfig getConfig()  {  //读取配置属性  return null;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setSchema(TupleEventType outputSchema)  {  schema = outputSchema;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public TupleEventType getSchema()  {  return schema;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void initialize()  throws StreamSerDeException  {  }  /\*\*  \* 反序列化  \* 将从输入流中读取的数据解析成系统可识别数据类型  \*  \* @param data 输入流中读取的数据。  \* 输入算子不同，反序列化类中的data数据类型也不同，  \* 一般是字符串类型  \* 在示例程序中，按照字符串进行解析  \* @return 解析好的数据  \* 由于可能从一行衍生出多行数据，所以返回值类型是数组类型  \* @throws StreamSerDeException 序列化异常  \* @see [类、类#方法、类#成员]  \*/  @Override  public List<Object[]> deSerialize(Object data)  throws StreamSerDeException  {  if (data == null)  {  return null;  }  String stringValue = (String)data;  List<Object[]> splitResults = Lists.newArrayList();  Object[] values = Lists.newArrayList(Splitter.on(separator).split(stringValue)).toArray();  splitResults.add(values);  return createEventsInstance(splitResults);  }  /\*\*  \* 序列化方法  \* 将传入的事件进行序列化，转成output可以识别的对象  \* 或者字符串，或者其他类型  \*  \* @param events 系统产生或者处理过后的事件，是一个数组  \* @return 序列化完毕的数据，可以是字符串之类  \* @throws StreamSerDeException 序列化异常  \* @see [类、类#方法、类#成员]  \*/  @Override  public Object serialize(List<Object[]> events)  throws StreamSerDeException  {  if (events == null)  {  LOG.info("Input event is null");  return null;  }  clearTmpString();  for (Object[] event : events)  {  serializeEvent(event);  }  return removeLastChar();  }  /\*\*  \* 根据schema中的数据列，生成对应的数据类型  \*/  private List<Object[]> createEventsInstance(List<Object[]> events)  throws StreamSerDeException  {  if (events == null || events.size() == 0)  {  return Lists.newArrayList();  }  List<Object[]> list = Lists.newArrayList();  for (Object[] event : events)  {  Object[] eventInstance = createEventInstance(event);  list.add(eventInstance);  }  return list;  }  /\*\*  \* 创建单个事件实例  \*/  private Object[] createEventInstance(Object[] event)  throws StreamSerDeException  {  validateColumnSize(event);  Object[] arr = new Object[schema.getAllAttributes().length];  for (int i = 0; i <schema.getAllAttributeTypes().length; i++)  {  arr[i] = createInstance(schema.getAllAttributeTypes()[i], event[i]);  }  return arr;  }  private String removeLastChar()  {  return sb.substring(0, sb.length() - 1);  }  /\*\*  \* 根据指定类型创建数据实例  \*/  private Object createInstance(Class<?> clazz, Object value)  throws StreamSerDeException  {  try  {  return DataTypeUtils.createValue(clazz, value.toString());  }  catch (StreamingException e)  {  throw new StreamSerDeException(e.getMessage(), e);  }  }  /\*\*  \* 序列化单行事件  \*/  private void serializeEvent(Object[] event)  {  for (Object column : event)  {  appendToTmpString(column);  }  sb.replace(sb.length() - 1, sb.length() - 1, "");  }  /\*\*  \* 添加值到临时字符串最后面  \*/  private void appendToTmpString(Object val)  {  if (val != null)  {  sb.append(val.toString() + separator);  }  else  {  sb.append(separator);  }  }  /\*\*  \* 在序列化之前，先清空临时字符串  \*/  private void clearTmpString()  {  sb.delete(0, sb.length());  }  /\*\*  \* 检查列的数量和schema中列的数量是否一致  \*/  private void validateColumnSize(Object[] columns)  throws StreamSerDeException  {  if (columns.length != schema.getAllAttributeTypes().length)  {  LOG.error("deserializer result array size is not equal to the schema column size, "  + "schema size :{}, deserializer size :{}", schema.getAllAttributeTypes().length, columns.length);  throw new StreamSerDeException(  "deserializer result array size is not equal to the schema column size, schema size :"  + schema.getAllAttributeTypes().length + ", deserializer size :" + columns.length);  }  }  } |
| *--使用例子：*  *--打包成jar包，放在任意目录，比如/opt/streaming/example.jar*  *--执行如下CQL*  add jar "/opt/streaming/example.jar ";  create input stream S1  (  C1 STRING,  C2 STRING  )  SERDE "com.huawei.streaming.example.userdefined.serde.ExampleSerDe"  SOURCE kafkainput  PROPERTIES ( "operator.kafka.groupid" = "gidkpi\_1\_1","operator.kafka.topic"="agg\_1\_1\_1"  );  create output stream rs  (  C1 STRING,  C2 STRING  )  SERDE "com.huawei.streaming.example.userdefined.serde.ExampleSerDe"  SINK ConsoleOutput  PROPERTIES("printFrequence" = "10");  insert into stream rs select \* from S1;  submit application force read; |

## 流数据读取

* **说明**

从外部事件源中读取数据,需要实现com.huawei.streaming.operator.IInputStreamOperator接口。

流数据读取接口说明

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| setConfig | 设置算子用到的配置属性。  编译时调用。 | StreamingConfig | Void |
| getConfig | 获取StreamingConfig配置参数。  编译时调用。 | 无 | StreamingConfig |
| setSerDe | 设置序列化/反序列化类。  运行时调用。 | StreamSerDe | Void |
| getSerDe | 获取设置序列化/反序列化类。  运行时调用。 | 无 | StreamSerDe |
| setEmitter | 设置Emitter对象。  运行时调用。 | IEmitter | Void |
| initialize | 初始化接口，运行时调用。 | 无 | Void |
| execute | 执行接口，运行时调用。 | 无 | Void |
| destroy | 关闭接口，运行时调用。 | 无 | Void |

* **示例**

|  |
| --- |
| package com.huawei.streaming.example.userdefined.operator.input;  import java.io.File;  import java.io.IOException;  import java.nio.charset.Charset;  import java.util.List;  import org.slf4j.Logger;  import org.slf4j.LoggerFactory;  import com.google.common.base.Strings;  import com.google.common.io.Files;  import com.google.common.io.LineProcessor;  import com.huawei.streaming.config.StreamingConfig;  import com.huawei.streaming.exception.StreamSerDeException;  import com.huawei.streaming.exception.StreamingException;  import com.huawei.streaming.exception.StreamingRuntimeException;  import com.huawei.streaming.operator.IEmitter;  import com.huawei.streaming.operator.IInputStreamOperator;  import com.huawei.streaming.serde.StreamSerDe;  /\*\*  \* 文件读取示例  \*/  public class FileInput implements IInputStreamOperator  {  private static final long serialVersionUID = 1145305812403368160L;  private static final Logger LOG =LoggerFactory.getLogger(FileInput.class);  private static final String CONF\_FILE\_PATH = "fileinput.path";  private static final Charset CHARSET =Charset.forName("UTF-8");  /\*\*  \* 文件路径  \*/  private String filePath;  private IEmitter emitter;  private StreamSerDe serde;  private StreamingConfig config;  /\*\*  \* file在initialize接口中被实例化  \* 在运行时被调用  \* 所以不用进行序列化传输  \*/  private transient File file;  private transient FileLineProcessor processor;  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setConfig(StreamingConfig conf)  throws StreamingException  {  this.filePath = conf.getStringValue(CONF\_FILE\_PATH);  this.config = conf;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setEmitter(IEmitter iEmitter)  {  this.emitter = iEmitter;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setSerDe(StreamSerDe streamSerDe)  {  this.serde = streamSerDe;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public StreamingConfig getConfig()  {  return this.config;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public StreamSerDe getSerDe()  {  return this.serde;  }  /\*\*  \* 初始化  \*  \* @throws StreamingException 初始化异常  \*/  @Override  public void initialize()  throws StreamingException  {  if (Strings.isNullOrEmpty(filePath))  {  LOG.error("file path is null.");  throw new StreamingException("file path is null.");  }  file = new File(filePath);  if (!file.exists())  {  LOG.error("file in path is not exists.");  throw new StreamingException("file in path is not exists.");  }  if (!file.isFile())  {  LOG.error("file in path is not a file type.");  throw new StreamingException("file in path is not a file type.");  }  processor = new FileLineProcessor();  }  /\*\*  \* 运行时的销毁接口  \*  \* @throws StreamingException 流处理异常  \* @see [类、类#方法、类#成员]  \*/  @Override  public void destroy()  throws StreamingException  {  }  /\*\*  \* 输入算子执行接口  \*  \* @throws StreamingException 流处理异常  \* @see [类、类#方法、类#成员]  \*/  @Override  public void execute()  throws StreamingException  {  try  {  Files.readLines(file, CHARSET, processor);  }  catch (IOException e)  {  throw StreamingException.wrapException(e);  }  }  private class FileLineProcessor implements LineProcessor<Object>  {  /\*\*  \* {@inheritDoc}  \*/  @Override  public boolean processLine(String line)  throws IOException  {  List<Object[]> deserResults = null;  try  {  deserResults =serde.deSerialize(line);  }  catch (StreamSerDeException e)  {  //忽略反序列化异常  LOG.warn("Ignore a serde exception.", e);  return false;  }  for (Object[] event : deserResults)  {  try  {  emitter.emit(event);  }  catch (StreamingException e)  {  //emit异常直接抛出，由外部异常处理机制自己处理  throw new StreamingRuntimeException(e);  }  }  return true;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public Object getResult()  {  return null;  }  }  } |
| *--使用步骤：*  *--打包成jar包，放在任意目录，比如/opt/streaming/example.jar*  *--在CQL语句中使用。*  add jar "/opt/streaming/example/example.jar";  create input stream S1  (  C1 STRING,  C2 STRING  )  SOURCE "com.huawei.streaming.example.userdefined.operator.input.FileInput"  PROPERTIES (  "fileinput.path" = "/opt/streaming/example/input.txt"  );  create output stream rs  (  C1 STRING,  C2 STRING  )  SINK "com.huawei.streaming.example.userdefined.operator.output.FileOutput"  PROPERTIES (  "fileOutput.path" = "/opt/streaming/example/output.txt"  );  insert into stream rs select \* from S1;  submit application force example; |

## 流数据写入

* **说明**

将计算好的结果写入外部事件源,需要实现com.huawei.streaming.operator. IOutputStreamOperator接口。

流数据写入接口说明

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| setConfig | 设置算子用到的配置属性。  编译时调用。 | StreamingConfig | Void |
| getConfig | 获取StreamingConfig配置参数。  编译时调用。 | 无 | StreamingConfig |
| setSerDe | 设置序列化/反序列化类。  运行时调用。 | StreamSerDe | Void |
| getSerDe | 获取设置序列化/反序列化类。  运行时调用。 | 无 | StreamSerDe |
| initialize | 初始化接口，运行时调用。 | 无 | Void |
| execute | 执行接口，运行时调用。 | String streamName：流名称。  TupleEvent：元组数据。 | Void |
| destroy | 关闭接口，运行时调用。 | 无 | Void |

* **示例**

|  |
| --- |
| package com.huawei.streaming.example.userdefined.operator.output;  import java.io.File;  import java.io.IOException;  import java.nio.charset.Charset;  import org.slf4j.Logger;  import org.slf4j.LoggerFactory;  import com.google.common.base.Strings;  import com.google.common.io.Files;  import com.huawei.streaming.config.StreamingConfig;  import com.huawei.streaming.event.TupleEvent;  import com.huawei.streaming.exception.StreamSerDeException;  import com.huawei.streaming.exception.StreamingException;  import com.huawei.streaming.operator.IOutputStreamOperator;  import com.huawei.streaming.serde.BaseSerDe;  import com.huawei.streaming.serde.StreamSerDe;  /\*\*  \* 用户自定义接口示例  \* 文件输出示例  \*/  public class FileOutput implements IOutputStreamOperator  {  private static final long serialVersionUID = 153729627538127379L;  private static final Logger LOG =LoggerFactory.getLogger(FileOutput.class);  private static final String CONF\_FILE\_PATH ="fileOutput.path";  private static final Charset CHARSET =Charset.forName("UTF-8");  /\*\*  \* 文件路径  \*/  private String filePath;  private StreamSerDe serde;  private StreamingConfig config;  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setConfig(StreamingConfig conf)  throws StreamingException  {  this.filePath = conf.getStringValue(CONF\_FILE\_PATH);  this.config = conf;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setSerDe(StreamSerDe streamSerDe)  {  this.serde = streamSerDe;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public StreamingConfig getConfig()  {  return this.config;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public StreamSerDe getSerDe()  {  return this.serde;  }  /\*\*  \* 初始化  \*  \* @throws StreamingException 初始化异常  \*/  @Override  public void initialize()  throws StreamingException  {  }  /\*\*  \* {@inheritDoc}  \*  \* @param streamName  \* @param event  \*/  @Override  public void execute(String streamName, TupleEvent event)  throws StreamingException  {  if (Strings.isNullOrEmpty(filePath))  {  LOG.error("file path is null.");  throw new StreamingException("file path is null.");  }  File file = new File(filePath);  if (!file.exists())  {  LOG.error("file in path is not exists.");  throw new StreamingException("file in path is not exists.");  }  if (!file.isFile())  {  LOG.error("file in path is not a file type.");  throw new StreamingException("file in path is not a file type.");  }  String result = serializeEvent(event);  writeEvent(file, result);  }  /\*\*  \* 运行时的销毁接口  \*  \* @throws com.huawei.streaming.exception.StreamingException 流处理异常  \* @see [类、类#方法、类#成员]  \*/  @Override  public void destroy()  throws StreamingException  {  }  private String serializeEvent(TupleEvent event)  {  String result = null;  try  {  result = (String)serde.serialize(BaseSerDe.changeEventsToList(event));  }  catch (StreamSerDeException e)  {  LOG.error("failed to serialize data ", e);  }  return result;  }  private void writeEvent(File file, String result)  throws StreamingException  {  try  {  Files.append(result, file, CHARSET);  }  catch (IOException e)  {  throw StreamingException.wrapException(e);  }  }  } |
| *--打包成jar包，放在任意目录，比如/opt/streaming/example.jar*  *--在CQL语句中使用。*  add jar "/opt/streaming/example/example.jar";  create input stream S1  (  C1 STRING,  C2 STRING  )  SOURCE "com.huawei.streaming.example.userdefined.operator.input.FileInput"  PROPERTIES (  "fileinput.path" = "/opt/streaming/example/input.txt"  );  create output stream rs  (  C1 STRING,  C2 STRING  )  SINK "com.huawei.streaming.example.userdefined.operator.output.FileOutput"  PROPERTIES (  "fileOutput.path" = "/opt/streaming/example/output.txt"  );  insert into stream rs select \* from S1;  submit application force example; |

## UDF函数

* **说明**

用户自定义函数，可以在CQL的表达式中使用，可以将一个或者多个列进行处理之后，输出指定结果。

UDF函数接口说明

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| 构造方法 | UDF函数构造方法 | Map<String, String>  配置参数。 | 无 |
| evaluate | 函数执行方法 | 不确定，UDF函数自定义，参数类型必须使用CQL支持数据类型，CQL中应用的时候，参数顺序必须和evaluate方法定义的顺序一致。 | 不确定，UDF函数自定义，但是必须是CQL支持的数据类型，且不能为Object。 |

用户自定义的UDF函数,一般继承自com.huawei.streaming.udfs.UDF这个类，构造参数只有一个Config，函数需要的所有的参数，都在这里放着。

参数可以通过set命令设置。

Udf函数必须实现evaluate方法，方法参数和返回值由用户依据使用确定，但是数据类型只能是系统支持的数据类型。

* **示例**

|  |
| --- |
| package com.huawei.streaming.example.udf;  import java.util.Map;  import com.huawei.streaming.udfs.UDF;  /\*\*  \* 移除字符串前后特殊字符  \*/  public class UDFTrim extends UDF  {  private static final long serialVersionUID = 4793756788804334850L;  /\*\*  \* <默认构造函数>  \*  \* @param config udf函数中需要的参数，  \* 这些参数要在cql中通过create function xx properties  \* 语法进行设置  \*/  public UDFTrim(Map<String, String> config)  {  super(config);  }  /\*\*  \* UDF函数的执行方法  \* 方法名称必须是evaluate。  \*  \* @param s 字符串  \* @return 移除空格之后的字符串  \* @see [类、类#方法、类#成员]  \*/  public String evaluate(String s)  {  if (s == null)  {  return null;  }  return s.trim();  }  } |

## 数据源

* **说明**

从外部数据源中读取数据，比如数据库。需要实现com.huawei.streaming.datasource IDataSource接口。

数据源接口说明

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| setConfig | 设置数据源参数，编译期调用。 | StreamingConfig  查询参数 | void |
| setSchema | 设置数据源查询schema，编译时调用。 | TupleEventType  数据源查询结果对应schema | void |
| initialize | 初始化，运行时调用。 |  | void |
| execute | 执行数据源查询，运行时调用。 | List<Object>  完成了参数替换的查询参数。  该数组参数就是在From子句中定义的查询参数，该参数按照定义顺序保存在list列表中，并且在调用的时候已经完成了参数替换。 | List<Object[]>  查询结果，list的大小为查询出的结果行数，object数组为每行的数据结果，数据类型和setSchema方法中的schema数据类型一一对应。 |
| destroy | 销毁数据源内部对象，运行时调用。 |  | void |

* **示例**

|  |
| --- |
| package com.huawei.streaming.example.userdefined.datasource;  import java.io.BufferedReader;  import java.io.File;  import java.io.IOException;  import java.nio.charset.Charset;  import java.util.List;  import java.util.Properties;  import org.apache.storm.shade.org.apache.commons.io.IOUtils;  import org.slf4j.Logger;  import org.slf4j.LoggerFactory;  import com.google.common.base.Strings;  import com.google.common.collect.Lists;  import com.google.common.io.Files;  import com.huawei.streaming.config.StreamingConfig;  import com.huawei.streaming.datasource.IDataSource;  import com.huawei.streaming.event.TupleEventType;  import com.huawei.streaming.exception.ErrorCode;  import com.huawei.streaming.exception.StreamingException;  /\*\*  \* 属性匹配数据源  \* 作为示例，从本地文件中获取配置文件  \* 读取配置文件中的key，value对应关系  \* 返回对应的查询值  \*/  public class PropertyMatchDataSource implements IDataSource  {  public static final Charset CHARSET = Charset.forName("UTF-8");  private static final long serialVersionUID = 8056232432674642637L;  private static final Logger LOG = LoggerFactory.getLogger(PropertyMatchDataSource.class);  private static final String CONF\_FILE\_PATH = "example.datasource.path";  private String propertyFilePath;  private Properties properties;  private StreamingConfig config;  /\*\*  \* 这里的schema，对应查询语句中的schema定义，指的是数据源查询的输出schema  \* 在这个示例中并没有用到  \*/  private TupleEventType schema;  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setConfig(StreamingConfig conf)  throws StreamingException  {  config = conf;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setSchema(TupleEventType tuple)  {  schema = tuple;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void initialize()  throws StreamingException  {  initConfig();  if (Strings.isNullOrEmpty(propertyFilePath))  {  LOG.error("file path is null.");  throw new StreamingException("file path is null.");  }  File file = new File(propertyFilePath);  validateFile(file);  loadProperties(file);  }  private void initConfig()  throws StreamingException  {  //初始化，用于读取配置属性  if (config.containsKey(CONF\_FILE\_PATH))  {  this.propertyFilePath = config.get(CONF\_FILE\_PATH).toString();  }  else  {  LOG.error("can not found {} from configuration.", CONF\_FILE\_PATH);  throw new StreamingException(ErrorCode.CONFIG\_NOT\_FOUND, CONF\_FILE\_PATH);  }  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public List<Object[]> execute(List<Object> replacedQueryArguments)  throws StreamingException  {  validateArgs(replacedQueryArguments);  return evaluateValue(replacedQueryArguments.get(0));  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void destroy()  throws StreamingException  {  //用作打开资源的销毁，比如关闭流，关闭连接等  }  private List<Object[]> evaluateValue(Object replacedQueryArgument)  {  String key = replacedQueryArgument.toString();  if (properties.containsKey(key))  {  Object[] values = {properties.get(key)};  List<Object[]> results = Lists.newArrayList();  results.add(values);  return results;  }  return null;  }  private void validateFile(File file)  throws StreamingException  {  if (!file.exists())  {  LOG.error("file in path is not exists.");  throw new StreamingException("file in path is not exists.");  }  if (!file.isFile())  {  LOG.error("file in path is not a file type.");  throw new StreamingException("file in path is not a file type.");  }  }  private void loadProperties(File file)  throws StreamingException  {  properties = new Properties();  BufferedReader reader = null;  try  {  reader = Files.newReader(file, CHARSET);  properties.load(Files.newReader(file, CHARSET));  }  catch (IOException e)  {  LOG.error("failed to read property files.", e);  throw new StreamingException("failed to read property files.");  }  finally  {  IOUtils.closeQuietly(reader);  }  }  private void validateArgs(List<Object> replacedQueryArguments)  throws StreamingException  {  if (replacedQueryArguments.size() != 1)  {  LOG.error("rdb dataSource query arguments are not equal to 1, args size : {}", replacedQueryArguments.size());  throw new StreamingException("rdb dataSource query arguments are not equal to 1, args size : "  + replacedQueryArguments.size());  }  }  } |
| *--使用步骤：*  *--打包成jar包，放在任意目录，比如/opt/streaming/example.jar*  *--执行add jar '/opt/streaming/example.jar';*  *--在CQL语句中使用。*  add jar '/opt/streaming/example.jar';  create input stream S  (id int,name String)  SOURCE KafkaInput  PROPERTIES (  "operator.kafka.groupid" = "gidkpi\_1\_1",  "operator.kafka.topic" = "0912"  );  CREATE DATASOURCE propertyDataSource  SOURCE "com.huawei.streaming.example.datasource.PropertyMatchDataSource"  PROPERTIES (  "example.datasource.path" = "/opt/example.properties");  create output stream rs  (type String, id String, tag String)  SINK consoleOutput;  insert into rs select s.id,s.name,ds.value from S,  DATASOURCE propertyDataSource  [  SCHEMA (value String),  QUERY(s.id)  ] ds;  submit application datasourcetest; |

## 自定义算子

* **说明**

用户自定义处理逻辑，目前仅支持单流输入和单流输出。需要实现com.huawei.streaming.operator.IFunctionStreamOperator接口。

自定义算子接口说明

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| setConfig(StreamingConfig conf) | StreamingConfig：配置 参数。 | Void | 设置配置参数，编译时接口。 |
| getConfig() |  | Void | StreamingConfig配置参数。  编译时接口。 |
| setEmitter(Map<String, IEmitter> emitterMap) | Map中的key为流名称，value为emitter实例。 | void | 设置多个emiter，每个流对应一个emiter实例。运行时接口。 |
| Initialize() |  | Void | 运行时初始化接口。 |
| execute(String streamName, TupleEvent event) | StreamingName：元组数据所在流名称  TupleEvent：元组数据 | Void | 运行接口，数据的处理逻辑就发生在该接口内。 |
| destroy() | 关闭算子。 | Void | 销毁算子内部创建对象。  运行时接口。 |

* **示例**

|  |
| --- |
| package com.huawei.streaming.example.userdefined.datasource;  import java.io.BufferedReader;  import java.io.File;  import java.io.IOException;  import java.nio.charset.Charset;  import java.util.List;  import java.util.Properties;  import org.apache.storm.shade.org.apache.commons.io.IOUtils;  import org.slf4j.Logger;  import org.slf4j.LoggerFactory;  import com.google.common.base.Strings;  import com.google.common.collect.Lists;  import com.google.common.io.Files;  import com.huawei.streaming.config.StreamingConfig;  import com.huawei.streaming.datasource.IDataSource;  import com.huawei.streaming.event.TupleEventType;  import com.huawei.streaming.exception.ErrorCode;  import com.huawei.streaming.exception.StreamingException;  public class UserOperator implements IFunctionStreamOperator  {  private static final Logger LOG =LoggerFactory.getLogger(UserOperator.class);  public static final Charset CHARSET =Charset.forName("UTF-8");  private static final long serialVersionUID = -4438239751340766284L;  private static final String CONF\_FILE\_NAME ="userop.filename";  private String fileName;  private Properties properties;  private Map<String, IEmitter> emitters = null;  private StreamingConfig config;  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setConfig(StreamingConfig conf)  throws StreamingException  {  if (!conf.containsKey(CONF\_FILE\_NAME))  {  LOG.error("can not found config value {}.", CONF\_FILE\_NAME);  throw new StreamingException("can not found config value " +CONF\_FILE\_NAME + ".");  }  fileName = conf.getStringValue(CONF\_FILE\_NAME);  this.config = conf;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public StreamingConfig getConfig()  {  return this.config;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void setEmitter(Map<String, IEmitter> emitterMap)  {  if (emitterMap == null || emitterMap.isEmpty())  {  LOG.error("can not found emitter.");  throw new StreamingRuntimeException("can not found config value" + CONF\_FILE\_NAME + ".");  }  emitters = emitterMap;  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void initialize()  throws StreamingException  {  File file = new File(fileName);  validateFile(file);  loadProperties(file);  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void execute(String streamName, TupleEvent event)  throws StreamingException  {  Object[] values = event.getAllValues();  Object[] result = new Object[3];  if (properties.containsKey(String.valueOf(values[0])))  {  result[0] = properties.get(String.valueOf(values[0]));  result[1] = 1;  result[2] = 1.0f;  }  else  {  result[0] = "NONE";  result[1] = 1;  result[2] = 1.0F;  }  for (IEmitter emitter : emitters.values())  {  emitter.emit(result);  }  }  /\*\*  \* {@inheritDoc}  \*/  @Override  public void destroy()  throws StreamingException  {  }  private void validateFile(File file)  throws StreamingException  {  if (!file.exists())  {  LOG.error("file in path is not exists.");  throw new StreamingException("file in path is not exists.");  }  if (!file.isFile())  {  LOG.error("file in path is not a file type.");  throw new StreamingException("file in path is not a file type.");  }  }  private void loadProperties(File file)  throws StreamingException  {  properties = new Properties();  BufferedReader reader = null;  try  {  reader = Files.newReader(file, CHARSET);  properties.load(Files.newReader(file, CHARSET));  }  catch (IOException e)  {  LOG.error("failed to read property files.", e);  throw new StreamingException("failed to read property files.");  }  finally  {  IOUtils.closeQuietly(reader);;  }  }  } |
| *--使用步骤：*  *-打包成jar包，放在任意目录，比如/opt/streaming/example.jar*  *--执行add jar '/opt/streaming/example.jar';*  *--在CQL语句中使用。*  add jar '/opt/streaming/example.jar';  create input stream s (id int, name string)  SOURCE KafkaInput  PROPERTIES ( "operator.kafka.groupid" = "gidkpi\_1\_1","operator.kafka.topic"="agg\_1\_1");  create output stream rs  (id string, name string, type int)  SINK KafkaOutput properties("operator.kafka.topic"="agg\_2");  create operator userOp as "com.huawei.streaming.example.userdefined.operator.UserOperator"  input (id int, name string)  output (newID string, name string, type int)  properties ("userop.filename" = "/home/omm/kv.properties");  insert into rs using operator userOp from s distribute by id parallel 2;  submit application force tt; |

# 系统内置接口实现

本章描述各类系统内置的实现及其参数，以供在CQL中使用。

各种内置接口参数的默认值仅供参考，可能会和实际使用场景有所不同。

![](data:image/png;base64,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)

系统内置实现接口内所有参数名称不区分大小写

[11.1 序列化/反序列化](#_ZH-CN_TOPIC_0020775468)

[11.2 数据读取](#_ZH-CN_TOPIC_0020775542)

[11.3 数据写入](#_ZH-CN_TOPIC_0020775532)

[11.4 函数](#_ZH-CN_TOPIC_0020775503)

[11.5 数据源](#_ZH-CN_TOPIC_0020775543)

## 序列化/反序列化

### SimpleSerde

* **功能**

按照指定分隔符拆分数据并根据schema类型进行反序列化。
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Boolean类型的反序列化，如果字符串是true（不区分大小写），则转为true，如果字符串是false（不区分大小写）则转为false，除此之外，其他字符都是null。

* **参数**

系统默认序列化反序列化接口参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| separator | , | 每个列之间的分隔符。 |
| timezoneForTimestamp | ${system:user.timezone} | 数据序列化和反序列化的时区设定， 默认使用客户端时区。  参数设置格式支持如下两种方式：  GMT+08:00, Asia/Shanghai。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM S  (id INT, name STRING )  SERDE simpleSerde  PROPERTIES ( "separator" = "," )  SOURCE KafkaInput  PROPERTIES (  "operator.kafka.groupid" = "gidkpi\_1\_1",  "operator.kafka.topic" = "simple\_1"  ); |

### KeyValueSerDe

* **功能**

将数据序列化成KeyValue的形式，类似key1=value1,key2=value2。
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Boolean类型的反序列化，如果字符串是true(不区分大小写),则转为true，如果字符串是false(不区分大小写),则转为false，除此之外，其他字符都是null。

Keyvalue序列化反序列化中,键和值使用等'='进行连接，等号不可更改，这就要求在进行keyvalue格式序列化反序列化的时候，键或者值中不能包含等号，否则会导致结果错误。

* **参数**

KeyValue格式序列化反序列化参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| separator | , | 每个列之间的分隔符。 |
| timezoneForTimestamp | ${system:user.timezone} | 数据序列化和反序列化的时区设定， 默认使用客户端时区。  参数设置格式支持如下两种方式：  GMT+08:00, Asia/Shanghai。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM S  (id INT, name STRING )  SERDE keyValueSerde  PROPERTIES ( "separator" = "," )  SOURCE KafkaInput  PROPERTIES (  "operator.kafka.groupid” = "gidkpi\_1\_1",  "operator.kafka.topic" = "simple\_1"  ); |

### CSVSerDe

* **功能**

CSV格式的序列化的反序列化。

![](data:image/png;base64,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)

Boolean类型的反序列化，如果字符串是true（不区分大小写），则转为true，如果字符串是false（不区分大小写），则转为false，除此之外，其他字符都是null。

整个列里面如果包含分隔符，则用引号将整个列包围；一个引号在CSV格式中用两个引号代替。

CSV格式举例

| 原始数据 | CSV格式 |
| --- | --- |
| 1,a,b | 1,a,b |
| 2,"a","b" | 2,"""a""","""b""" |
| 3,a,b,"a,b" | 3,"a,b","""a,b""" |

* **参数**

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| timezoneForTimestamp | ${system:user.timezone} | 数据序列化和反序列化的时区设定， 默认使用客户端时区。  参数设置格式支持如下两种方式：  GMT+08:00, Asia/Shanghai。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM S  (id INT, name STRING )  SERDE CSVSerDe  SOURCE KafkaInput  PROPERTIES (  "operator.kafka.groupid” = "gidkpi\_1\_1",  "operator.kafka.topic" = "simple\_1"  ); |

### BinarySerDe

* **功能**

字节码的序列化和反序列化，多和TCP相关输入输出一起使用，可以按照长度将字节码中的每个属性取出。

每种数据类型都有其固定长度，如果小于这个固定长度，就会导致数据读取错误。

各数据类型Binary长度

| 数据类型 | 长度(单位：字节byte,一个字节长度为8位) |
| --- | --- |
| Boolean | 1 |
| Int | 4 |
| Long | 8 |
| Float | 4 |
| Double | 8 |
| Decimal | 最小长度5。 |
| Time | 字符串格式最小长度8，long类型8。 |
| Date | 字符串格式最小长度10，long类型8。 |
| Timestamp | 字符串格式最小长度19，long类型8。 |
| String | 最小1。 |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK4AAABSCAYAAADNXO+MAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAAcmgAAHJoBaHTtvwAAABx0RVh0U29mdHdhcmUAQWRvYmUgRmlyZXdvcmtzIENTNui8sowAAAnxSURBVHic7V3hddw4Dv54b/9nrgIrFWSuAisVnLeC1VawkwqWqeAmFaxSwdkVrFxB7ApWqeDsCnA/SO7QskSQFEVJDr/39DwekQQkQRAAARhBRCgo2Bv+sTYDBQUx2L3gCiGkEKIXQjwJIeTa/BTkgdizqSCEqAH8Ofj6ExGdV2CnICP2Lrg9gKvB188AKiJ6ys9RQS7s1lTQZsFQaAHgHYA2KzMF2bFLjSuEqAD8xQz7SETd4swUrIK9atw20ZiCnWJ3giuEaABcewy9KlGGt4tdmQpCiAOAHsqO9cV7IuoXYahgNexN40qECS1QTIY3id1o3ImYrS9+JaI2HTcFa2NPgvsA4EPk9BLbfWPYhamgnSyX0D4D+O7Y/w7KzCh4I9i8xtUx2we4bdtPegxnSpTY7hvBHgS3gzv8dU9EtR7bAvjFMfaRiI7JmCtYDZs2FYQQN+BjtqfB52fH2A9CiJNjf8FOsFnB1TFbLsvrMxE9mH+08yWZOVKbHwU7xmYFF0oAx5JoDL5jRLB1SuO9Y967sXkF+8ImbVwhxBHAN2bYpKPlOf9nIrqNYK9gA9iqxm2Z/Xeu6IA2Hz4za5y1OVKwQ2xOcLXzxMVsfRysM9yx3SvPdQo2iE2ZCp5JNN6lOToq8V9m2L9sB69gH9iaxm3hFtrHkHoybcPeMcOKo7ZDbEZwdRLNv5lhTcTSXGz3usR294dNCK42EVpm2JeYR7rOxeW0qiyO2r6wCcGF0oqumO0zZiTJEJEE8OgYUmK7O8PqzlmumKtnPm9JwtkJtqBxOU13n+JFgRbIL8ywdi6dgjxYVXA9Ch+f4eGQCSEqrbk5SLgdtVJguROsJrieSTRnV6Gj7hv2BNVj4ZvpHzblaOkkHC6C8HtJwtk+VrNxPXJnvxNRNTH3AKDD9Bu2RwD1VKlOSI5vwTaxisbVjpJLaAG3idDC/Vr4AwCXXexaG1Cx3RtmTMGKWMtUaJn9X5nML+5FBaCErx7boc0PLgmnLbHd7SK74Dqa1RlwSTQhmtA1lkvCKQWWG0ZWwdVOD+ccnZgy8iqA5GSkQdNomPm/eUYrCjIjt8Zt4U6iuc/ZuEObI1wSTrs8JwWhyCa4noWPjcdSfQBZn9yGBqXAcnfIIrieSTSfPZvThXSjYdcrBZb7RC6NK+E2EUYLHycQkiHmNVbn+JYknB1h8RcQSyS3CCF8mf6nb7+wuQWaBXmRQ+NymspZ+DgBl3b8e0xIkzud68sm4ZTY7kZARIttUKEvcmxPAA4R656ZdQlAG7HuQfPkWlcmPkcFMVhQaCvwQnCKXPuGWZcANAuufSyCuzIWFNxbuC/+w8ybghOuasb6HbN2VwR3ZSwktItrLahQ19Ta/cy1K/BPi6YI7npI7px55tlGFT4O0EXuY0F+BZalE86KWCKqwBU+fkea5JUucp8XSBVYckk4Jba7FhKbCEfwJsJNIlqVg0aViEbtcTx1MRVWQGLB7ZDJqdH0+hEafWIaLXNM0U7mDyi4yUyrZKaCTkS5dgzxKnwMROf53Rz4dDmXiWlymCMAN1DnKKd9bnJV/odUjQYTaaXsgXtNtxmhExUbZuj4vEipMmlcc8wxAlBbPHcxxGegw+Vczb9pEl3YxWK2DN0xm7peiFbHHGOXQXBNN0tDs0W4ENjXKqdzWVt05dzFZifZrN0hZphwQ0RiITqLdNwRIpjdI9RNZLLtHqEe/73n/ANU1pyJ/PwMd2HpFM5wVJhMwJiSzwjP8nv5hEmgiXq4NdF5CQ04oQmjtF4ALckca4/A3ItIGOGzTZUQIaqtubFdgjq4z0XKrRsS/ymSaQDehY9yDg0PdLjcyUs3aD5D2ZhTx3wFdbxLV0w8QQlfB1WK/05/rvTmYz48Qt1oZ70WR294bk8jdBqotgNfEV7ydIY6lju8NmFeZ/nN0D4V+DulWVIDaj5qi16dgV7S19kJ0Jpzrf/vPPibrfEYXkLtZ3veA3xuvESP6GTOSiQvRyTM2PKgl8wZTYTa+sxdlyUFF3gphJIZazoSmfEtPJ3NKOdMN6v7gxn2nvxqyHYH398XJo+2/xHOGYcj+Ivf4NJJyPwOsgu2qdCAbxFwgjo3X8DXCJqxz+C1dAdzE0Vom1VithO81PpgzQG1yGAuaNqSOQdeSfKBOEIJ0NxeDzbvdeDcDmHaOuUmDRPBGlcIcQbwm2PIZLO6lGD4+EpETQYeHuDuYXZHRM7OOwEa1zxWDb1PiI/DSgC/688fEWYKNAhrypISHWI0LjIknSTSdlm0forzEYjhG7wWcW+h7PNXR8xfH4EXyo4djm23GYTlwPBgb8H1bBH8cPVvvYuPCNzgpanm54W/hEQ6wbXXWsw0GMI7yUbHbLlffGx815uBEPturi3oAwmmyznSxnVvoYTN0ORaqr5JeAmuZ7M6SQHl4G8FtE6X8wco4X1EPoXhA5FoY+GrcVvwzepyJWz0C42NBqlGfffMsDYxWSO8NTId55bAvvL1bFa39CvOv0FEvRDiDnxz53vKG0duoH6LYgrXQoiG0najHHsVCyj70Bd/Mvvv4W8HdwF058HDEeqxsvc+wZfLUXxABsdshC/JnKtXsd2lLmvCrWNoycT0vJwzTuNK8IWP2QsGiehJp1OecHnzAih77xZ8c+ilwCXhmC7nqZ5QEup4h1qX+5mAGpen6Fe4TQ3XviE+Box1gXsKTGtcZCx8TKSBq7X50LzUHuetTqBxK2u9UOUhbV7mMDFYKxVmadyWWfyOEvziYwpo7bqJiAYRdR42eEwS9hC19XnpdE5fyFyERgVXFz5yMdtsDtkO0UA9YqciMR+EEJJU74ZY2K+SN6FAcHmNvDheCa7uziKZeZLeaOZXCmgbXAL4j2PYSf9IYR9JptZ/77GRpw3ctnWlt85jHfYGGNO4LdwxWwC4KT9gNxumE07MebzB5RqtqW1N4o+BxEXpddY+u06uhX9Me9oEinAsypZ2ixHc1ppfRcyX1vw6Yj5wqQS5HfAw5lgNw5djzuQJL89Fpee0o9QHnnmP5S5Q2ca3HuFJMibJpg+cZyAt+nXkGt0ED2OCC7wW3uF+8715gjTWd+2QuP3K9wR3zLZgGVwhzNE9Yn0zocYlDuwbijMFno94XRBZWZ+NedBCxZgBVa3xgo5t49aeDBSkRx0wtrE+24JbwT/ZxqbXeNLvcdF8Uv99RlgOhhHeoTNp0++szw3UcV1DFQ1cTAfLVGix/mPzR91a+MOYCWMXf0keuxE60sFfD78bws4vHouO2CbsResObNxbFDs359YjrIrBOERjwl4vzGun6ZgqjKcJvrnEetcmJ477iOHTZO1XpD/6FghbKBr30EVxwLQ2PSDu6S1DGFj8B/oK3IjsHdZAXeitvHgYwwH+r7W70MX/D+0Z7OSAycG3AAAAAElFTkSuQmCC)

1、Boolean类型的反序列化，如果字符串是true（不区分大小写），则转为true，如果字符串是false（不区分大小写），则转为false，除此之外，其他字符都是null。

2、Int,long,flat,double等数据类型，采用的是有符号类型，和C有所不同，所以在跨平台访问的时候要注意正负关系。

* **参数**

二进制格式序列化反序列化参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| attributesLength | 无 | 每个属性字段长度。 |
| timeType | Long | 时间类型表示方法。  String或者Long类型，默认Long类型。  不区分大小写。  如果设置了该参数，会影响该算子内所有binaryserde的时间类型(date,time,timestamp)序列化、反序列化方式，对其他算子不会造成影响。 |
| decimalType | decimal | decimal类型表示方法。  String或者decimal类型，默认decimal类型。  不区分大小写。  如果设置了该参数，会影响该算子内所有binaryserde的decimal类型序列化、反序列化方式，对其他算子不会造成影响。 |
| timezoneForTimestamp | ${system:user.timezone} | 数据序列化和反序列化的时区设定， 默认使用客户端时区。  参数设置格式支持如下两种方式：  GMT+08:00, Asia/Shanghai。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM call  (  CallingNumber STRING,  CalledNumber STRING,  InitTime LONG  )  SERDE BinarySerDe  PROPERTIES ( "attributesLength" = "26,26,8" )  SOURCE TCPClientInput  PROPERTIES ( "server" = "127.0.0.1", "port" = "9999" ); |

## 数据读取

### KafkaInput

* **功能**

从Kafka消息队列中读取数据的算子。

* **参数**

Kafka输入算子参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| operator.kafka.groupid | 无 | 分组Id，相当于客户端ID。 |
| operator.kafka.topic | 无 | 消息的分类，不同类型的消息必须使用不同的topic。 |
| operator.kafka.zookeepers | 默认配置同集群内Kafka使用的zookeeper地址 | kafka读取数据的zookeeper地址，地址加端口，多个之间用逗号分隔，比如：192.168.0.20:2181,192.168.0.21:2181/kafka。 |
| operator.kafka.zksessiontimeout | 20000 | zookeeper连接超时时间。 |
| operator.kafka.zksynctime | 20000 | kafka zookeeper同步时间参数。 |
| operator.kafka.messageserializerclass | kafka.serializer.StringEncoder | kafka消费者中获取到数据之后的序列化类。 |
| operator.kafka.read.frombeginning | false | 是否从topic开始位置读取数据，如果是false，则从kafkainput启动之后在kafka中找到的最新位置读起。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM S  (id INT, name STRING )  SERDE simpleSerde  PROPERTIES ( separator = "," )  SOURCE KafkaInput  PROPERTIES (  "operator.kafka.groupid"= "gidkpi\_1\_1",  "operator.kafka.topic" = "simple\_1",  "operator.kafka.zookeepers" = "localhost:2181,10.0.0.21:2181"  ); |

### TCPClientInput

* **功能**

通过TCP客户端从远程服务端读取数据。

* **参数**

TCP客户端输入参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| server | 无 | TCP服务端的IP地址。 |
| port | 无 | TCP服务端监听端口。 |
| sessionTimeout | 2000 | TCP客户端连接超时时间，单位毫秒。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM transaction  (  C1 LONG,  C2 STRING  )  SOURCE TCPClientInput  PROPERTIES (  "server" = "127.0.0.1",  "port" = "9999" ); |

### RamdomGen

* **功能**

生成随机数的输入源。

* **参数**

随机数生成算子参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| timeUnit | SECONDS | 时间单位，默认秒,配置参数，可以配置如下： MILLISECONDS，SECONDS，MINUTES，HOURS，DAYS。 |
| period | 1 | 时间周期，默认1秒，配置参数。 |
| eventNumPerPeriod | 1 | 每时间周期发送事件数据，默认1个。即发送数据 1个/秒，配置参数。 |
| isSchedule | False | 是否定期发送，配置参数 |
| totalNumber | 0 | 发送个数，如果为0表示个数无限，配置参数。 |
| delayTime | 0 | 延迟发送时间，如果为0表示立即发送，配置参数。 |

* **示例**

|  |
| --- |
| CREATE INPUT STREAM S  (id INT, name STRING, type INT)  SOURCE randomgen  PROPERTIES (  "timeUnit" = "SECONDS",  "period" = "1",  "eventNumPerPeriod" = "1",  "isSchedule" = "true",  "totalNumber" = "20000",  "delayTime" = "0"); |

## 数据写入

### KafkaOutput

* **功能**

将数据写入kafka消息队列的算子。

* **参数**

Kafka输出算子参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| operator.kafka.topic | 无 | 消息的分类，不同类型的消息必须使用不同的topic。 |
| operator.kafka.zookeepers | 默认配置同集群内Kafka使用的zookeeper地址。 | kafka读取数据的zookeeper地址，格式为地址加端口，多个地址之间用逗号分隔，比如：10.0.0.5:2181, 10.0.0.6:2181/kafka。 |
| operator.kafka.brokers | 默认配置同集群内Kafka使用的brokers地址。 | 消费者获取消息元信息(topics, partitions and replicas)的地址,配置格式是：host1:port1,host2:port2。 |
| operator.kafka.zksessiontimeout | 20000 | zookeeper连接超时时间。 |
| operator.kafka.zksynctime | 20000 | kafka zookeeper同步时间参数。 |
| operator.kafka.messageserializerclass | kafka.serializer.StringEncoder | kafka消费者中获取到数据之后的序列化类。 |

* **示例**

|  |
| --- |
| CREATE OUTPUT STREAM rs  (id STRING, name STRING)  SINK KafkaOutput  PROPERTIES (  "operator.kafka.topic" = "simple\_2",  "operator.kafka.zookeepers" = "10.0.0.12:2181",  "operator.kafka.brokers" = "10.0.0.12:9092"); |

### TCPClientOutput

* **功能**

通过TCP客户端将计算结果发送至指定服务端。

* **参数**

TCP客户端输出算子参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| server | 无 | TCP服务端的IP地址。 |
| port | 无 | TCP服务端监听端口。 |
| sessionTimeout | 2000 | TCP客户端连接超时时间，单位毫秒。 |

* **示例**

|  |
| --- |
| CREATE OUTPUT STREAM FilterHO  (  IMSI STRING,  EventID STRING,  HOCount INT  )  SINK TCPClientOutput  PROPERTIES(  "server" = "127.0.0.1",  "port" = "6001",  "sessionTimeout"='2000' ); |

### ConsoleOutput

* **功能**

将收到的数据直接在控制台打印，不输出。

* **参数**

控制台输出算子参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| printFrequence | 1 | 计数频率，默认每条都会打印，如果设置成10，那么就会每隔10条消息打印一次 |

* **示例**

|  |
| --- |
| CREATE OUTPUT STREAM FilterHO  (  IMSI STRING,  EventID STRING,  HOCount INT  )  SINK ConsoleOutput  PROPERTIES("printFrequence" = "10"); |

## 函数

函数可以使用在select子句，where子句，having中。目前group by，order by子句不支持使用函数。

系统会内嵌一些经常使用到的函数，如果用户有特殊需求，可以手工定义。

如果用于定义的函数名和系统内置函数名一致，则用户的函数会覆盖当前线程内的系统函数，但是不会对其他用户造成影响，进程结束之后，该覆盖效果也会消失。

### 字符处理函数

字符处理函数用于完成字符方面的处理。如：获取参数的长度、对参数进行类型转换、对参数进行拼接，以及对参数的部分内容进行替换等。

字符串处理函数

| 函数 | 返回值 | 描述 | 示例 |
| --- | --- | --- | --- |
| substr(string s, int from) | String | 从参数string中抽取子字符串。  from表示抽取的起始位置。  字符串索引计数从1开始。  from为0时，按1处理。  from为正数时，抽取从from到末尾的所有字符。  from为负数时，抽取字符串的后n个字符，n为from的绝对值。 | substr("abc",2) --bc  substr("abc",0) --abc  substr("abc",1) --abc  substr("abc",-1) --c |
| substr(string s, int from, int count) | String | 从参数string中抽取子字符串。  from表示抽取的起始位置。  字符串索引计数从1开始。  count表示抽取的子字符串长度。  from为0时，按1处理。  from为正数时，抽取从 from开始的count个字符。  from为负数时，抽取从倒数第n个开始的count 个字符，n为from 的绝对值。  count小于1时，返回空字符串。 | substr("abc",0,2) --ab  substr("abc",1,2) --ab  substr("abc",-1,1) --c  substr("abc",2,-1) --空字符串 |
| strlength(string s) | Int | 返回字符串的长度  如果字符串为null，返回0。 | strlength(null) --0  strlength("") --0  strlength("abc") --3 |
| trim(String s) | String | 移除字符串开始和结尾的特殊字符。  特殊字符指ASCII码值小于33的特殊字符，包含空格，制表符、退格、回车等等，详情可以参照ASCII码表。 | trim(null) --空字符串  trim("") --空字符串  trim(" ") --空字符串  trim("abc") --abc  trim("abc ") –abc  trim("abc") –abc  trim("abc\n") –abc 最后一位是回车符，trim截去该符号 |
| concat(String s1, String s2) | String | 字符串拼接，按照参数出现的顺序进行拼接，中间任何一个参数为null，都会导致所有结果为null。 | concat("a","b") –ab  concat("ab","") --ab  concat("ab",null) --null |
| concat(String s1, String s2, String s3) | String | 字符串拼接，按照参数出现的顺序进行拼接，中间任何一个参数为null，都会导致所有结果为null。 | concat("a","b","c") --abc  concat("ab","","c") --abc  concat("ab",null,"c") --null |
| concat(String s1, String s2, String s3, String s4) | String | 字符串拼接，按照参数出现的顺序进行拼接，中间任何一个参数为null，都会导致所有结果为null。 | concat("a","b","c","d") --abcd  concat("ab","","c","d") --abcd  concat("ab",null,"c","d") --null |
| concat(String s1, String s2, String s3, String s4, String s5) | String | 字符串拼接，按照参数出现的顺序进行拼接，中间任何一个参数为null，都会导致所有结果为null。 | concat("a","b","c","d","e") --abcde  concat("ab","","c","d","e") --abcde  concat("ab",null,"c","d","e") --null |
| concat(String s1, String s2, String s3, String s4, String s5, String s6) | String | 字符串拼接，按照参数出现的顺序进行拼接，中间任何一个参数为null，都会导致所有结果为null。 | concat("a","b","c","d","e","f") --abcdef  concat("ab","","c","d","e","f") --abcdef  concat("ab",null,"c","d","e","f") --null |
| concat(String s1, String s2, String s3, String s4, String s5, String s6, String s7) | String | 字符串拼接，按照参数出现的顺序进行拼接，中间任何一个参数为null，都会导致所有结果为null。 | concat("a","b","c","d","e","f","g") --abcdefg  concat("ab","","c","d","e","f","g") --abcdefg  concat("ab",null,"c","d","e","f","g") --null |
| upper(String s) | String | 字符串转大写。  语言环境为US。 | upper("abc") --ABC  upper("aBc") --ABC |
| lower(String s) | String | 字符串转小写。  语言环境为US。 | lower("ABC") --abc  lower("aBc") --abc |

### 时间处理函数

时间处理函数主要包含对时间数据的操作，包含加减以及获取年月日等操作。

时间处理函数

| 函数 | 返回值 | 描述 | 示例 |
| --- | --- | --- | --- |
| currenttimemillis() | Long | 返回以毫秒为单位的当前时间。  从1970-00-00 00:00:00.000开始的毫秒时间。 | currenttimemillis() –1414036004463  --可以通过 from\_unixtime函数对该结果进行验证，注意：from\_unixtime入参精确到秒；Currenttimemillis返回时间单位为毫秒。 |
| day(String dateString) | Int | 返回指定时间字符串的当前月所在天数。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。 | day("2013-02-28") --28  day("2013-02-29") --null  day("2013-02-29 09:00:01") --null  day("2013-02-28 09:00:01") --28  day("2013-02-28 09:00:01.0") –28  day("2013-02-28 09:00:01.0 +0800") --28  day("2013-02-28 09:00:01.0 -0800") --1 |
| dayofmonth(String dateString) | Int | 返回指定时间字符串的当前月所在天数。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。 | dayofmonth("2013-02-28") --28  dayofmonth("2013-02-29") --null  dayofmonth("2013-02-29 09:00:01") --null  dayofmonth("2013-02-28 09:00:01") --28  dayofmonth("2013-02-28 09:00:01.0") –28  dayofmonth("2013-02-28 09:00:01.0 +0800") --28  dayofmonth("2013-02-28 09:00:01.0 -0800") --1 |
| month(String dateString) | Int | 返回指定时间字符串的所在月。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。 | month("2013-02-28") --2  month("2013-02-29") --null  month("2013-02-29 09:00:01") --null  month("2013-02-28 09:00:01") --2  month("2013-02-28 09:00:01.0") –2  month("2013-02-28 09:00:01.0 +0800") --2  month("2013-02-28 09:00:01.0 -0800") --3 |
| year(String dateString) | Int | 返回指定时间字符串的所在年。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。 | year("2013-10-17 09:58:00.111") --2013  year("2013-10-17 09:58:00") –2013  year("2012-12-31 17:58:00.111 -0800") --2013  year("2013-10-17 25:62:00") --null  year("2013-00-17") --null  year("2013-10-17") --2013  year("09:58:00") --null |
| hour(String dateString) | Int | 返回指定时间字符串的所在小时。  时间字符串可以是time类型或者timestmap类型，具体格式同CQL数据类型一致。 | hour("2013-10-17 09:58:00.111") --9  hour("2013-10-17 09:58:00") –9  hour("2013-10-17 09:58:00.111 +0800") --9  hour("2013-10-17 09:58:00.111 -0800") --1  hour("09:58:00") --9  hour("24:58:00") --null  hour("00:58:00") --0  hour("2013-10-17") --null |
| minute(String dateString) | Int | 返回指定时间字符串的所在分钟。  时间字符串可以是time类型或者timestmap类型，具体格式同CQL数据类型一致。 | minute("2013-10-17 09:58:00.111") -- 58  minute("2013-10-17 09:58:00") – 58  minute("2013-10-17 09:58:00.111 +0030") --28  minute("2013-10-17 09:58:00.111 -0030") --28  minute("09:58:00") -- 58  minute("09:60:00") -- null  minute("09:00:00") -- 0  minute("2013-10-17") -- null |
| second(String dateString) | Int | 返回指定时间字符串的所在秒。  时间字符串可以是time类型或者timestmap类型，具体格式同CQL数据类型一致。 | second("2013-10-17 09:58:00.111") -- 0  second("2013-10-17 09:58:00") – 0  second("2013-10-17 09:58:01.111 +0800") -- 1  second("09:58:00") -- 0  second("24:58:60") -- null  second("23:59:59") -- 59  second("24:00:00") -- null  second("2013-10-17") -- null |
| weekofyear(String dateString) | Int | 返回指定时间字符串的所在年中的星期数。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。 | weekofyear("2013-01-01 09:58:00.111") -- 1  weekofyear("2013-01-01 09:58:00") – 1  weekofyear("2013-01-01 02:58:20 +0800") -- 1  weekofyear("2013-01-01 22:58:20 -0800") -- 1  weekofyear("2013-12-28") -- 52  weekofyear("2013-12-52") -- null  weekofyear("2013-01-01 09:58:70") -- null |
| weekofyear(Date date) | Int | 返回指定时间的所在年中的星期数。 | weekofyear(todate("2013-1-1")) -- 1  weekofyear(todate("2013-01-01")) -- 1  weekofyear(todate("2013-12-28")) -- 52  weekofyear(todate("2013-12-52")) -- null |
| weekofyear(TimeStamp timestamp) | Int | 返回指定时间的所在年中的星期数。 | weekofyear(totimestamp("2013-01-01 09:58:00.111")) – 1  weekofyear(totimestamp("2013-01-01 02:58:20 +0800")) -- 1  weekofyear(totimestamp("2013-01-01 22:58:20 -0800")) -- 1  weekofyear(totimestamp("2013-01-01 09:58:00")) -- 1  weekofyear(totimestamp("2013-01-01 09:58:70")) -- null |
| from\_unixtime(int unixTime, String format) | String | 时间格式化，转化时间为对应格式  时间参数精度为秒  时间格式可以为：  "yyyy-MM-dd HH:mm:ss"  "yyyy-MM-dd"  "HH:mm:ss"  "yyyy-MM-dd HH:mm:ss.SSS" | from\_unixtime(0, "yyyy-MM-dd") -- "1970-01-01" |
| from\_unixtime(long unixTime) | String | 时间格式化，转化时间为对应格式  时间参数精度为秒  默认时间格式为：  "yyyy-MM-dd HH:mm:ss"。 | from\_unixtime(0L) -- "1970-01-01 08:00:00"  from\_unixtime(1L) -- "1970-01-01 08:00:01"  from\_unixtime(100L) -- "1970-01-01 08:01:40"  from\_unixtime(-999999L) -- "1969-12-20 18:13:21" |
| from\_unixtime(long unixTime,String format) | String | 时间格式化，转化时间为对应格式  时间参数精度为秒  时间格式可以为：  "yyyy-MM-dd HH:mm:ss"  "yyyy-MM-dd"  "HH:mm:ss"  "yyyy-MM-dd HH:mm:ss.SSS" | from\_unixtime(0L, "yyyy-MM-dd") -- "1970-01-01"  from\_unixtime(0L, "HH:mm:ss") -- "08:00:00"  from\_unixtime(0L, "yyyy-MM-dd HH:mm:ss") -- "1970-01-01 08:00:00"  from\_unixtime(0L, "yyyy-MM-dd HH:mm:ss.SSS") -- "1970-01-01 08:00:00.000" |
| datediff(String dateString1,String dateString2) | Int | 比较两个时间之间相差的天数。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。输出数据格式和输入数据类型的字符串形式一致。 | datediff("2013-10-17 09:42:00", "2013-10-17 09:42:01") – 0  datediff("2013-10-17 00:00:00", "2013-10-16 23:59:59") -- 1  datediff("2013-10-17 09:42:00", "2013-10-16 09:42:01") -- 1  datediff("2013-10-17 09:42:00", "2013-10-16 09:41:01") – 1  datediff("2013-10-17 22:42:00 +0800", "2013-10-17 22:41:01 -0800") -- -1  datediff("2013-10-17 09:42:00", "2013-10-16 09:100:01") – null  datediff("2013-10-17", "2013-10-16 09:41:01") -- 1  datediff("2013-10-17", "2013-10-16") -- 1  datediff("2013-10-16", "2013-10-17") -- -1  datediff("2013-10-16", "2013") -- null |
| dateadd(String dateString,int days) | String | 给指定日期添加指定天数。  时间字符串可以是date类型或者timestmap类型，具体格式同CQL数据类型一致。  输出数据格式和输入数据类型的字符串形式一致。 | dateadd("2013-10-17 09:42:00.111", 1) -- "2013-10-18 09:42:00.111 +0800"  dateadd("2013-10-17 09:42:00", 1) -- "2013-10-18 09:42:00.000 +0800"  dateadd("2013-10-17 22:42:00 -0800", 1) -- "2013-10-19 14:42:00.000 +0800"  dateadd("2013-10-17", 1) -- "2013-10-18"  dateadd("2013-10-17", -1) -- "2013-10-16"  dateadd("2013-10-17 09:100:00",1) -- null  dateadd("2013-10-17 09:100:00",10000) -- null |
| dateadd(TimeStamp timestamp,int days) | String | 给指定日期添加指定天数。  输出数据格式同CQLTimestamp数据类型输出格式。 | dateadd(totimestamp("2013-10-17 09:42:00"), 1) -- "2013-10-18 09:42:00.111 +0800"  dateadd(totimestamp("2013-10-1709:42:00"), -1) -- "2013-10-16 09:42:00.000 +0800" |
| datesub(String dateString,int days) | String | 给指定日期减去指定天数。  输出数据格式和输入数据类型的字符串形式一致。 | datesub("2013-10-17 09:42:00.111", 1) -- "2013-10-16 09:42:00.111 +0800"  datesub("2013-10-17 09:42:00", 1)-- "2013-10-16 09:42:00.000 +0800"  datesub("2013-10-17 09:42:00-0800", 1) -- "2013-10-17 01:42:00.000 +0800"  datesub("2013-10-17", 1) --"2013-10-16"  datesub("2013-10-17", -1) --"2013-10-18"  datesub("2013-10-17 09:100:00",1)-- null  datesub("2013-10-17 09:100:00",10000) -- null |
| datesub(TimeStamp timestamp,int days) | String | 给指定日期减去指定天数。  返回Timestamp类型字符串输出格式。 | datesub(totimestamp("2013-10-17 09:42:00"), 1) -- "2013-10-16 09:42:00.000 +0800"  datesub(totimestamp("2013-10-1709:42:00"), -1) -- "2013-10-18 09:42:00.000 +0800" |

### 数学函数

![](data:image/png;base64,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)

系统不会检查所有的数学运算是否溢出，需要用户自己保证。

数学函数

| 函数 | 返回值 | 描述 | 示例 |
| --- | --- | --- | --- |
| abs(int number) | Int | 返回数字类型的绝对值。  说明：系统不会检查是否溢出，需要用户自己保证数据不会溢出。 | abs(1) -- 1  abs(-1) -- 1  abs(0) -- 0  abs(-0) -- 0  abs(2147483647) -- 2147483647  abs(-2147483648) -- 2147483648 |
| abs(long number) | Long | 返回数字类型的绝对值。  说明：系统不会检查是否溢出，需要用户自己保证数据不会溢出。 | abs(1L) -- 1  abs(-1L) -- 1  abs(0L) -- 0  abs(-0L) -- 0 |
| abs(float number) | float | 返回数字类型的绝对值。  说明：系统不会检查是否溢出，需要用户自己保证数据不会溢出。 | abs(1.0f) -- 1.0  abs(-1.0f) - 1.0  abs(0.0F) -- 0.0  abs(-0.0F) -- 0.0 |
| abs(double number) | double | 返回数字类型的绝对值。  说明：系统不会检查是否溢出，需要用户自己保证数据不会溢出。 | abs(1.0d) -- 1.0  abs(-1.0d) -- 1.0  abs(0.0D) -- 0.0  abs(-0.0D) -- 0.0 |
| abs(decimal number) | decimal | 返回数字类型的绝对值。  说明：系统不会检查是否溢出，需要用户自己保证数据不会溢出 | abs(1.0BD) -- 1.0  abs(-1.0BD) -- 1.0  abs(0.0BD) -- 0.0  abs(-0.0BD) -- 0.0 |

### 类型转换函数

类型转换函数函数

| 函数 | 返回值 | 描述 | 示例 |
| --- | --- | --- | --- |
| tostring(object obj) | String | 将传入的数据转为字符串格式。  支持任何数据类型。 | tostring(true) -- "true"  tostring(false) -- "false"  tostring(null) -- null  tostring(1) -- "1"  tostring(1L) -- "1"  tostring(1.0F) -- "1.0"  tostring(1.0D) -- "1.0"  tostring(toDecimal("1.0")) --"1.0"  tostring(toTime("15:40:00")) --"15:40:00"  tostring(toDate("2013-10-17")) --"2013-10-17"  tostring(toDate("2013-1-17")) --"2013-01-17"  tostring(toTimeStamp("2013-10-17 15:40:00.000000")) -- "2013-10-17 15:40:00.000 +0800"  tostring(toTimeStamp("2013-10-17 15:40:00")) -- "2013-10-17 15:40:00.000.000 +0800" |
| toint(string number)  toint(int number)  toint(long number)  toint(float number)  toint(double number)  toint(date number)  toint(time number)  toint(timestamp number)  toint(decimal number) | int | 将指定类型的数据转换为int类型。 | toint(1) -- 1  toint(1L) -- 1  toint(1.0f) -- 1  toint(1.4f) -- 1  toint(1.5f) -- 1  toint(1.6f) -- 1  toint(1.9f) -- 1  toint(1.9d) -- 1  toint("1") -- 1  toint("1.9") -- null  toint(toDecimal("1.9")) -- 1  toint(toDate("1970-01-01")) -- 0  toint(toTime("15:40:00")) -- 56400000  toint(toTimeStamp("1970-01-01 15:40:00.000")) -- 27600000 |
| tolong(string number)  tolong(int number)  tolong(long number)  tolong(float number)  tolong(double number)  tolong(date number)  tolong(time number)  tolong(timestamp number)  tolong(decimal number) | long | 将指定类型的数据转换为long类型。 | tolong(1) -- 1L  tolong(1L) -- 1L  tolong(1.0f) -- 1L  tolong(1.4f) -- 1L  tolong(1.5f) -- 1L  tolong(1.6f) -- 1L  tolong(1.9f) -- 1L  tolong(1.9d) -- 1L  tolong("1") -- 1L  tolong("1.9") -- null  tolong(toDecimal("1.9")) -- 1L  tolong(toDate("1970-01-01")) -- 0L  tolong(toTime("15:40:00")) -- 56400000L  tolong(toTimeStamp("1970-01-01 15:40:00.000")) -- 27600000L |
| tofloat(string number)  tofloat(int number)  tofloat(long number)  tofloat(float number)  tofloat(double number)  tofloat(date number)  tofloat(time number)  tofloat(timestamp number)  tofloat(decimal number) | float | 将指定类型的数据转换为float类型。 | tofloat(1) -- 1.0F  tofloat(1F) -- 1.0F  tofloat(1.0f) -- 1.0F  tofloat(1.4f) -- 1.4F  tofloat(1.5f) -- 1.5F  tofloat(1.6f) -- 1.6F  tofloat(1.9f) -- 1.9F  tofloat(1.9d) -- 1.9F  tofloat("1") -- 1.0F  tofloat("1.9") -- 1.9F  tofloat(toDecimal("1.9")) -- 1.9F  tofloat(toDate("1970-01-01")) -- 0.0F  tofloat(toTime("15:40:00")) -- 56400000.0F  tofloat(toTimeStamp("1970-01-01 15:40:00.000")) -- 27600000.0F |
| todouble(string number)  todouble(int number)  todouble(long number)  todouble(float number)  todouble(double number)  todouble(date number)  todouble(time number)  todouble(timestamp number)  todouble(decimal number) | double | 将指定类型的数据转换为double类型。 | todouble(1) -- 1.0D  todouble(1F) -- 1.0D  todouble(1.0f) -- 1.0D  todouble(1.9d) -- 1.9D  todouble("1") -- 1.0D  todouble("1.9") -- 1.9D  todouble(toDecimal("1.9")) --1.9D  todouble(toDate("1970-01-01")) --0.0D  todouble(toTime("15:40:00")) -- 56400000.0D  todouble(toTimeStamp("1970-01-01 15:40:00.000")) -- 27600000.0D |
| toboolean(string value)  toboolean(int value)  toboolean(long value)  toboolean(float value)  toboolean(double value)  toboolean(date value)  toboolean(time value)  toboolean(timestamp value)  toboolean(decimal value)  toboolean(boolean value) | boolean | 将指定类型的数据转换为boolean类型。  数字类型和时间类型，只要最后转为long类型的值不为0，就都返回true。  非空字符串都返回true。 | toboolean(0) -- false  toboolean(1) -- true  toboolean(0l) -- false  toboolean(1l) -- true  toboolean(0F) -- false  toboolean(1f) -- true  toboolean(0d) -- false  toboolean(1D) -- true);  toboolean(0.9d) -- false  toboolean(0.9f) -- false  toboolean(0BD) -- false  toboolean(0.0BD) -- false  toboolean(1BD) -- true  toboolean("") -- false  toboolean("0") -- true  toboolean("1") -- true  toboolean("true") -- true  toboolean("false") -- true  toboolean(totime("17:06:00")) --true  toboolean(todate("2013-10-17"))-- tru  toboolean(totimestamp("2013-10-17 17:06:00.000")) -- true |
| todate(string s) | date | 将指定类型的数据转换为date类型。  支持yyyy-[M]M-[d]d形式的字符串。 | todate("2014-09-25 17:07:00") -- null  todate("2014-09-25") – "2014-09-25"  todate("17:07:00") -- -- null |
| todate(string s, string format) | date | 将指定类型的数据转换为date类型。  时间格式可以为：  "yyyy-MM-dd HH:mm:ss"  "yyyy-MM-dd"  "yyyy-MM-dd HH:mm:ss.SSS" | todate("2014-09-25 17:07:00", "yyyy-MM-dd HH:mm:ss") -- "2014-09-25"  todate("2014-09-25 17:07:01", "yyyy-MM-dd HH:mm:ss") -- "2014-09-25"  todate("2014-09-25", "yyyy-MM-dd") -- "2014-09-25" |
| totime(string s) | time | 将指定类型的数据转换为time类型。 | totime("2014-09-25 17:07:00") -- null  totime("17:07:00") -- "17:07:00"  totime("17:07:90") -- null  totime("16:44:00") -- "16:44:00" |
| totimestamp(string s) | timestamp | 将指定类型的数据转换为timestamp类型。 | totimestamp("2014-09-25 17:07:00") -- "2014-09-25 17:07:00.000 +0800"  totimestamp("2014-09-25 17:07:00.056") -- "2014-09-25 17:07:00.056.000 +0800"  totimestamp("abc") -- null  totimestamp("2014-09-25 17:07:00.56") -- "2014-09-25 17:07:00.56.000 +0800"  totimestamp("2014-09-25 17:07:00.999")-- "2014-09-25 17:07:00.56.999 +0800"  totimestamp("2014-09-25 17:07:00.9999999999") -- null  totimestamp("2014-9-9 7:7:5") --"2014-09-09 07:07:05.000 +0800"  totimestamp("2014-9-9 7:7:5.9") -- "2014-09-09 07:07:05.009 +0800" |
| todecimal(string number)  todecimal(int number)  todecimal(long number)  todecimal(double number)  todecimal(float number) | decimal | 将指定类型的数据转换为decimal类型。 | todecimal(1) -- "1"  todecimal(1F) -- "1.0"  todecimal(1.0f) -- "1.0"  todecimal(1.9d) -- "1.9"  todecimal("1") -- "1.0"  todecimal("1.9") -- "1.9" |
| todecimal(long number, int scale) | decimal | 将指定类型的数据转换为decimal类型。  可以通过设置scale参数指定标度。 | todecimal(1L,2) -- "0.01"  todecimal(100000L,2) -- "1000.00" |

### 聚合函数

聚合处理类函数，有多个输入，一个输出，将多个值合并成一个输出。

UDAF函数

| 函数 | 返回值 | 描述 | 示例 |
| --- | --- | --- | --- |
| count(Object value) | long | 计算窗口内数据的数量，Null会被忽略，不会参与计算。 | Count(1)  Count(\*)  Count(id) |
| count(Object value, expression) | long | 计算窗口内满足表达式条件数据的数量。  Null会被忽略，不会参与计算。 | Count(id, type = "1") |
| sum(int number) | int | 计算窗口内数据的总和，数据列必须是int类型。  Null会被忽略，不会参与计算。 | Sum(intprice) |
| sum(long number) | long | 计算窗口内数据的总和，数据列必须是long类型。  Null会被忽略，不会参与计算。 | Sum(longprice) |
| sum(float number) | float | 计算窗口内数据的总和，数据列必须是float类型。  Null会被忽略，不会参与计算。 | Sum(floatprice) |
| sum(double number) | double | 计算窗口内数据的总和，数据列必须是double类型。  Null会被忽略，不会参与计算。 | Sum(doubleprice) |
| sum(decimal number) | Decimal | 计算窗口内数据的总和，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | Sum(decimalprice) |
| sum(int number, expression) | Int | 计算窗口内满足表达式条件数据的总和，数据列必须是int类型。  Null会被忽略，不会参与计算。 | Sum(intprice, type = "1") |
| sum(long number, expression) | long | 计算窗口内满足表达式条件数据的总和，数据列必须是long类型。  Null会被忽略，不会参与计算。 | Sum(longprice, type = "1") |
| sum(float number, expression) | float | 计算窗口内满足表达式条件数据的总和，数据列必须是float类型。  Null会被忽略，不会参与计算。 | Sum(floatprice, type = "1") |
| sum(double number, expression) | double | 计算窗口内满足表达式条件数据的总和，数据列必须是double类型。  Null会被忽略，不会参与计算。 | Sum(doubleprice, type = "1") |
| Sum(decimal number, expression) | Decimal | 计算窗口内满足表达式条件数据的总和，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | Sum(decimalprice, type = "1") |
| avg(int number) | long | 计算窗口内数据的平均值，数据列必须是int类型。  Null会被忽略，不会参与计算。 | avg(intprice) |
| avg(long number) | long | 计算窗口内数据的平均值，数据列必须是long类型。  Null会被忽略，不会参与计算。 | avg(longprice) |
| avg(float number) | double | 计算窗口内数据的平均值，数据列必须是float类型。  Null会被忽略，不会参与计算。 | avg(floatprice) |
| avg(double number) | double | 计算窗口内数据的平均值，数据列必须是double类型。  Null会被忽略，不会参与计算。 | avg(doubleprice) |
| avg(decimal number) | decimal | 计算窗口内数据的平均值，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | avg(decimalprice) |
| avg(int number, expression) | long | 计算窗口内满足表达式条件数据的平均值，数据列必须是int类型。  Null会被忽略，不会参与计算。 | avg(intprice, type = "1") |
| avg(long number, expression) | long | 计算窗口内满足表达式条件数据的平均值，数据列必须是long类型。  Null会被忽略，不会参与计算。 | avg(longprice, type = "1") |
| avg(float number, expression) | double | 计算窗口内满足表达式条件数据的总和，数据列必须是float类型。  Null会被忽略，不会参与计算。 | avg(floatprice, type = "1") |
| avg(double number, expression) | double | 计算窗口内满足表达式条件数据的平均值，数据列必须是double类型。  Null值会被忽略，不会计入平均值中。 | avg(doubleprice, type = "1") |
| avg(decimal number, expression) | decimal | 计算窗口内满足表达式条件数据的平均值，数据列必须是decimal类型。  Null值会被忽略，不会计入平均值中。 | avg(decimalprice, type = "1") |
| max(int number) | Int | 计算窗口内数据的最大值，数据列必须是int类型。  Null会被忽略，不会参与计算。 | max(intprice) |
| max(long number) | Long | 计算窗口内数据的最大值，数据列必须是long类型。  Null会被忽略，不会参与计算。 | max(longprice) |
| max(float number) | Float | 计算窗口内数据的最大值，数据列必须是float类型。  Null会被忽略，不会参与计算。 | max(floatprice) |
| max(double number) | Double | 计算窗口内数据的最大值，数据列必须是double类型。  Null会被忽略，不会参与计算。 | max(doubleprice) |
| max(decimal number) | Decimal | 计算窗口内数据的最大值，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | max(decimalprice) |
| max(int number, expression) | Int | 计算窗口内满足表达式条件数据的最大值，数据列必须是int类型。  Null会被忽略，不会参与计算。 | max(intprice, type = "1") |
| max(long number, expression) | Long | 计算窗口内满足表达式条件数据的最大值，数据列必须是long类型。  Null会被忽略，不会参与计算。 | max(longprice, type = "1") |
| max(float number, expression) | Float | 计算窗口内满足表达式条件数据的最大值，数据列必须是float类型。  Null会被忽略，不会参与计算。 | max(floatprice, type = "1") |
| max(double number, expression) | Double | 计算窗口内满足表达式条件数据的最大值，数据列必须是double类型。  Null会被忽略，不会参与计算。 | max(doubleprice, type = "1") |
| max(decimal number, expression) | Decimal | 计算窗口内满足表达式条件数据的最大值，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | max(decimalprice, type = "1") |
| min(int number) | Int | 计算窗口内数据的最小值，数据列必须是int类型。  Null会被忽略，不会参与计算。 | min(intprice) |
| min(long number) | Long | 计算窗口内数据的最小值，数据列必须是long类型。  Null会被忽略，不会参与计算。 | min(longprice) |
| min(float number) | Float | 计算窗口内数据的最小值，数据列必须是float类型。  Null会被忽略，不会参与计算。 | min(floatprice) |
| min(double number) | Double | 计算窗口内数据的最小值，数据列必须是double类型。  Null会被忽略，不会参与计算。 | min(doubleprice) |
| min(decimal number) | Decimal | 计算窗口内数据的最小值，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | min(decimalprice) |
| min(int number, expression) | Int | 计算窗口内满足表达式条件数据的最小值，数据列必须是int类型。  Null会被忽略，不会参与计算。 | min(intprice, type = "1") |
| min(long number, expression) | Long | 计算窗口内满足表达式条件数据的最小值，数据列必须是long类型。  Null会被忽略，不会参与计算。 | min(longprice, type = "1") |
| min(float number, expression) | Float | 计算窗口内满足表达式条件数据的最小值，数据列必须是float类型。  Null会被忽略，不会参与计算。 | min(floatprice, type = "1") |
| min(double number, expression) | Double | 计算窗口内满足表达式条件数据的最小值，数据列必须是double类型。  Null会被忽略，不会参与计算。 | min(doubleprice, type = "1") |
| min(decimal number, expression) | Decimal | 计算窗口内满足表达式条件数据的最小值，数据列必须是decimal类型。  Null会被忽略，不会参与计算。 | min(decimalprice, type = "1") |
| PREVIOUS(number,column) | 和Column数据类型一致 | 从窗口中取出数据列的前几次值，如果没有取到，则返回Null。  Number: previous前进个数，从0开始。0代表当前行，1代表上一行。  Column: 向前查询的列名称。 | Previous(0,columnName)代表当前行。  Previous(1,columnName)代表当前窗口中的当前数据的上一行数据ColumnName列。 |
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Previous函数不支持Join，因为会导致结果不满足Join条件。

Previous函数不支持排序窗口，包含长度排序窗口和时间排序窗口，因为排序窗口中的数据会发生变化，导致窗口数据和缓存数据不一致。

## 数据源

### RDB数据源

* **功能**

从数据库中获取数据。

RDB数据源支持PreparedStatement，查询参数数据类型必须是CQL支持的数据类型。

用户可以将用户名或者密码进行加密，系统默认支持AES256加密，通过执行CQL客户端cqlEncrypt.sh脚本可以对用户名或者密码进行加密。

数据源参数分为定义参数和查询参数，定义参数是在create datasource语法中用到的参数，查询参数是在From子句中，正式查询的时候用到的参数。

RDB数据源的查询参数支持多个，第一个默认是查询SQL语句，之后都是查询参数。
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CQL不包含任何数据库的JDBC驱动，需要用户通过add jar命令自己添加JDBC驱动程序。

* **参数**

数据源定义参数

| 名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| driver | 无 | 数据库驱动。 |
| url | 无 | 数据库的URL，具体内容和数据库相关。 |
| userName | 无 | 数据库访问用户名。 |
| password | 无 | 数据库访问密码。 |
| decryptClass | com.huawei.streaming.encrypt. DefaultDecrypt | 数据解密实现，用户也可以自己实现com.huawei.streaming.encrypt. StreamingDecrypt 接口，通过add jar的方式生效。 |
| decryptType | ALL | 数据库连接参数加密方式  USER,PASSWORD,NONE,ALL。 |

表格 36 数据源查询参数

|  |  |  |
| --- | --- | --- |
| 名称 | 默认值 | 参数说明 |
| QueryString |  | 查询SQL语句，需要用到的变量用?的方式填充，CQL会自动根据参数定义顺序进行填充，同JDBC Prestatemnt接口定义 |
| queryArgs |  | 可变参数，参数可以0个或者多个，该参数会按照定义的顺序填充到queryString中。 |

* **示例**

|  |
| --- |
| add jar "/opt/software/Test/gsjdbc4-V100R003C10SPC050.jar";  create input stream S  (id int,name String)  SOURCE KafkaInput  PROPERTIES (  "operator.kafka.groupid" = "gidkpi\_1\_1",  "operator.kafka.topic" = "0915"  );  CREATE DATASOURCE ds  SOURCE RDBDataSource  PROPERTIES (  "driver" = "org.postgresql.Driver",  "url" = "jdbc:postgresql://127.0.0.0:1521/streaming",  "userName" = "55B5B07CF57318642D38F0CEE0666D26",  "password"="55B5B07CF57318642D38F0CEE0666D26"  );  create output stream rs  (type String, id String, tag String)  SINK consoleOutput;  insert into rs select "datasoruceColumn", rdb.id, rdb.name from S,  DATASOURCE ds  [  SCHEMA (id String, name String),  QUERY("select id, name from testtb where id = ?", s.id)  ] rdb; |

# CQL其他配置参数

这里的配置参数，是指没有在前面序列化/反序列化、输入输出以及UDF函数中出现过的配置参数，主要分为系统配置参数，平台相关配置参数等。这类参数都没有简写，在使用的时候，只能按照全称进行设置。

CQL其它配置参数

| 参数名称 | 默认值 | 参数说明 |
| --- | --- | --- |
| streaming.killapplication.overtime | 60 | CQL kill application命令执行的超时时间，单位：秒。 |
| streaming.common.istestmodel | False | 是否是测试模式。  如果是测试模式，系统就会只构建拓扑，但是并不提交。  该参数主要在CQL测试情况下使用，正常场景无需配置此参数。 |
| streaming.common.parallel.number | 1 | 默认的并发度，如果在CQL语句中没有体现，则使用系统默认值。 |
| streaming.adaptor.application | com.huawei.streaming.storm.StormApplication | 底层应用程序平台。 |
| streaming.template.directory | ${system:java.io.tmpdir} | 系统临时目录路径，默认值使用的是系统的tmp路径。 |
| streaming.storm.nimbus.host | 127.0.0.1 | nimbus的地址，在Storm HA场景下无效。 |
| streaming.storm.nimbus.port | 6627 | nimbus的端口，在Storm HA场景下无效。 |
| streaming.storm.ha.zkaddress | 127.0.0.1 | storm HA的zookeeper集群地址，如果有多个地址，使用','分隔。 |
| streaming.storm.ha.zkport | 24000 | storm HA的zookeeper端口。 |
| streaming.storm.ha.zksessiontimeout | 30000 | HA连接zookeeper的session 超时时间。 |
| streaming.storm.ha.zookeepersiontimeout | 30000 | HA连接zookeeper 建立连接的超时时间。 |
| streaming.storm.thrift.transport.plugin | backtype.storm.security.auth.SimpleTransportPlugin | 客户端和服务端连接的thrift协议，如果是安全连接，使用：  backtype.storm.security.auth.kerberos.KerberosSaslTransportPlugin。 |
| streaming.security.authentication | NONE | 是否启用安全。  可以使用如下几个值：NONE, KERBEROS。  不区分大小写。  默认值是：NONE 不启用安全。 |
| streaming.security.zookeeper.principal | zookeeper/hadoop | Zookeeper server端的principal。 |
| streaming.security.storm.principal | streaming/hadoop@HADOOP.COM | Storm server端的principal。 |
| streaming.security.user.principal | NONE | 用户principal。 |
| streaming.security.keytab.path | NONE | 用户keytab文件地址。 |
| streaming.security.krbconf.path | NONE | krb5文件地址。  如果为空，则从系统默认地址获取。  默认地址获取顺序为：  1、${JAVA\_HOME}/lib/security/krb5.conf  2、${JAVA\_HOME}/krb5.ini  3、windows: %windir%\krb5.ini  linux: /etc/krb5.conf |
| streaming.storm.submit.islocal | False | 任务提交方式，是否是本地提交，本地提交就意味着CQL任务在本地进程内执行，一般用来测试。 |
| streaming.localtask.alivetime.ms | 5000 | 本地任务存活时间，过了这个时间之后，就会被kill掉。单位毫秒 |
| streaming.storm.killtask.waitseconds | 3 | kill 任务的时候的等待时间，单位秒，Storm 自身kill任务的参数，不同于CQL参数。 |
| streaming.storm.worker.number | 1 | CQL提交任务的进程数量。 |
| streaming.serde.default | com.huawei.streaming.serde.SimpleSerDe | CQL默认的序列化/反序列化类。 |
| serde.simpleserde.separator | , | SimpleSerDe配置参数。  因为系统默认的序列化类为simpleSerDe，所以配置参数中必须包含该序列化类的参数。 |
| streaming.userfile.maxsize | 30 | 用户文件最大大小，单位MB。 |
| streaming.storm.rebalance.waitseconds | 10 | rebalance任务等待时间。 |
| streaming.operator.timezone | ${system:user.timezone} | CQL任务执行过程中的时区设定，默认使用客户端时区。  参数设置格式支持如下两种方式：  GMT+08:00, Asia/Shanghai。 |

# CQL异常码

CQL异常码的设计

异常码分为三部分：

前缀：以CQL-开头。

分类：两位数字编号，从00开头。

细分：三位数字编号，从000开头。

错误码 异常描述

CQL-00 成功完成。

CQL-01 警告。

CQL-02 配置属性异常。

CQL-03 流处理平台异常。

CQL-04 语义分析异常，包含语法解析异常。

CQL-05 拓扑异常，包含Streaming算子解析异常。

CQL-06 函数解析异常。

CQL-07 窗口解析异常。

CQL-08 安全异常。

CQL-99 未知异常。

CQL异常码列表

| 异常码 | 异常描述 |
| --- | --- |
| CQL-00： 成功完成。 | |
| CQL-00000 | 成功完成 |
| CQL-01： 警告。 | |
| CQL-01000 | 警告 |
| CQL-02： 配置属性异常。 | |
| CQL-02000 | 找不到配置属性。 |
| CQL-02001 | 配置属性数据类型转换失败。 |
| CQL-02002 | 错误的配置属性值，通常发生在数据类型正确，但是值超出范围或者不符合要求。 |
| CQL-03： 流处理平台异常。 | |
| CQL-03000 | 删除应用程序超时。  该时间取决于streaming.killapplication.overtime参数配置。 |
| CQL-03001 | 应用程序已经存在。 |
| CQL-03002 | 应用程序不存在。 |
| CQL-03003 | 应用程序的算子拓扑异常。 |
| CQL-03004 | 找不到输入算子。 |
| CQL-03005 | 应用程序状态异常，会导致执行active，deactive，rebalance等命令失败。 |
| CQL-03006 | 应用程序worker数量超过系统可用数量。 |
| CQL-03007 | 无效的nimbus服务异常。 |
| CQL-03008 | 服务端通信异常。 |
| CQL-04： 语义分析异常，包含语法解析异常。 | |
| CQL-04000 | 语法解析异常。 |
| CQL-04001 | 不支持的语法。 |
| CQL-04002 | order by 子句中只支持属性表达式。 |
| CQL-04003 | 表达式在select子句中找不到。 |
| CQL-04004 | 地址文件不存在。 |
| CQL-04005 | 地址必须是一个文件。 |
| CQL-04006 | 文件不是jar类型。 |
| CQL-04007 | Jar文件地址无法解析。 |
| CQL-04008 | 找不到对应流。 |
| CQL-04009 | 常量类型转换失败。 |
| CQL-04010 | 不支持的数据类型。 |
| CQL-04011 | 无法从指定流中找到对应列。 |
| CQL-04012 | 无法从所有的流中找到对应列。 |
| CQL-04013 | 无法唯一确定列， 该列可能存在在多个流中。 |
| CQL-04014 | 无法根据名称找到对应流。 |
| CQL-04015 | 输出列数量和select子句的列数量不一致。 |
| CQL-04016 | like表达式的子表达式必须是String类型。 |
| CQL-04017 | not表达式中所有的表达式返回值必须是boolean类型。 |
| CQL-04018 | IN和BETWEEN表达式中的参数只支持常量。 |
| CQL-04019 | CASE-WHEN表达式必须至少包含一个WHEN-THEN表达式。 |
| CQL-04020 | WHEN-THEN表达式必须同时包含WHEN和THEN表达式。 |
| CQL-04021 | WHEN-THEN表达式的WHEN表达式返回值必须是boolean类型。 |
| CQL-04022 | CASE表达式必须包含输入的表达式。 |
| CQL-04023 | 算术表达式只支持number的数据类型。 |
| CQL-04024 | 逻辑表达式中的表达式必须是boolean类型。 |
| CQL-04025 | 无法找到对应的数据源。 |
| CQL-04026 | 从数据源参数中找不到对应表达式。 |
| CQL-04027 | Combine操作中不允许出现窗口。 |
| CQL-04028 | Combine操作的输入流和combine条件中的流数量不匹配。 |
| CQL-04029 | combine算子只支持属性表达式。 |
| CQL-04030 | combine语句中，一个流的输出列在select语句中必须放在一起。 |
| CQL-04031 | MultiInsert中不允许出现数据源。 |
| CQL-04032 | MultiInsert中不允许出现GroupBy。 |
| CQL-04033 | MultiInsert中不允许出现窗口。 |
| CQL-04034 | MultiInsert中不允许出现多个输入流。 |
| CQL-04035 | 不支持多流Join。 |
| CQL-04036 | NATURAL JOIN 不支持。 |
| CQL-04037 | Join中，只允许其中一个流设置unidirection属性。 |
| CQL-04038 | join语句中找不到On条件。 |
| CQL-04039 | join的条件中的表达式在在输入流中找不到对应列。 |
| CQL-04040 | 不支持的Join条件。 |
| CQL-04041 | 找不到序列化和反序列化类。 |
| CQL-04042 | 找不到类。 |
| CQL-04043 | 序列化或者反序列化类 初始化失败。 |
| CQL-04044 | 流名称已经存在。 |
| CQL-04045 | 表达式比较异常，一般是两个表达式类型不匹配，无法比较。 |
| CQL-04046 | 用户文件总大小超过最大限制。  系统对于用户可以上传的总文件大小做了限制，取决于streaming.userfile.maxsize。  参数，默认30MB。 |
| CQL-04047 | 语法解析结果为空。 |
| CQL-04048 | 该窗口不支持Exclude Now功能。。 |
| CQL-04049 | Previous表达式不能和排序窗口一起用 |
| CQL-04050 | 该窗口不支持输出RStream(旧数据)输出  该场景一般发生在左流和右流一个窗口要输出新数据，一个窗口要输出旧数据。 |
| CQL-04051 | 从左流或者右流中找不到unidirection定义。  这个一般发生在selfjoin中，selfjoin要求必须单向Join。 |
| CQL-04052 | 找不到自定义算子。 |
| CQL-04053 | 自定义算子只允许一个输入schema。 |
| CQL-04054 | 自定义算子只允许一个输出schema。 |
| CQL-04055 | 自定义算子输入schema校验失败。 |
| CQL-04056 | 自定义算子输出schema校验失败。 |
| CQL\_40057 | 算子不匹配 |
| CQL-05： 拓扑异常，包含Streaming算子解析异常。 | |
| CQL-05000 | 一个CQL文件只允许提交一个应用程序。 |
| CQL-05001 | 算子找不到输入流。 |
| CQL-05002 | 算子找不到输出流。 |
| CQL-05003 | 应用程序名称为空。 |
| CQL-05004 | 找不到物理执行计划文件。 |
| CQL-05005 | 物理执行计划文件内容格式错误。 |
| CQL-05006 | 算子初始化失败。 |
| CQL-06： 函数解析异常。 | |
| CQL-06000 | 不支持的函数。 |
| CQL-06001 | 系统函数不能移除。 |
| CQL-06002 | 系统函数不能被覆盖。 |
| CQL-06003 | 用户自定义函数必须继承自指定类。 |
| CQL-06004 | previous函数只能是PREVIOUS(number, column)这样的形式。 |
| CQL-06005 | UDF函数中不支持的参数类型。 |
| CQL-07： 窗口解析异常。 | |
| CQL-07000 | 无法识别的窗口。 |
| CQL-07001 | exclude now中的select列表不能包含其他非group by列。 |
| CQL-07002 | 错误的窗口参数，该错误会导致窗口创建失败。 |
| CQL-07003 | 排序窗只允许滑动类型。 |
| CQL-08： 安全异常。 | |
| CQL-08000 | 不支持的安全类型。 |
| CQL-08001 | 没有授权。 |
| CQL-08002 | keytab文件地址错误。 |
| CQL-08003 | 安全内部错误。 |
| CQL-08004 | 客户端用户鉴权失败。 |
| CQL-99： 未知异常。 | |
| CQL-99000 | 服务端通用异常。 |
| CQL-99999 | 未知异常。 |

# CQL Java开发API说明

通过调用"com.huawei.streaming.cql.Driver"类进行CQL语句提交。

Driver方法说明：

CQL Java开发接口

| 方法名 | 方法说明 | 参数 | 返回值 |
| --- | --- | --- | --- |
| Run | 执行CQL语句 | String CQL语句 | Void |
| getResult | 获取执行结果 | 无 | CQLResult  查询结果根据语句有所不同，get命令返回查询参数的值。 |
| Clean | 清空driver中初始化的用户信息。  该方法调用一般发生在用户完成submit之后，或者重新提交 应用程序之前。 | 无 | Void |

# CQL关键字列表

CQL关键字列表

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CREATE | SHOW | EXPLAIN | SET | GET |
| LOAD | EXPORT | DROP | ADD | SELECT |
| COMMENT | FORCE | SERDE | WITH | PROPERTIES |
| SOURCE | INPUT | STREAM | OUTPUT | SINK |
| SUBMIT | APPLICATION | DISTINCT | AND | OR |
| BETWEEN | IN | LIKE | RLIKE | REGEXP |
| CASE | WHEN | THEN | ELSE | END |
| CAST | EXISTS | IF | FALSE | AS |
| NULL | IS | TRUE | ALL | NOT |
| ASC | DESC | SORT | ORDER | GROUP |
| BY | HAVING | WHERE | FROM | ON |
| JOIN | FULL | PRESERVE | OUTER | CROSS |
| SEMI | LEFT | INNER | NATURAL | RIGHT |
| INTO | INSERT | OVERWRITE | LIMIT | UNION |
| APPLICATIONS | WINDOWS | EXTENDED | FUNCTIONS | FILE |
| INPATH | WINDOW | JAR | FUNCTION | COMBINE |
| UNIDIRECTION | PARALLEL | TRIGGER | PARTITION | SLIDE |
| BATCH | RANGE | ROWS | TODAY | UNBOUNDED |
| NOW | PREVIOUS | DATASOURCE | SCHEMA | QUERY |
| DEACTIVE | ACTIVE | WORKER | REBALANCE | DAYS |
| HOUR | HOURS | MINUTE | MINUTES | SECOND |
| SECONDS | MILLISECOND | MILLISECONDS | BOOLEAN | INT |
| LONG | FLOAT | DOUBLE | STRING | DATE |
| TIME | DECIMAL |  |  |  |