# 解題想法

Term 類別設計:Term類別表示多項式中的一項，包含兩個私有成員變數：coef(系數)和 exp(指數)，構造函數初始化系數和指數。

Polynomial 類別設計:Polynomial 類別用於表示多項式，包含私有成員變數：termArray（存儲多項式的項的數組）、capacity（容量）、terms（當前項的數量）。構造函數動態分配存儲空間並初始化容量和項數。用AddTerm 方法向多項式中添加一項。用Add 方法進行多項式加法運算。用Mult 方法進行多項式乘法運算。 用Eval 方法計算多項式在特定值處的結果。 用Print 方法列出多項式。

實現 AddTerm 函數：檢查是否超過多項式的容量，如果超過，則拋出異常。 然後將新項添加到 termArray 中。

實現 Add 函數：項式的加法操作。同時遍歷兩個多項式的項，將指數相同的項進行合併，指數不同的項直接添加到結果多項式中。

實現 Mult 函數：多項式的乘法操作。遍歷兩個多項式的每一項，計算乘積項並添加到結果多項式中。

實現 Eval 函數：計算多項式在給定 x 值處的值。遍歷多項式的每一項，計算每一項在 x 處的值，然後求和。

實現 Print 函數：按格式輸出多項式。

# 演算法設計與實作

#include <iostream>

#include <vector>

#include <stdexcept>

#include <cmath>

using namespace std;

class Polynomial;

class Term {

friend class Polynomial; // 將 Polynomial 設為友元類別，使其能夠訪問 Term 的私有成員

private:

float coef;

int exp;

public:

Term(float c = 0, int e = 0) : coef(c), exp(e) {}

};

class Polynomial {

public:

Polynomial(int capacity = 10);

Polynomial Add(const Polynomial& other) const;

Polynomial Mult(const Polynomial& other) const;

float Eval(float x) const;

// 添加一項到多項式中

void AddTerm(float coef, int exp);

// 列出多項式

void Print() const;

private:

Term\* termArray; // 存儲多項式的項

int capacity; // 容量

int terms; // 當前項的數量

};

// Polynomial 類別的構造函數，初始化容量和項數

Polynomial::Polynomial(int cap) : capacity(cap), terms(0) {

termArray = new Term[capacity]; // 動態分配存儲空間

}

// 向多項式中添加一項

void Polynomial::AddTerm(float coef, int exp) {

if (terms >= capacity) {

throw overflow\_error("error"); // 當超過容量時拋出異常

}

termArray[terms++] = Term(coef, exp); // 添加新項到數組中

}

// 多項式加法

Polynomial Polynomial::Add(const Polynomial& other) const {

Polynomial c;

int aPos = 0, bPos = 0; // 兩個多項式的當前位置

// 合併兩個多項式

while (aPos < terms && bPos < other.terms) {

if (termArray[aPos].exp == other.termArray[bPos].exp) {

// 如果指數相同，系數相加

c.AddTerm(termArray[aPos].coef + other.termArray[bPos].coef, termArray[aPos].exp);

aPos++;

bPos++;

}

else if (termArray[aPos].exp > other.termArray[bPos].exp) {

// 如果當前項的指數較大，添加到結果多項式中

c.AddTerm(termArray[aPos].coef, termArray[aPos].exp);

aPos++;

}

else {

// 否則添加另一個多項式的當前項

c.AddTerm(other.termArray[bPos].coef, other.termArray[bPos].exp);

bPos++;

}

}

// 添加剩餘項

while (aPos < terms) {

c.AddTerm(termArray[aPos].coef, termArray[aPos].exp);

aPos++;

}

while (bPos < other.terms) {

c.AddTerm(other.termArray[bPos].coef, other.termArray[bPos].exp);

bPos++;

}

return c;

}

// 多項式乘法

Polynomial Polynomial::Mult(const Polynomial& other) const {

Polynomial result;

for (int i = 0; i < terms; i++) {

for (int j = 0; j < other.terms; j++) {

float coef = termArray[i].coef \* other.termArray[j].coef; // 系數相乘

int exp = termArray[i].exp + other.termArray[j].exp; // 指數相加

result.AddTerm(coef, exp); // 添加乘積項

}

}

return result;

}

// 多項式求值

float Polynomial::Eval(float x) const {

float result = 0.0;

// 計算多項式在 x 處的值

for (int i = 0; i < terms; i++) {

result += termArray[i].coef \* pow(x, termArray[i].exp); // 根據公式計算

}

return result;

}

// 列出多項式

void Polynomial::Print() const {

for (int i = 0; i < terms; i++) {

cout << termArray[i].coef << "x^" << termArray[i].exp;

if (i < terms - 1) {

cout << " + ";

}

}

cout << endl;

}

int main() {

Polynomial p1;

p1.AddTerm(3, 2);

p1.AddTerm(5, 1);

p1.AddTerm(6, 0);

Polynomial p2;

p2.AddTerm(2, 1);

p2.AddTerm(1, 0);

Polynomial sum = p1.Add(p2);

Polynomial product = p1.Mult(p2);

cout << "Polynomial 1: ";

p1.Print();

cout << "Polynomial 2: ";

p2.Print();

cout << "Sum: ";

sum.Print();

cout << "Product: ";

product.Print();

float value = p1.Eval(2.0);

cout << "Value of Polynomial 1 at x=2: " << value << endl;

return 0;

}

效能分析

加法：時間複雜度為𝑂(𝑛+𝑚)O(n+m)，空間複雜度為𝑂(𝑛+𝑚)O(n+m)。

乘法：時間複雜度為𝑂(𝑛⋅𝑚)O(n⋅m)，空間複雜度為𝑂(𝑛⋅𝑚)O(n⋅m)。

求值：時間複雜度為𝑂(𝑛)O(n)，空間複雜度為𝑂(1)O(1)。

# 測試與過程

![](data:image/png;base64,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)

(3x^2+8x^1+6)+(2x^1+1)=3x^2+10x^1+7

(3x^2+8x^1+6)\*(2x^1+1)=6x^3+19x^2+20x^1+6