1. I in C++ , There is a kind of class that it can only be inherited but cannot be initiated, we call that class as a ( )，to define that kind of class, it has to have at least a ( ) 。

(A) virtual function   **(B) pure virtual function**   **(C) abstract class**  (D)friend class

2. Assume that AB is a class, the declaration of copy constructor of that class should be ( )。

（A）AB&(AB x) (B)AB(AB x) **(C)AB(AB &x)** (D)AB(AB \*x)

3. For the member of a structure, the default access modifier is ( )。   
   **(A) public;**  (B) private;   (C) protected;    (D) static;

4. Assume AB is a class, to execute statement “AB a(4),b[3],\*p[2];”, how many times to invoke the constructor?( )。

(A) 3 **(B) 4** (C) 6 (D) 9

5. Which of the following is not correct ( )

(A) The name of constructor is same as the name of the class

(B) class constructor could have default parameters

**(C) the default return type of a constructor is of type int**

(D) the constructor can be overloaded

6. Parameterized stream manipulator ***setfill*** specifies the fill character that is displayed when an output is displayed in a field wider than the number of characters or digits in the output. The effect of ***setfill*** applies:

(A) Only to the current value being displayed.

(B) Only to outputs displayed in the current statement.

**(C) Until explicitly set to a different setting.**

(D) Until the output buffer is flushed.

7. Assuming the following is the beginning of the constructor definition for class Circle which inherits from class Point,

Circle::Circle( double r, int a, int b )  
 : Point( a, b )

The second line:

**(A) Invokes the Point constructor with values a and b.**

(B) Causes a compiler error.

(C) Is unnecessary because the Point constructor is called automatically.

(D) Indicates inheritance.

8. Which of the following assignments would be a compilation error?

(A) Assigning the address of a base-class object to a base-class pointer.

**(B) Assigning the address of a base-class object to a derived-class pointer.**

(C) Assigning the address of a derived-class object to a base-class pointer.

(D) Assigning the address of a derived-class object to a derived-class pointer.

9. Assume class T is declared as following，which of the following declaration of the function fF() is not correct( )。

class T  
{ int i;  
 friend void fF(T&,int) ;  
};

(A) void fF (T &objT,int k) { objT.i = k+1; }

(B) void fF (T &objT,int k) { k = objT.i+1; }

**(C) void T::fF (T &objT,int k) { k += objT.i; }**

(D) void fF (T &objT,int k) { objT.i += k; }

**Find out errors in the following code, and correct them.**

1）Following is the destructor function prototype in Time class definition：

*void ~Time( int );* ***~Time( );***

2）Following is part of the Time class definition：

*class Time*

*{ public:*

*private:*

*int hour = 0;*

*int minute = 0;*

*int second = 0;*

*}; // end class Time*

***class Time***

***{ public:***

***private:***

***Static int hour ;***

***Static int minute;***

***Static int second ;***

***}; // end class Time***

**Write the output of the following program.**

1

#include <iostream>

using namespace std;

class test{

private:

int num;

float fl;

public:

test();

int getint(){ return num;}

float getfloat(){ return fl;}

~test();

};

test::test(){

cout<<"Initailizing default"<<endl;

num = 0;

fl = 0.0;

}

test::~test(){

cout<<"Destructor is active" <<endl;

}

int main(){

test array[2];

cout<<array[1].getint()<< " " <<array[1].getfloat()<<endl;

}

**Initailizing default**

**Initailizing default**

**0 0**

**Destructor is active**

**Destructor is active**

2.

#include <iostream>

using namespace std;

class A {

public:

A() { cout <<" A::A() called.\n";}

virtual ~A() { cout<<"A::~A() called.\n";}

};

class B: public A{

public:

B(int i){

cout<<"B::B()called.\n";

buf = new char[i];}

virtual ~B() {

delete [] buf;

cout<< "B::~B() called.\n";

}

private:

char \* buf;

};

void fun(A \* a) {

delete a;

}

void main() {

A \* a = new B(15);

fun(a);

}

**A::A() called.**

**B::B()called.**

**B::~B() called.**

**A::~A() called.**

3.

#include<iostream>

using namespace std;

class T {

public:

T(int x){ a=x; b\*=x;};

static void display(T c){

cout<<"a="<<c.a<<'\t'<<"b="<<c.b<<endl; }

private:

int a;

static int b;

} ;

int T::b=4;

int main(){

T A(3),B(2);

T::display(A);

T::display(B);

}

**a=3 b=24**

**a=2 b=24**

4.

#include <iostream>

using namespace std;

class B

{ int b;

public:

B(int i) { b=i; }

virtual void virfun() { cout<< "B::b: "<<b<<endl; }

};

class D: public B

{ int d;

public:

D(int i,int j): B(i) { d=j; }

void virfun() { B::virfun(); cout<<"D::d: "<<d<<endl; }

};

void fun(B \*objp) { objp->virfun(); }

void main()

{ B \*pd ;

pd=new B(3) ; fun(pd);

pd=new D(5,7); fun(pd);

}

**B::b: 3**

**B::b: 5**

**D::d: 7**

5.

#include <iostream>

#include <string>

#include <iomanip>

using namespace std;

class Employee

{ public:

Employee(const long k ,const char\* str ){ number = k;strcpy\_s(name,20,str); }

virtual ~Employee(){ name[0] = '\0';}

const char \* getName() const{ return name;}

const long getNumber() const { return number;}

virtual double earnings() const=0;

virtual void print() const { cout <<number<<setw(16)<<name ;}

Employee \* next;

protected:

long number;

char name[20];

};

class Manager : public Employee

{ public:

Manager(const long k , const char \* str, double salary): Employee(k,str)

{ setMonthlySalary(salary);}

~Manager() { }

void setMonthlySalary(double salary) { monthlySalary = salary;}

virtual double earnings() const { return monthlySalary;}

virtual void print() const { Employee::print(); cout<<setw(16)<<"Manager\n";}

private:

double monthlySalary ;

};

class HourlyWorker : public Employee

{ public:

HourlyWorker(const long k , const char \* str, double w=0.0, int h=0 ): Employee(k,str){

setWage(w); setHours(h);}

~HourlyWorker(){}

void setWage(double w) { wage = w ;}

void setHours(int h) { hours = h ;}

virtual double earnings() const { return wage \* hours ;}

virtual void print() const { Employee::print();

cout<<setw(16)<<"Hours Worker\n"<< "\t\twageperhour "<<wage<<" Hours "<<hours;

cout<<" earned $"<<earnings()<<endl; }

private:

double wage;

double hours;

};

class PieceWorker : public Employee

{ public:

PieceWorker(const long k , const char \* str, double wage =0.0, int quantity=0 ):Employee(k,str){

setWage(wage); setQuantity(quantity);}

~PieceWorker() { }

void setWage ( double wage ){ wagePerPiece = wage ;}

void setQuantity ( int q){ quantity = q ;}

virtual double earnings() const { return wagePerPiece \* quantity; }

virtual void print() const { Employee::print();

cout<<setw(16) << "Piece Worker\n" ;

cout<<"\t\twagePerPiece "<< wagePerPiece<<" quantity "<<quantity;

cout<<" eared $" << earnings() <<endl;}

private:

double wagePerPiece;

int quantity;

};

void main()

{ Employee \* employ[3] ;

int i;

employ[0] = new Manager( 10135, "ZhangSan", 1200 ) ;

employ[1] = new HourlyWorker( 30712, "LiSi", 5, 260 ) ;

employ[2] = new PieceWorker( 20382, "Wangwu", 0.5, 2850 ) ;

cout << setiosflags(ios::fixed|ios::showpoint) << setprecision(2) ;

for( i = 0; i <3; i ++ )

employ[i] -> print() ;

for( i = 0; i < 3; i ++ )

cout <<setw(8)<< employ[i]->getName() << " " <<setw(10)<< employ[i] -> earnings() << endl ;

}

**10135 ZhangSan Manager**

**30712 LiSi Hours Worker**

**wageperhour 5.00 Hours 260.00 earned $1300.00**

**20382 Wangwu Piece Worker**

**wagePerPiece 0.50 quantity 2850 eared $1425.00**

**ZhangSan 1200.00**

**LiSi 1300.00**

**Wangwu 1425.00**

**fill in the blanks according to the output**

1 . The following program defined a complex class stands for complex number. It has real part real and imaginary part img. It overloaded complex number addition by using friend function. Please finish it.

　　class complex{

　　 float [1], [2];  **real, img**

　　 public:

　　 complex (float r=0,float i=0)

　　 { real=r; img=i; }

　　 [3] [4] operator+(complex c1,complex c2); **friend complex**

};

　　[5] operator+(complex c1,complex c2)  **complex**

　　 { complex temp;

　　 [6] **temp.real=c1.real+c2.real;**

　　 [7]  **temp.img=c1.img+c2.img;**

　　 return temp;

　　 }

2. The following code has the screen output below, please fill in the blanks.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMkAAABpCAIAAAAfuJC8AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAEJFJREFUeF7tXXt0FcUZ300IBLVUzqkthAQSqIXDIed4AGsIoBAw/CFQfESCwSOEWE2R1iAapRBAG2lQfFApqJiEWAgFo0WNkRDwSkBJUJ5RSIuaEAMiYo+nR4U8O7OzO3fuzOzjbvaa3ZvZs3L2zv3mm9/3m99+3+wjVznxxozoK39+6fvvJEnq80M9+FdsggFHGJATb5yrqOpUv379cnNzR44cGRsb64hr4aSHMwC1BYSVkZGRlpb29tFvejgdInwHGZBnzHv8+zO+kpKS8qMXHfQrXAkG5LFjx+bn5ze0DRBcCAacZQBq64033qg48V9n/QpvggGorerq6n/4TgsuBAPOMgC1dejQocJdnzjrV3gTDEQgCmRZ7IIBpxlAeat490lxngkGnGVArYklVaec9Su8CQZMtNVQs9MiR/0Hjeg36FpZVousxV7CLIwZULX16h7+k8Rrf/Y/bvARMlCR3NkpdSobsKncvSfmuml9ovuGMVkitKAYULW15b1/c7vdNn6oRXdPPbV20HWp0VdcadFemGkMNL67KPXs3PrMG8KNEnydCBIRZ+sdKX+w/9N78v81v+D1Bc+U3fvC9vtfKv3u4oXIzja8p+ZsAcfKxSZ3qy5MGT4X7c9UExagPX3XWbIL03K2ZNWikq91/AbfzI54Ztei4YW1hCcwYkre8eBdd6kHhzs+VJVGSOZPDjL4CFVtRcgR3F1WzqWBv+obM+CKmAHRMeDgl7pVD5RJ2kltXsbkLLngdKlP2SdWrSpr0mwmzXhArjmIP4K+yp2QACdsCx+nHv7AdnbECBBgKEe0hJbBAHrxoU7BTBbIayb/prDWkn9r5DjiqmnXAwQq7f4WX5bfX2oBBv2vjvr8269OXjhz6pvG+osNqAtYZKGV1jWJF3ScvP9K7rapaz67N0lznpT/eFo8Hmlg8i2Sz0ekJUlhOWCDMx/8GaPXgxlRlTNpr5t/nYPBeOKkfBOoSfnbti5vyl1+LISo7Ln2x6LVxAgJXOFxdkU1NY3/aYv6IapvW1R0a6/oVkVYIKNAL+B4wJAmVVuUh9qqqlHLZ4xj3J4rzrspreKcJMdNHic98Vat3wD6CXSCW86XpaXfNEzZlx1TbXyb1JZheWWNCvjGioXDNtUq7QuLz0dIdC/uiCBbEoPCAgU+QpDaQPQxggEGQh3BcGkVZctQo4YEtSNL5Vs/HtXtsbXD0tf61Atr2R+L6tYUKjAYVfqRH4OKiuCHxKAA4wel4K8F8WpB1RrEggNkowYtKZvrpKpHVPJNaqIiIUlVVZ/WqOiWqD4wk8Faom3PpRSgQyb3KtPEFkqYnsB/IAknTJ83p6p6H7aBeoXt2q4kMvixefP6dcOX7v9iB9yfHA0N9m2auD52G2rxJe9N2VQDe4EOVQ9X/RY0bsyM4fTijFj18LDZE7U9/QlwUQOrJAKJkPiPmyq2yosQjKfnVD287JhiIEuHNzekwsZtedK6JRXNCN4C+WkE7xl5bykKJObOsqUzS8t2NEXULFv9ed7fHkkJwBzglkdOIJlaMYVjnfmjTxkLAJNWT0TAAtrz70zQCUrBv1mJCwY1bHY1juVlzQ+XairqlPv2++aNkm4GUSvkm6zlkWhAropCwurd0rv3ZZi3Ojr84tKO2BwKv2Fb4zKfPPD69Djli3GpN7+5+6hqw5qrsyrHJQyRSp+ccPs7zZq7mt27pcPF6QlpE8A+qbhOOtN0Bn4nSTevXT0aWbG96BGRfcNrB7T9n3nDVcRgaAwdH8dPz82UdtwOB10C5aJsAPbo+RmTlRGnjB+ltAJ4o/JmjkMG8dPn34VjG51bNGTdpLQl9fOXZw7UHPgxj7t//qjSQzUsOco4FJnS6FhAozLWotnaYgN7oNoVqLygFPwIDJgOfyyA8/pzgHA+1byoERka+Vre0lnvIdlAVUFhXQZJq1dvWBOP131y/EQd2MGK69Llyz/++CPMW5ST5NTUuvIjzTqXCapxyg2ztr62o1HpOzQu8XAzad98ul5NHSnZHza+/uGz8l/i7xgPFQYTVOKK9bBR3Venx8MME3A5wPSCo5AjUvZwbacmW3wAE4vW2Fz05/HxL8jPwkG3rxiupWU0YWqKU5ilrxECl+tK0ie7kJcwJCRDqDUvFskzxg5mxoIkjImLY9uJQMigYHgYDO+YTzVpqcopkP8UXBPhwNz97NnPfj94eubAWfdck5Zx9Zz0q+4mM1Y73Do6OuCiHhAa6CHl1hyp8M7byqEUlP3g0se2N0Y0Fz02zt84du5Kac9756FBwvVTx1QuXgrSmGLv27h46/CpUwaB4+ai8oPQYObL+xYkfvwlcJg8LfXEqp2wEe5H16i91EqGPLC9lHZiRPU888NWRAE/wgN41oLj8x++XY8agdYTVz6YnhDQSMhRudRVil8AvMbyoq2qWwh1XmPOvg2AmSeKlKhhl8pqH8JwfvviwhMZSclqXLpQDy69bXH9ghULIDnKWOsAsSrJLxVKM64HmgvA4CsHBtygAvHjU8t/RulQTVqqUWt5C5HfCwkFHLM1DrS0tHXefdctQDLtLa2RvSKliChJau9sa+vf/2qQsdra21rb2yIj4e0D5ITyE5O+c+eQ3N/dMfgV5P3WV3c+OlT6ci86jZVOkhQ3daL0p4+bs2bESsB+RUPsqqQtyHxEzv416fGKTVbslthZOZqTZIB2ysKylbm3D56ltE177ss/QG9qvtA8s72oEQPtYQzoWjVCjsvKyXnrfgX5iFszRqDG5OyswgnZSSshNtwYMKiyEIWhkfDGZOVkSFXQw5G/xj5+euXGR4cOlJ7PqpqQXTBs56MJoMs0qXJW0j0KuIwVNQWj8WT4yYGeK3MGV6KvEldurCkYqJpNWVjz6t9vuHHWs+gz8JAVAw9IDNCtLA3lBMXg16YGk2NKNY56KMgOrwCQAN6mLPW+/FsfncXhkAeHK0qU3EpvUVG9ZDmyteUyzFfKdtUvBseNvD667xVcP8aN50pn3tfw4JuPpdjoa6/LTz3iB7kzN/36xcJ7NTUEgfqnhhoENBNTVVtvf3yOa9jWCja4eDfdgNj79ImGF1V2tr3rx76b9NGaMXb62usT6hG/eDNzw6BCFBEYa27DQweempNgC2uoodoCZaGTqq3yw3xtWfAgTHQYaHp5yawV6NWlEQ8dePoue8LyML2qtt458pWHgxDQXcmAqq13j553JTwBysMMqNradexrDwchoLuSAVVblcfV582uBClAeZIBeH8BvM7AauvckXc8GZAA7RoGjLRVU1PjGpwCiPcYMNHWhg0bvBeTQOwOBuzd6nQHdoHC3QwIbbl7fryMTmjLy7PnbuzOa8tHbO6OPUzQIb5dGIzD2kJBTlI2cODOmF04DbYhuZlhh7VlmyPR0QYDbhYWCMfkHsTs2bNRHkKR47TEzUnYjDW2QZwjXUjAFH49/+SEkRHhdtCI3bKEUFyhUdhG0glJF2VvwDMXgyOkOeXE/P6WvRioSXUKrg0/QeHX00qw7SROPX1zxRrUCUAuPKgT2wZRjncx1xZ56nDPY4yJm94cR2zDITmLpt25Z4UNbVEFyzh1sdWNm/9wVuNWQ7fJy762jGuKq+IMSlvcgh6stkxrpYPrB/eUCEoS5mt54zUW5Y4ydsNiM1j8QdmbZkEbBgCAG3izgZzqYn8tzx3bILd3HasND3prHQNXZAgGawDT5Tl3OaXnnFqzW8/6Bg5t0OVsF0s10dkhve7NtTXIbcSa10S3Ie5ePDhPhEfZCimZIm+FlN4e7VzkrR49/SENXmgrpPT2aOdCWz16+kMavNBWSOnt0c6dX8u7+Y6L41Nt446/8fMM9K3BAx/yW8fDcdah9ruByhsReLc9Br7300Pe37J+k9OYUmPe0PtwTo1le3KD7ehwTfQiBcFSJuwtMqDWxN0nAv6uGvxuG/jbV/D3ieL9LcSj6bNnTLfx+1vYFTk91p9be+uRgIm2wN8n4nisB+bgKsTiKWJgFhT+YN930JOdgRYtFkfWzDr/XSfNEQ/mNVHvBTT0uJ7cyHPXPest2y/Qdb2+I3KoeTLgzUA9nhMWiNpcW3oSxgtMj640HTk1jZ2QFFEnHvtVmAnLry3yIpH6eVM2vRsXILc9xA0KPxkaN+vYUKQVPxRIt3FoI2rQRV1vVZ34huzf0dlpupbXG4/kpdsvm6lkYKWy6OEnF5HsGo78llz+o2NTHlgxsa+OmTqxp4DQ9TLRlvitkdBRH/aetfWWQVEMew5EgKFhgHNfPjQDCa89jgHOdSLnf1XAo8V4vcm99jZml+vQyqrW1MbAQO+rYMEEa98ThGZ+D8J05izSBJaiQbnCl1dcmaJvSRuqxSIqU7OgMJt661EG6lp+b13AdWJbh3qdiNbygF/Te6Hsgwv2ugb74VKMviXn0vjKiPWm5x/7xP5ZoVPXZeSjG+4xdbeCvayjYvTcVZ4zpwH4Ld09dRfIHfwkeHFxcXZ2Nns5jYe0WBPJdEIdU9NDBWMlYZA21gsf24vqSxngj+wBxY+BH2emylNetLz1SWDeag/IW8YiIO/fUOSi9MA9Zal2i0nIiuAwWpxr2ZzKnSPKHudRHAXZQp5jeonNOE97Sid2wKraei9QW6362uJyyo7MTgNJNCssUqA4GThSR6giy9U0bmQrsgFstFogYzdeUzoSjp1J7qY+WFsXSQCt7R3kfXk88cZpQ2/JYqoV5NbKis1KRWZhcPXByoK7hNILOSi0SIU9VFu+T6G28P8MsbVN1Ra1lrd+AmC5GMiRrEFWip2xdg0UzKYl4+W5Xq6yWN9JJXHLqHUaPW2p5i2kLby16GuLKwLugiaoKy+L6y0beYuqWXji9fIWt2iS5c9ixurJqkKc23lfHpBLblQpCSr5d6VMUDDQR+pEx43ogFpOIXuyIzIA/6KNlDI2ptpJe9ydLfGezkD2wNt5noippyaAmid2YuxB1OtFwWDBGAxHqoc8JtWmVzdJjVL2XP05G7WHvKk18f2TF8lHPZdadddbFosXW1mQ8mwsWYzZtJImSRu9kmegYOPFGdWRu2ZANqQfqsU0xpDah0iv/ppoOgBmzSBv6TnBJakrRRA5J+sO1quVCTaYdRZ2UFmQLIvUaoEtu6Y8h5UBuC+/7+RFcmfvy5PCsjeRlCZMnehJgfXDLoCwBLEcyV4GIiPrIyll9pj0zHXIRRVWujELxvxZtUE2NuUUj44rEbWgZhXGXQmRyuYu2M3CDCjHCAO74bJFDWEACaclNhDSiXHUpuA9aqCut/af+pYM4IeWdnTvlH3v1Mp6hVrf4DljpWbQYkqoXvrpetk1HdrAAKFiMVC8dWUIr/TVtFUfqK3LutrySmACZ7czYOf+VreDFgA8wYCmLVmSid0T0AVIlzOA1/LijzFcPlPegydqovfmzCuIRU30ykx5D6fV+1vei0wg7m4GcN6Sya27UYnxw4EBsd4Kh1l0ZwxiveXOeQkHVEJb4TCL7oxB3N9y57yEAyqRt8JhFt0Zg1jLu3NewgGVyFvhMIvujAHnLfJRtcVfSXJnRAKVWxgQecstMxF+OMQzn/CbU7dEJPKWW2Yi/HCI68Twm1O3RCSeVbtlJsIPh8hb4TenbonIzu9BuAW7wOFuBsRa3t3z42V04t6pl2fP3dj/D5lE7DdNhzuDAAAAAElFTkSuQmCC)

#include <iostream>

#include <math>

using namespace std;

class Power

{ public:

Power(int i){x=i;}

\_ \_(8)\_**virtual\_\_**\_\_ void display(){ cout<<"x="<<x;} // definition of virtual function

protected:

int x;

};

class Square: public Power

{ public:

Square(int n):\_\_\_\_(9)\_\_**Power(n)**\_\_\_\_\_\_\_ { } //Constructor of Square

void display()

{ \_\_\_\_（10） **Power::display();**  \_\_\_

cout<<”\tx square=”<<x\*x<<endl;}

};

class Cube:public Power

{ public:

Cube(int n):Power(n){ }

void display()

{ \_\_\_\_\_\_\_ （10） **Power::display()**  \_\_\_;

cout<<”\tx cube=”<<x\*x\*x<<endl;}

};

void fun(Power &p) { p.display();}

void main()

{ Square squ(2);

Cube cub(3);

fun(squ);

fun(cub);

}

**Write program**

1．Use function template to calculate average of arrays of different data type. Function main () is as following:

#include <iostream>

using namespace std;

void main()

{ int a[]={ 1,2,3,4,5,6,7,8,9,10 };

double b[]={ 1.1,2.2,3.3,4.4,5.5,6.6,7.7,8.8,9.9,10.0 };

cout<< "Average of array a:" <<average(a,10)<<endl;

cout<< "Average of array b:" <<average(b,10)<<endl;

}

Program calculates average of an array of type integer and of type double. complete a function template to accomplish such function(功能) (6 points )

**template<typename T>**

**T average(T\*arr, int num)**

**{**

**T sum = arr[0];**

**for (int i = 0; i < num; i++)**

**{**

**sum += arr[i];**

**}**

**T result = sum / num;**

**return result;**

**}**

2．

（1） Rewrite class Student, overload operator >> and << to substitute(代替) function input() and output() respectively. （8 points）

（2）Add a constructor for class Student to initiate data members ；（3 points）

（3）Modify function main() to get correct result. （3 points）

#include <iostream>

using namespace std;

class Student

{

char name[20];

unsigned id;

double score;

public:

void input()

{

cout<<"name? ";

cin>>name;

cout<<"id? ";

cin>>id;

cout<<"score? ";

cin>>score;

}

void output()

{

cout<<"name: "<<name<<"\tid: "<<id<<"\tscore: "<<score<<endl;

}

};

int main()

{

Student s;

s.input();

s.output();

}

**#include <iostream>**

**#include "string.h"**

**using namespace std;**

**class Student**

**{**

**char name[20];**

**unsigned id;**

**double score;**

**public:**

**Student(){}**

**Student(char\*n, unsigned i, double s)**

**{**

**strcpy\_s(name, n);**

**id = i;**

**score = s;**

**}**

**friend ostream& operator<<(ostream& output, const Student&stu)**

**{**

**output << "name: " << stu.name << "\tid: " << stu.id << "\tscore: " << stu.score << endl;**

**return output;**

**}**

**friend istream& operator>>(istream& input, Student &stu)**

**{**

**cout << "name? ";**

**input >> stu.name;**

**cout << "id? ";**

**input >> stu.id;**

**cout << "score? ";**

**input >> stu.score;**

**return input;**

**}**

**};**

**int main()**

**{**

**Student stu;**

**cin >> stu;**

**cout << stu;**

**}**