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import numpy as np

import matplotlib.pyplot as plt

import pandas as pd

from sklearn.preprocessing import StandardScaler

class Autoencoder():

def \_\_init\_\_(self, input\_neuron, encoding\_neuron, learning\_rate):

self.input\_neuron = input\_neuron

self.encoding\_neuron = encoding\_neuron

self.learning\_rate = learning\_rate

self.weights\_input\_encoding = np.random.rand(input\_neuron, encoding\_neuron)

self.weights\_encoding\_input = np.random.rand(encoding\_neuron, input\_neuron)

self.bias\_encoding = np.random.rand(1, encoding\_neuron)

self.bias\_input = np.random.rand(1, input\_neuron)

def sigmoid(self, x):

return 1 / (1 + np.exp(-x))

def sigmoid\_derivative(self, x):

return x \* (1 - x)

def encode(self, inputs):

self.encoding\_layer\_input = np.dot(inputs, self.weights\_input\_encoding) + self.bias\_encoding

self.encoding\_layer\_output = self.sigmoid(self.encoding\_layer\_input)

def decode(self, encoding\_output):

self.input\_layer\_input = np.dot(encoding\_output, self.weights\_encoding\_input) + self.bias\_input
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def backward\_pass(self, inputs):

# Кодирование ошибки и обновление весов/смещений для декодирующего слоя

encoding\_error = inputs - self.input\_layer\_output

encoding\_delta = encoding\_error \* self.sigmoid\_derivative(self.input\_layer\_output)

self.weights\_encoding\_input += self.learning\_rate \* np.dot(self.encoding\_layer\_output.T, encoding\_delta) / inputs.shape[0]

self.bias\_input += self.learning\_rate \* np.mean(encoding\_delta, axis=0, keepdims=True)

decoding\_error = encoding\_delta.dot(self.weights\_encoding\_input.T)

decoding\_delta = decoding\_error \* self.sigmoid\_derivative(self.encoding\_layer\_output)

# Правильное обновление с использованием правила Ойи

# Необходимо выполнить операцию для каждого нейрона в кодирующем слое

for i in range(self.encoding\_neuron):

# Корректировка выражения для oja\_delta

delta\_w = self.learning\_rate \* (self.encoding\_layer\_output[:, i][:, np.newaxis] \* (inputs - self.encoding\_layer\_output[:, i][:, np.newaxis] \* self.weights\_input\_encoding[:, i])).mean(axis=0)

self.weights\_input\_encoding[:, i] += delta\_w

self.bias\_encoding += self.learning\_rate \* np.mean(decoding\_delta, axis=0, keepdims=True)

# Вычисление и сохранение среднеквадратичной ошибки

mse = np.mean((inputs - self.input\_layer\_output) \*\* 2)

self.errors.append(mse)

def train(self, inputs, epochs=10):

self.errors = []

for \_ in range(epochs):

self.encode(inputs)

self.decode(self.encoding\_layer\_output)

self.backward\_pass(inputs)

def encode\_data(self, inputs\_data):

self.encode(inputs\_data)

return self.encoding\_layer\_output

def decode\_data(self, encoded\_data):

self.decode(encoded\_data)

return self.input\_layer\_output

if \_\_name\_\_ == "\_\_main\_\_":

data = pd.read\_csv(r"MRZIS/lab2/Seed\_data.csv", header=None)

X = data.iloc[:, :-1].values

scaler = StandardScaler()

X = scaler.fit\_transform(X)

autoencoder = Autoencoder(input\_neuron=X.shape[1], encoding\_neuron=5, learning\_rate=0.093)

autoencoder.train(X, epochs=1000)

X\_encode\_data = autoencoder.encode\_data(X)

X\_decode\_data = autoencoder.decode\_data(X\_encode\_data)

print("Mean Squared Error:", np.mean((X - X\_decode\_data) \*\* 2))

# Построение графика ошибок

plt.plot(autoencoder.errors)

plt.xlabel('Epochs')

plt.ylabel('Mean Squared Error')

plt.title('Training Error')

plt.show()
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from matplotlib import pyplot as plt

import numpy as np

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import mean\_squared\_error

import pandas as pd

class Autoencoder():

    def \_\_init\_\_(*self*, *input\_neuron*, *encoding\_neuron*, *learning\_rate*, *alpha*):

        self.input\_neuron = input\_neuron

        self.encoding\_neuron = encoding\_neuron

        self.learning\_rate = learning\_rate

        self.alpha = alpha

        self.weights\_input\_encoding = np.random.rand(input\_neuron, encoding\_neuron)

        self.weights\_encoding\_input = np.random.rand(encoding\_neuron, input\_neuron)

        self.bias\_encoding = np.random.rand(1, encoding\_neuron)

        self.bias\_input = np.random.rand(1, input\_neuron)

        self.prev\_delta\_weights\_input\_encoding = np.zeros((input\_neuron, encoding\_neuron))

        self.prev\_delta\_weights\_encoding\_input = np.zeros((encoding\_neuron, input\_neuron))

        self.prev\_delta\_bias\_encoding = np.zeros((1, encoding\_neuron))

        self.prev\_delta\_bias\_input = np.zeros((1, input\_neuron))

        self.errors = []

    def sigmoid(*self*, *x*):

        return 1 / (1 + np.exp(-x))

![](data:image/png;base64,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)    def sigmoid\_derivative(*self*, *x*):

        return x \* (1 - x)

    def encode(*self*, *inputs*):

        self.encoding\_layer\_input = np.dot(inputs, self.weights\_input\_encoding) + self.bias\_encoding

        self.encoding\_layer\_output = self.sigmoid(self.encoding\_layer\_input)

    def decode(*self*, *encoding\_output*):

        self.input\_layer\_input = np.dot(encoding\_output, self.weights\_encoding\_input) + self.bias\_input

        self.input\_layer\_output = self.sigmoid(self.input\_layer\_input)

    def backward\_pass(*self*, *inputs*):

        encoding\_error = inputs - self.input\_layer\_output

        encoding\_delta = encoding\_error \* self.sigmoid\_derivative(self.input\_layer\_output)

        # Обновление весов от кодировщика к декодировщику

        delta\_weights\_encoding\_input = self.learning\_rate \* np.dot(self.encoding\_layer\_output.T, encoding\_delta) / inputs.shape[0] + self.alpha \* self.prev\_delta\_weights\_encoding\_input

        delta\_bias\_input = self.learning\_rate \* np.mean(encoding\_delta, *axis*=0, *keepdims*=True) + self.alpha \* self.prev\_delta\_bias\_input

        self.weights\_encoding\_input += delta\_weights\_encoding\_input

        self.bias\_input += delta\_bias\_input

        # Обновление весов от декодировщика к кодировщику

        decoding\_error = encoding\_delta.dot(self.weights\_encoding\_input.T)

        decoding\_delta = decoding\_error \* self.sigmoid\_derivative(self.encoding\_layer\_output)

        delta\_weights\_input\_encoding = self.learning\_rate \* np.dot(inputs.T, decoding\_delta) / inputs.shape[0] + self.alpha \* self.prev\_delta\_weights\_input\_encoding

        delta\_bias\_encoding = self.learning\_rate \* np.mean(decoding\_delta, *axis*=0, *keepdims*=True) + self.alpha \* self.prev\_delta\_bias\_encoding

        self.weights\_input\_encoding += delta\_weights\_input\_encoding

        self.bias\_encoding += delta\_bias\_encoding

        # Сохранение текущих изменений весов для следующей итерации

        self.prev\_delta\_weights\_input\_encoding = delta\_weights\_input\_encoding

        self.prev\_delta\_weights\_encoding\_input = delta\_weights\_encoding\_input

        self.prev\_delta\_bias\_encoding = delta\_bias\_encoding

        self.prev\_delta\_bias\_input = delta\_bias\_input

        mse = np.mean((inputs - self.input\_layer\_output) \*\* 2)

        self.errors.append(mse)

    def train(*self*, *inputs*, *epochs*=10):

        for \_ in range(epochs):

            self.encode(inputs)

            self.decode(self.encoding\_layer\_output)

            self.backward\_pass(inputs)

    def encode\_data(*self*, *inputs\_data*):

        self.encode(inputs\_data)

        return self.encoding\_layer\_output

    def decode\_data(*self*, *encoded\_data*):

        self.decode(encoded\_data)

        return self.input\_layer\_output

if \_\_name\_\_ == "\_\_main\_\_":

    data = pd.read\_csv(r"MRZIS/lab2/Seed\_data.csv", *header*=None)

    X = data.iloc[:, :-1].values

    scaler = StandardScaler()

    X = scaler.fit\_transform(X)

    autoencoder = Autoencoder(*input\_neuron*=X.shape[1], *encoding\_neuron*=4, *learning\_rate*=0.03, *alpha*=0.9)

    autoencoder.train(X, *epochs*=2000)

    X\_encode\_data = autoencoder.encode\_data(X)

    X\_decode\_data = autoencoder.decode\_data(X\_encode\_data)

    print(mean\_squared\_error(X, X\_decode\_data))

    plt.plot(autoencoder.errors)

    plt.xlabel('Epochs')

    plt.ylabel('Mean Squared Error')

    plt.title('Training Error')

    plt.show()

Таким образом, кумулятивное дельта правило работает с меньшей ошибкой.

**Вывод:** в ходе лабораторной работы я реализовал два метода обучения автоенкодера.