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**Цель:** Написать нейронную сеть (multilayer perceptron с одним скрытым слоем) решающую задачу исключающее или.

**Ход работы**

import numpy as np

# Генерация датасета XOR

np.random.seed(0)

X = np.array([[0, 0], [0, 1], [1, 0], [1, 1]]) # входные данные

y = np.array([0, 1, 1, 0]) # выходные данные (результат XOR)

# Функция активации - сигмоида

def sigmoid(x):

return 1 / (1 + np.exp(-x))

# Производная функции активации сигмоиды

def sigmoid\_derivative(x):

return x \* (1 - x)

# Настройка параметров сети

input\_neurons = X.shape[1] # количество входных нейронов

hidden\_neurons = 4 # количество нейронов в скрытом слое

output\_neurons = 1 # количество выходных нейронов

learning\_rate = 0.1 # коэффициент обучения

# Инициализация весов сети случайными значениями

weights\_input\_hidden = np.random.uniform(size=(input\_neurons, hidden\_neurons))

weights\_hidden\_output = np.random.uniform(size=(hidden\_neurons, output\_neurons))

# Обучение нейронной сети

epochs = 10000 # количество эпох обучения

for epoch in range(epochs):

# Прямое распространение (forward propagation)

hidden\_input = np.dot(X, weights\_input\_hidden)

hidden\_output = sigmoid(hidden\_input)

output\_input = np.dot(hidden\_output, weights\_hidden\_output)

predicted\_output = sigmoid(output\_input)

# Вычисление ошибки

error = y.reshape(-1, 1) - predicted\_output

# Обратное распространение (backpropagation)

# Вычисление градиентов и коррекция весов

output\_error = error \* sigmoid\_derivative(predicted\_output)

hidden\_layer\_error = output\_error.dot(weights\_hidden\_output.T) \* sigmoid\_derivative(hidden\_output)

weights\_hidden\_output += hidden\_output.T.dot(output\_error) \* learning\_rate

weights\_input\_hidden += X.T.dot(hidden\_layer\_error) \* learning\_rate

# Проверка обученной сети

test\_input = np.array([[0, 0], [0, 1], [1, 0], [1, 1]])

predicted\_output = sigmoid(np.dot(sigmoid(np.dot(test\_input, weights\_input\_hidden)), weights\_hidden\_output))

# Вывод результатов

print("Предсказанные значения для входных данных XOR:")

print(predicted\_output.ravel())

**![](data:image/png;base64,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)**

**Вывод:** в ходе лабораторной работы я создал ИНС для решения задачи XOR.