DKBA

华为技术有限公司内部技术规范

DKBA 2826-2016.05

C语言编程规范

![HW_POS_RGB_Vertical](data:image/jpeg;base64,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)

2016年5月28日发布 2016年5月28日实施

华为技术有限公司

Huawei Technologies Co., Ltd.

版权所有 侵权必究

All rights reserved

修订声明Revision declaration

本规范拟制与解释部门：

本规范的相关系列规范或文件：

相关国际规范或文件一致性：

替代或作废的其它规范或文件：

相关规范或文件的相互关系：

|  |  |  |  |
| --- | --- | --- | --- |
| 规范号 | 主要起草部门专家 | 主要评审部门专家 | 修订情况 |
| DKBA2826-2011.05 | PSST质量部：  郭曙光00121837  网络：张伟00118807  周灿00056781  王晶00041937  陈艺彪00036913  IP开发部：  薛治00038309  核心网：  张小林00058208  王德喜00040674  李明胜00042021  软件公司：  文 滔00119601  无线：  刘爱华00162172  中研：  谭洪00162654 | PSST质量部：  李重霄00117374  郭永生00120218  核心网：  张进柏00120359  中研：  张建保00116237  无线：  苏光牛00118740  郑铭00118617  陶永祥00120482  软件公司：  周代兵00120359  刘心红00118478  朱文琦00172539  网络：  王玎00168059  黄维东49827  IP开发部：  饶远00152313 |  |
| DKBA2826-2013.07 | 研发能力中心  郭曙光00121837 | 网络：  张伟00118807  研发能力中心  王红超00 134169 | 修改部分规则的说明和例子。 |
| DKBA2826-2016.05 | 研发能力中心  郭曙光00340987 | 网络：  张伟00342388  周灿00286455  IP开发部：  陈艺彪00223933  无线：  邱霖00340162  电软：  赵玉锡00232229  研发能力中心：  吴敏00326311  刘进00283514  曹锦业00246228  陈宇00291422  朱喜红00210657 | 新增规则1.9、规则2.8,、规则2.9、建议2.7、建议2.8、建议2.9、规则4.4、建议4.6、建议4.7、建议4.8、规则6.6、规则6.7、规则8.9、建议8.4、建议8.5、建议8.6、规则9.7、建议11.2、建议11.2。  安全章节整体移出到C&C++安全编程规范。  单元测试章节合入可测性章节。 |

目 录Table of Contents

0 规范制订说明 5

0.1 前言 5

0.2 代码总体原则 5

0.3 规范实施、解释 6

0.4 术语定义 6

1 头文件 6

2 函数 12

3 标识符命名与定义 21

3.1 通用命名规则 21

3.2 文件命名规则 23

3.3 变量命名规则 23

3.4 函数命名规则 24

3.5 宏的命名规则 24

4 变量 25

5 宏、常量 28

6 质量保证 32

7 程序效率 36

8 注释 39

9 排版与格式 44

10 表达式 46

11 代码编辑、编译 49

12 可测性 50

13 安全性 51

13.1 字符串操作安全 51

13.2 整数安全 52

13.3 格式化输出安全 56

13.4 文件I/O安全 57

13.5 其它 59

14 单元测试 59

15 可移植性 60

16 业界编程规范 60

C语言编程规范

范 围:

本规范适用于公司内使用C语言编码的所有软件。本规范自发布之日起生效，以后新编写的和修改的代码应遵守本规范。

简 介：

本规范制定了编写C语言程序的基本原则、规则和建议。从代码的清晰、简洁、可测试、安全、程序效率、可移植各个方面对C语言编程作出了具体指导。

# 规范制订说明

## 前言

为提高产品代码质量，指导广大软件开发人员编写出简洁、可维护、可靠、可测试、高效、可移植的代码，编程规范修订工作组分析、总结了我司的各种典型编码问题，并参考了业界编程规范近年来的成果，重新对我司1999年版编程规范进行了梳理、优化、刷新，编写了本规范。

本规范将分为完整版和精简版，完整版将包括更多的样例、规范的解释以及参考材料(what & why)，而精简版将只包含规则部分(what)以便查阅。

在本规范的最后，列出了一些业界比较优秀的编程规范，作为延伸阅读参考材料。

## 代码总体原则

**1、清晰第一**

**清晰性是易于维护、易于重构的程序必需具备的特征。**代码首先是给人读的，好的代码应当可以像文章一样发声朗诵出来。

目前软件维护期成本占整个生命周期成本的40%~90%。根据业界经验，维护期变更代码的成本，小型系统是开发期的5倍，大型系统（100万行代码以上）可以达到100倍。业界的调查指出，开发组平均大约一半的人力用于弥补过去的错误，而不是添加新的功能来帮助公司提高竞争力。

“程序必须为阅读它的人而编写，只是顺便用于机器执行。”——Harold Abelson 和 Gerald Jay Sussman

“编写程序应该以人为本，计算机第二。”——Steve McConnell

本规范通过后文中的原则（如优秀的代码可以自我解释，不通过注释即可轻易读懂/头文件中适合放置接口的声明，不适合放置实现/除了常见的通用缩写以外，不使用单词缩写，不得使用汉语拼音）、规则（如防止局部变量与全局变量同名）等说明清晰的重要性。

一般情况下，代码的可阅读性高于性能，只有确定性能是瓶颈时，才应该主动优化。

**2、简洁为美**

**简洁就是易于理解并且易于实现。**代码越长越难以看懂，也就越容易在修改时引入错误。写的代码越多，意味着出错的地方越多，也就意味着代码的可靠性越低。因此，我们提倡大家通过编写简洁明了的代码来提升代码可靠性。

废弃的代码(没有被调用的函数和全局变量)要及时清除，重复代码应该尽可能提炼成函数。

本规范通过后文中的原则（如文件应当职责单一/一个函数仅完成一件功能）、规则（重复代码应该尽可能提炼成函数/避免函数过长，新增函数不超过50行）等说明简洁的重要性。

**3、选择合适的风格，与代码原有风格保持一致**

产品所有人共同分享同一种风格所带来的好处，远远超出为了统一而付出的代价。在公司已有编码规范的指导下，审慎地编排代码以使代码尽可能清晰，是一项非常重要的技能。**如果重构/修改其他风格的代码时，比较明智的做法是根据现有代码的现有风格继续编写代码**，或者使用格式转换工具进行转换成公司内部风格。

## 规范实施、解释

本规范制定了编写C语言程序的基本原则、规则和建议。

本规范适用于公司内使用C语言编码的所有软件。本规范自发布之日起生效，对以后新编写的和修改的代码应遵守本规范。

本规范由系统工程体系发布和维护。实施中遇到问题，可以到论坛<http://hi3ms.huawei.com/group/1735/threads.html>上讨论。

在某些情况下（如BSP软件）需要违反本文档给出的规则时，相关团队必须通过一个正式的流程来评审、决策规则违反的部分，个体程序员不得违反本规范中的相关规则。

## 术语定义

**原则**：编程时必须坚持的指导思想。

**规则**：编程时强制必须遵守的约定。

**建议**：编程时必须加以考虑的约定。

**说明**：对此原则/规则/建议进行必要的解释。

**示例**：对此原则/规则/建议从正、反两个方面给出例子。

**延伸阅读材料**：建议进一步阅读的参考材料。

# 头文件

背景

**对于C语言来说，头文件的设计体现了大部分的系统设计。**不合理的头文件布局是编译时间过长的根因，不合理的头文件实际上反映了不合理的设计。

术语定义：

**依赖**：本章节特指编译依赖。若x.h包含了y.h，则称作x依赖y。依赖关系会进行传导，如x.h包含y.h，而y.h又包含了z.h，则x通过y依赖了z。依赖将导致编译时间的上升。虽然依赖是不可避免的，也是必须的，但是不良的设计会导致整个系统的依赖关系无比复杂，使得任意一个文件的修改都要重新编译整个系统，导致编译时间巨幅上升。

在一个设计良好的系统中，修改一个文件，只需要重新编译数个，甚至是一个文件。

某产品曾经做过一个实验，把所有函数的实现通过工具注释掉，其编译时间只减少了不到10%，究其原因，在于A包含B，B包含C，C包含D，最终几乎每一个源文件都包含了项目组所有的头文件，从而导致绝大部分编译时间都花在解析头文件上。

某产品更有一个“优秀实践”，用于将.c文件通过工具合并成一个比较大的.c文件，从而大幅度提高编译效率。其根本原因还是在于通过合并.c文件减少了头文件解析次数。但是，这样的“优秀实践”是对合理划分.c文件的一种破坏。

大部分产品修改一处代码，都得需要编译整个工程，对于TDD之类的实践，要求对于模块级别的编译时间控制在秒级，即使使用分布式编译也难以实现，最终仍然需要合理的划分头文件、以及头文件之间的包含关系，从根本上降低编译时间。

《google C++ Style Guide》1.2 头文件依赖 章节也给出了类似的阐述：

若包含了头文件aa.h，则就引入了新的依赖：一旦aa.h被修改，任何直接和间接包含aa.h代码都会被重新编译。如果aa.h又包含了其他头文件如bb.h，那么bb.h的任何改变都将导致所有包含了aa.h的代码被重新编译，在敏捷开发方式下，代码会被频繁构建，漫长的编译时间将极大的阻碍频繁构建。因此，我们倾向于减少包含头文件，尤其是在头文件中包含头文件，以控制改动代码后的编译时间。

合理的头文件划分体现了系统设计的思想，但是从编程规范的角度看，仍然有一些通用的方法，用来合理规划头文件。本章节介绍的一些方法，对于合理规划头文件会有一定的帮助。

**原则1.1 头文件中适合放置接口的声明，不适合放置实现。**

说明：头文件是模块（Module）或单元（Unit）的对外接口。头文件中应放置对外部的声明，如对外提供的函数声明、宏定义、类型定义等。

内部使用的函数（相当于类的私有方法）声明不应放在头文件中。

内部使用的宏、枚举、结构定义不应放入头文件中。

变量定义不应放在头文件中，应放在.c文件中。

变量的声明尽量不要放在头文件中，亦即尽量不要使用全局变量作为接口。变量是模块或单元的内部实现细节，不应通过在头文件中声明的方式直接暴露给外部，应通过函数接口的方式进行对外暴露。 即使必须使用全局变量，也只应当在.c中定义全局变量，在.h中仅声明变量为全局的。

延伸阅读材料：《C语言接口与实现》（David R. Hanson 著 傅蓉 周鹏 张昆琪 权威 译 机械工业出版社 2004年1月）（英文版： "C Interfaces and Implementations"）

**原则1.2 头文件应当职责单一。**

说明：头文件过于复杂，依赖过于复杂是导致编译时间过长的主要原因。很多现有代码中头文件过大，职责过多，再加上循环依赖的问题，可能导致为了在.c中使用一个宏，而包含十几个头文件。

示例：如下是某平台定义WORD类型的头文件：

#include <VXWORKS.H>

#include <KERNELLIB.H>

#include <SEMLIB.H>

#include <INTLIB.H>

#include <TASKLIB.H>

#include <MSGQLIB.H>

#include <STDARG.H>

#include <FIOLIB.H>

#include <STDIO.H>

#include <STDLIB.H>

#include <CTYPE.H>

#include <STRING.H>

#include <ERRNOLIB.H>

#include <TIMERS.H>

#include <MEMLIB.H>

#include <TIME.H>

#include <WDLIB.H>

#include <SYSLIB.H>

#include <TASKHOOKLIB.H>

#include <REBOOTLIB.H>

…

typedef unsigned short WORD;

…

这个头文件不但定义了基本数据类型WORD，还包含了stdio.h syslib.h等等不常用的头文件。如果工程中有10000个源文件，而其中100个源文件使用了stdio.h的printf，由于上述头文件的职责过于庞大，而WORD又是每一个文件必须包含的，从而导致stdio.h/syslib.h等可能被不必要的展开了9900次，大大增加了工程的编译时间。

**原则1.3 头文件应向稳定的方向包含。**

说明：头文件的包含关系是一种依赖，一般来说，应当让不稳定的模块依赖稳定的模块，从而当不稳定的模块发生变化时，不会影响（编译）稳定的模块。

就我们的产品来说，依赖的方向应该是：**产品依赖于平台，平台依赖于标准库。**某产品线平台的代码中已经包含了产品的头文件，导致平台无法单独编译、发布和测试，是一个非常糟糕的反例。

**除了不稳定的模块依赖于稳定的模块外，更好的方式是两个模块共同依赖于接口**，这样任何一个模块的内部实现更改都不需要重新编译另外一个模块。在这里，我们假设接口本身是最稳定的。

延伸阅读材料：编者推荐开发人员使用“**依赖倒置**”原则，即由使用者制定接口，服务提供者实现接口，更具体的描述可以参见《敏捷软件开发：原则、模式与实践》（Robert C.Martin 著 邓辉 译 清华大学出版社2003年9月） 的第二部分“敏捷设计”章节。

**规则1.1 每一个.c文件应有一个同名.h文件，用于声明需要对外公开的接口。将对内函数的声明放置.c文件的头部，并声明为static，以限制其作用域在该.c 文件定义的编译单元。**

说明：如果一个.c文件不需要对外公布任何接口，则其就不应当存在，除非它是程序的入口，如main函数所在的文件。

现有某些产品中，习惯一个.c文件对应两个头文件，一个用于存放对外公开的接口，一个用于存放内部需要用到的定义、声明等，以控制.c文件的代码行数。编者不提倡这种风格。这种风格的根源在于源文件过大，应首先考虑拆分.c文件，使之不至于太大。另外，一旦把私有定义、声明放到独立的头文件中，就无法从技术上避免别人include之，难以保证这些定义最后真的只是私有的。

本规则反过来并不一定成立。有些特别简单的头文件，如命令ID定义头文件，不需要有对应的.c存在。

示例：对于如下场景，如在一个.c中存在函数调用关系：

void foo()

{

bar();

}

void bar()

{

Do something;

}

必须在foo之前声明bar，否则会导致编译错误。

这一类的函数声明，应当在.c的头部声明，并声明为static的，如下：

static void bar();

void foo()

{

bar();

}

void bar()

{

Do something;

}

**规则1.2 禁止头文件循环依赖。**

说明：头文件循环依赖，指a.h包含b.h，b.h包含c.h，c.h包含a.h之类导致任何一个头文件修改，都导致所有包含了a.h/b.h/c.h的代码全部重新编译一遍。而如果是单向依赖，如a.h包含b.h，b.h包含c.h，而c.h不包含任何头文件，则修改a.h不会导致包含了b.h/c.h的源代码重新编译。

**规则1.3 .c/.h文件禁止包含用不到的头文件。**

说明：很多系统中头文件包含关系复杂，开发人员为了省事起见，可能不会去一一钻研，直接包含一切想到的头文件，甚至有些产品干脆发布了一个god.h，其中包含了所有头文件，然后发布给各个项目组使用，这种只图一时省事的做法，导致整个系统的编译时间进一步恶化，并对后来人的维护造成了巨大的麻烦。

**规则1.4 头文件应当自包含。**

说明：简单的说，自包含就是任意一个头文件均可独立编译。如果一个文件包含某个头文件，还要包含另外一个头文件才能工作的话，就会增加交流障碍，给这个头文件的用户增添不必要的负担。

示例：

如果a.h不是自包含的，需要包含b.h才能编译，会带来的危害：

每个使用a.h头文件的.c文件，为了让引入的a.h的内容编译通过，都要包含额外的头文件b.h。

额外的头文件b.h必须在a.h之前进行包含，这在包含顺序上产生了依赖。

注意：该规则需要与“.c/.h文件禁止包含用不到的头文件”规则一起使用，不能为了让a.h自包含，而在a.h中包含不必要的头文件。a.h要刚刚可以自包含，不能在a.h中多包含任何满足自包含之外的其他头文件。

**规则1.5 总是编写内部#include保护符（#define 保护）。**

说明：多次包含一个头文件可以通过认真的设计来避免。如果不能做到这一点，就需要采取阻止头文件内容被包含多于一次的机制。

通常的手段是为每个文件配置一个宏，当头文件第一次被包含时就定义这个宏，并在头文件被再次包含时使用它以排除文件内容。

所有头文件都应当使用#define 防止头文件被多重包含，命名格式为FILENAME\_H，为了保证唯一性，更好的命名是PROJECTNAME\_PATH\_FILENAME\_H。

注：没有在宏最前面加上单下划线"\_"，是因为一般以单下划线"\_"和双下划线"\_\_"开头的标识符为ANSI C等使用，在有些静态检查工具中，若全局可见的标识符以"\_"开头会给出告警。

定义包含保护符时，应该遵守如下规则：

1）保护符使用唯一名称；

2）不要在受保护部分的前后放置代码或者注释。

示例：假定VOS工程的timer模块的timer.h，其目录为VOS/include/timer/timer.h,应按如下方式保护：

#ifndef VOS\_INCLUDE\_TIMER\_TIMER\_H

#define VOS\_INCLUDE\_TIMER\_TIMER\_H

...

#endif

也可以使用如下简单方式保护:

#ifndef TIMER\_H

#define TIMER\_H

..

#endif

例外情况：头文件的版权声明部分以及头文件的整体注释部分（如阐述此头文件的开发背景、使用注意事项等）可以放在保护符(#ifndef XX\_H)前面。

**规则1.6 禁止在头文件中定义变量。**

说明：在头文件中定义变量，将会由于头文件被其他.c文件包含而导致变量重复定义。

**规则1.7 只能通过包含头文件的方式使用其他.c提供的接口，禁止在.c中通过extern的方式使用外部函数接口、变量。**

说明：若a.c使用了b.c定义的foo()函数，则应当在b.h中声明extern int foo(int input)；并在a.c中通过#include <b.h>来使用foo。禁止通过在a.c中直接写extern int foo(int input);来使用foo，后面这种写法容易在foo改变时可能导致声明和定义不一致。

**规则1.8 禁止在extern "C"中包含头文件。**

说明：在extern "C"中包含头文件，会导致extern "C"嵌套，Visual Studio对extern "C"嵌套层次有限制，嵌套层次太多会编译错误。

在extern "C"中包含头文件，可能会导致被包含头文件的原有意图遭到破坏。例如，存在a.h和b.h两个头文件：

|  |  |
| --- | --- |
| #ifndef A\_H\_\_  #define A\_H\_\_  #ifdef \_\_cplusplus  void foo(int);  #define a(value) foo(value)  #else  void a(int)  #endif  #endif /\* A\_H\_\_ \*/ | #ifndef B\_H\_\_  #define B\_H\_\_  #ifdef \_\_cplusplus  extern "C" {  #endif  #include "a.h"  void b();  #ifdef \_\_cplusplus  }  #endif  #endif /\* B\_H\_\_ \*/ |

使用C++预处理器展开b.h，将会得到

extern "C" {

void foo(int);

void b();

}

按照a.h作者的本意，函数foo是一个C++自由函数，其链接规范为"C++"。但在b.h中，由于#include "a.h"被放到了extern "C" { }的内部，函数foo的链接规范被不正确地更改了。

示例：错误的使用方式：

extern “C”

{

#include “xxx.h”

...

}

正确的使用方式：

#include “xxx.h”

extern “C”

{

...

}

**规则1.9 避免文件过长，新增文件不超过2000行。**

说明：本规则仅对新增文件做要求，对已有文件修改时，总行数超过2000行，建议不增加代码行。

过长的文件往往意味着文件（模块）功能不单一，过于复杂。

一个文件的行数（包括空行和注释行）应当小于2000。

**建议1.1 一个模块通常包含多个.c文件，建议放在同一个目录下，目录名即为模块名。为方便外部使用者，建议每一个模块提供一个.h，文件名为目录名。**

说明：需要注意的是，这个.h并不是简单的包含所有内部的.h，它是为了模块使用者的方便，对外整体提供的模块接口。

以Google test（简称GTest）为例，GTest作为一个整体对外提供C++单元测试框架，其1.5版本的gtest工程下有6个源文件和12个头文件。但是它对外只提供一个gtest.h，只要包含gtest.h即可使用GTest提供的所有对外提供的功能，使用者不必关系GTest内部各个文件的关系，即使以后GTest的内部实现改变了，比如把一个源文件c拆成两个源文件，使用者也不必关心，甚至如果对外功能不变，连重新编译都不需要。

对于有些模块，其内部功能相对松散，可能并不一定需要提供这个.h，而是直接提供各个子模块或者.c的头文件。

比如产品普遍使用的VOS，作为一个大模块，其内部有很多子模块，他们之间的关系相对比较松散，就不适合提供一个vos.h。而VOS的子模块，如Memory（仅作举例说明，与实际情况可能有所出入），其内部实现高度内聚，虽然其内部实现可能有多个.c和.h，但是对外只需要提供一个Memory.h声明接口。

**建议1.2 如果一个模块包含多个子模块，则建议每一个子模块提供一个对外的.h，文件名为子模块名。**

说明：降低接口使用者的编写难度。

**建议1.3 头文件不要使用非习惯用法的扩展名，如.inc。**

说明：目前很多产品中使用了.inc作为头文件扩展名，这不符合c语言的习惯用法。在使用.inc作为头文件扩展名的产品，习惯上用于标识此头文件为私有头文件。但是从产品的实际代码来看，这一条并没有被遵守，一个.inc文件被多个.c包含比比皆是。本规范不提倡将私有定义单独放在头文件中，具体见规则1.1。

除此之外，使用.inc还导致source insight、Visual stduio等IDE工具无法识别其为头文件，导致很多功能不可用，如“跳转到变量定义处”。虽然可以通过配置，强迫IDE识别.inc为头文件，但是有些软件无法配置，如Visual Assist只能识别.h而无法通过配置识别.inc。

**建议1.4 同一产品统一包含头文件排列方式。**

说明：常见的包含头文件排列方式：功能块排序、文件名升序、稳定度排序。

示例1：

以升序方式排列头文件可以避免头文件被重复包含，如：

#include <a.h>

#include <b.h>

#include <c/d.h>

#include <c/e.h>

#include <f.h>

示例2：

以稳定度排序，建议将不稳定的头文件放在前面，如把产品的头文件放在平台的头文件前面，如下：

#include <product.h>

#include <platform.h>

相对来说，product.h修改的较为频繁，如果有错误，不必编译platform.h就可以发现product.h的错误，可以部分减少编译时间。

# 函数

背景

**函数设计的精髓：编写整洁函数，同时把代码有效组织起来。**

整洁函数要求：代码简单直接、不隐藏设计者的意图、用干净利落的抽象和直截了当的控制语句将函数有机组织起来。

代码的有效组织包括：逻辑层组织和物理层组织两个方面。逻辑层，主要是把不同功能的函数通过某种联系组织起来，主要关注模块间的接口，也就是模块的架构。物理层，无论使用什么样的目录或者名字空间等，需要把函数用一种标准的方法组织起来。例如：设计良好的目录结构、函数名字、文件组织等，这样可以方便查找。

**原则2.1 一个函数仅完成一件功能。**

说明：一个函数实现多个功能给开发、使用、维护都带来很大的困难。

将没有关联或者关联很弱的语句放到同一函数中，会导致函数职责不明确，难以理解，难以测试和改动。

案例：realloc。在标准C语言中，realloc是一个典型的不良设计。这个函数基本功能是重新分配内存，但它承担了太多的其他任务：如果传入的指针参数为NULL就分配内存，如果传入的大小参数为0就释放内存，如果可行则就地重新分配，如果不行则移到其他地方分配。如果没有足够可用的内存用来完成重新分配（扩大原来的内存块或者分配新的内存块），则返回NULL，而原来的内存块保持不变。这个函数不易扩展，容易导致问题。例如下面代码容易导致内存泄漏：

char \*buffer = (char \*)malloc(XXX\_SIZE);

.....

buffer = (char \*)realloc(buffer, NEW\_SIZE);

如果没有足够可用的内存用来完成重新分配，函数返回为NULL，导致buffer原来指向的内存被丢失。

延伸阅读材料：《敏捷软件开发：原则、模式与实践》 第八章，单一职责原则(SRP)

**原则2.2 重复代码应该尽可能提炼成函数。**

说明：重复代码提炼成函数可以带来维护成本的降低。

重复代码是我司不良代码最典型的特征之一。在“代码能用就不改”的指导原则之下，大量的烟囱式设计及其实现充斥着各产品代码之中。新需求增加带来的代码拷贝和修改，随着时间的迁移，产品中堆砌着许多类似或者重复的代码。

项目组应当使用代码重复度检查工具，在持续集成环境中持续检查代码重复度指标变化趋势，并对新增重复代码及时重构。当一段代码重复两次时，即应考虑消除重复，当代码重复超过三次时，应当立刻着手消除重复。

一般情况下，可以通过提炼函数的形式消除重复代码。

示例：

UC ccb\_aoc\_process( )

{

... ...

struct AOC\_E1\_E7 aoc\_e1\_e7;

aoc\_e1\_e7.aoc = 0;

aoc\_e1\_e7.e[0] = 0;

... ... //aoc\_e1\_e7.e[i]从到赋值，下同

aoc\_e1\_e7.e[6] = 0;

aoc\_e1\_e7.tariff\_rate = 0;

... ...

**if (xxx)**

**{**

**if (xxx)**

**{**

**aoc\_e1\_e7.e[0] = 0;**

**... ...**

**aoc\_e1\_e7.e[6] = 0;**

**aoc\_e1\_e7.tariff\_rate = 0;**

**}**

**... ...**

**}**

**else if (xxx)**

**{**

**if (xxx)**

**{**

**aoc\_e1\_e7.e[0] = 0;**

**... ...**

**aoc\_e1\_e7.e[6] = 0;**

**aoc\_e1\_e7.tariff\_rate = 0;**

**}**

ccb\_caller\_e1 = aoc\_e1\_e7.e[0];

... ...

ccb\_caller\_e7 = aoc\_e1\_e7.e[6];

ccb\_caller\_tariff\_rate = aoc\_e1\_e7.tariff\_rate;

... ...

**}**

... ...

**if (xxx)**

**{**

**if (xxx)**

**{**

**if (xxx)**

**{**

**aoc\_e1\_e7.e[0] = 0;**

**... ...**

**aoc\_e1\_e7.e[6] = 0;**

**aoc\_e1\_e7.tariff\_rate = 0;**

**}**

**... ...**

**}**

**else if (xxx)**

**{**

**if (xxx)**

**{**

**aoc\_e1\_e7.e[0] = 0;**

**... ...**

**aoc\_e1\_e7.e[6] = 0;**

**aoc\_e1\_e7.tariff\_rate = 0;**

**}**

ccb\_caller\_e1 = aoc\_e1\_e7.e[0];

... ...

ccb\_caller\_e7 = aoc\_e1\_e7.e[6];

ccb\_caller\_tariff\_rate = aoc\_e1\_e7.tariff\_rate;

... ...

**}**

return 1;

}

else

{

return 0;

}

}

刺鼻的代码坏味充斥着这个函数。红色字体的部分是简单的代码重复，粗体字部分是代码结构的重复，将重复部分提炼成一个函数即可消除重复。

**规则2.1 避免函数过长，新增函数不超过50行（非空非注释行）。**

说明：本规则仅对新增函数做要求，对已有函数修改时，建议不增加代码行。

过长的函数往往意味着函数功能不单一，过于复杂（参见原则2.1：一个函数只完成一个功能）。

函数的有效代码行数，即NBNC（非空非注释行）应当在[1，50]区间。

例外：某些实现算法的函数，由于算法的聚合性与功能的全面性，可能会超过50行。

延伸阅读材料：业界普遍认为一个函数的代码行不要超过一个屏幕，避免来回翻页影响阅读；一般的代码度量工具建议都对此进行检查，例如Logiscope的函数度量："Number of Statement" （函数中的可执行语句数）建议不超过20行，QA C建议一个函数中的所有行数（包括注释和空白行）不超过50行。

**规则2.2 避免函数的代码块嵌套过深，新增函数的代码块嵌套不超过4层。**

说明：本规则仅对新增函数做要求，对已有的代码建议不增加嵌套层次。

函数的代码块嵌套深度指的是函数中的代码控制块（例如：if、for、while、switch等）之间互相包含的深度。每级嵌套都会增加阅读代码时的脑力消耗，因为需要在脑子里维护一个“栈”（比如，进入条件语句、进入循环……）。应该做进一步的功能分解，从而避免使代码的阅读者一次记住太多的上下文。优秀代码参考值：[1, 4]。

示例：如下代码嵌套深度为5。

void serial (void)

{

if (!Received)

{

TmoCount = 0;

switch (Buff)

{

case AISGFLG:

if ((TiBuff.Count > 3)

&& ((TiBuff.Buff[0] == 0xff) || (TiBuf.Buff[0] == CurPa.ADDR)))

{

Flg7E = false;

Received = true;

}

else

{

TiBuff.Count = 0;

Flg7D = false;

Flg7E = true;

}

break;

default:

break;

}

}

}

**规则2.3 可重入函数应避免使用共享变量；若需要使用，则应通过互斥手段（关中断、信号量）对其加以保护。**

说明：可重入函数是指可能被多个任务并发调用的函数。在多任务操作系统中，函数具有可重入性是多个任务可以共用此函数的必要条件。共享变量指的全局变量和static变量。

编写C语言的可重入函数时，不应使用static局部变量，否则必须经过特殊处理，才能使函数具有可重入性。

示例：函数square\_exam返回g\_exam平方值。那么如下函数不具有可重入性。

int g\_exam;

unsigned int example( int para )

{

unsigned int temp;

g\_exam = para; // （\*\*）

temp = square\_exam ( );

return temp;

}

此函数若被多个线程调用的话，其结果可能是未知的，因为当（\*\*）语句刚执行完后，另外一个使用本函数的线程可能正好被激活，那么当新激活的线程执行到此函数时，将使g\_exam赋于另一个不同的para值，所以当控制重新回到“temp =square\_exam ( )”后，计算出的temp很可能不是预想中的结果。此函数应如下改进。

int g\_exam;

unsigned int example( int para )

{

unsigned int temp;

[申请信号量操作] // 若申请不到“信号量”，说明另外的进程正处于

g\_exam = para; //给g\_exam赋值并计算其平方过程中（即正在使用此

temp = square\_exam( ); // 信号），本进程必须等待其释放信号后，才可继

[释放信号量操作] // 续执行。其它线程必须等待本线程释放信号量后

// 才能再使用本信号。

return temp;

}

**规则2.4** **对参数的合法性检查，由调用者负责还是由接口函数负责，应在项目组/模块内应统一规定。缺省由调用者负责。**

说明：对于模块间接口函数的参数的合法性检查这一问题，往往有两个极端现象，即：要么是调用者和被调用者对参数均不作合法性检查，结果就遗漏了合法性检查这一必要的处理过程，造成问题隐患；要么就是调用者和被调用者均对参数进行合法性检查，这种情况虽不会造成问题，但产生了冗余代码，降低了效率。

示例：下面红色部分的代码在每一个函数中都写了一次，导致代码有较多的冗余。如果函数的参数比较多，而且判断的条件比较复杂（比如：一个整形数字需要判断范围等），那么冗余的代码会大面积充斥着业务代码。

void PidMsgProc(MsgBlock \*Msg)

{

MsgProcItem \*func = NULL;

**if (Msg == NULL)**

**{**

**return;**

**}**

... ...

GetMsgProcFun(Msg, &func);

func(Msg);

return;

}

int GetMsgProcFun(MsgBlock \*Msg, MsgProcItem \*\*func)

{

**if (Msg == NULL)**

**{**

**return 1;**

**}**

... ...

\*func = VOS\_NULL\_PTR;

for (Index = 0; Index < NELEM(g\_MsgProcTable); Index++)

{

if ((g\_MsgProcTable[Index].FlowType == Msg->FlowType)

&& (g\_MsgProcTable[Index].Status == Msg->Status)

&& (g\_MsgProcTable[Index].MsgType == Msg->MsgType))

{

\*func = &(g\_MsgProcTable[Index]);

return 0;

}

}

return 1;

}

int ServiceProcess(int CbNo, MsgBlock \*Msg)

{

**if ( Msg == NULL)**

**{**

**return 1;**

**}**

... ...

// 业务处理代码

... ...

return 0;

}

**规则2.5 对函数的错误返回码要全面处理。**

说明：一个函数（标准库中的函数/第三方库函数/用户定义的函数）能够提供一些指示错误发生的方法。这可以通过使用错误标记、特殊的返回数据或者其他手段，不管什么时候函数提供了这样的机制，调用程序应该在函数返回时立刻检查错误指示。

示例：下面的代码导致宕机

FILE \*fp = fopen( "./writeAlarmLastTime.log","r");

if(fp == NULL)

{

return;

}

char buff[128] = "";

fscanf(fp,“%s”, buff); /\* 读取最新的告警时间；由于文件writeAlarmLastTime.log为空，导致buff内容为空 \*/

fclose(fp);

long fileTime = getAlarmTime(buff); /\* 解析获取最新的告警时间；getAlarmTime函数未检查buff内容，导致宕机 \*/

正确写法：

FILE \*fp = fopen( "./writeAlarmLastTime.log","r");

if(fp == NULL)

{

return;

}

char buff[128] = "";

if (fscanf(fp,“%s”,buff) == EOF) //检查函数fscanf的返回值，确保读到数据

{

fclose(fp);

return;

}

fclose(fp);

long fileTime = getAlarmTime(buff); //解析获取最新的告警时间；

**规则2.6 设计高扇入，合理扇出（小于7）的函数和模块。**

说明：对于函数而言，扇出是指一个函数直接调用（控制）其它函数的数目，而扇入是指有多少上级函数调用它。

![image001](data:image/png;base64,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)

扇出过大，表明函数过分复杂，需要控制和协调过多的下级函数；而扇出过小，例如：总是1，表明函数的调用层次可能过多，这样不利于程序阅读和函数结构的分析，并且程序运行时会对系统资源如堆栈空间等造成压力。通常函数比较合理的扇出（调度函数除外）通常是3~5。

扇出太大，一般是由于缺乏中间层次，可适当增加中间层次的函数。扇出太小，可把下级函数进一步分解多个函数，或合并到上级函数中。当然分解或合并函数时，不能改变要实现的功能，也不能违背函数间的独立性。

扇入越大，表明使用此函数的上级函数越多，这样的函数使用效率高，但不能违背函数间的独立性而单纯地追求高扇入。公共模块中的函数及底层函数应该有较高的扇入。

较良好的软件结构通常是顶层函数的扇出较高，中层函数的扇出较少，而底层函数则扇入到公共模块中。

对于模块（文件）而言，一条#include语句数量就是需要调用一个其他模块（文件）。

延伸阅读材料：扇入（Fan-in）和扇出（Fan-out）是Henry和Kafura在1981年引入，用来说明模块间的耦合（coupling），后面人们扩展到函数/方法、模块/类、包等。

The Fan-in (Informational fan-in) metric measures the fan-in of a module. The fan-in of a module A is the number of modules that pass control into module A.

The Fan-out metric measures the number of the number of modules that are called by a given module.

**规则2.7 废弃代码（没有被调用的函数和变量)要及时清除。**

说明：程序中的废弃代码不仅占用额外的空间，而且还常常影响程序的功能与性能，很可能给程序的测试、维护等造成不必要的麻烦。**规则2.8 使用强类型参数，避免使用void\***

说明：尽管不同的语言对待强类型和弱类型有自己的观点，但是一般认为c/c++是强类型语言，既然我们使用的语言是强类型的，就应该保持这样的风格。

使用强类型便于编译器帮我们发现错误，如下代码使用了void \*传递参数：

void foo( void \*pThis)

{

LOCAL\_DATA\_S \*pstLocalData =( LOCAL\_DATA\_S \*) pThis;

SERVICE\_NODE\_S \*pstNode = (SERVICE\_NODE\_S \*)MALLOC(sizeof(SERVICE\_NODE\_S));

pstNode->stLink.next = pstLocalData->stServiceTable.next;

pstNode->stLink.prev = &(pstLocalData->stServiceTable);

pstLocalData->stServiceTable.next = &(pstNode->stLink);

pstNode->stLink.next->prev = &(pstNode->stLink);

ServiceTable\_AddNode(&(pstLocalData->stServiceTable), pstNode); //正确的

ServiceTable\_AddNode(&(pstLocalData->stAnotherServiceTable), pstNode); //误写成stAnotherServiceTable

}

函数ServiceTable\_AddNode的入参是void\*,问题直到网上才发现：

void ServiceTable\_AddNode(void \*pstServiceTable, SERVICE\_NODE\_S \*pstNewNode)

{

VOS\_ListAdd(&(pstNewNode->stLink), &(pstServiceTable->stHead));

}

如果明确ServiceTable\_AddNode的入参是SERVICE\_TABLE\_S\*，在编译阶段就能发现上述错误。

void ServiceTable\_AddNode(SERVICE\_TABLE\_S \*pstServiceTable, SERVICE\_NODE\_S \*pstNewNode)

{

VOS\_ListAdd(&(pstNewNode->stLink), &(pstServiceTable->stHead));

}

除非是通用库，不得不传入各种类型指针的，否则不要用void\*作为入参，让编译器在编译阶段就检查出对象类型不匹配的问题

**规则2.9 使用模块内的函数，确保参数类型一致，避免类型转换；使用其他模块的接口函数，不一致的参数类型，建议统一在接口处进行类型转换。**

说明：使用模块内的函数，如果参数类型不一致，往往是使用方式不对或者设计不好。函数的参数类型转换，存在潜在的危险，可能是不安全的，例如：

* 数值的丢失：转化后的类型其数值量级不能被体现
* 符号的丢失：从有符号类型转换为无符号类型会导致符号的丢失
* 精度的丢失：从浮点类型转换为整型会导致精度的丢失

**建议2.1** **函数不变参数使用const。**

说明：不变的值更易于理解/跟踪和分析，把const作为默认选项，在编译时会对其进行检查，使代码更牢固/更安全。

示例：C99标准 7.21.4.4 中strncmp 的例子，不变参数声明为const。

int strncmp(const char \*s1, const char \*s2, register size\_t n)

{

register unsigned char u1, u2;

while (n-- > 0)

{

u1 = (unsigned char) \*s1++;

u2 = (unsigned char) \*s2++;

if (u1 != u2)

{

return u1 - u2;

}

if (u1 == '\0')

{

return 0;

}

}

return 0;

}

延伸阅读：pc-lint 8.0的帮助材料（pc-lint.pdf）11.4 const Checking

**建议2.2 函数应避免使用全局变量、静态局部变量和I/O操作，不可避免的地方应集中使用。**

说明：带有内部“存储器”的函数的功能可能是不可预测的，因为它的输出可能取决于内部存储器（如某标记）的状态。这样的函数既不易于理解又不利于测试和维护。在C语言中，函数的static局部变量是函数的内部存储器，有可能使函数的功能不可预测。

示例：如下函数，其返回值（即功能）是不可预测的。

unsigned int integer\_sum( unsigned int base )

{

unsigned int index;

static unsigned int sum = 0;// 注意，是static类型的。

// 若改为auto类型，则函数即变为可预测。

for (index = 1; index <= base; index++)

{

sum += index;

}

return sum;

}

延伸阅读材料：erlang语言中关于dirty的概念，函数式语言的优势

**建议2.3 检查函数所有非参数输入的有效性，如数据文件、公共变量等。**

说明：函数的输入主要有两种：一种是参数输入；另一种是全局变量、数据文件的输入，即非参数输入。函数在使用输入参数之前，应进行有效性检查。

示例：下面的代码导致宕机

hr = root\_node->get\_first\_child(&log\_item); // list.xml 为空，导致读出log\_item为空

…..

hr = log\_item->get\_next\_sibling(&media\_next\_node); // log\_item为空，导致宕机

正确写法：确保读出的内容非空。

hr = root\_node->get\_first\_child(&log\_item);

…..

if (log\_item == NULL) //确保读出的内容非空

{

return retValue;

}

hr = log\_item->get\_next\_sibling(&media\_next\_node);

**建议2.4 函数的参数个数不超过5个。**

说明：函数的参数过多，会使得该函数易于受外部（其他部分的代码）变化的影响，从而影响维护工作。函数的参数过多同时也会增大测试的工作量。

函数的参数个数不要超过5个，如果超过了建议拆分为不同函数。

**建议2.5 除打印类函数外，不要使用可变长参函数。**

说明：可变长参函数的处理过程比较复杂容易引入错误，而且性能也比较低，使用过多的可变长参函数将导致函数的维护难度大大增加。

**建议2.6 在源文件范围内声明和定义的所有函数，除非外部可见，否则应该增加static关键字。**

说明：如果一个函数只是在同一文件中的其他地方调用，那么就用static声明。使用static确保只是在声明它的文件中是可见的，并且避免了和其他文件或库中的相同标识符发生混淆的可能性。

建议定义一个STATIC宏，在调试阶段，将STATIC定义为static，版本发布时，改为空，以便于后续的打热补丁等操作。

#ifdef \_DEBUG

#define STATIC static

#else

#define STATIC

#endif

**建议2.7 定义函数时，参数顺序为：输入参数在前，输出参数在后。**

说明：将参数排序，并首先将输入参数分组，再将输出参数放置最后。在参数组内，按照能够帮助程序员输入正确值的原则来将参数排序。比如，如果一个函数带有2个参数， “left” 和 “right” ，将 “left” 置于 “right” 之前，则它们的放置顺序符合其参数名。当设计一系列具有相同参数的函数时，在各函数内使用一致的顺序。

**建议2.8 函数使用前必须显式声明。**

说明：即使函数只在一个源文件里面使用，也必须在源文件开始处显式声明。

**建议2.9 不能有不可到达的代码。**

说明：针对那些在任何环境中都不能到达的代码，这些代码在编译时就能被标识出不可到达。建议排除了可以到达，但永远不会执行的代码，如保护性编程代码。

如果从相关的入口到某部分代码之间不存在控制流路径，那么这部分代码就是不可到达的。例如，在无条件控制转移代码后的未标记代码，就是不可到达的。

示例：不好的例子

switch (cmd\_flag)

{

case case CMD\_A:

ProcessCMD();

break;

do\_more(); /\* 不可达代码 \*/

/\* … \*/

default:

/\* … \*/

break;

}

**建议2.10 避免函数提前返回。**

说明： 理想状态下，所有函数都应该只在函数底部有一个返回点，所有的执行路径都会通过该点返回。

例外：函数开头的参数验证，可以提前返回。

# 标识符命名与定义

## 通用命名规则

目前比较使用的如下几种命名风格：

unix like风格：单词用小写字母，每个单词直接用下划线‘\_’分割，例如text\_mutex，kernel\_text\_address。

Windows风格：大小写字母混用，单词连在一起，每个单词首字母大写。不过Windows风格如果遇到大写专有用语时会有些别扭，例如命名一个读取RFC文本的函数，命令为ReadRFCText，看起来就没有unix like的read\_rfc\_text清晰了。

**匈牙利命名法是**计算机程序设计中的一种命名规则，用这种方法命名的变量显示了其数据类型。匈牙利命名主要包括三个部分：基本类型、一个或更多的前缀、一个限定词。这种命令法最初在20世纪80年代的微软公司广泛使用，并在win32API和MFC库中广泛的使用，但**匈牙利命名法存在较多的争议，**例如：.NET Framework，微软新的软件开发平台，除了接口类型一般不适用匈牙利命名法。.NET Framework指导方针建议程序员不要用匈牙利命名法，但是没有指明不要用系统匈牙利命名法还是匈牙利应用命名法，或者是两者都不要用。与此对比，Java的标准库中连接口类型也不加前缀。(来源<http://zh.wikipedia.org/wiki/%E5%8C%88%E7%89%99%E5%88%A9%E5%91%BD%E5%90%8D%E6%B3%95>)

匈牙利命名法更多的信息见<http://en.wikipedia.org/wiki/Hungarian_notation>。

标识符的命名规则历来是一个敏感话题，典型的命名风格如unix风格、windows风格等等，从来无法达成共识。实际上，各种风格都有其优势也有其劣势，而且往往和个人的审美观有关。我们对标识符定义主要是为了让团队的代码看起来尽可能统一，有利于代码的后续阅读和修改，产品可以根据自己的实际需要指定命名风格，规范中不再做统一的规定。

**原则3.1 标识符的命名要清晰、明了，有明确含义，同时使用完整的单词或大家基本可以理解的缩写，避免使人产生误解。**

说明：尽可能给出描述性名称，不要节约空间，让别人很快理解你的代码更重要。

示例：好的命名：

int error\_number;

int number\_of\_completed\_connection;

不好的命名：使用模糊的缩写或随意的字符：

int n;

int nerr;

int n\_comp\_conns;

**原则3.2 除了常见的通用缩写以外，不使用单词缩写，不得使用汉语拼音。**

说明：较短的单词可通过去掉“元音”形成缩写，较长的单词可取单词的头几个字母形成缩写，一些单词有大家公认的缩写，常用单词的缩写必须统一。协议中的单词的缩写与协议保持一致。对于某个系统使用的专用缩写应该在注视或者某处做统一说明。

示例：一些常见可以缩写的例子：

argument 可缩写为 arg

buffer 可缩写为 buff

clock 可缩写为 clk

command 可缩写为 cmd

compare 可缩写为 cmp

configuration 可缩写为 cfg

device 可缩写为 dev

error 可缩写为 err

hexadecimal 可缩写为 hex

increment 可缩写为 inc、

initialize 可缩写为 init

maximum 可缩写为 max

message 可缩写为 msg

minimum 可缩写为 min

parameter 可缩写为 para

previous 可缩写为 prev

register 可缩写为 reg

semaphore 可缩写为 sem

statistic 可缩写为 stat

synchronize 可缩写为 sync

temp 可缩写为 tmp

**规则3.1 产品/项目组内部应保持统一的命名风格。**

说明：Unix like和windows like风格均有其拥趸，产品应根据自己的部署平台，选择其中一种，并在产品内部保持一致。

例外：即使产品之前使用匈牙利命名法，新代码也不应当使用。

**建议3.1 用正确的反义词组命名具有互斥意义的变量或相反动作的函数等。**

示例：

add/remove       begin/end        create/destroy

insert/delete    first/last       get/release

increment/decrement    put/get add/delete

lock/unlock      open/close min/max

old/new          start/stop next/previous

source/target    show/hide send/receive

source/destination copy/paste        up/down

**建议3.2 尽量避免名字中出现数字编号，除非逻辑上的确需要编号。**

示例：如下命名，使人产生疑惑。

#define EXAMPLE\_0\_TEST\_

#define EXAMPLE\_1\_TEST\_

应改为有意义的单词命名

#define EXAMPLE\_UNIT\_TEST\_

#define EXAMPLE\_ASSERT\_TEST\_

**建议3.3 标识符前不应添加模块、项目、产品、部门的名称作为前缀。**

说明：很多已有代码中已经习惯在文件名中增加模块名，这种写法类似匈牙利命名法，导致文件名不可读，并且带来带来如下问题：

* 第一眼看到的是模块名，而不是真正的文件功能，阻碍阅读；
* 文件名太长；
* 文件名和模块绑定，不利于维护和移植。若foo.c进行重构后，从a模块挪到b模块，若foo.c中有模块名，则需要将文件名从a\_module\_foo.c改为b\_module\_foo.c

**建议3.4 平台/驱动等适配代码的标识符命名风格保持和平台/驱动一致。**

说明：涉及到外购芯片以及配套的驱动，这部分的代码变动（包括为产品做适配的新增代码），应该保持原有的风格。

**建议3.5 重构/修改部分代码时，应保持和原有代码的命名风格一致。**

说明：根据源代码现有的风格继续编写代码，有利于保持总体一致。

## 文件命名规则

**建议3.6 文件命名统一采用小写字符。**

说明：因为不同系统对文件名大小写处理会不同（如MS的DOS、Windows系统不区分大小写，但是Linux系统则区分），所以代码文件命名建议统一采用全小写字母命名。

## 变量命名规则

**规则3.2 全局变量应增加“g\_”前缀。**

**规则3.3 静态变量应增加“s\_”前缀。**

说明：增加g\_前缀或者s\_前缀，原因如下：

首先，全局变量十分危险，通过前缀使得全局变量更加醒目，促使开发人员对这些变量的使用更加小心。

其次，从根本上说，应当尽量不使用全局变量，增加g\_和s\_前缀，会使得全局变量的名字显得很丑陋，从而促使开发人员尽量少使用全局变量。

**规则3.4 禁止使用单字节命名变量，但允许定义i、j、k作为局部循环变量。**

**建议3.7 不建议使用匈牙利命名法。**

说明：变量命名需要说明的是变量的含义，而不是变量的类型。在变量命名前增加类型说明，反而降低了变量的可读性；更麻烦的问题是，如果修改了变量的类型定义，那么所有使用该变量的地方都需要修改。

匈牙利命名法源于微软，然而却被很多人以讹传讹的使用。而现在即使是微软也不再推荐使用匈牙利命名法。历来对匈牙利命名法的一大诟病，就是导致了变量名难以阅读，这和本规范的指导思想也有冲突，所以本规范特意强调，变量命名不应采用匈牙利命名法，而应该想法使变量名为一个有意义的词或词组，方便代码的阅读。

**建议3.8 使用名词或者形容词＋名词方式命名变量。**

## 函数命名规则

**建议3.9 函数命名应以函数要执行的动作命名，一般采用动词或者动词＋名词的结构。**

示例：找到当前进程的当前目录

DWORD GetCurrentDirectory( DWORD BufferLength, LPTSTR Buffer );

**建议3.10 函数指针除了前缀，其他按照函数的命名规则命名。**

## 宏的命名规则

**规则3.5 对于数值或者字符串等等常量的定义，建议采用全大写字母，单词之间加下划线‘\_’的方式命名（枚举同样建议使用此方式定义）。**

示例：

#define PI\_ROUNDED 3.14

**规则3.6 除了头文件或编译开关等特殊标识定义，宏定义不能使用下划线‘\_’开头和结尾。**

说明：一般来说，’\_’开头、结尾的宏都是一些内部的定义，ISO/IEC 9899（俗称C99）中有如下的描述（6.10.8 Predefined macro names）：

None of these macro names（这里上面是一些内部定义的宏的描述）, nor the identifier defined, shall be the subject of a #define or a #undef preprocessing directive. Any other predefined macro names shall begin with a leading underscore followed by an uppercase letter or a second underscore.

延伸阅读材料：《代码大全第2版》（Steve McConnell 著 金戈/汤凌/陈硕/张菲 译 电子工业出版社 2006年3月）"第11章变量命的力量"。

# 变量

**原则4.1 一个变量只有一个功能，不能把一个变量用作多种用途。**

说明：一个变量只用来表示一个特定功能，不能把一个变量作多种用途，即同一变量取值不同时，其代表的意义也不同。

示例：具有两种功能的反例

WORD DelRelTimeQue(void)

{

WORD Locate;

Locate = 3;

Locate = DeleteFromQue(Locate); /\* Locate具有两种功能：位置和函数DeleteFromQue的返回值 \*/

return Locate;

}

正确做法：使用两个变量

WORD DelRelTimeQue(void)

{

WORD Ret;

WORD Locate;

Locate = 3;

Ret = DeleteFromQue(Locate);

return Ret;

}

**原则4.2 结构功能单一；不要设计面面俱到的数据结构。**

说明：相关的一组信息才是构成一个结构体的基础，结构的定义应该可以明确的描述一个对象，而不是一组相关性不强的数据的集合。

设计结构时应力争使结构代表一种现实事务的抽象，而不是同时代表多种。结构中的各元素应代表同一事务的不同侧面，而不应把描述没有关系或关系很弱的不同事务的元素放到同一结构中。

示例：如下结构不太清晰、合理。

typedef struct STUDENT\_STRU

{

unsigned char name[32]; /\* student's name \*/

unsigned char age; /\* student's age \*/

unsigned char sex; /\* student's sex, as follows \*/

/\* 0 - FEMALE; 1 - MALE \*/

unsigned char teacher\_name[32]; /\* the student teacher's name \*/

unsigned char teacher\_sex; /\* his teacher sex \*/

} STUDENT;

若改为如下，会更合理些。

typedef struct TEACHER\_STRU

{

unsigned char name[32]; /\* teacher name \*/

unsigned char sex; /\* teacher sex, as follows \*/

/\* 0 - FEMALE; 1 - MALE \*/

unsigned int teacher\_ind; /\* teacher index \*/

} TEACHER;

typedef struct STUDENT\_STRU

{

unsigned char name[32]; /\* student's name \*/

unsigned char age; /\* student's age \*/

unsigned char sex; /\* student's sex, as follows \*/

/\* 0 - FEMALE; 1 - MALE \*/

unsigned int teacher\_ind; /\* his teacher index \*/

} STUDENT;

**原则4.3 不用或者少用全局变量。**

说明：单个文件内部可以使用static的全局变量，可以将其理解为类的私有成员变量。

全局变量应该是模块的私有数据，不能作用对外的接口使用，使用static类型定义，可以有效防止外部文件的非正常访问，建议定义一个STATIC宏，在调试阶段，将STATIC定义为static，版本发布时，改为空，以便于后续的打补丁等操作。

#ifdef \_DEBUG

#define STATIC static

#else

#define STATIC

#endif

直接使用其他模块的私有数据，将使模块间的关系逐渐走向“剪不断理还乱”的耦合状态，这种情形是不允许的。

**规则4.1 防止局部变量与全局变量同名。**

说明：尽管局部变量和全局变量的作用域不同而不会发生语法错误，但容易使人误解。

**规则4.2 通讯过程中使用的结构，必须注意字节序。**

说明：通讯报文中，字节序是一个重要的问题，我司设备使用的cpu类型复杂多样，大小端、32位/64位的处理器也都有，如果结构会在报文交互过程中使用，必须考虑字节序问题。

由于位域在不同字节序下，表现看起来差别更大，所以更需要注意。

对于这种跨平台的交互，数据成员发送前，都应该进行主机序到网络序的转换；接收时，也必须进行网络序到主机序的转换。

**规则4.3 严禁使用未经初始化的变量作为右值。**

说明：坚持建议4.3（在首次使用前初始化变量，初始化的地方离使用的地方越近越好。）可以有效避免未初始化错误。

**规则4.4 避免重复初始化变量。**

说明：针对一些大数组，不要在定义时初始化一遍，使用之前再次初始化。比如char a[10] = {0}; memset(a, 0, 10);这样重复的初始化是没有必要的。禁止={0}和memset(0)同时使用。

**建议4.1 构造仅有一个模块或函数可以修改、创建，而其余有关模块或函数只访问的全局变量，防止多个不同模块或函数都可以修改、创建同一全局变量的现象。**

说明：降低全局变量耦合度。

**建议4.2 使用面向接口编程思想，通过API访问数据：如果本模块的数据需要对外部模块开放，应提供接口函数来设置、获取，同时注意全局数据的访问互斥。**

说明：避免直接暴露内部数据给外部模型使用，是防止模块间耦合最简单有效的方法。

定义的接口应该有比较明确的意义，比如一个风扇管理功能模块，有自动和手动工作模式，那么设置、查询工作模块就可以定义接口为SetFanWorkMode，GetFanWorkMode；查询转速就可以定义为GetFanSpeed；风扇支持节能功能开关，可以定义EnabletFanSavePower等等。

**建议4.3 在首次使用前初始化变量，初始化的地方离使用的地方越近越好。**

说明：未初始化变量是C和C++程序中错误的常见来源。在变量首次使用前确保正确初始化。

在较好的方案中，变量的定义和初始化要做到亲密无间。

示例：

//不可取的初始化：无意义的初始化

int speedup\_factor ＝ 0;

if (condition)

{

speedup\_factor = 2;

}

else

{

speedup\_factor = -1;

}

//不可取的初始化：初始化和声明分离

int speedup\_factor;

if (condition)

{

speedup\_factor = 2;

}

else

{

speedup\_factor = -1;

}

//较好的初始化：使用默认有意义的初始化

int speedup\_factor = -1;

if (condition)

{

speedup\_factor = 2;

}

//较好的初始化使用?:减少数据流和控制流的混合

int speedup\_factor = condition?2:-1;

//较好的初始化：使用函数代替复杂的计算流

int speedup\_factor = ComputeSpeedupFactor()；

**建议4.4 明确全局变量的初始化顺序，避免跨模块的初始化依赖。**

说明：系统启动阶段，使用全局变量前，要考虑到该全局变量在什么时候初始化，使用全局变量和初始化全局变量，两者之间的时序关系，谁先谁后，一定要分析清楚，不然后果往往是低级而又灾难性的。

**建议4.5 尽量减少没有必要的数据类型默认转换与强制转换。**

说明：当进行数据类型强制转换时，其数据的意义、转换后的取值等都有可能发生变化，而这些细节若考虑不周，就很有可能留下隐患。

示例：如下赋值，多数编译器不产生告警，但值的含义还是稍有变化。

char ch;

unsigned short int exam;

ch = -1;

exam = ch; // 编译器不产生告警，此时exam为0xFFFF。

**建议4.6 字符数组的长度声明为可使用最大长度加1。**

说明：C语言字符串的长度差1，是常见的错误。容易忘记长度为n的字符串需要n+1的空间。

常见的两种字符串声明方式：

//方式1：可使用的最大长度是STR\_LEN，声明为STR\_LEN+1

char ObjInst[STR\_LEN + 1] = {0}

//方式2：可使用的最大长度是STR\_LEN -1

char ObjInst[STR\_LEN] = {0}

产品软件（项目组）应该明确字符数组的长度声明方式，保证风格一致。建议使用方式1。

**建议4.7 尽量使用 ARRAYSIZE()来获得数组大小**

说明：数组元素个数是sizeof(数组变量)/sizeof(数组变量[0])。下面是一个典型的ARRAYSIZE定义：

#define ARRAYSIZE(x) (sizeof(x)/sizeof(x[0]))

示例：

//好的例子:

int data[MAX\_ITEMS];

for(int i = 0; i < ARRAYSIZE(data); i++) // use ARRAYSIZE（）

{

//do\_something(data[i]);

}

//不好的例子

int data1[MAX\_ITEMS];

for(int i = 0; i < MAX\_ITEMS; i++)

{

//do\_something(data1[i]);

}

**建议4.8 不要使用32位等无符号整型，除非表示位模式组而不是数值。**

说明：对整数来说，通常不会用到太大，如循环计数等，可以使用普通的int。大整数，使用int64\_t。即使数值不会为负值，也不要使用无符号类型。无符号数的反转往往导致bug。

示例：如下程序将造成变量下溢。

unsigned int size;

while (size-- >= 0) // 将出现下溢

{

// program code

}

当size等于0时，再减1不会小于0，而是0xFFFFFFFF，故程序是一个死循环。应如下修改。

int size; // 从unsigned int 改为int

while (size-- >= 0)

{

// program code

}

# 宏、常量

**规则5.1 用宏定义表达式时，要使用完备的括号。**

说明：因为宏只是简单的代码替换，不会像函数一样先将参数计算后，再传递。

示例：如下定义的宏都存在一定的风险

#define RECTANGLE\_AREA(a, b) a \* b

#define RECTANGLE\_AREA(a, b) (a \* b)

#define RECTANGLE\_AREA(a, b) (a) \* (b)

正确的定义应为：

#define RECTANGLE\_AREA(a, b) ((a) \* (b))

这是因为：

如果定义#define RECTANGLE\_AREA(a, b) a \* b 则c/RECTANGLE\_AREA(a, b) 将扩展成c/a \* b , c 与b 本应该是除法运算，结果变成了乘法运算，造成错误。

如果定义#define RECTANGLE\_AREA(a, b) (a \* b)则RECTANGLE\_AREA(c + d, e + f)将扩展成：(c + d \* e + f), d与e 先运算，造成错误。

如果定义为#define RECRANGLE\_AREA(a,b) (a)\*(b) ;则RECTANGLE(a,b)/RECTANGLE(a,b)将扩展为（a)\*(b)/(a)\*(b); 造成错误。

**规则5.2 将宏所定义的多条表达式放在大括号中。**

说明：更好的方法是多条语句写成do while(0)的方式。

示例：看下面的语句，只有宏的第一条表达式被执行。

#define FOO(x) \

printf("arg is %d\n", x); \

do\_something\_useful(x);

为了说明问题，下面for语句的书写稍不符规范

for (blah = 1; blah < 10; blah++)

FOO(blah)

用大括号定义的方式可以解决上面的问题：

#define FOO(x) { \

printf("arg is %d\n", x); \

do\_something\_useful(x); \

}

但是如果有人这样调用：

if (condition == 1)

FOO(10);

else

FOO(20);

那么这个宏还是不能正常使用，所以必须这样定义才能避免各种问题：

#define FOO(x) do { \

printf("arg is %d\n", x); \

do\_something\_useful(x); \

} while(0)

用do-while(0)方式定义宏，完全不用担心使用者如何使用宏，也不用给使用者加什么约束。

**规则5.3 使用宏时，不允许参数发生变化。**

示例：如下用法可能导致错误。

#define SQUARE(a) ((a) \* (a))

int a = 5;

int b;

b = SQUARE(a++); // 结果：a = 7，即执行了两次增。

正确的用法是：

b = SQUARE(a);

a++; // 结果：a = 6，即只执行了一次增。

同时也建议即使函数调用，也不要在参数中做变量变化操作，因为可能引用的接口函数，在某个版本升级后，变成了一个兼容老版本所做的一个宏，结果可能不可预知。

**规则5.4 不允许直接使用魔鬼数字。**

说明：使用魔鬼数字的弊端：代码难以理解；如果一个有含义的数字多处使用，一旦需要修改这个数值，代价惨重。

使用明确的物理状态或物理意义的名称能增加信息，并能提供单一的维护点。

解决途径：

对于局部使用的唯一含义的魔鬼数字，可以在代码周围增加说明注释，也可以定义局部const变量，变量命名自注释。

对于广泛使用的数字，必须定义const全局变量/宏；同样变量/宏命名应是自注释的。

0作为一个特殊的数字，作为一般默认值使用没有歧义时，不用特别定义。

示例：下面的宏定义没有物理意义，并没有真正消除魔鬼数字：

#define ZERO 0

#define ONE 1

#define TWO (ONE+ONE)

#define THREE (ONE+ONE+ONE)

#define TWO\_FIVE\_FIVE 255

#define NUM\_FIFTEEN\_THOUSAND 15000

**建议5.1 除非必要，应尽可能使用函数代替宏。**

说明：宏对比函数，有一些明显的缺点：

宏缺乏类型检查，不如函数调用检查严格。

宏展开可能会产生意想不到的副作用，如#define SQUARE(a) (a) \* (a)这样的定义，如果是SQUARE(i++)，就会导致i被加两次；如果是函数调用double square(double a) {return a \* a;}则不会有此副作用。

以宏形式写的代码难以调试难以打断点，不利于定位问题。

宏如果调用的很多，会造成代码空间的浪费，不如函数空间效率高。

示例：下面的代码无法得到想要的结果：

#define MAX\_MACRO(a, b) ((a) > (b) ? (a) : (b))

int MAX\_FUNC(int a, int b) {

return ((a) > (b) ? (a) : (b));

}

int testFunc()

{

unsigned int a = 1;

int b = -1;

printf("MACRO: max of a and b is: %d\n", MAX\_MACRO(++a, b));

printf("FUNC : max of a and b is: %d\n", MAX\_FUNC(a, b));

return 0;

}

上面宏代码调用中，由于宏缺乏类型检查，a和b的比较变成无符号数的比较，结果是a < b，所以a只加了一次，所以最终的输出结果是：

MACRO: max of a and b is: -1

FUNC : max of a and b is: 2

**建议5.2 常量建议使用const定义代替宏。**

说明： “尽量用编译器而不用预处理”，因为#define经常被认为好象不是语言本身的一部分。看下面的语句：

#define ASPECT\_RATIO 1.653

编译器会永远也看不到ASPECT\_RATIO这个符号名，因为在源码进入编译器之前，它会被预处理程序去掉，于是ASPECT\_RATIO不会加入到符号列表中。如果涉及到这个常量的代码在编译时报错，就会很令人费解，因为报错信息指的是1.653，而不是ASPECT\_RATIO。如果ASPECT\_RATIO不是在你自己写的头文件中定义的，你就会奇怪1.653是从哪里来的，甚至会花时间跟踪下去。这个问题也会出现在符号调试器中，因为同样地，你所写的符号名不会出现在符号列表中。

解决这个问题的方案很简单：不用预处理宏，定义一个常量：

const double ASPECT\_RATIO = 1.653;

这种方法很有效，但有两个特殊情况要注意。首先，定义指针常量时会有点不同。因为常量定义一般是放在头文件中（许多源文件会包含它），除了指针所指的类型要定义成const外，重要的是指针也经常要定义成const。例如，要在头文件中定义一个基于char\*的字符串常量，你要写两次const：

const char \* const authorName = "Scott Meyers";

延伸阅读材料：关于const和指针的使用，这里摘录两段ISO/IEC 9899（俗称C99）的描述：

The following pair of declarations demonstrates the difference between a "variable pointer to a constant value" and a "constant pointer to a variable value".

    const int \*ptr\_to\_constant;

    int \*const constant\_ptr;

The contents of any object pointed to by ptr\_to\_constant shall not be modified through that pointer,but ptr\_to\_constant itself may be changed to point to another object. Similarly, the contents of the intpointed to by constant\_ptrmay be modified, but constant\_ptritself shall always point to the same location.

The declaration of the constant pointer constant\_ptr may be clarified by including a definition for the type "pointer to int".

typedef int \*int\_ptr;

    const int\_ptr constant\_ptr;

declares constant\_ptras an object that has type "const-qualified pointer to int".

**建议5.3 宏定义中尽量不使用return、goto、continue、break等改变程序流程的语句。**

说明：如果在宏定义中使用这些改变流程的语句，很容易引起资源泄漏问题，使用者很难自己察觉。

示例：在某头文件中定义宏CHECK\_AND\_RETURN：

#define CHECK\_AND\_RETURN(cond, ret) {if (cond == NULL\_PTR) {return ret;}}

然后在某函数中使用(只说明问题，代码并不完整):

pMem1 = VOS\_MemAlloc(...);

CHECK\_AND\_RETURN(pMem1 , ERR\_CODE\_XXX)

pMem2 = VOS\_MemAlloc(...);

CHECK\_AND\_RETURN(pMem2 , ERR\_CODE\_XXX) /\*此时如果pMem2==NULL\_PTR，则pMem1未释放函数就返回了，造成内存泄漏。\*/

所以说，类似于CHECK\_AND\_RETURN这些宏，虽然能使代码简洁，但是隐患很大，使用须谨慎。

# 质量保证

**原则6.1 代码质量保证优先原则**

（1）正确性，指程序要实现设计要求的功能。

（2）简洁性，指程序易于理解并且易于实现。

（3）可维护性，指程序被修改的能力，包括纠错、改进、新需求或功能规格变化的适应能力。

（4）可靠性，指程序在给定时间间隔和环境条件下，按设计要求成功运行程序的概率。

（5）代码可测试性，指软件发现故障并隔离、定位故障的能力，以及在一定的时间和成本前提下，进行测试设计、测试执行的能力。

（6）代码性能高效，指是尽可能少地占用系统资源，包括内存和执行时间。

（7）可移植性，指为了在原来设计的特定环境之外运行，对系统进行修改的能力。

（8）个人表达方式/个人方便性，指个人编程习惯。

**原则6.2 要时刻注意易混淆的操作符。**

说明：包括易混淆和易用错的操作符

1、易混淆的操作符

C语言中有些操作符很容易混淆，编码时要非常小心。

赋值操作符“=”      逻辑操作符“==”

关系操作符“<”      位操作符"<<"

关系操作符“>”      位操作符“>>”

逻辑操作符“||”      位操作符"|"

逻辑操作符“&&”    位操作符"&"

逻辑操作符"!"       位操作符“~”

2、易用错的操作符

(1) 除操作符"/"

当除操作符“/”的运算量是整型量时，运算结果也是整型。

如:1/2=0

(2)求余操作符"%"

求余操作符"%"的运算量只能是整型。

如：5%2=1，而5.0%2是错误的。

(3)自加、自减操作符“++”、“--”

示例1

       k = 5;

      x = k++;

执行后，x = 5，k = 6

示例2

       k = 5;

      x = ++k;

执行后，x = 6，k = 6

示例3

         k = 5;

        x = k--;

执行后，x = 5，k = 4

示例4

         k = 5;

        x = --k;

执行后，x = 4，k = 4

**原则6.3 必须了解编译系统的内存分配方式，特别是编译系统对不同类型的变量的内存分配规则，如局部变量在何处分配、静态变量在何处分配等。**

**原则6.4 不仅关注接口，同样要关注实现。**

说明：这个原则看似和“面向接口”编程思想相悖，但是实现往往会影响接口，函数所能实现的功能，除了和调用者传递的参数相关，往往还受制于其他隐含约束，如：物理内存的限制，网络状况，具体看“抽象渗漏法则（抽象漏洞原则）”。

延伸阅读材料： <http://local.joelonsoftware.com/mediawiki/index.php?title=Chinese_%28Simplified%29&oldid=9699>

**规则6.1 禁止内存操作越界。**

说明：内存操作主要是指对数组、指针、内存地址等的操作。内存操作越界是软件系统主要错误之一，后果往往非常严重，所以当我们进行这些操作时一定要仔细小心。

示例：使用itoa（）将整型数转换为字符串时：

char TempShold[10] ;

itoa(ProcFrecy,TempShold, 10); /\* 数据库刷新间隔设为值1073741823时，系统监控后台coredump,监控前台抛异常。\*/

TempShold是以‘\0’结尾的字符数组，只能存储9个字符，而ProcFrecy的最大值可达到10位，导致符数组TempShold越界。

正确写法：一个int（32位）在－2147483647～2147483648之间，将数组TempShold设置成12位。

char TempShold[12] ;

itoa(ProcFrecy,TempShold,10);

坚持下列措施可以避免内存越界：

* 数组的大小要考虑最大情况，避免数组分配空间不够。
* 避免使用危险函数sprintf /vsprintf/strcpy/strcat/gets操作字符串，使用相对安全的函数snprintf/strncpy/strncat/fgets代替。
* 使用memcpy/memset时一定要确保长度不要越界
* 字符串考虑最后的’\0’， 确保所有字符串是以’\0’结束
* 指针加减操作时，考虑指针类型长度
* 数组下标进行检查
* 使用时sizeof或者strlen计算结构/字符串长度，避免手工计算

延伸阅读材料： 《公司常见软件编程低级错误：内存越界.ppt》

**规则6.2 禁止内存泄漏。**

说明：内存和资源（包括定时器/文件句柄/Socket/队列/信号量/GUI等各种资源）泄漏是常见的错误。示例：异常出口处没有释放内存

MsgDBDEV = (PDBDevMsg)GetBuff( sizeof( DBDevMsg ), \_\_LINE\_\_);

if (MsgDBDEV == NULL)

{

return;

}

MsgDBAppToLogic = (LPDBSelfMsg)GetBuff( sizeof(DBSelfMsg), \_\_LINE\_\_ );

if ( MsgDBAppToLogic == NULL )

{

return; **//MsgDB\_DEV指向的内存丢失**

}

坚持下列措施可以避免内存泄漏：

* 异常出口处检查内存、定时器/文件句柄/Socket/队列/信号量/GUI等资源是否全部释放
* 删除结构指针时，必须从底层向上层顺序删除
* 使用指针数组时，确保在释放数组时，数组中的每个元素指针是否已经提前被释放了
* 避免重复分配内存
* 小心使用有return、break语句的宏，确保前面资源已经释放
* 检查队列中每个成员是否释放

延伸阅读材料： 《公司常见软件编程低级错误：内存泄漏.ppt》

**规则6.3 禁止引用已经释放的内存空间。**

说明：在实际编程过程中，稍不留心就会出现在一个模块中释放了某个内存块，而另一模块在随后的某个时刻又使用了它。要防止这种情况发生。

示例：一个函数返回的局部自动存储对象的地址，导致引用已经释放的内存空间

int\* foobar (void)

{

int local\_auto = 100;

return &local\_auto;

}

坚持下列措施可以避免引用已经释放的内存空间：

* 内存释放后，把指针置为NULL；使用内存指针前进行非空判断。
* 耦合度较强的模块互相调用时，一定要仔细考虑其调用关系，防止已经删除的对象被再次使用。
* 避免操作已发送消息的内存。
* 自动存储对象的地址不应赋值给其他的在第一个对象已经停止存在后仍然保持的对象（具有更大作用域的对象或者静态对象或者从一个函数返回的对象）

延伸阅读材料： 《公司常见软件编程低级错误：野指针.ppt》

**规则6.4 编程时，要防止差1错误。**

说明：此类错误一般是由于把“<=”误写成“<”或“>=”误写成“>”等造成的，由此引起的后果，很多情况下是很严重的，所以编程时，一定要在这些地方小心。当编完程序后，应对这些操作符进行彻底检查。使用变量时要注意其边界值的情况。

示例：如C语言中字符型变量，有效值范围为-128到127。故以下表达式的计算存在一定风险。

char ch = 127;

int sum = 200;

ch += 1; // 127为ch的边界值，再加将使ch上溢到-128，而不是128

sum += ch; // 故sum的结果不是328，而是72。

**规则6.5 所有的if ... else if结构应该由else子句结束 ；switch语句必须有default分支。**

**规则6.6 确保格式化函数长度安全、参数个数匹配、参数类型一致。**

说明：长度不够，导致内存越界。参数个数、参数类型不匹配，导致未定义的行为。

**规则6.7 避免使用strlen()计算二进制数据的长度。**

说明：strlen()函数用于计算字符串的长度，它返回字符串中第一个NULL结束符之前的字符的数量。因此用strlen()处理文件I/O函数读取的内容时要小心，因为这些内容可能是二进制也可能是文本。

示例：

char buf[BUF\_SIZE + 1];

if (fgets(buf, sizeof(buf), fp) == NULL)

{

/\* handle error \*/

}

buf[strlen(buf) - 1] = '\0';

上述代码试图从一个输入行中删除行尾的换行符（\n）。如果buf的第一个字符是NULL，strlen(buf)返回0，这时对buf进行数组下标为[-1]的访问操作将会越界。

正确做法：在不能确定从文件读取到的数据的类型时，不要使用依赖NULL结束符的字符串操作函数。

char buf[BUF\_SIZE + 1];

char \*p;

if (fgets(buf, sizeof(buf), fp))

{

p = strchr(buf, '\n');

if (p)

{

\*p = '\0';

}

}

else

{

/\* handle error condition \*/

}

**建议6.1 函数中分配的内存，在函数退出之前要释放。**

说明：有很多函数申请内存，保存在数据结构中，要在申请处加上注释，说明在何处释放。

**建议6.2 if语句尽量加上else分支，对没有else分支的语句要小心对待。**

**建议6.3 不要滥用goto语句。**

说明：goto语句会破坏程序的结构性，所以除非确实需要，最好不使用goto语句。

可以利用goto语句方面退出多重循环；同一个函数体内部存在大量相同的逻辑但又不方便封装成函数的情况下，譬如反复执行文件操作，对文件操作失败以后的处理部分代码（譬如关闭文件句柄，释放动态申请的内存等等），一般会放在该函数体的最后部分，在需要的地方就goto到那里，这样代码反而变得清晰简洁。实际也可以封装成函数或者封装成宏，但是这么做会让代码变得没那么直接明了。

示例：

int foo(void)

{

char\* p1 = NULL;

char\* p2 = NULL;

char\* p3 = NULL;

int result = -1;

p1 = (char \*)malloc(0x100);

if (p1 == NULL)

{

goto Exit0;

}

strcpy(p1, "this is p1");

p2 = (char \*)malloc(0x100);

if (p2 == NULL)

{

goto Exit0;

}

strcpy(p2, "this is p2");

p3 = (char \*)malloc(0x100);

if (p3 == NULL)

{

goto Exit0;

}

strcpy(p3, "this is p3");

result = 0;

Exit0:

free(p1); // C标准规定可以free空指针

free(p2);

free(p3);

return result;

}

**建议6.4 时刻注意表达式是否会上溢、下溢。**

示例：如下程序将造成变量下溢。

unsigned char size ;

…

while (size-- >= 0) // 将出现下溢

{

... // program code

}

当size等于0时，再减不会小于0，而是0xFF，故程序是一个死循环。应如下修改。

char size; // 从unsigned char 改为char

…

while (size-- >= 0)

{

... // program code

}

# 程序效率

**原则7.1 在保证软件系统的正确性、简洁、可维护性、可靠性及可测性的前提下，提高代码效率。**

本章节后面所有的规则和建议，都应在不影响前述可读性等质量属性的前提下实施。

说明：不能一味地追求代码效率，而对软件的正确、简洁、可维护性、可靠性及可测性造成影响。

产品代码中经常有如下代码：

int foo()

{

if (异常条件)

{

异常处理;

return ERR\_CODE\_1;

}

if (异常条件）

{

异常处理;

return ERR\_CODE\_2;

}

正常处理;

return SUCCESS;

}

这样的代码看起来很清晰，而且也避免了大量的if else嵌套。但是从性能的角度来看，应该把执行概率较大的分支放在前面处理，由于正常情况下的执行概率更大，若首先考虑性能，应如下书写：

int foo()

{

if (满足条件)

{

正常处理;

return SUCCESS;

}

else if (概率比较大的异常条件)

{

异常处理;

return ERR\_CODE\_1;

}

else

{

异常处理;

return ERR\_CODE\_2;

}

}

除非证明foo函数是性能瓶颈，否则按照本规则，**应优先选用前面一种写法**。

以性能为名，使设计或代码更加复杂，从而导致可读性更差，但是并没有经过验证的性能要求（比如实际的度量数据和目标的比较结果）作为正当理由，本质上对程序没有真正的好处。无法度量的优化行为其实根本不能使程序运行得更快。

记住：让一个正确的程序更快速，比让一个足够快的程序正确，要容易得太多。大多数时候，不要把注意力集中在如何使代码更快上，应首先关注让代码尽可能地清晰易读和更可靠。

**原则7.2 通过对数据结构、程序算法的优化来提高效率。**

**建议7.1 将不变条件的计算移到循环体外。**

说明：将循环中与循环无关，不是每次循环都要做的操作，移到循环外部执行。

示例一：

for (int i = 0; i < 10; i++ )

{

sum += i;

back\_sum = sum;

}

对于此for循环来说语句“back\_Sum = sum;” 没必要每次都执行，只需要执行一次即可，因此可以改为：

for (int i = 0; i < 10; i++ )

{

sum += i;

}

back\_sum = sum;

示例二：

for (\_UL i = 0; i < func\_calc\_max(); i++)

{

//process;

}

函数func\_calc\_max()没必要每次都执行，只需要执行一次即可，因此可以改为：

\_UL max = func\_calc\_max();

for (\_UL i = 0; i < max; i++)

{

//process;

}

**建议7.2 对于多维大数组，避免来回跳跃式访问数组成员。**

示例：多维数组在内存中是从最后一维开始逐维展开连续存储的。下面这个对二维数组访问是以SIZE\_B为步长跳跃访问，到尾部后再从头（第二个成员）开始，依此类推。局部性比较差，当步长较大时，可能造成cache不命中，反复从内存加载数据到cache。应该把i和j交换。

...

for (int i = 0; i < SIZE\_B; i++)

{

for (int j = 0; j < SIZE\_A; j++)

{

sum += x[j][i];

}

}

...

上面这段代码，在 SIZE\_B 数值较大时，效率可能会比下面的代码低:

...

for (int i = 0; i < SIZE\_B; i++)

{

for (int j = 0; j < SIZE\_A; j++)

{

sum += **x[i][j]**;

}

}

...

**建议7.3 创建资源库，以减少分配对象的开销。**

说明：例如，使用线程池机制，避免线程频繁创建、销毁的系统调用；使用内存池，对于频繁申请、释放的小块内存，一次性申请一个大块的内存，当系统申请内存时，从内存池获取小块内存，使用完毕再释放到内存池中，避免内存申请释放的频繁系统调用；在条件允许的情况下，为字符串使用固定大小栈缓冲区 ，而不是动态分配。

**建议7.4 将多次被调用的 “小函数”改为inline函数或者宏实现。**

说明： 如果编译器支持inline，可以采用inline函数。否则可以采用宏。

在做这种优化的时候一定要注意下面inline函数的优点：其一编译时不用展开，代码SIZE小。其二可以加断点，易于定位问题，例如对于引用计数加减的时候。其三函数编译时，编译器会做语法检查。

# 注释

**原则8.1 优秀的代码可以自我解释，不通过注释即可轻易读懂。**

说明：优秀的代码不写注释也可轻易读懂，注释无法把糟糕的代码变好，需要很多注释来解释的代码往往存在坏味道，需要重构。

示例：注释不能消除代码的坏味道：

/\* 判断m是否为素数\*/

/\* 返回值：: 是素数，: 不是素数\*/

int p(int m)

{

int k = sqrt(m);

for (int i = 2; i <= k; i++)

if (m % i == 0)

break; /\* 发现整除，表示m不为素数，结束遍历\*/

/\* 遍历中没有发现整除的情况，返回\*/

if (i > k)

return 1;

/\* 遍历中没有发现整除的情况，返回\*/

else

return 0;

}

重构代码后，不需要注释：

int IsPrimeNumber(int num)

{

int sqrt\_of\_num = sqrt (num);

for (int i = 2; i <= sqrt\_of\_num; i++)

{

if (num % i == 0)

{

return FALSE;

}

}

return TRUE;

}

**原则8.2 注释的内容要清楚、明了，含义准确，防止注释二义性。**

说明：有歧义的注释反而会导致维护者更难看懂代码，正如带两块表反而不知道准确时间。

示例：注释与代码相矛盾，注释内容也不清楚，前后矛盾。

/\* 上报网管时要求故障ID与恢复ID相一致\*/

/\* 因此在此由告警级别获知是不是恢复ID \*/

/\* 若是恢复ID则设置为ClearId，否则设置为AlarmId \*/

if (CLEAR\_ALARM\_LEVEL != RcData.level)

{

SetAlarmID(RcData.AlarmId);

}

else

{

SetAlarmID(RcData.ClearId);

}

正确做法：修改注释描述如下：

/\* 网管达成协议：上报故障ID与恢复ID由告警级别确定，若是清除级别，ID设置为ClearId，否则设为AlarmId。\*/

**原则8.3 在代码的功能、意图层次上进行注释，即注释解释代码难以直接表达的意图，而不是重复描述代码。**

说明：注释的目的是解释代码的目的、功能和采用的方法，提供代码以外的信息，帮助读者理解代码，防止没必要的重复注释信息。

对于实现代码中巧妙的、晦涩的、有趣的、重要的地方加以注释。

注释不是为了名词解释（what），而是说明用途（why）。

示例：如下注释纯属多余。

++i; /\* increment i \*/

if (receive\_flag) /\* if receive\_flag is TRUE \*/

如下这种无价值的注释不应出现（空洞的笑话，无关紧要的注释）。

/\* 时间有限，现在是:04，根本来不及想为什么，也没人能帮我说清楚\*/

而如下的注释则给出了有用的信息：

/\* 由于xx编号网上问题，在xx情况下，芯片可能存在写错误，此芯片进行写操作后，必须进行回读校验，如果回读不正确，需要再重复写-回读操作，最多重复三次，这样可以解决绝大多数网上应用时的写错误问题\*/

int time = 0;

do

{

write\_reg(some\_addr, value);

time++;

} while ((read\_reg(some\_addr) != value) && (time < 3));

对于实现代码中巧妙的、晦涩的、有趣的、重要的地方加以注释，出彩的或复杂的代码块前要加注释，如：

/\* Divide result by two, taking into account that x contains the carry from the add. \*/

for (int i = 0; i < result->size(); i++)

{

x = (x << 8) + (\*result)[i];

(\*result)[i] = x >> 1;

x &= 1;

}

**规则8.1 修改代码时，维护代码周边的所有注释，以保证注释与代码的一致性。不再有用的注释要删除。**

说明：不要将无用的代码留在注释中，随时可以从源代码配置库中找回代码；即使只是想暂时排除代码，也要留个标注，不然可能会忘记处理它。

**规则8.2 文件头部应进行注释，注释必须列出：版权说明、版本号、生成日期、作者姓名、工号、内容、功能说明、与其它文件的关系、修改日志等，头文件的注释中还应有函数功能简要说明。**

说明：通常头文件要对功能和用法作简单说明，源文件包含了更多的实现细节或算法讨论。

版权声明格式：Copyright © Huawei Technologies Co., Ltd. 1998-2011. All rights reserved.

1998-2011根据实际需要可以修改， 1998是文件首次创建年份，而2011是最新文件修改年份。

示例：下面这段头文件的头注释比较标准，当然，并不局限于此格式，但上述信息建议要包含在内。

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Copyright © Huawei Technologies Co., Ltd. 1998-2011. All rights reserved.

File name: // 文件名

Author: ID： Version: Date: // 作者、工号、版本及完成日期

Description: // 用于详细说明此程序文件完成的主要功能，与其他模块

// 或函数的接口，输出值、取值范围、含义及参数间的控

// 制、顺序、独立或依赖等关系

Others: // 其它内容的说明

History: // 修改历史记录列表，每条修改记录应包括修改日期、修改

// 者及修改内容简述

1. Date:

Author: ID:

Modification:

2. ...

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**规则8.3 函数声明处注释描述函数功能、性能及用法，包括输入和输出参数、函数返回值、可重入的要求等；定义处详细描述函数功能和实现要点，如实现的简要步骤、实现的理由、设计约束等。**

说明：重要的、复杂的函数，提供外部使用的接口函数应编写详细的注释。

**规则8.4 全局变量要有较详细的注释，包括对其功能、取值范围以及存取时注意事项等的说明。**

示例：

/\* The ErrorCode when SCCP translate \*/

/\* Global Title failure, as follows \*/ /\* 变量作用、含义\*/

/\* 0 －SUCCESS 1 －GT Table error \*/

/\* 2 －GT error Others －no use \*/ /\* 变量取值范围\*/

/\* only function SCCPTranslate() in \*/

/\* this modual can modify it, and other \*/

/\* module can visit it through call \*/

/\* the function GetGTTransErrorCode() \*/ /\* 使用方法\*/

BYTE g\_GTTranErrorCode;

**规则8.5 注释应放在其代码上方相邻位置或右方，不可放在下面。如放于上方则需与其上面的代码用空行隔开，且与下方代码缩进相同。**

示例：

/\* active statistic task number \*/

#define MAX\_ACT\_TASK\_NUMBER 1000

#define MAX\_ACT\_TASK\_NUMBER 1000 /\* active statistic task number \*/

可按如下形式说明枚举/数据/联合结构。

/\* sccp interface with sccp user primitive message name \*/

enum SCCP\_USER\_PRIMITIVE

{

N\_UNITDATA\_IND, /\* sccp notify sccp user unit data come \*/

N\_NOTICE\_IND, /\* sccp notify user the No.7 network can not transmission this message \*/

N\_UNITDATA\_REQ, /\* sccp user's unit data transmission request\*/

};

**规则8.6 对于switch语句下的case语句，如果因为特殊情况需要处理完一个case后进入下一个case处理，必须在该case语句处理完、下一个case语句前加上明确的注释。**

说明：这样比较清楚程序编写者的意图，有效防止无故遗漏break语句。

示例（注意斜体加粗部分）：

case CMD\_FWD:

ProcessFwd();

***/\* now jump into case CMD\_A \*/***

case CMD\_A:

ProcessA();

break;

//对于中间无处理的连续case，已能较清晰说明意图，不强制注释。

switch (cmd\_flag)

{

case CMD\_A:

case CMD\_B:

{

ProcessCMD();

break;

}

……

}

**规则8.7 避免在注释中使用缩写，除非是业界通用或子系统内标准化的缩写。**

**规则8.8 同一产品或项目组统一注释风格。**

**规则8.9 字符序列 /\* 不应出现在注释中**

**说明：C不支持注释的嵌套，尽管一些编译器支持它。一段注释以/\*开头，直到第一个\*/为止，在这当中出现的任何/\*都违反了本规则。**

**建议8.1 避免在一行代码或表达式的中间插入注释。**

说明：除非必要，不应在代码或表达中间插入注释，否则容易使代码可理解性变差。

**建议8.2 注释应考虑程序易读及外观排版的因素，使用的语言若是中、英兼有的，建议多使用中文，除非能用非常流利准确的英文表达。对于有外籍员工的，由产品确定注释语言。**

说明：注释语言不统一，影响程序易读性和外观排版，出于对维护人员的考虑，建议使用中文。

**建议8.3 文件头、函数头、全局常量变量、类型定义的注释格式采用工具可识别的格式。**

说明：采用工具可识别的注释格式，例如doxygen格式，方便工具导出注释形成帮助文档。

以doxygen格式为例，文件头，函数和全部变量的注释的示例如下：

文件头注释：  
/\*\*   
\*  @file           （本文件的文件名eg：mib.h）  
\*  @brief          （本文件实现的功能的简述）  
\*  @version 1.1    （版本声明）  
\*  @author        （作者，eg：张三）    
\*  @date          （文件创建日期，eg：2010年12月15日）  
\*/

函数头注释：  
/\*\*  
 \*@ Description:向接收方发送SET请求  
\* @param req - 指向整个SNMP SET 请求报文.  
 \* @param ind - 需要处理的subrequest 索引.  
 \* @return 成功：SNMP\_ERROR\_SUCCESS，失败：SNMP\_ERROR\_COMITFAIL  
 \*/

Int commit\_set\_request(Request \*req, int ind);

全局变量注释：  
/\*\*  模拟的Agent MIB \*/  
agentpp\_simulation\_mib \* g\_agtSimMib;

函数头注释建议写到声明处。并非所有函数都必须写注释，建议针对这样的函数写注释：重要的、复杂的函数，提供外部使用的接口函数。

**建议8.4 代码段不应被注释掉，包括不能使用#if 0注释代码**

说明：当源代码段不需要被编译时，应该使用条件编译来完成（如带有注释的#if或#ifdef结构）。#if 0中的”0”，没有解释为什么要注释，后续维护困难。

**建议8.5 使用DEPRECATED注释废弃的接口**

说明：当新的代码不再使用老的接口时，为了保持系统的兼容性，使用DEPRECATED标识老的接口，避免新代码误用。DEPRECATED注释包括姓名，工号，原因说明。

//DEPRECATED(姓名： 工号： ):注释内容

建议8.6 正式发布的代码不能使用TODO 注释

说明：对那些临时的、短期的解决方案，或待改进的代码使用TODO注释。使用全大写的字符串TODO，后面括号里加上姓名、工号等信息。

//TODO(姓名： 工号： ):注释内容

 延伸阅读材料：

1、《代码大全第2版》（Steve McConnell 著 金戈/汤凌/陈硕/张菲 译 电子工业出版社 2006年3月）"第32章自说明代码"。

2、《代码整洁之道》（Robert C.Martin 著 韩磊 译 人民邮电出版社2010年1月）第四章"注释"。

3、《敏捷软件开发：原则、模式与实践》（Robert C.Martin 著 邓辉 译 清华大学出版社2003年9月）"第5章重构"。

4、《Doxygen中文手册》（<http://hi3ms.huawei.com/group/1735/files.html>）。

# 排版与格式

**规则9.1 程序块采用缩进风格编写，每级缩进为4个空格。**

说明：当前各种编辑器/IDE都支持TAB键自动转空格输入，需要打开相关功能并设置相关功能。

编辑器/IDE如果有显示TAB的功能也应该打开，方便及时纠正输入错误。

IDE向导生成的代码可以不用修改。

宏定义、编译开关、条件预处理语句可以顶格（或使用自定义的排版方案，但产品/模块内必须保持一致）。

**规则9.2 相对独立的程序块之间、变量说明之后必须加空行。**

示例：如下例子不符合规范。

if (!valid\_ni(ni))

{

// program code

...

}

repssn\_ind = ssn\_data[index].repssn\_index;

repssn\_ni = ssn\_data[index].ni;

应如下书写

if (!valid\_ni(ni))

{

// program code

...

}

repssn\_ind = ssn\_data[index].repssn\_index;

repssn\_ni = ssn\_data[index].ni;

**规则9.3 一条语句不能过长，如不能拆分需要分行写。一行到底多少字符换行比较合适，产品可以自行确定。**

说明：对于目前大多数的PC来说，132比较合适（80/132是VTY常见的行宽值）；对于新PC宽屏显示器较多的产品来说，可以设置更大的值。

换行时有如下建议：

* 换行时要增加一级缩进，使代码可读性更好；
* 低优先级操作符处划分新行；换行时操作符应该也放下来，放在新行首；
* 换行时建议一个完整的语句放在一行，不要根据字符数断行

示例：

if ((temp\_flag\_var == TEST\_FLAG)

&&(((temp\_counter\_var - TEST\_COUNT\_BEGIN) % TEST\_COUNT\_MODULE) >= TEST\_COUNT\_THRESHOLD))

{

// process code

}

**规则9.4 多个短语句（包括赋值语句）不允许写在同一行内，即一行只写一条语句。**

示例：

int a = 5; int b= 10; //不好的排版

较好的排版

int a = 5;

int b= 10;

**规则9.5 if、for、do、while、case、switch、default等语句独占一行。**

说明：执行语句必须用缩进风格写，属于if、for、do、while、case、switch、default等下一个缩进级别；

一般写if、for、do、while等语句都会有成对出现的‘{}’，对此有如下建议可以参考：

if、for、do、while等语句后的执行语句建议增加成对的‘{}’；

如果if/else配套语句中有一个分支有‘{}’，那么另一个分支即使一行代码也建议增加‘{}’；

添加‘{’的位置可以在if等语句后，也可以独立占下一行；独立占下一行时，可以和if在一个缩进级别，也可以在下一个缩进级别；但是如果if语句很长，或者已经有换行，建议‘{’使用独占一行的写法。

**规则9.6 在两个以上的关键字、变量、常量进行对等操作时，它们之间的操作符之前、之后或者前后要加空格；进行非对等操作时，如果是关系密切的立即操作符（如－>），后不应加空格。**

说明：采用这种松散方式编写代码的目的是使代码更加清晰。

在已经非常清晰的语句中没有必要再留空格，如括号内侧(即左括号后面和右括号前面)不需要加空格，多重括号间不必加空格，因为在C语言中括号已经是最清晰的标志了。

在长语句中，如果需要加的空格非常多，那么应该保持整体清晰，而在局部不加空格。给操作符留空格时不要连续留两个以上空格。

示例：

(1) 逗号、分号只在后面加空格

int a, b, c;

(2) 比较操作符, 赋值操作符"="、 "+="，算术操作符"+"、"%"，逻辑操作符"&&"、"&"，位域操作符"<<"、"^"等双目操作符的前后加空格。

if (current\_time >= MAX\_TIME\_VALUE)

a = b + c;

a \*= 2;

a = b ^ 2;

(3) "!"、"~"、"++"、"--"、"&"（地址操作符）等单目操作符前后不加空格。

\*p = 'a'; // 内容操作"\*"与内容之间

flag = !is\_empty; // 非操作"!"与内容之间

p = &mem; // 地址操作"&" 与内容之间

i++; // "++","--"与内容之间

(4) "->"、"."前后不加空格。

p->id = pid; // "->"指针前后不加空格

(5) if、for、while、switch等与后面的括号间应加空格，使if等关键字更为突出、明显。

if (a >= b && c > d)

**规则9.7 函数返回类型和函数名在同一行，合适的话，参数也放在同一行。**

说明：考虑一行显示屏能够显示的最大字符数，我们建议一行代码占用的屏幕宽度，以不拉动横向滚动条即可完整查阅为限。即我们尽量利用一行的屏幕宽度，而不要频繁换行。比如不推荐如下书写风格：

int ret=

func(a,

b,

c);

**建议9.1 注释符（包括‘/\*’‘//’‘\*/’）与注释内容之间要用一个空格进行分隔。**

说明：这样可以使注释的内容部分更清晰。

现在很多工具都可以批量生成、删除'//'注释，这样有空格也比较方便统一处理。

**建议9.2 源程序中关系较为紧密的代码应尽可能相邻。**

# 表达式

**规则10.1 表达式的值在标准所允许的任何运算次序下都应该是相同的。**

说明：除了少数操作符（函数调用操作符 ( )、&&、| |、? : 和 , （逗号）） 之外，子表达式所依据的运算次序是未指定的并会随时更改。注意，运算次序的问题不能使用括号来解决，因为这不是优先级的问题。

将复合表达式分开写成若干个简单表达式，明确表达式的运算次序，就可以有效消除非预期副作用。

1、自增或自减操作符

示例：

x = b[i] + i++;

b[i] 的运算是先于还是后于 i ++ 的运算，表达式会产生不同的结果，把自增运算做为单独的语句，可以避免这个问题。

x = b[i] + i;

i ++;

2﹑函数参数

说明：函数参数通常从右到左压栈，但函数参数的计算次序不一定与压栈次序相同。

示例：

x = func( i++, i);

应该修改代码明确先计算第一个参数：

i++;

x = func(i, i);

3、函数指针

说明：函数参数和函数自身地址的计算次序未定义。

示例：

p->task\_start\_fn(p++);

求函数地址p与计算p++无关，结果是任意值。必须单独计算p++：

p->task\_start\_fn(p);

p++;

4﹑函数调用

示例：

int g\_var = 0;

int fun1()

{

g\_var += 10;

return g\_var;

}

int fun2()

{

g\_var += 100;

return g\_var;

}

int x = fun1() + fun2();

编译器可能先计算fun1()，也可能先计算fun2()，由于x的结果依赖于函数fun1()/fun2()的计算次序（fun1()/fun2()被调用时修改和使用了同一个全局变量），则上面的代码存在问题。

应该修改代码明确fun1/ fun2的计算次序：

int x = fun1();

x = x + fun2();

5、嵌套赋值语句

说明：表达式中嵌套的赋值可以产生附加的副作用。不给这种能导致对运算次序的依赖提供任何机会的最好做法是，不要在表达式中嵌套赋值语句。

示例：

x = y = y = z / 3;

x = y = y++;

6、volatile访问

说明：限定符volatile表示可能被其它途径更改的变量，例如硬件自动更新的寄存器。编译器不会优化对volatile变量的读取。

示例：下面的写法可能无法实现作者预期的功能：

/\* volume变量被定义为volatile类型\*/

UINT16 x = ( volume << 3 ) | volume; /\* 在计算了其中一个子表达式的时候，volume的值可能已经被其它程序或硬件改变，导致另外一个子表达式的计算结果非预期，可能无法实现作者预期的功能\*/

**建议10.1 函数调用不要作为另一个函数的参数使用，否则对于代码的调试、阅读都不利。**

说明：如下代码不合理，仅用于说明当函数作为参数时，由于参数压栈次数不是代码可以控制的，可能造成未知的输出：

int g\_var;

int fun1()

{

g\_var += 10;

return g\_var;

}

int fun2()

{

g\_var += 100;

return g\_var;

}

int main(int argc, char \*argv[], char \*envp[])

{

g\_var = 1;

printf("func1: %d, func2: %d\n", fun1(), fun2());

g\_var = 1;

printf("func2: %d, func1: %d\n", fun2(), fun1());

}

上面的代码，使用断点调试起来也比较麻烦，阅读起来也不舒服，所以不要为了节约代码行，而写这种代码。

**建议10.2 赋值语句不要写在if等语句中，或者作为函数的参数使用。**

说明：因为if语句中，会根据条件依次判断，如果前一个条件已经可以判定整个条件，则后续条件语句不会再运行，所以可能导致期望的部分赋值没有得到运行。

示例：

int main(int argc, char \*argv[], char \*envp[])

{

int a = 0;

int b;

if ((a == 0) || ((b = fun1()) > 10))

{

printf("a: %d\n", a);

}

printf("b: %d\n", b);

}

作用函数参数来使用，参数的压栈顺序不同可能导致结果未知。

看如下代码，能否一眼看出输出结果会是什么吗？好理解吗？

int g\_var;

int main(int argc, char \*argv[], char \*envp[])

{

g\_var = 1;

printf("set 1st: %d, add 2nd: %d\n", g\_var = 10, g\_var++);

g\_var = 1;

printf("add 1st: %d, set 2nd: %d\n", g\_var++, g\_var = 10);

}

**建议10.3 用括号明确表达式的操作顺序，避免过分依赖默认优先级。**

说明：使用括号强调所使用的操作符，防止因默认的优先级与设计思想不符而导致程序出错；同时使得代码更为清晰可读，然而过多的括号会分散代码使其降低了可读性。下面是如何使用括号的建议。

1. 一元操作符，不需要使用括号

x = ~a; /\* 一元操作符，不需要括号\*/

x = -a; /\* 一元操作符，不需要括号\*/

2. 二元以上操作符，如果涉及多种操作符，则应该使用括号

x = a + b + c; /\* 操作符相同，不需要括号\*/

x = f ( a + b, c ) /\* 操作符相同，不需要括号\*/

if (a && b && c) /\* 操作符相同，不需要括号\*/

x = (a \* 3) + c + d; /\* 操作符不同，需要括号\*/

x = ( a == b ) ? a : ( a –b ); /\* 操作符不同，需要括号\*/

3 .即使所有操作符都是相同的，如果涉及类型转换或者量级提升，也应该使用括号控制计算的次序

以下代码将3个浮点数相加：

/\* 除了逗号(,)，逻辑与(&&)，逻辑或(||)之外，C标准没有规定同级操作符是从左还是从右开始计算，以上表达式存在种计算次序：f4 = (f1 + f2) + f3 或f4 = f1 + (f2 + f3)，浮点数计算过程中可能四舍五入，量级提升，计算次序的不同会导致f4的结果不同，以上表达式在不同编译器上的计算结果可能不一样，建议增加括号明确计算顺序\*/

f4 = f1 + f2 + f3;

**建议10.4 赋值操作符不能使用在产生布尔值的表达式上。**

说明：如果布尔值表达式需要赋值操作，那么赋值操作必须在操作数之外分别进行。这可以帮助避免=和= =的混淆，帮助我们静态地检查错误。

示例：

x = y;

if (x != 0)

{

foo ();

}

不能写成：

if (( x = y ) != 0)

{

foo ();

}

或者更坏的

if (x = y)

{

foo ();

}

# 代码编辑、编译

**规则11.1 使用编译器的最高告警级别，理解所有的告警，通过修改代码而不是降低告警级别来消除所有告警。**

说明：编译器是你的朋友，如果它发出某个告警，这经常说明你的代码中存在潜在的问题。

VS2013可以设置告警级别为/Wall，gcc可以设置告警级别为-Wall，cc应当设置告警级别为+w2。

**规则11.2 在产品软件（项目组）中，要统一编译开关、静态检查选项以及相应告警清除策略。**

说明：如果必须禁用某个告警，应尽可能单独局部禁用，并且编写一个清晰的注释，说明为什么屏蔽。

某些语句经编译/静态检查产生告警，但如果你认为它是正确的，那么应通过某种手段去掉告警信息。

**规则11.3 本地构建工具（如PC-Lint）的配置应该和持续集成的一致。**

说明：两者一致，避免经过本地构建的代码在持续集成上构建失败。

**规则11.4 使用版本控制（配置管理）系统，及时签入通过本地构建的代码，确保签入的代码不会影响构建成功。**

说明：及时签入代码降低集成难度。

**建议11.1 要小心地使用编辑器提供的块拷贝功能编程。**

**建议11.2 把编译告警当做错误来对待。**

说明：大多数编译器都提供该功能。在VS2005中，可以使用/WX选项，或在工程属性的"c/c++|常规属性"中设置“将警告视为错误”为“是”。

在gcc中，可以使用-Werror

**建议11.3 优先采用编译器的较新版本和较新的语言标准。**

说明：语言、编译器是基础。语言方面的落后，无法利用业界优秀的开源库、工具及其生态系统。新产品或者新版本，应当考虑使用较新的编译器，并采用较新的语言标准，如C11，C++11等。

# 可测性

**原则12.1 模块划分清晰，接口明确，耦合性小，有明确输入和输出，否则单元测试实施困难。**

说明：单元测试实施依赖于：

* 模块间的接口定义清楚、完整、稳定；
* 模块功能的有明确的验收条件（包括：预置条件、输入和预期结果）；
* 模块内部的关键状态和关键数据可以查询，可以修改；
* 模块原子功能的入口唯一；
* 模块原子功能的出口唯一；
* 依赖集中处理：和模块相关的全局变量尽量的少，或者采用某种封装形式。

**规则12.1 在同一项目组或产品组内，要有一套统一的为集成测试与系统联调准备的调测开关及相应打印函数，并且要有详细的说明。**

说明：本规则是针对项目组或产品组的。代码至始至终只有一份代码，不存在开发版本和测试版本的说法。测试与最终发行的版本是通过编译开关的不同来实现的。并且编译开关要规范统一。统一使用编译开关来实现测试版本与发行版本的区别，一般不允许再定义其它新的编译开关。

**规则12.2 在同一项目组或产品组内，调测打印的日志要有统一的规定。**

说明：统一的调测日志记录便于集成测试，具体包括：

* 统一的日志分类以及日志级别；
* 通过命令行、网管等方式可以配置和改变日志输出的内容和格式；
* 在关键分支要记录日志，日志建议不要记录在原子函数中，否则难以定位；
* 调试日志记录的内容需要包括文件名/模块名、代码行号、函数名、被调用函数名、错误码、错误发生的环境等。

**规则12.3 使用断言记录内部假设。**

说明：断言是对内部模块某种假设条件进行检查，如果假设不成立，说明存在编程、设计错误。断言可以对在系统中隐藏很深，用其它手段极难发现的问题进行定位，从而缩短软件问题定位时间，提高系统的可测性。

**规则12.4 不能用断言来检查运行时错误。**

说明：断言是用来处理内部编程或设计是否符合假设；对于可能会发生的且必须处理的情况要写防错程序，而不是断言。如某模块收到其它模块或链路上的消息后，要对消息的合理性进行检查，此过程为正常的错误检查，不能用断言来实现。

断言的使用是有条件的。断言只能用于程序内部逻辑的条件判断，而不能用于对外部输入数据的判断,因为在网上实际运行时，是完全有可能出现外部输入非法数据的情况。

**规则12.5 在编写代码的同时，或者编写代码前，编写单元测试用例验证软件设计/编码的正确。**

**建议12.1 为单元测试和系统故障注入测试准备好方法和通道。**

**建议12.2 单元测试关注单元的行为而不是实现，避免针对函数的测试。**

说明：应该将被测单元看做一个被测的整体，根据实际资源、进度和质量风险，权衡代码覆盖、打桩工作量、补充测试用例的难度、被测对象的稳定程度等，一般情况下建议关注模块/组件的测试，尽量避免针对函数的测试。尽管有时候单个用例只能专注于对某个具体函数的测试，但我们关注的应该是函数的行为而不是其具体实现细节。

# 可移植性

**规则13.1 不能定义、重定义或取消定义标准库/平台中保留的标识符、宏和函数。**

**建议13.1 不使用与硬件或操作系统关系很大的语句，而使用建议的标准语句，以提高软件的可移植性和可重用性。**

说明：使用标准的数据类型，有利于程序的移植。

示例：如下例子（在DOS下BC3.1环境中），在移植时可能产生问题。

void main()

{

register int index; // 寄存器变量

\_AX = 0x4000; // \_AX是BC3.1提供的寄存器“伪变量”

... // program code

}

**建议13.2 除非为了满足特殊需求，避免使用嵌入式汇编。**

说明：程序中嵌入式汇编，一般都对可移植性有较大的影响。

建议13.3 使用平台统一定义的“指针整型类型”，避免使用固定位宽类型的数据类型。

说明：使用整型数类型来保存指针变量的数据结构定义，需要考虑硬件平台不同位宽的自适应，应使用平台统一定义的“指针整型类型”，避免使用固定位宽类型的数据类型，导致不同硬件平台运行时，出现指针截短， 如:

typedef struct tagL2TP\_Msg

{

UINT32 uiMsgType;

UINT32 uiVar1;

UINT32 uiVar2;

UINT32 uiVar3;

}L2TP\_MSG\_S;

上面的数据结构，在 32 位系统中，使用 uiVar1 ~ uiVar3 来传递指针参数到消息队列中，这样的数据结构在移植到64 位系统时，会因为指针截短而崩溃，正确的做法是下面的写法:

#if VOS\_WORDSIZE == 64

typedef unsigned long int VOS\_UINTPTR

#else

typedef unsigned int VOS\_UINTPTR

#endif

typedef struct tagL2TP\_Msg

{

UINTPTR uiMsgType;

UINTPTR uiVar1;

UINTPTR uiVar2;

UINTPTR uiVar3;

}L2TP\_MSG\_S;

# 业界编程规范

本次编程规范整理的原则是求精不求全，主要针对华为当前编码上的突出问题，所以在全面性上不免有所欠缺。业界一些公司、组织也发布了一些编程规范，对编程语言的缺陷、使用风险都有很好的描述，这里做一些简单的推介，有兴趣的同学可以在平时学习中可以参考，提高自己的编程能力。

**google C++编程指南**

目标：

增强代码一致性，创建通用的、必需的习惯用语和模式可以使代码更加容易理解

C++是一门包含大量高级特性的巨型语言，某些情况下，我们会限制甚至禁止使用某些特性使代码简化，避免可能导致的各种问题

包含的内容：头文件、命名规则、注释、语言特性的使用规则、编码格式

特点：强调理解基础上的遵循，一个规则通常明确说明其优点、缺点，并举很多例子，让读者在理解的基础上遵循，不像规章制度那样生硬和抽象，实际上读起来更像一个教程。比如：禁止使用C++异常，花了一页纸的篇幅来解释使用和不使用的优缺点，非常容易理解

推荐语：读起来非常舒服，抛开编程规范，拿来作为理解学习C++也是不错的

推荐度：★★★★★

**汽车业C语言使用规范(MISRA)**

目标：因为编译器、编程人员理解、C语言本等原因，完全放开使用C语言存在一些风险，因此制定这个规范的目标为了促进C语言的最为安全的使用而定义一些规则。

特点：规则都是针对的是C语言本身缺陷或容易被误解的点，如：自动变量如果不初始化就使用会出现随机值、不同类型数据赋值容易出现的隐式转换；没有包含诸如注释、变量名、编码格式等统一编程风格的内容。

推荐语：对C的缺点了如指掌，可以帮助更好的掌握C语言，避免编程陷阱，提高程序可靠性。

推荐度：★★★★